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resultant having L data elements.
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METHOD AND APPARATUS FOR PARALLEL SHIFT RIGHT

MERGE OF DATA

[0001]  This patent application is a Continuation In Part of U.S. Patent Application No.
09/952,891, entitled “An Apparatus And Method For Efficient Filtering And Convolution
Of Content Data”, filed October 29, 2001.

[0002] The patent application is related to co-pending U.S. Patent Application No.
/___, _,entitled “Fast Full Search Motion Estimation With SIMD Merge Instruction”

filed on October 25, 2002.

FIELD OF THE INVENTION

[0003]  The present invention relates generally to the field of microprocessors and
computer systems. More particularly, the present invention relates to a method and
apparatus for parallel shift right merge of data.

BACKGROUND OF THE INVENTION

[0004] A processor technology advances, newer software code is also being generated
to run on machines with these processors. Users generally expect and demand higher
performance from their computers regardless of the type of software being used. One such
issue can arise from the kinds of instructions and operations that are actually being
performed within the processor. Certain types of operations require more time to
complete based on the complexity of the operations and/or type of circuitry needed. This
provides an opportunity to optimize the way certain complex operations are executed
inside the processor.

[0005] Media applications have been driving microprocessor development for more
than a decade. In fact, most computing upgrades in recent years have been driven by

media applications. These upgrades have predominantly occurred within consumer
1
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segments, although significant advances have also been seen in enterprise segments for

entertainment enhanced education and communication purposes. Nevertheless, future

media applications will require even higher computational requirements. As a result,

tomorrow’s personal computing (PC) experience will be even richer in audio-visual
5  effects, as well as being easier to use, and more importantly, computing will merge with

communications.

[0006] Accordingly, the display of images, as well as playback of audio and video

data, which is collectively referred to herein as content, have become increasingly popular

applications for current computing devices. Filtering and convolution operations are some
10  of the most common operations performed on content data, such as image audio and video
data. As known to those skilled in the art, filtering and correlation calculations are
computed with a multiply-accumulate operation that adds the products of data and co-
efficients. The correlation of two vectors, A and B, consists in the calculation of the sum
S:

N-1

15 S[k]= ]—1/_-2 a[i]-bli + k], Equation (1)

i=0

that is very often used with k=0:

1 N-1 ) .
S[0]= v Z ali]-bli] Equation (2)
i=0
In case of an N tap filter f applied to a vector V, the sum S to be calculated is the

following:

N-1 ‘
20 S=>" flil-Vi] Equation (3)
i=0
Such operations are computationally intensive, but offer a high level of data parallelism
that can be exploited through an efficient implementation using various data storage

devices, such as for example, single instruction multiple data (SIMD) registers.

2
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[0007]  Applications of filtering operations are found in a wider array of image and
video processing tasks and communications. Examples of uses of filters are reduction of
block artifacts in motion picture expert group (MPEG) video, reducing noise and audio,
decoupling watermarks from pixel values to improve watermark detection, correlation for
smoothing, sharpening, reducing noise, finding edges and scaling the sizes of images or
video frames, up sampling video frames for sub-pixel motion estimation, enhancing audio
signal quality, and pulse shaping and equalizing the signal in communications.
Accordingly, filtering as well as convolution operations are vital to computing devices
which offer playback of content, including image, audio and video data.

[0008]  Unfortunately, current methods and instructions target the general needs of
filtering and are not comprehensive. In fact, many architectures do not support a means
for efficient filter calculations for a range of filter lengths and data types. In addition, data
ordering within data storage devices such as SIMD registers, as well as a capability of
adding adjacent values in a register and for partial data transfers between registers, are
generally not supported. As a result, current architectures require unnecessary data type
changes which minimizes the number of operations per instruction and significantly

increases the number of clock cycles required to order data for arithmetic operations.
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BRIEF DESCRIPTION OF THE DRAWINGS

[0009] The present invention is illustrated by way of example and not limitations in
the figures of the accompanying drawings, in which like references indicate similar
elements, and in which:

[0010] FIG. 1 depicts a block diagram illustrating a computer system capable of
implementing of one embodiment of the present invention.

[0011]  FIG. 2 depicts a block diagram illustrating an embodiment of the processor as
depicted in FIG. 1 in accordance with a further embodiment of the present invention.
[0012]  FIG. 3 depicts a block diagram illustrating a packed data types according to a
further embodiment of the present invention.

[0013]  FIG. 4A illustrates an in-régister packed byte representations according to one
embodiment of the present invention.

[0014] FIG. 4B illustrates an in-register packed word representation according to one
embodiment of the present invention.

[0015]  FIG. 4C illustrates an in-register packed double word representations
according to one embodiment of the present invention.

[0016]  FIG. S depicts a block diagram illustrating operation of a byte shuffle
instruction in accordance with an embodiment of the present invention.

[0017]  FIG. 6 depicts a block diagram illustrating a byte multiply-accumulate
instruction in accordance with an embodiment of the present invention.

[0018] FIGS. 7A-7C depict block diagrams illustrating the byte shuffle instruction of
FIG. 5 combined with the byte multiply accumulate instruction as depicted in FIG. 6 to
generate a plurality of summed-product pairs in accordance with a further embodiment of

the present invention.
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[0019] FIGS. 8A-8D depict block diagrams illustrating an adjacent-add instruction in
accordance with a further embodiment of the present invention;

[0020]  FIGS. 9A and 9B depict a register merge instruction in accordance with a
further embodiment of the present invention.

[0021]  FIG. 10 depicts a block diagram illustrating a flowchart for efficient data
processing of content data in accordance with one embodiment of the present invention.
[0022]  FIG. 11 depicts a block diagram illustrating an additional method for
processing content data according to a data processing operation in accordance with a
further embodiment of the present invention.

[0023]  FIG. 12 depicts a block diagram illustrating a flowchart for continued
processing of content data in accordance with a further embodiment of the present
invention.

[0024]  FIG. 13 depicts a block diagram illustrating a flowchart illustrating a register
merge operation in accordance with a further embodiment of the present invention.
[0025]  FIG. 14 depicts a flowchart illustrating an additional method for selecting
unprocessed data elements from a source data storage device in accordance with an
exemplary embodiment of the present invention.

[0026]  Figure 15 is a block diagram of the micro-architecture for a processor of one
embodiment that includes logic circuits to perform parallel shift right merge operations in
accordance with the present invention;

[0027]  Figure 16A is a block diagram of one embodiment of logic to perform a
parallel shift right merge operation on data operands in accordance with the present
invention;

[0028]  Figure 16B is a block diagram of another embodiment of logic to perform a

shift right merge operation;
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[0029]  Figure 17A illustrates the operation of a paraliel shift right merge instruction
in accordance with a first embodiment of the present invention;
[0030]  Figure 17B illustrates the operation of a shift right merge instruction in
accordance with a second embodiment;
5 [0031] Figure 18A is a flow chart illustrating one embodiment of a method to shift
right and merge data operands in parallel;
[0032]  Figure 18B is a flow chart illustrating another embodiment of a method to shift
right and merge data;
[0033]  Figures 19A-B illustrate an examples of motion estimation;
10 [0034] Figure 20 illustrates an example application of motion estimation and a
resulting prediction;
[0035] Figures 21A-B illustrate example current and previous frames that are
processed during motion estimation;
[0036] Figure 22A-D illustrate the operations of motion estimation on frames in
15 accordance with one embodiment of the present invention; and
[0037] Figures 23A-B is a flow chart illustrating one embodiment of a method to

predict and estimation motion.
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DETAILED DESCRIPTION

[0038] A method and apparatus for performing a parallel shift right merge on data is
disclosed. A method and apparatus for efficient filtering and convolution of content data
are also described. A method and apparatus for a fast full search motion estimation with
SIMD merge operations is also disclosed. The embodiments) described herein are
described in the context of a microprocessor, but are not so limited. Although the
following embodiments are described with reference to a processor, other embodiments
are applicable to other types of integrated circuits and logic devices. The same techniques
and teachings of the present invention can easily be applied to other types of circuits or
semiconductor devices that can benefit from higher pipeline throughput and improved
performance. The teachings of the present invention are applicable to any processor or
machine that performs data manipulations. However, the present invention is not limited
to processors or machines that perform 256 bit, 128 bit, 64 bit, 32 bit, or 16 bit data
operations and can be applied to any processor and machine in which shift right merge of
data is needed.

[0039] In the following description, for purposes of explanation, numerous specific
details are set forth in order to provide a thorough understanding of the present invention.
One of ordinary skill in the art, however, will appreciate that these specific details are not
necessary in order to practice the present invention. In other instances, well known
electrical structures and circuits have not been set forth in particular detail in order to not
necessarily obscure the present invention. In addition, the following description provides
examples, and the accompanying drawings show various examples for the purposes of
illustration. However, these examples should not be construed in a limiting sense as they
are merely intended to provide examples of the present invention rather than to provide an

exhaustive list of all possible implementations of the present invention.
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[0040] In an embodiment, the methods of the present invention are embodied in
machine-executable instructions. The instructions can be used to cause a general-purpose
or special-purpose processor that is programmed with the instructions to perform the steps
of the present invention. Alternatively, the steps of the present invention might be
performed by specific hardware components that contain hardwired logic for performing
the steps, or by any combination of programmed computer components and custom
hardware components.

[0041]  The present invention may be provided as a computer program product or
software which may include a machine or computer-readable medium having stored
thereon instructions which may be used to program a computer (or other electronic
devices) to perform a process according to the present invention. Such software can be
stored within a memory in the system. Similarly, the code can be distributed via a
network or by way of other computer readable media. The computer-readable medium
may include, but is not limited to, floppy diskettes, optical disks, Compact Disc, Read-
Only Memory (CD-ROMs), and magneto-optical disks, Read-Only Memory (ROMs),
Random Access Memory (RAM), Erasable Programmable Read-Only Memory (EPROM),
Electrically Erasable Programmable Read-Only Memory (EEPROM), magnetic or optical
cards, flash memory, a transmission over the Internet, or the like.

[0042]  Accordingly, the computer-readable medium includes any type of
media/machine-readable medium suitable for storing or transmitting electronic
instructions or information in a form readable by a machine (e.g., a computer). Moreover,
the present invention may also be downloaded as a computer program product. As such,
the program may be transferred from a remote computer (e.g., a server) to a requesting

computer (e.g., a client). The transfer of the program may be by way of electrical, optical,
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acoustical, or other forms of data signals embodied in a carrier wave or other propagation
medium via a communication link (e.g., 2 modem, network connection or the like).
[0043]  Inmodern processors, a number of different execution units are used to process
and execute a variety of code and instructions. Not all instructions are created equal as
some are quicker to complete while others can take an enormous number of clock cycles.
The faster the throughput of instructions, the better the overall performance of the
processor. Thus it would be advantageous to have as many instructions execute as fast as
possible. However, there are certain instructions that have greater complexity and require
more in terms of execution time and processor resources. For example, there are floating
point instructions, load/store operations, data moves, etc.

[0044] As more and more computer systems are used in internet and multimedia
applications, additional processor support has been introduced over time. For instance,
Single Instruction, Multiple Data (SIMD) integer/floating point instructions and Streaming
SIMD Extensions (SSE) are instructions that reduce the overall number of instructions
required to execute a particular program task. These instructions can speed up software
performance by operating on multiple data elements in parallel. As a result, performance
gains can be achieved in a wide range of applications including video, speech, and
image/photo processing. The implementation of SIMD instructions in microprocessors
and similar types of logic circuit usually involve a number of issues. Furthermore, the
complexity of SIMD operations often leads to a need for additional circuitry in order to
correctly process and manipulate the data.

[0045]  Embodiments of the present invention provide a way to implement a parallel
shift right instruction as an algorithm that makes use of SIMD related hardware. For one
embodiment, the algorithm is based on the concept of right shifting a desired number of

data segments from one operand into the most significant side of a second operand as the
9
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same number of data segments are shifted out the least significant side of the second
operand. Conceptually, the right shift merge operation can be viewed as merging two
block of data together as one block and shifting the joined block to align the data segments
at the desired location to form a new pattern of data. Thus embodiments of a shift right
merge algorithm in accordance with the present invention can be implemented in a
processor to support SIMD operations efficiently without seriously compromising overall
performance.

Computing Architecture

[0046]  FIG. 1 shows a computer system 100 upon which one embodiment of the
present invention can be implemented. Computer system 100 comprises a bus 101 for
communicating information, and processor 109 coupled to bus 101 for processing
information. The computer system 100 also includes a memory subsystem 104-107
coupled to bus 101 for storing information and instructions for processor 109.

[0047]  Processor 109 includes an execution unit 130, a register file 200, a cache
memory 160, a decoder 165, and an internal bus 170. Cache memory 160 is coupled to
execution unit 130 and stores frequently and/or recently used information for processor
109. Register file 200 stores information in processor 109 and is coupled to execution unit
130 via internal bus 170. In one embodiment of the invention, register file 200 includes
multimedia registers, for example, SIMD registers for storing multimedia information. In
one embodiment, multimedia registers each store up to one hundred twenty-eight bits of
packed data. Multimedia registers may be dedicated multimedia registers or registers
which are used for storing multimedia information and other information. In one
embodiment, multimedia registers store multimedia data when performing multimedia

operations and store floating point data when performing floating point operations.

10
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' [0048]  Execution unit 130 operates on packed data according to the instructions

received by processor 109 that are included in packed instruction set 140. Execution unit
130 also operates on scalar data according to instructions implemented in general-purpose
processors. Processor 109 is capable of supporting the Pentium® microprocessor
instruction set and the packed instruction set 140. By including packed instruction set 140
in a standard microprocessor instruction set, such as the Pentium® microprocessor
instruction set, packed data instructions can be easily incorporated into existing software
(previously written for the standard ﬁicroprocessor instruction set). Other standard
instruction sets, such as the PowerPC™ and the Alpha™ processor instruction sets may
also be used in accordance with the described invention. (Pentium® is a registered

trademark of Intel Corporation. PowerPC™ is a trademark of IBM, APPLE COMPUTER

and MOTOROLA. Alpha™ is a trademark of Digital Equipment Corporation.)

[0049] In one embodiment, the packed instruction set 140 includes instructions (as
described in further detail below) for a move data (MOVD) operation 143, and a data
shuffle operation (PSHUFD) 145 for organizing data within a data storage device. A
packed multiply and accumulate for an unsigned first source register and a signed second
source register (PMADDUSBW operation 147). A packed multiply-accumulate operatibn
(PMADDUUBW operation 149) for performing a multiply and accumulate for an
unsigned first source register and an unsigned second source register. A packed multiply-
accumulate (PMADDSSBW operation 151) for signed first and second source registers
and a standard multiply accumulate (PMADDWD operation 153) for signed first and
second source registers containing 16-bit data. Finally, the packed instruction set includes
an adjacent-add instruction for adding adjacent bytes (PAADDNB operation 155), words

(PAADDNWD operation 157), and doublewords (PAADDNDWD 159), two word values

11
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(PAADDWD 161), two words to produce a 16-bit result (PAADDNWW operation 163),
two quadwords to produce a quadword result (PAADDNDD operation 165) and a register
merger operation 167.

[0050] By including the packed instruction set 140 in the instruction set of the general-
purpose processor 109, along with associated circuitry to execute the instructions, the
operations used by many existing multimedia applications may be performed using packed
data in a general-purpose processor. Thus, many multimedia applications may be
accelerated and executed more efficiently by using the full width of a processor’s data bus
for performing operations on packed data. This eliminates the need to transfer smaller
units of data across the processor’s data bus to perform one or more operations one data
element at a time.

[0051] Still referring to FIG. 1, the computer system 100 of the present invention may
include a display device 121 such as a monitor. The display device 121 may include an
intermediate device such as a frame buffer. The computer system 100 also includes an
input device 122 such as a keyboard, and a cursor control 123 such as a mouse, or
trackball, or trackpad. The display device 121, the input device 122, and the cursor
control 123 are coupled to bus 101. Computer system 100 may also include a network
connector 124 such that computer system 100 is part of a local area network (LAN) or a
wide area network (WAN).

[0052]  Additionally, computer system 100 can be coupled to a device for sound
recording, and/or playback 125, such as an audio digitizer coupled to a microphone for
recording voice input for speech recognition. Computer system 100 may aiso include a
video digitizing device 126 that can be used to capture video images, a hard copy device
127 such as a printer, and a CD-ROM device 128. The devices 124-128 are also coupled

to bus 101.
12
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Processor

[0053] FIG. 2 illustrates a detailed diagram of processor 109. Processor 109 can be
implemented on one or more substrates using any of a number of process technologies,
such as, BiCMOS, CMOS, and NMOS. Processor 109 comprises a decoder 202 for
decoding control signals and data used by processor 109. Data can then be stored in
register file 200 via internal bus 205. As a matter of clarity, the registers of an
embodiment should not be limited in meaning to a particular type of circuit. Rather, a
register of an embodiment need only be capable of storing and providing data, and
performing the functions described herein.

[0054] Depending on the type of data, the data may be stored in integer registers 201,
registers 209, status registers 208, or instruction pointer register 211. Other registers can
be included in the register file 204, for example, floating point registers. In one
embodiment, integer registers 201 store thirty-two bit integer data. In one embodiment,
registers 209 contains eight multimedia registers, Ro212a through Ry 2124, for example,
SIMD registers containing packed data. Each register in registers 209 is one hundred
twenty-eight bits in length. R1 212, R2 212b and R3 212¢ are examples of individual
registers in registers 209. Thirty-two bits of a register in registers 209 can be moved into
én integer register in integer registers 201. Similarly, a value in an integer register can be
moved into thirty-two bits of a register in registers 209.

[0055] Status registers 208 indicate the status of processor 109. Instruction pointer
register 211 stores the address of the next instruction to be executed. Integer registers 201,
registers 209, status registers 208, and instruction pointer register 211 all connect to
internal bus 20S. Any additional registers would also connect to the internal bus 205.
[0056]  In another embodiment, some of these registers can be used for two different

types of data. For example, registers 209 and integer registers 201 can be combined where
13
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each register can store either integer data or packed data. In another embodiment,
registers 209 can be used as floating point registers. In this embodiment, packed data can
be stored in registers 209 or floating point data. In one embodiment, the combined
registers are one hundred twenty-eight bits in length and integers are represented as one
hundred twenty-eight bits. In this embodiment, in storing packed data and integer data,
the registers do not need to differentiate between the two data types.

[0057]  Functional unit 203 performs the operations carried out by processor 109.
Such operations may include shifts, addition, subtraction and multiplication, etc.
Functional unit 203 connects to internal bus 205. Cache 160 is an optional element of
processor 109 and can be used to cache data and/or control signals from, for example,
main memory 104. Cache 160 is connected to decoder 202, and is connected to receive
control signal 207.

Data and Storage Formats

[0058]  FIG. 3 illustrates three packed data-types: packed byte 221, packed word 222,
and packed doubleword (dword) 223. Packed byte 221 is one hundred twenty-eight bits
long containing sixteen packed byte data elements. Generally, a data element is an
individual piece of data that is stored in a single register (or memory location) with other
data elements of the same length. In packed data sequences, the number of data elements
stored in a register is one hundred twenty-eight bits divided by the length in bits of a data
element.

[0059] Packed word 222 is one hundred twenty-eight bits long and contains eight
packed word data elements. Each packed word contains sixteen bits of information.
Packed doubleword 223 is one hundred twenty-eight bits long and contains four packed

doubleword data elements. Each packed doubleword data element contains thirty-two bits

14
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of information. A packed quadword is one hundred twenty-eight bits long and contains
two packed quad-word data elements.

[0060]  FIGS. 4A-4C illustrate the in-register packed data storage representation
according to one embodiment of the invention. Unsigned packed byte in-register
representation 310 illustrates the storage of an unsigned packed byte 201 in one of the
multimedia registers 209, as shown in FIG. 4A. Information for each byte data element is
stored in bit seven through bit zero for byte zero, bit fifteen through bit eight for byte one,
bit twenty-three through bit sixteen for byte two, and finally bit one hundred twenty
through bit one hundred twenty-seven for byte fifteen.

[0061] Thus, all available bits are used in the register. This storage arrangement
increases the storage efficiency of the processor. As well, with sixteen data elements
accessed, one operation can now be performed on sixteen data elements simultaneously.
Signed packed byte in-register representation 311 illustrates the storage of a signed packed
byte 221. Note that the eighth bit of every byte data element is the sign indicator.

[0062] Unsigned packed word in-register representation 312 illustrates how word
seven through word zero are stored in a register of multimedia registers 209, as illustrated
in FIG. 4B. Signed packed word in-register representation 313 is similar to the unsigned
packed word in-register representation 312. Note that the sixteenth bit of each word data
element is the sign indicator. Unsigned packed doubleword in-register representation 314
shows how multi-media registers 209 store two doubleword data elements, as illustrated in
FIG. 4C. Signed packed doubleword in-register representation 315 is similar to unsigned
packed doubleword in-register representation 314. Note that the necessary sign bit is the
thirty-second bit of the doubleword data element.

[0063]  Efficient filtering and convolution of content data, as taught by the present

invention, begins with loading of data source devices with data and filter/convolution co-
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efficients. In many cases, the order of data or co-efficients within a data storage device,
such as for example a single instruction multiple data (SIMD) register, require change
before arithmetic calculations can be made. Accordingly, efficient filter calculations and
convolution require not only appropriate arithmetic instructions, but also efficient methods
for organizing the data required to make the calculations.

[0064] For example, using the notation in the background section, images are filtered
by replacing the value of, for example pixel I given by S[I]. Values of pixels on either
side of pixel I are used in the filter calculation of S[I]. Similarly, pixels on either side of
pixel [ + 1 are required to compute the S[I+1]. Consequently, to compute filter results for
more than one pixel in an SIMD register, data is duplicated and arranged in the SIMD
register for the calculation.

[0065] Unfortunately, current computing architectures lack an efficient way of
arranging data for all of the appropriate data sizes within the computing architecture.
Accordingly, as depicted in FIG. 5, the present invention includes a byte shuffle
instruction (PSHUFB) 145 that efficiently orders data of any size. The byte shuffle
operation 145 orders data sizes, which are larger than bytes, by maintaining the relative
position of bytes within the larger data during the shuffle operation. In addition, the byte
shuffle operation 145 can change the relative position of data in an SIMD register and can
also duplicate data.

[0066] Referring again to FIG. 5, FIG. 5 depicts an example of a byte shuffle
operation 145 for a filter with three co-efficients. Using conventional techniques, filter
co—efficients (not shown) would be applied to three pixels and then the filter co-efficients
are moved to another pixel and applied again. However, in order to perform these
operations in parallel, the present invention describes a new instruction for the data

arrangement. Accordingly, as depicted in FIG. §, the data 404 is organized within a
' 16
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destination data storage device 406, which in one embodiment is the source data storage
device 404, utilizing a mask 402 to specify the address wherein respective data elements
are stored in the destination register 406. In one embodiment, the arrangement of the
mask is based on the desired data processing operation, which may include for example, a
filtering operation, a convolution operation or the like.

[0067]  Accordingly, using the mask 402, processing of the data 406, along with the
co-efficients, can be performed in parallel. In the example described, the source data
storage device 404 is a 128-bit SIMD register, which initially stores sixteen 8-bit pixels.
As such, when utilizing a pixel filter with three co-efficients, the fourth co-efficient is set
to zero. In one embodiment, depending on the number of data elements within the source
data storage device 404, the source register 404 can be utilized as the destination data
storage device or register, thereby reducing the number of registers than is generally
necessary. As stich, overwritten data within the source data storage device 404 may be
reloaded from memory or from another register. In addition, multiple registers may be
used as the source data storage device 404, with their respective data organized within the
destination data storage device 406 as desired.

[0068]  Once ordering of data elements, as well as co-efficients is complete, the data
and corresponding co-efficients must be processed in accordance with a data processing
operation. It is recognized by those skilled in the art that operations with different
precisions are needed for filter calculation, as well as convolution calculation, utilizing
different numbers of filter co-efficients and data sizes. The most basic filter operation
multiplies two pairs of numbers and adds their products. This operation is called a
multiply-accumulate instruction.

[0069] Unfortunately, current computing architectures do not provide support for

efficient multiply-accumulate calculations for multiple array or filter lengths and multiple
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data sizes utilizing either signed or unsigned co-efficients. In addition, byte operations are
not supported. As a result, conventional computer architectures must convert 16 bit data
using unpack instructions. These computer architectures generally include support for
multiply-accumulate operations that compute the product of 16-bit data in separate
registers and then add adjacent products to give a 32-bit result. This solution is acceptable
for filter co-efficients for data that require 16-bit precision, but for 8-bit filter co-efficients,
in 8 bit data (which is the general case for image and video), instructions and data level
parallelism are wasted.

[0070]  Referring now to FIG. 6, FIG. 6 depicts a first source register 452 and a
second source register 454. In one embodiment, the first and second source registers are
N-bit long SIMD registers, such as for example 128-bit Intel® SSE2 XMM registers. | The
multiply and accumulate instruction implemented on such a register would give the
following results for two pixel vectors 452 and 454, which is stored within the destination
register 456. Accordingly, the example shows an 8-bit byte to 16 word multiply-
accumulate instruction called PMADDUSBW operation 147 (FIG. 1), in which the U and
the S in the instruction mnemonically refer to unsigned and signed bytes. Bytes in one of
the source registers are signed and in the other they are unsigned.

[0071]  In one embodiment of the present invention, the register with the unsigned data
is the destination and the 16 multiply-accumulate results. The reason for this choice is that
in most implementations, data is unsigned and co-efficients are signed. Accordingly, it is
preferable to overwrite the data because the data is less likely to be needed in future
calculations. Additional byte multiply-accumulate instructions as depicted in FIG. 1 are
PMADDUUBW operation 149 for unsigned bytes in both registers and PMADDSSBW

operation 151 for signed bytes in both source registers. The multiply-accumulate
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instructions are completed by a PMADDWD instruction 153 that applies to pairs of 16-bit
signed words to produce a 32-bit signed product.

[0072]  Asis generally the case of filtering operations, the second vector generally
contains the filter co-efficients. Accordingly, to prepare an XMM register, the co-
efficients can be loaded within a portion of the register and copied to the rest of the
register using the shuffle instruction 145. For example, as depicted in FIG. 7A, a co-
efficient data storage device 502, such as for example an XMM 128 bit register, is initially
loaded with three co-efficients in response to execution of a data load instruction.
However, those skilled in the art will recognize that filter co-efficients may be organized
in memory prior to data processing. As such, the co-efficient may be initially loaded as
depicted in FIG. 7B based on their organization within memory, prior to filtering.

[0073]  As such, the co-efficient register 502 includes filter co-efficients F3, F2 and F1,
which can be coded as signed or unsigned bytes. Once the co-efficient register 502 is
loaded, the existing instruction PSHUFD can be used to copy the filter co-efficients within
the remaining portions of the co-efficient register to obtain the following result as depicted
in FIG. 7B. As depicted in FIG. 7B, the co-efficient register 504 now includes shuffled
co-efficients as required to perform a data processing operation in parallel. As known to
those skilled in the art, filters including three co-efficients are very common in image
processing algorithms. However, thdse skilled in the art will recognize that certain
filtering operations, such as JPEG 2000 utilize nine and seven 16-bit coefficients.
Accordingly, processing of such co-efficient exceeds the capacity of co-efficient registers,
resulting in a partially filtered result. Consequently, processing continues until a final
result is obtained using each co—efficient.

[0074] Referring now to FIG. 7C, FIG. 7C illustrates the arrangement of pixel data

within a source register 506 that was initially contained within the source register 404 as
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depicted in FIG. 5 and shuffled within the destination register 406. Accordingly, in .
response to execution of a data processing operation, the PMADDUSBW instruction can
be used to compute the sum of the two multiplications with the result stored in the
destination register 510. Unfortunately, in order to complete calculation and generate data
processing results for the selected data processing operation, adjacent summed-product
pairs within the destination register 510 must be added.

[0075]  Accordingly, if the sum of a multiply-accumulate instruction is longer than two
pixels, which is generally the case, the separate sums have to be added. Unfortunately,
current computing architectures do not provide an efficient method of adding adjacent
sums, due to the fact that the adjacent sums are within the same destination register.
Accordingly, the present invention utilizes adjacent-add instructions, the results of which
are depicted in FIGS. 8A-8D.

[0076]  Referring now to FIG. 8A, FIG. 8A depicts a destination register 552
following adding of two adjacent 16 bit values (PADDD2WD operation 157) to give a 32
bit sum. As such, FIG. 8A depicts two adjacent 16 bit results of a multiply-accumulate
instruction, which are added to give 32 bit sum of 4 byte products. FIG. 8B depicts an
adjacent-add instruction (PAADDD4 WD operation 157), which adds 4 adjacent 16-bit
values to give a 32-bit sum. As such, 4 adjacent 16-bit results of a byte multiply-
accumulate instruction are added to give 32-bit sum of 8 byte products. FIG. 8C
illustrates an adjacent-add instruction (PAADD8WD operation 157), which adds 8
adjacent 16-bit values to give a 32-bit sum. As such, the example illustrates 8 adjacent 16-
bit results of a byte multiply-accumulate operation, which are added to give a 32-bit sum
of 16 byte products.

[0077]  Accordingly, the selection of the instruction to perform an adjacent-add

operation is based on the number of turns in a sum (N). For example, utilizing a three tap
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filter as depicted in FIGS. 7A-7C, a first instruction (PAADD2WD operation 157) will
obtain the following result as depicted in FIG. 8D. However, for correlation between two
16 bit pixel vectors (for example, the first line of a macro block), the last instruction
(PAADD8WD operation 157), as depicted in FIG. 8C, is utilized. Such an operation is
becoming increasingly important for an efficient implementation as SIMD registers
increase in size. Without such an operation, many additional instructions are required.
[0078]  Assuch, the set of adjacent-add instructions, as described by the present
invention, support a wide range of numbers of adjacent values which can be added and a
full range of common data types. In one embodiment, addition of adjacent 16 bit valués
includes a set of instructions (PAADDNWD operation 157) whose range begins with
addition of two adjacent values (N=2) and doubles the number added to four (N=4) then to
eight (N=8) and up to a total number in the register. The data size of the sum of 16 bit
adjacent-additions is 32 bits. In an alternate embodiment, adjacent 16 bit values
(PAADDWD operation 161) are added to yield a 32 bit sum.

[0079]  In this alternate embodiment, no other instruction with the 16 bit data size is
included because adjacent-add instructions with a 32 bit input are used to add the sum
produced by the instruction with a 16 bit input. Both embodiments include a set of 32 bit
adjacent-addition instructions (PAADDNDWD operation 159), whose range begins with
the addition of two adjacent values (N=2) and doubles the number added to four (N=4),
then eight (N=8), etc., up to the total number in the register. The data size of the sum of
32 bit adjacent-additions is 32 bits. In some cases, the results do not fill the register. For
example, instructions as shown in FIGS. 8A, 8B and 8C, three different adjacent-adds
yield 4, 2 and 1 32-bit results. In one embodiment, the results are stored in the lower, least

significant parts of the destination data storage device.
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[0080]  Accordingly, when there are two 32-bit results, as depicted in FIG. 8B, the
results are stored iﬁ the lower 64 bits. In the case of one 32-bit result, as illustrated in
FIG. 8C, the results are stored in the lower 32 bits. As recognized by those skilled in the
art, some applications utilize the sum of adjacent bytes. The present invention supports
adjacent-addition of bytes with an instruction (PAADDNB operation 155) that adds two
adjacent signed bytes giving a 16-bit word and an instruction that adds two adjacent
unsigned bytes giving a 16-bit word result. Applications that require addition of more
than two adjacent bytes add the 16-bit sum of two bytes with an appropriate 16 bit
adjacent-add operation.

[0081]  Once data processing operation results have been calculated, the next operation
consists in routing the results back to a memory device. As illustrated by the
embodiments described above, the results can be coded with a 32-bit precision. Therefore,
results can be written back to memory using simple move operations acting on
doublewords, for example, the MOVD operation 143 described above as well as Shift
Right logical operations acting on the whole register (PSRLDQ), shift double quad-word
right logical. As such, writing all results back to memory would need four MOVD and
three PSRLDQ in the first case (FIG. 8A), two MOVD and one PSRLDQ in the second
case (FIG. 8B) and finally, just one MOVD in the final case, as depicted in FIG. 8C.
[0082]  Unfortunately, although the adjacent-add operations, as depicted in FIG. 7C,
can be performed in parallel, filtering computations generally require the next pixel in the
image. As such, one or more pixels need to be loaded in a source data storage device or
register. In order to avoid loading the eight pixels each time in the registers, two solutions
are proposed for this operation. In one embodiment, the present invention describes a
register merge operation 163, as depicted in FIG. 9A. As such, in order to process pixels

A1-A8 within a destination register 606, pixels A7-A1 are concatenated with pixel A8 to
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form pixels A8—A1 in destination register 606. Accordingly, the register merge operation
utilizes the number of bytes to select registers, which is provided by an input argument.
[0083].  Referring now to FIG. 9B, FIG. 9B depicts an alternate embodiment for
performance of the register merge operation. Initially, eight pixels are loaded into a first
source register 608 (MMO). Next, a subsequent eight pixels are loaded in a second source
register (MM1) 610. Next, a permute operation is performed on the second source register
610. Once performed, register 610 is copied to a third source register (MM2) 612. Next,
the first source register 608 is right-shifted by eight bits. In addition, the second source
register 610 and a mask register 614 are combined in accordance with a packed logical
AND instruction and stored within the first source register 608.

[0084]  Next, a logical OR operation is performed between the second source register
610 and the first source register 608 to produce the following result within the destination
register 620, resulting in the register merge operation. The process continues as illustrated
by shifting the first source register 608. Next, the second source register 610 is shifted to
yield the register 612. Next, a logical AND operation is performed between the mask
register 614 and the second source register 612, with the results stored in a destination
register 622. Finally, a packed OR operation is performed between the second source
register 612 and the first source register 608 to yield a subsequent register merge operation
within the destination register 624. Procedural methods for implementing the teachings of
the present invention are now described.

Operation

[0085] Referring now to FIG. 10, FIG. 10 depicts a block diagram illustrating a
method 700 for efficient filtering and convolution of content data within, for example, the
computer system 100 as depicted in FIGS. 1and 2. As described herein, content data

refers to image, audio, video and speech data. In addition, the present invention refers to
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data storage devices, which as recognized by those skilled in the art, include various
devices capable of storing digital data including, for example, data registers such as 128-
bit Intel® architecture SSE2 MMX registers.

[0086] Referring again to FIG. 10, the method begins at process block 702, wherein it
is determined whether a data processing operation is executed. As described herein, the
data processing operation includes, but it is not limited to, convolution and filtering
operations performed on pixel data. Once executed process block 704 is performed. At
process block 704, a data load instruction is executed. In the response to execution of the
data load instruction, at process block 706 input data stream data is loaded within a source
data storage device 212A and a secondary data storage device 212B, for example as
depicted in FIG. 2.

[0087] At process block 708, it is determined whether the data processing operation
has executed a data shuffle instruction. In response to executing a data shuffle instruction,
at process block 710, a selected portion of data from, for example, a source data storage
device 212B is organized within a destination data storage device or according to an
arrangement of co-efficients within a co-efficient data storage device (see FIG. 5). Co-
efficients within a co-efficient data storage device are organized according to the desired
data processing operation calculations (for example, as illustrated in FIGS. 7A and 7B).
In one embodiment, co-efficients are organized within memory prior to any filtering
operations. Accordingly, co-efficients may be loaded in a co-efficient data storage
without the need for shuffling (see FIG. 7B).

[0088]  As described above, ordering data and co-efficients is required to implement
parallel calculations, as required by the data processing operation, as depicted in FIGS.
7A~TC. However, since the co-efficients are known prior to the data processing dperation,

co-efficients may be organized in memory, to enable loading into a co-efficient register as
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organized within memory without the need to shuffle the co-efficients during the data
processing operation. Finally, at process block 720, the loaded data is processed
according to the data processing operation to generate one or more data processing results.
Once generated, the data processing operation results can be written back to memory.
[0089] Referring now to FIG. 11, FIG. 11 depicts a block diagram illustrating a
method 722 for processing data according to the data processing operation. At process
block 724, it is determined whether the data processing operation has executed a multiply-
accumulate instruction. In response to execution of the multiply-accumulate instruction, at
process block 726, a plurality of summed-product pairs of data within the destination
storage device and co-efficients within the co-efficient data storage device are generated,
as depicted in FIG. 7C. Next, at process block 728, it is determined whether the data
processing operation has executed an adjacent-add instruction.

[0090]  In response to execution of the adjacent-add, at process block 730, adjacent
summed-product pairs within the destination data storage device 510 (FIG. 7C) are added
in response to execution of the adjacent-add instruction to form one or more data
processing operation results (see FIG. 8D). However, in certain embodiments, where the
number of co-efficients exceeds a capacity of the co-efficient register (see process block
732), partial data processing results are obtained. Consequently, processing and
organizing of co-efficients (process block 734) data (process block 736) and continues
until final data processing operation results are obtained, as indicated in optional process
blocks 732-736. Otherwise, at process block 738, the one or more data processing
operation results are stored. Finally, at process block 790, it is determined whether
processing of input data stream data is complete. As such, process blocks 724-732 are
repeated until processing of input data stream data is complete. Once processing is

complete, control flow returns to process block 720, wherein the method 700 terminates.
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[0091]  Referring now to FIG. 12, FIG. 12 depicts a block diagram illustrating an
additional method 740 for processing additional input data. At process block 742, it is
determined whether there is any unaccessed data within the source data storage device
212A. As described herein, unaccessed data refers to data within the source data storage
device 212A that has not been shuffled within the data storage device in order to perform a
multiply-accumulate instruction. When the data storage device contains unaccessed data,
at process block 744, a portion of data is selected from the source data storage device as
the selected data. Once selected, process block 786 is performed.

[0092] Otherwise, at process block 746, one or more unprocessed data elements are
selected from the source data storage device, as well as one or more data elements from a
secondary data storage device. As described herein, unprocessed data elements refer to
data elements for which a data processing operation result has not yet been calculated.
Next, at process block 780, a register merger instruction (see FIGS. 9A and 9B) is
performed which concatenates the unprocessed data elements of the source data storage
device with the data elements selected from the secondary data storage device to form the
selected data. Next, at process block 782, data from the secondary data storage device is
moved to the source data storage device.

[0093]  As such, the source data storage device data is no longer required, since it has
all been accessed. Accordingly, the secondary storage of data, which contains unaccessed
data, can be used to overwrite data within the source data storage device. At process block
784, the secondary data storage device is loaded with input data stream data from a
memory device, which requires additional data processing, such as filtering or
convolution. Finally, at process block 786, the selected data is organized within a

destination data storage device or according to the arrangement of co-efficients within the
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co-efficient data storage device (see FIG. 5). Once performed, control flow returns to
process block 790, as depicted in FIG. 11 for continued processing of the selected data.
[0094]  Referring now to FIG. 13, FIG. 13 depicts an additional method 748 for
selecting unprocessed data elements. At process block 750, it is determined whether the
source data storage device contains unprocessed data. When each portion of data within
the source data storage device has been processed, process block 770 is performed. At
process block 770, a portion of data is selected from the secondary data storage device,
which functions as the selected data, which is then processed in accordance with the data
processing operation.

[0095]  Otherwise, at process block 752, one or more unprocessed data elements are
selected from the source data storage device. Finally, at process block 766, additional data
elements are selected from the secondary data storage device according to a count of the
unprocessed data elements to form the selected data. As such, data selected for shuffling
within a destination data storage device prior to performing of the data processing
operation is limited to a count of data elements based on the number of filter co-efficients.
Accordingly, using this data element count, the number of unprocessed data elements is
subtracted from the data element count in order to determine the number of elements to
select from the secondary data storage device in order to perform the register merge
operation.

[0096]  Finally, referring to FIG. 14, FIG. 14 depicts an additional method 754 for
selecting unprocessed data elements of process block 752, as depicted in FIG. 13. At
process block 756, a data element is selected from the source data storage device. Next, at
process block 758, it is determined whether a data processing operation result has been
calculated for the data element. When such a result has been calculated, the selected data

element is discarded. Otherwise, at process block 760, the selected data element is an
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unprocessed data element and is stored. Next, at process block 762, an unprocessed data
element count is incremented. Finally, at process block 764, process blocks 756-762 are
repeated until each data element within the source data storage device is processed.

[0097]  Assnch, uti]izing' the teachings of the present invention, unnecessary data type
changes are avoided, resulting in a maximization of the number of SIMD operations per
instructions. In addition, a significant reduction in the number of clock cycles required to
order data for arithmetic operations is also achieved. Accordingly, Table 1 gives estimates
speed-up values for several filtering applications using the teachings and instructions
described by the present invention.

TABLE 1

Operation Speedup
9-7 wavelet 17
3x3 filter with byte co-efficients 4.3
watermark correlation 6.8

Alternate Embodiments

' [0098] Several aspects of one implementation of the computing architecture for

providing efficient filtering and convolution cf contezt data ysing SIMD registefs have
been described. However, various implementations of the computing architecture provide
numerous features including, complemenfing, supplementing, and/or replacing the features
described abeve. Features can be implemented as part of thé computing architecture or as
part of specific software or hardware components in different implementations. In
addition, the foregoing description, for purposes of explanation, ‘used specific
nomenclature to provide 4 thorough understanding of the (nvention. However, it will be
apparent to ore skilled in the art that the specific details are not required in order to
practice the inveption.

28



WO 03/038601 PCT/US02/34404

10

15

20

25

[0099]  In addition, although an embodiment described herein is directed to a system
for efficient filtering and convolution of content data using SIMD registers, it will be
appreciated by those skilled in the art that the teaching of the present invention can be
applied to other systems. In fact, systems for processing image, audio and video data are
within the teachings of the present invention, without departing from the scope and spirit
of the present invention. The embodiments described above were chosen and described in
order to best explain the principles of the invention and its practical applications. These
embodiment were chosen to thereby enable others skilled in the art to best utilize the
invention and various embodiments with various modifications as are suited to the
particular use contemplated.

[00100] Embodiments of the present invention provides many advantages over known
techniques. The present invention includes the ability to efficiently implement operations
for filtering/convolution for multiple array lengths and data sizes and co-efficient signs.
These operations are accomplished by using a few instructions that are a part of a small
group of single instruction multiple data (SIMD) instructions. Accordingly, the present
invention avoids unnecessary data type changes. As a result, by avoiding unnecessary data
type changes,‘ the present invention maximizes the number of SIMD operations per
instruction, while significantly reducing the number of clock cycles required to order data
for arithmetic operations such as multiply-accumulate operations.

[00101] Figure 15 is a block diagram of the micro-architecture for a processor of éne
embodiment that includes logic circuits to perform parallel shift right merge operations in
accordance with the present invention. The shift right merge operation may also be
referred to as a register merge operation and register merge instruction as in the discussion
above. For one embodiment of the shift right merge instruction (PSRMRG), the

instruction produces the same results as the register merge operation 167 of Figs. 1, 9A
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and 9B. The in-order front end 1001 is the part of the processor 1000 that fetches the
macro-instructions to be executed and prepares them to be used later in the processor
pipeline. The front end of this embodiment includes several units. The instruction
prefetcher 1026 fetches macro-instructions from memory and feeds them to an instruction
decoder 1028 which in turn decodes them into primitives called micro-instructions or
micro-operations (also called micro op or uops) that the machine know how to execute.
The trace cache 1030 takes decoded uops and assembles them into program ordered
sequences or traces in the uop queue 1034 for execution. When the trace cache 1030
encounters a complex macro-instruction, the microcode ROM 1032 provides the uops
needed to complete the operation.

[00102] Many macro-instructions are converted into a single micro-op, and others need
several micro-ops to complete the full operation. In this embodiment, if more than four
micro-ops are needed to complete a macro-instruction, the decoder 1028 accesses the
microcode ROM 1032 to do the macro-instruction. In one embodiment, an instruction for
a parallel shift right merge algorithm can be stored within the microcode ROM 1032
should a number of micro-ops be needed to accomplish the operation. The trace cache
1030 refers to a entry point programmable logic array (PLA) to determine a correct micro-
instruction pointer for reading the micro-code sequences for the divide algorithms in the
micro-code ROM 1032. After the microcode ROM 1032 finishes sequencing micro-ops
for the current macro-instruction, the front end 1001 of the machine resumes fetching
micro-ops from the trace cache 1030.

[00103] Some SIMD and other multimedia types of instructions are considered
complex instructions. Most floating point related instructions are also complex
instructions. As such, when the instruction decoder 1028 encounters a complex macro-

instruction, the microcode ROM 1032 is accessed at the appropriate location to retrieve
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the microcode sequence for that macro-instruction. The various micro-ops needed for
performing that macro-instruction are communicated to the out-of-order execution engine
1003 for execution at the appropriate integer and floating point execution units.

[00104] The out-of-order execution engine 1003 is where the micro-instructions are
prepared for execution. The out-of-order execution logic has a number of buffers to
smooth out and re-order the flow of micro-instructions to optimize performance as they go
down the pipeline and get scheduled for execution. The allocator logic allocates the
machine buffers and resources that each uop needs in order to execute. The register
renaming logic renames logic registers onto entries in a register file. The allocator also
allocates an entry for each uop in one of the two uop queues, one for memory operations
and one for non-memory operations, in front of the instruction schedulers: memory
scheduler, fast scheduler 1002, slow/general floating point scheduler 1004, and simple
floating point scheduler 1006. The uop schedulers 1002, 1004, 1006, determine when a
uop is ready to execute based on the readiness of their dependent input register operand
sources and the availability of the execution resources the uops need to complete their
operation. The fast scheduler 1002 of this embodiment can schedule on each half of the
main clock cycle while the other schedulers can only schedule once per main processor
clock cycle. The schedulers arbitrate for the dispatch ports to schedule uops for execution.
[00105] Register files 1008, 1010, sit between the schedulers 1002, 1004, 1006, and the
execution units 1012, 1014, 1016, 1018, 1020, 1022, 1024 in the execution block 1011.
There is a separate register file 1008, 1010, for integer and floating point operations,
respectively. Each register file 1008, 1010, of this embodiment also includes a bypass
network that can bypass or forward just completed results that have not yet been written
into the register file to new dependent uops. The integer register file 1008 and the floating

point register file 1010 are also capable of communicating data with the other. For one
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embodiment, the integer register file 1008 is split into two separate register files, one
register file for the low order 32 bits of data and a second register file for the high order 32
bits of data. The floating point register file 1010 of one embodiment has 128 bit wide
entries because floating point instructions typically have operands from 64 to 128 bits in
width.

[00106] The execution block 1011 contains the execution units 1012, 1014, 1016, 1018,
1020, 1022, 1024, where the instructions are actually executed. This section includes the
register files 1008, 1010, that store the integer and floating point data operand values that
the micro-instructions need to execute. The processor 1000 of this embodiment is
comprised of a number of execution units: address generation unit (AGU) 1012, AGU
1014, fast ALU 1016, fast ALU 1018, slow ALU 1020, floating point ALU 1022, floating
point move unit 1024. For this embodiment, the floating point execution blocks 1022,
1024, execute floating point, MMX, SIMD, and SSE operations. The floating point ALU
322 of this embodiment includes a 64 bit by 64 bit floating point divider to execute divide,
square root, and remainder micro-ops. For embodiments of the present invention, any act
involving a floating point value occurs with the floating point hardware. For example,
conversions between integer format and floating point format involve a floating point
register file. Similarly, a floating point divide operation happens at a floating point
divider. On the other hand, non-floating point numbers and integer type are handled with
integer hardware resources. The simple, very frequent ALU operations go to the high-
speed ALU execution units 1016, 1018. The fast ALUs 1016, 1018, of this embodiment
can execute fast operations with an effective latency of half a clock cycle. For one
embodiment, most complex integer operations go to the slow ALU 1020 as the slow ALU
1020 includes integer execution hardware for long latency type of operations, such as a

multiplier, shifts, flag logic, and branch processing. Memory load/store operations are
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executed by the AGUs 1012, 1014. For this embodiment, the integer AL Us 1016, 1018,
1020, are described in the context of performing integer operations on 64 bit data
operands. In alternative embodiments, the ALUs 1016, 1018, 1020, can be implemented
to support a variety of data bits including 16, 32, 128, 256, etc. Similarly, the floating
point units 1022, 1024, can be implemented to support a range of operands having bits of
various widths. For one embodiment, the floating point units 1022, 1024, can operate on
128 bits wide packed data operands in conjunction with SIMD and multimedia
instructions.

[00107] Inthis erﬁbodiment, the uops schedulers 1002, 1004, 1006, dispatch dependent
operations before the parent load has finished executing. As uops are speculatively
scheduled and executed in processor 1000, the processor 1000 also includes logic to
handle memory misses. If a data load misses in the data cache, there can be dependent
operations in flight in the pipeline that have left the scheduler with temporarily incorrect
data. A replay mechanism tracks and re-executes instructions that use incorrect data.
Only the dependent operations need to be replayed and the independent ones are allowed
to complete. The schedulers and replay mechanism of one embodiment of a processor are
also designed to catch instruction sequences for extended precision integer divide
operations.

[00108] The term “registers” is used herein to refer to the on-board processor storage
locations that are used as part of macro-instructions to identify operands. In other words,
the registers referred to herein are those that are visible from the outside of the processor
(from a programmer’s perspective). However, the registers described herein can be
implemented by circuitry within a processor using any number of different techniques,
such as dedicated physical registers, dynamically allocated physical registers using register

renaming, combinations of dedicated and dynamically allocated physical registers, etc.
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For the discussions below, the registers are understood to be data registers designed to
hold packed data, such as 64 bits wide MMX™ registers (mm registers) in
microprocessors enabled with MMX technology from Intel Corporation of Santa Clara,
California. These MMX registers, available in both integer and floating point forms, can
operated with packed data elements that accompany SIMD and SSE instructions.
Similarly, 128 bits wide XMM registers relating to SSE2 technology can also be used to
hold such packed data operands.

[00109] In the examples of the following figures, a number of data operands are
described. For simplicity, the data segments are labeled from letter A onwards
alphabetically, wherein A is located at the lowest address and Z would be located at the
highest addfess. Thus, A may be at address 0, B at address 1, C at address 3, and so on.
Although the data sequences in some of the examples appear with the letters arranged in
reverse alphabetic order, the addressing would still start with A at 0, B at 1, etc.
Conceptually, a shift right operation, as in the shift right merge for one embodiment,
entails right shifting the lower address data segments out if the sequence is D, C, B, A.
Thus, a right shift simply shifts the data elements of a data block to the right past a
stationary line. Furthermore, a shift right merge operation can conceptually right shift the
rightmost data segments from one operand into the left side of another data operand as if
the two operands were on a continuum.

[00110] Figure 16A is a block diagram of one embodiment of logic to perform a
parallel shift right merge operation on data operands in accordance with the present
invention. The instruction (PSRMRG) for a shift right merge (also, a register shift)
operation of this embodiment begins with three pieces of information: a first data operand
1102, a second data operand 1104, and a shift count 1106. In one embodiment, the shift

PSRMRG instruction is decoded into one micro-operation. In an alternate embodiment,
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the instruction may be decoded into a various number of micro-ops to perform the shift
merge operation on the data operands. For this example, the data operands 1102, 1104,
are 64 bit wide pieces of data stored in a register/memory and the shift count 1106 is an 8
bit wide immediate value. Depending on the particular implementation, the data operands
and shift count can be other widths such as 128/256 bits and 16 bits, respectively. The
first operand 1102 in this example is comprised of eight data segments: P, O, N, M, L, K,
J, and I. The second operand 1104 is also comprised of eight data segments: H, G, F, E,
D, C, B, and A. The data segments here are of equal length and each comprise of a single
byte (8 bits) of data. However, another embodiment of the present invention operates with
longer 128 bit operands wherein the data segments are comprised of a single byte (8 bits)
each and the 128 bit wide operand would have sixteen byte wide data segments.

Similarly, if each data segment was a double word (32 bits) or a quad word (64 bits), the
128 bit operand would have four double word wide or two quad word wide data segments,
respectively. Thus embodiments of the present invention are not restricted to particular
length data operands, data segments, ér shift counts, and can be sized appropriately for
each implementation.

[00111] The operands 1102, 1104 can reside either in a register or a memory location or
a register file or a mix. The data operands 1102, 1104, and the count 1106 are sent to an
execution unit 1110 in the processor along with a shift right merge instruction. By the
time the shift right merge instruction reaches the execution unit 1110, the instruction
should have been decoded earlier in the processor pipeline. Thus the shift right merge
instruction can be in the form of a micro operation (uop) or some other decoded format.
For this embodiment, the two data operands 1102, 1104, are received at concatenate logic
and a temporary register. The concatenate logic merges/joins the data segments for the

two operands and places the new block of data in a temporary register. Here, the new data
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block is comprised of sixteen data segments: P, O,N,M, L, K, J, L H, G, F,E, D, C, B, A.
As this example is working with 64 bits wide operands, the temporary register need to
hold the combined data is 128 bits wide. For 128 bits wide data operands, a 256 bits wide
temporary register is needed.
[00112] Right shift logic 1114 in the execution unit 1110 takes the contents of the
temporary register and performs a logical shift right of the data block by » data segments
as requested by the count 1106. In this embodiment, the count 1106 indicates the number
of bytes to right shift. Depending on the particular implementation, the count 1106 can
also be used to indicated the number of bits, nibbles, words, double words, quad words,
etc. to shift, depending on the granularity of the data segments. For this example, 7 is
equal to 3, so the temporary register contents are shifted by three bytes. If each data
segment was a word or double word wide, then the count can indicate the number of
words or double words to shift, respectively. For this embodiment, 0’s are shifted in from
the left side of the temporary register to fill up the vacated spaces as the data in the register
is shifted right. Thus if the shift count 1106 is greater than the number of data segments in
a data operand (eight in this case), one or more 0’s can appear in the resultant 1108.
Furthermore, if the shift count 1106 is equal to or exceeds the total number of data
_segments for both operands, the resultant will comprise of all 0s, as all the data segments
will have been shifted away. The right shift logic 1114 outputs the appropriate number of
data segments from the temporary register as the resultant 1108. In another embodiment,
an output multiplexer or latch can be included after the right shift logic to output the
resultant. For this example, the resultant is 64 bits wide and includes eight bytes. Due to
the shift right merge operation on the two data operands 1102, 1104, the resultant is

comprised of the following eight data segments: K, J, L, H, G, F, E, and D.
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[00113]  Figure 16B is a block diagram of another embodiment of logic to perform a
shift right merge operation. Like the previous example of Fig. 16A, the shift right merge
operation of this embodiment begins with three pieces of information: a first 64 bits wide
data operand 1102, a second 64 bits wide data operand 1104, and a 8 bits wide shift count
1106. The shift count 1106 indicates how many places to shift the data segments. For this
embodiment, the count 1106 is stated in number of bytes. In an alternate embodiment, the
count may indicate the number of bits, nibbles, words, double words, or quad words to
shift the data. The first and second operands 1102 in this example are each comprised of
eight equal length, byte size data segments (H, G, F, E, D, C, B, A) and the second
operand 1104 is comprised of eight data segments (P, O, N, M, L, K, J, I). The count # is
equal to 3. Another embodiment of the invention can operate with alternative length
operands and data segments, such as 128/256/512 bits wide operands and
bit/byte/word/double word/quad word sized data segments and 8/16/32 bits wide shift
counts. Thus embodiments of the present invention are not restricted to particular length
data operands, data segments, or shift counts, and can be sized appropriately for each
implementation.

[00114] The data operands 1102, 1104, and the count 1106 are sent to an execution unit
1120 in the processor along with a shift right merge instruction. For this embodiment, the
first data operand 1102 and the second data operand 1104 are received at shift left logic
1122 and shift right logic 1124, respectively. The count 1106 is also sent to the shift logic
1122, 1124. The shift left logic 1122 shifts data segments for the first operand 1102 left
by the “number of data segments in the first operand ~ »” number of segments. As the
data segments are shifted left, 0°s are shifted in from the right side to fill up the vacated
spaces. In this case, there are eight data segments, so the first operand 1102 is shifted left

by eight minus three, or five, places. The first operand 1102 is shifted by this different
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value to achieve the correct data alignment for merging at the logic OR gate 1126. After
the left shift here, the first data operand becomes: K, J, 1, 0, 0, 0, 0, 0. Ifthe count 1106 is
greater than the number of number of data segments in the operand, the shift left
calculation can yield a negative number, indicating a negative left shift. A logical left shift
with a negative count is interpreted as a shift in the negative direction and is essentially a
logical right shift. A negative left shift will bring in 0’s from the left side of the first
operand 1102.

[00115]  Similarly, the shift right logic 1124 shifts data segments for the second operand
right by » number of segments. As the data segments are shifted right, 0’s are shifted in
from the left side to fill up the vacated spaces. The second data operand becomes: 0, 0, 0,
H, G, F, E, D. The shifted operands are outputted from the shift left/right logic 1122,
1124, and merged together at the logic OR gate 1126. The OR gate performs a logical or-
ing of the data segments and provides a 64 bits wide resultant 1108 of this embodiment.
The or-ing together of “K, J,1, 0, 0, 0, 0, 0 with “0, 0, 0, H, G, F, E, D” generates a
resultant 1108 comprising eight bytes: K, J, I, H, G, F, E, D. This result is the same as that
for the first embodiment of the present invention in Fig. 16A. Note that for a count » 1106
greater than the number of data elements in an operand, the appropriate x;umber of 0’s can
appear in the resultant starting on the left side. Furthermore, if the count 1106 is greater
than or equal to the total number of data elements in both operands, the resultant will
comprise of all 0’s.

[00116] Figure 17A illustrates the operation of a parallel shift right merge instruction
in accordance with a first embodiment of the present invention. For these discussions,
MM1 1204, MM2 1206, TEMP 1232, and DEST 1242, are generally referred to as
operands or data blocks, but are not restricted as such and also include registers, register

files, and memory locations. In one embodiment MM1 1204 and MM?2 1206 are 64 bits
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wide MMX registers (also referred to as ‘mm’ in some instances). At the state I 1200, a
shift count imm[y] 1202, a first operand MM1[x] 1204, and a second operand MM2[x]
1206 are sent with the parallel shift right merge instruction. The count 1202 is an
immediate value of y bits width. The first 1204 and second 1206 operands are data blocks
including x data segments and having total widths of 8x bits each if each data segment is a
byte (8 bits). The first 1204 and second 1206 operands are each packed with a number of
smaller data segments. For this example, the first data operand MM1 1204 is comprised
of eight equal length data segments: P 1211, O 1212, N 1213, M 1214, L. 1215, K 1216, J
1217, 11218. Similarly, the second data operand MM2 1206 is comprised of eight equal
length data segments: H 1221, G 1222, F 1223, E 1224, D 1225, C 1226, B 1227, A 1228.
Thus each of these data segments are “x + 8 bits wide. So ifx is 8, each operand is 8 bytes
or 64 bits wide. For other embodiments, a data element can be a nibble (4 bits), word (16
bits), double word (32 bits), quad word (64 bits), etc. In alternate embodiments, x can be
16, 32, 64, etc. data elements wide. The count y is equal to 8 for this embodiment and the
immediate can be represented as a byte. For alternate embodiments, y can be 4, 16, 32,
etc. bits wide. Furthermore, the count 1202 is not limited to an immediate value and can
also be stored in a register or memory location.

[00117]  The operands MM1 1204 and MM2 1206 are merged together at state II 1230
to form a temporary data block TEMP[2x] 1232 of 2x data elements (or bytes in this case)
wide. The merged data 1232 of this example is comprised of sixteen data segments
arranged as: P, O,N,M, L, K, J, LH, G, F,E, D, C, B, and A. An eight byte wide
window 1234 frames eight data segments of the temporary data block 1232, starting from
the rightmost edge. Thus the right edge of the window 1234 would line up with the right
edge of the data block 1232 such that the window 1234 frames data segments: H, G, F, E,

D, C, B, and A. The shift count » 1202 indicates the desired amount to right shift the
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merged data. The count value can be implemented to state the shift amount in terms of
bits, nibbles, bytes, words, double words, quad words, etc., or particular number of data
segments. Based on the count value 1202, the data block 1232 is shifted right 1236 by n
data segments here. For this example, # is equal to 3 and the data block 1232 is slid three
places to the right. Another way of looking at this is to shift the window 1234 in the
opposite direction. In other words, the window 1234 can be conceptually viewed as
shifting three places to the left from the right edge of the temporary data block 1232. For
one embodiment, if the shift count » is greater than the total number of data segments, 2x,
present in the combiﬁed data block, the resultant would comprise of all ‘0’s. Similarly, if
the shift count n is greater than or equal to the number data segments, x, in an the first
operand 1204, the resultant would include one or more “0’s starting from the left side of
the resultant. At state III 1240, the data segments (K,J,LH, G, F, E, D) framed by the
window 1234 is outputted as a resultant to an x data elements wide destination DEST[x]
1242.

[00118]  Figure 17B illustrates the operation of a shift right merge instruction in
accordance with a second embodiment. The shift right merge instruction is accompanied
at state I 1250 by a count imm[y] éf y bits, a first data operand MM 1[x] of x data
segments, and as second data operand MM2[x] of x data segments. As with the example
of the Fig. 17A, y is equal to 8 and x is equal to 8, wherein MM1 and MM2 each being 64
bits or 8 bytes wide. The first 1204 and second 1206 of this embodiment are packed with
a number of equally sized data segments, each a byte wide in this case, “P 1211, O 1212,
N 1213, M 1214, L 1215, K 1216, J 1217, 1 1218 and H 1221, G 1222, F 1223, E 1224, D
1225, C 1226, B 1227, A 1228”, respectively.

[00119] At state IT 1260, the shift count » 1202 is used to shift the first 1204 and second

1206 operands. The count of this embodiment indicates the number of data segments to
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right shift the merged data. For this embodiment, the shifting occurs before the merging
of the first 1204 and second 1206 operands. As a result, the first operand 1204 is shifted
differently. In this example, the first operand 1204 is shifted left by x minus 7 data
segments. The “x —»” calculation allows for proper data alignment at later data merging.
Thus for a count » of 3, the first operand 1204 is shifted to the left by five data segments
or five bytes. There are 0’s shifted in from the right side to fill the vacated spaces. But if
shift count n 1202 is greater than the number of number of data segments x available in
first operand 1204, the shift left calculation of “x — »” can yield a negative number, which
in essence indicates a negative left shift. In one embodiment, a logical left shift with a
negative count is interpreted as a left shift in the negative direction and is essentially a
logical right shift. A negative left shift will bring in 0’s from the left side of the first
operand 1204. Similarly, the second operand 1206 is shifted right by the shift count of 3
and 0’s are shifted in from the left side to fill the vacancies. The shifted results are held
for the first 1204 and second 1206 operands are stored in x data segments wide registers
TEMP1 1266 and TEMP2 1268, respectively. The shifted results from TEMP1 1266 and
TEMP2 1268 are merged together 1272 to generate the desired shift merged data at
register DEST 1242 at state III 1270. If shift count n 1202 is greater than x, the operand
can contain one or more 0’s in the resultant from the left side. Furthermore, if shift count
rn 1202 is equal to 2x or greater, the resultant in DEST 1242 will comprise of all 0’s.
[00120] In the above examples, such as in Figs. 17A and 17B, one or both MM 1 and
MM?2 can be 64 bits data registers in a processor enabled with MMX/SSE technology or
128 bits data registers with SSE2 technology. Depending on the implementation, these
registers can be 64/128/256 bits wide. Similarly, one or both of MM and MM2 can be
memory locations other than a register. In the processor architecture of one embodiment,

MMI and MM2 are source operands to a shift right merge instruction (PSRMRG) as
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described above. The shift count IMM is also an immediate to such a PSRMRG
instruction. For one embodiment, the destination for the resultant, DEST, is also a MMX
or XMM data register. Furthermore, DEST may be the same register as one of the source
operands. For instance, in one architecture, a PSRMRG instruction has a first source
operand MM 1 and a second source operand MM2. The predefined destination for the

resultant can be the register for the first source operand, MM1 in this case.

[00121] Figure 18A is a flow chart illustrating one embodiment of a method to shift

right and merge data operands in parallel. The length values of L is generally used here to
represent the width of the operands and data blocks. Depending on the particular
embodiment, L can be used to designate the width in terms of number of data segments,
bits, bytes, words, etc. At block 1302, a first length L data operand is received for use
with the execution of a shift merge operation. A second length L data operand for the shift
merge operation is also received at block 1304. A shift count to indicated how many data
segments or distance, in bits/nibbles/bytes/words/double words/quad words, is received at
block 1306. Execution logic at block 1308 concatenates the first operand and the second
operand together. For one embodiment, a temporary length 2L register holds the
concatenated data block. In an alternated embodiment, the merged data is held ina
memory location. At block 1310, the concatenated data block is shifted right by the shift
count. If the count is expressed as a data segment count, then the data block is shifted
right by that many data segments and 0’s are shifted in from the left along the most
significant end of the data block to fill the vacancies; If the count is expressed in bits or
bytes, for example, the data block is similarly right shifted by that distance. At block
1312, a length L resultant is generated from the right hand side or least significant end of
the shifted data block. For one embodiment, the length L amount of data segments are

muxed from the shifted data block to a destination register or memory location.
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[00122] Figure 18B is a flow chart illustrating another embodiment of a method to shift
right and merge data. A first length L data operand is received for processing with a shift
right and merge operation at block 1352. A second length L data operand is received at
block 1354. At block 1356, a shift count to indicate the desired right shift distance. The
first data operand is shifted left at block 1358 based on a calculation with the shift count.
The calculation of one embodiment comprises subtracting the shift count from L. For
instance, if operand length L and shift count are in terms of data segments, then the first
operand is shifted left by “L — shift count” segments, with 0°s shifting in from the least
significant end of the operand. Similarly, if L is expressed in bits and the count is in bytes,
the first operand would be shifted left by “L — shift count « 8" bits. The second data
operand is shifted right at block 1360 by the shift count and 0’s shifted in from the most
significant end of the second operand to fill vacancies. At block 1362, the shifted first
operand and the shifted second operand are merged together to generate a length L
resultant. For one embodiment, the merging yields a result comprising the desired data
segments from both the first and second operands.

[00123] One increasingly popular use for computers involves manipulation of
extremely large video and audio files. Even though these video and audio are typically
transferred via very high bandwidth networks or high capacity storage media, data
compression is still necessary in order to handle the traffic. As a result, different
compression algorithms are becoming important parts of the representation or coding
scheme for many popular audio, image, and video formats. Video in accordance with one
of the Motion Picture Expert Group (MPEG) standards is one application that uses
compression. MPEG video is broken up into a hierarchy of layers to help with error

handling, random searching and editing, and synchronization.
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[00124]  For illustration purposes, these layers that constitute one MPEG video are
briefly described. At the top level is a video sequence layer including a self-contained bit
stream. The second layer down is a group of pictures composed of one or more groups of
intra and/or non-intra frames. The third layer down is the picture layer itself and the next
layer underneath that is a slice layer. Each slice is a contiguous sequence of raster ordered
macroblocks, most often on a row basis in typical video applications, but not limited as
such. Each slice consists of macroblocks, which are 16 x 16 arrays of luminance pixels, or
picture data elements, with two 8 x § arrays of associated chrominance pixels. The
macroblocks can be further divided into distinct 8 x 8 blocks for further processing, such
as transform coding. The macroblock is a fundamental unit for motion compensation and
motion estimation, and can have motion vectors associated with it. Depending on the
embodiment, macroblocks can be 16 rows by 16 columns or a variety of dimensions.
[00125]  One temporal prediction technique used in MPEG video is based on motion
estimation. Motion es;imation is based on the premise that consecutive video frames will
generally be similar except for changes induced by objects moving within the frames. If
there is zero motion between frames, an encoder can easily and efficiently predict the
current frame as a duplicate of the previous or prediction frame. The previous frame may
also be called the reference frame. In another embodiment, the reference frame can be the
next frame or even some other frame in the sequence. Embodiments of the motion
estimation are not required to compare a current frame against a previous frame. Thus any
other frame used in the comparison. Then the information necessary to transmit to the
encoder becomes the syntactic overhead needed to reconstruct the picture from the
original reference frame. But when there is motion between the images, the situation is
more complex. The differences between a best matching macroblock and the current

macroblock would ideally be a lot of 0 values. When encoding a macroblock, the
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differences between the best match and the current macroblock are transformed and
quantized. For one embodiment, the quantized values are communicated to a variable
length coding for compression. As 0°s can compress very well, a best match having many
0 differences values is desirable. Motion vectors can also be derived from the differences
values.

[00126] Figure 19A illustrates an first example of motion estimation. The left frame
1402 is an sample of a previous video frame including a stick figure and a signpost. The
right frame 1404 is an sample of a current video frame including a similar stick figure and
signpost. In the current frame 1404, panning has resulted in the signpost moving towards
the right and down from its original position in the previous frame 1402, The stick figure
with the now raised arms in the current frame has also shifted downwards to the right side
from the center of the previous frame 1402, Motion estimation algorithms can be used to
adequately represent the changes between the two video frames 1402, 1404,

[00127]  For one embodiment, the motion estimation algorithm performs a
comprehensive two dimensional (2D) spatial search for each luminance macroblock.
Depending on the implementation, motion estimation may not be directly applied to the
chrominance in MPEG video as the color mbtion maybe adequately represented by the
same motion information as the luminance. Many different ways are possible for
implementing motion estimation and the particular scheme for conducting motion
estimation is somewhat dependent upon complexity versus quality issues for that specific
application. A full, exhaustive search over a wide 2D area can generally yield the best
matching results. However, this performance comes at an extreme computational cost, as
motion estimation is often the most computationally expensive portion of video encoding.
Attempts to lower the cost by limiting the pixel search range or type of search can cost

some video quality.
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[00128] Figure 19B illustrates an example of a macroblock search. Frames 1410,
1420, each include various macroblocks. The target macroblock 1430 of a current frame
is the current macroblock to be matched with previous macroblocks from the previous
frames 1410, 1420. In the first frame 1410, a bad match macroblock 1412 contains a
portion of a signpost and is a bad match with the current macroblock. In the second frame
1420, a good match macroblock 1420 contains bits of a signpost and a head from the stick
figure, like in the current macroblock 1430 to be coded. The two macroblocks 1422,
1430, have some commonality and only a slight error is visible. Because a relatively good
match is found, the encoder assigns motion vectors to the macroblock. These vectors
indication how far the macroblock has to be moved horizontally and vertically so that a
match is made. |

[00129]  Figure 20 illustrates an example application of motion estimation and a
resulting prediction in generating a second frame. The previous frame 1510 comes before
the current frame 1520 in time. For this example, the current frame 1520 is subtracted
from the previous frame 1510 to obtain a less complicated residual error picture 1530 that
can be encoded and transmitted. The previous frame of this example 1510 comprises of a
signpost 1511 and a stick figure 1513. The current frame 1520 comprises of a signpost
1521 and two stick figures 1522, 1523, on a board 1524. The more accurate the motion is
estimated and matched, the more likely that the residual error can approach zero and
resulting in higher coding efficiency. Macroblock prediction can help to reduce the search
window size.

[00130] Coding efficiency can be accomplished by taking advantage of the fact that
motion vectors tend to be highly correlated between macroblocks. Thus, the horizontal
component may be compared with the previously valid horizontal motion vector and the

difference coded. Similarly, a difference for the vertical component can be calculated
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before coding. For this example, the subtraction of the current frame 1520 from the
previous frame 1510 yields a residual picture 1530 including the second stick figure 1532
with upraised arms and the board 1534. This residual picture 1530 is compressed and
transmitted. Ideally, this residual picture 1530 is less complex to code and takes less
memory than compressing and transmitting the entire current frame 1520. However, not
every macroblock search will result in an acceptable match. If the encoder determines that
no acceptable match exists, the particular macroblock can encoded.

[00131] Figures 21A-B illustrate example current 1601 and previous 1650 frames that
are processed during motion estimation. The previous frame 1650 precedes the current
frame 1601 in chronological order for the video frame series. Each frame is comprised of
a very large number of pixels that extend across the frame in horizontal and vertical
directions. The current frame 1601 comprises of a number of macroblocks 1610, 1621-
1627, that are arranged horizontally and vertically. For this embodiment, the current
frame 1601 is divided into equally sized, non-overlapping macroblocks 1610, 1621-1627.
Each of these square macroblocks are further subdivided into an equal number of rows and
columns. For the same macroblock 1610, a matrix of eight rows and eight columns are
visible. Each square of a macroblock 1610 corresponds to a single pixel. Thus this
sample macroblock 1610 includes 64 pixels. In other embodiments, macroblocks have
dimensions of sixteen rows by sixteen columns (16 x 16). For one embodiment, data for
each pixel comprises of eight data bits or a single word. In alternative embodiments, data
pixel can comprises of other sizes, including nibbles, words, double words, quad words,
etc. These current macroblocks of the current frame are attempted to be matched with
macroblocks in the previous frame 1650 for motion estimation.

[00132]  For this embodiment, the previous frame 1650 includes a search window 1651

in which a portion of the frame is enclosed by the search window 1651. The search
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window 1651 comprises the area in which a current macroblock from the current frame
1601 is attempted to be matched. Like the current frame, the search window is divided
into a number of equally sized macroblocks. An example macroblock 1660 having eight
rows and eight columns is illustrated here, but macroblocks can comprise of a various
other dimensions including having sixteen rows and sixteen columns. During the motion
estimation algorithm of one embodiment, each individual macroblocks from the search
window 1651 are compared in sequence with a current macroblock from the current frame
to find an acceptable match. For one embodiment, the upper left corner of the first
previous macroblock in the search window 1651 is lined up with the upper left corner of
the search window 1651. During one motion estimation algorithm, the direction of
macroblock processing proceeds from the left side of the search window towards the right
edge, pixel by pixel. Thus the leftmost edge of the second macroblock is one pixel over
from left edge of the search window, and so on. At the end of the first pixel row, the
algorithm returns to the left edge of the search window and proceeds from the first pixel of
the next line. This process repeats until macroblocks for each of the pixels in the search
window 1651 have been compared against the current macroblock.

{00133]  Figure 22A-D illustrate the operations of motion estimation on frames in
accordance with one embodiment of the present invention. Embodiments of the present
invention as discussed herein involve full search motion estimation algorithms. With a
full search, macroblocks for all pixel positions in a search window of a previous (reference
frame) are attempted matches with a macroblock from the current frame. For one
embodiment, the fast full search motion estimation algorithm employs SIMD shift right
merge operations to quickly process packed data from frames. The SIMD shift right
merge operations of one embodiment can also improves processor performance by

reducing the number of data loads, especially unaligned memory loads, and other data
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manipulation instructions. The Generally, the motion estimation procedure of one

embodiment can be described in pseudo code as:

for each current block in both x and y direction {
for all mod 1 position in the y axis of the search window {
5 for all mod 4 positions in the x axis of the search window {
load pixel data from memory o registers;
attempt block match for 4 adjacent previous macroblocks;
keep track of minimum value and index location for that previous macroblock;

m

10 wherein a block match operation entails:

for each line of 1 tom {
for each macroblock starting at column of 1 to 4 {
generate correct data for this previous [line] from data held in registers;
evaluate datafline] += sum of absolute differences (current [line], previous line]);
15 I3
[00134] Thus for this embodiment, previous macroblocks for each pixel location in the

search window are evaluated against a current macroblock. As indicated above, this
embodiment evaluates four adjacent previous macroblocks per loop. Pixel data is loaded
from memory with memory aligned loads into registers. Through the use of shift right

20  merge operations, this pixel data can be manipulated to form various combinations of
shifted data segments appropriate to adjacent macroblocks. For example, the first, second,
third, and fourth pixels on the first line of a first previous macroblock can start at memory
addresses 0, 1, 2, and 3, respectively. For the first pixel of the first line of a second
previous macroblock, that pixel begins at memory address 1. Thus a right shift merge

25  operation on the register data can produce that necessary pixel line data for the second
previous macroblock by reusing data already loaded from memory for the first previous
macroblock, resulting in time and resource savings. Similar shift merge operations can
generate the line data for other adjacent previous macroblocks like the third, fourth, and so
on.

49



10

15

20

25

WO 03/038601 PCT/US02/34404

[00135] Thus the block matching procedure for the motion estimation algorithm of one
embodiment can be described in pseudo code as:

block match for four adjacent previous macroblocks {
for each line of 1 tom {

load pixel data for one line of current macroblock;
aligned memory loads of two consecutive chunks of pixel data for one line of search
window from memory to registers;
generate proper pixel data lines for each of the four adjacent previous macroblocks
from loaded data through shift right merge operations;
calculate sum of absolute differences between a line from a previous macroblock and
corresponding line from current macroblock for each of four adjacent previous
macroblocks;
accumulate four individual sum of absolute differences values for each of four adjacent
previous macroblocks;

i3

This procedure is further described below. Although these examples are described in
terms of operating on four adjacent macroblocks of a search window, alternative
embodiments of the present invention are not limited as such. However, embodiments of
the present invention are not restricted to or limited to operating on adjacent macroblocks.
Nor does the multiple reference macroblocks being processed together necessary have to
vary by a single pixel distance. For one embodiment, any reference macroblocks having a
pixel located within a 16 by 16 window around a specific pixel location can be processed
together. Depending on the amount of hardware resources, such as available data registers
and execution units, other embodiments can perform block matching and sum of absolute
differences calculations on more or less number of macroblocks. For example, another
embodiment having at least 8 packed data registers to hold 4 different combinations of
pixel data generated from shift right merge operations on two 8 data segment wide data
chunks, could be able to operate on 4 adjacent previous macroblocks with simply two

aligned 8 data segment wide memory loads. Four of the 8 packed data registers are used
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for computation overhead: holding the first 8 data segments from the previous frame, the
next 8 data segments of the previous frame, 8 data segments for the current frame, and §
data segments from shift right merge operations. The other four packed data registers are
used for accumulating totals for the sum of absolute differences (SAD) values for each of
the four macroblocks. More packed data registers may be added for the SAD calculations
and accumulations though to increase the number of reference macroblocks that are
processed together. Thus if four additional packed data registers are available, four
additional previous macroblocks can be processed also. The number of packed data
registers available to hold accumulated sum of absolute differences in one embodiment
can limit how many macroblocks can be processed at a time.

[00136] Furthermore, in some processor architectures, memory accesses have specific
granularities and are aligned with certain boundaries. For instance, one processor can
make memory accesses based on 16 or 32 byte blocks. In that case, accessing data not
aligned at a 16 or 32 byte boundary could require an unaligned memory access, which is
costly in execution time and resources. Even worse, a desired piece of data may cross a
boundary and overlap multiple memory blocks. Cache line splits that would require
unaligned loads in order to access data located on two separate cache lines, can be costly.
Data lines that cross a memory page boundary are even worse. For example, with a
process that operates with 8 byte memory blocks and a macroblock spanning 8 pixels
having a byte of data per pixel, one aligned memory load would suffice for that
macroblock line. But for the next adjacent macroblock, one pixel column over, the data
needed for that pixel line would span 7 data bytes of the memory block from the first
macroblock, but also across a memory boundary for 1 data byte of the next memory block.
Embodiments of the present invention employ shift right merge operations to efficiently

process the data. In one embodiment, two consecutive memory blocks are loaded at
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aligned memory boundaries and held in registers for multiple uses. Shift right merge
operations can take these memory blocks and shift the data segments in them by the
necessary distances to obtain the correct data line. So with this example, a shift right
merge instruction can take the two already loaded memory blocks and shift one data byte
out of the second block and shift one data byte into the second block from the first to
generate the data for the first line of the second macroblock, without having to perform an
unaligned load. Embodiments of the motion estimation can also break dependency chains
based on how the algorithm is implemented. For instance, by modifying the order of the
computations, data/instruction dependencies can be removed or shifted such that certain
computations and instructions can be executed out of order as in the processor 1000 of
Fig. 15. Performance improvements can become even greater with newer generations of
processor architectures because of increased execution latencies and available computation
resources. By using an embodiment of the shift right merge instruction, certain
dependencies in the block matching sequence can be avoided. For instance, multiple sum
of absolute differences operations and/or accumulation operations can execute in parallel.
[00137]  Figure 22A illustrates the progression of the current macroblocks across the
current frame 1701. For this embodiment, each current macroblock 1710 is divided into
16 rows and 16 columns, and thus comprising 256 individual pixels. For this embodiment,
the pixels in each macroblock 1710 are processed an individual row 1711 at a time. When
all sixteen rows of the current block have been processed against the desired macroblocks
in a search window, the next current macroblock is processed. The macroblocks of this
embodiment are processed in a horizontal direction 1720 from the left side to the right side
of the current frame 1701 at macroblock sized steps. In other words, the current
macroblocks do not overlap in this embodiment and the current macroblocks are arranged

such that each macroblock sits adjacent to the next. For example, the first macroblock can
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extend from pixel column 1 to pixel column 16. The second macroblock would extend
from column 17 to column 32, and so on. At the end of the macroblock row, the process
returns 1722 to the left edge and drops down by one macroblock height, sixteen rows in
this example. The macroblocks one macroblock sized step down are then processed
horizontally 1724 from left to right until attempted matches for the entire frame 1701 are
completed.

[00138] Figure 22B illustrates the progression of the macroblocks across the search
window 1751 of a previous (reference) frame. Depending on the particular
implementation, the search window 1751 can be focused on a certain area and thus be
smaller than the entire previous frame. In another embodiment, the search window can
overlap the previous frame completely. Like the current block, each previous macroblock
1760, 1765, 1770, 1775, is divided into 16 rows and 16 columns, for a total of 256 pixels
in each macroblock. For this embodiment of the present invention, four previous
macroblocks 1760, 1765, 1770, 1775, of the search window 1751 are processed in parallel
against a single current block in search of a match. Unlike the current macroblocks of a
current frame, the previous macroblocks 1760, 1765, 1770, 1775, in a search window
1751 can and do overlap as in this example. Here, each previous macroblock is shifted by
one pixel column. Thus leftmost pixel on the first row of BLK 1 is pixel 1761, for BLK 2
it is pixel 1766, for BLK 3 it is pixel 1771, and pixel 1776 for BLK 4. During a motion
estimation algorithm, each row of a previous macroblock 1760, 1765, 1770, 1775, is
compared against a corresponding row of a current block. For example, row 1 of BLK 1
1760, BLK 2 1765, BLK 3 1770, and BLK 4 1775, is each processed with a current block
row 1.

[00139] The row by row comparison for the four overlapping, adjacent macroblocks

continues until all 16 rows of the macroblocks are done. The algorithm of this
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embodiment shifts over by four pixel columns to operate on the next four macroblocks.
Thus for this example, the leftmost first pixel column for the next four macroblocks would
be pixel 1796, pixel 1797, pixel 1798, and pixel 1799, respectively. For this embodiment,
the previous macroblock processing continues rightward 1780 across the search window
1751, wrapping around 1782 to restart down one pixel row at the leftmost pixel of the
search window 1751, until the search window is completed. Whereas the current
macroblocks of a current frame of this embodiment do not overlap and next individual
macroblocks are a macroblock height or width, the previous macroblocks of a previous or
reference frame do overlap and next macroblocks are incremented by a single pixel row or
column. Although the four reference macroblock 1760, 1765, 1770, 1775, of this example
areladjacent and differ by a single pixel column over, any macroblock in the search
window 1751 that overlaps a specified region around a chosen pixel location can be
‘processed together with the macroblock at that pixel location. For instance, the
macroblock 1760 at pixel 1796 is being processed. Any macroblock withina 16 x 16
window around pixel 1796 can be handled together with macroblock 1760. The 16 x 16
window of this example is due to the dimensions of a macroblock and the line width of a
row. In this case, one row or data line has 16 data elements. Because this block matching
function for this embodiment of a motion estimation algorithm can load two data lines of
16 data elements and perform shift right merges to generate various data lines having
shifted/merged versions of the two data lines, other macroblocks that overlap the 16 x 16
window for which data will be loaded for this macroblock will be able to at least partially
reuse that loaded data. Thus any macroblock overlapping the macroblock 1760, such as
macroblocks 1765, 1765, 1770, 1775, or a macroblock starting at the bottom right pixel

position of macroblock 1760, can be processed together with macroblock 1760. The
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difference in the amount of overlap influences the amount of data that can be reused from
previous data loads.

[00140] With embodiments of motion estimation in accordance to the present invention,
the macroblock analysis comprises a comparison between a previous (reference)
macroblock and a current macroblock on a row by row basis to obtain a sum of absolute
differences value between two macroblocks. The sum of absolute differences value can
indicate how different the macroblocks are and how close of a match exists. Each
previous macroblock for one embodiment can be represented by a value obtained by
accumulating the sum of absolute differences for all sixteen rows in the macroblock. For
the current macroblock that is being analyzed, a notation of the closest matching
macroblock is maintained. For instance, the minimum accumulated sum of absolute
differences value and the location index for that corresponding previous macroblock is
tracked. As the motion estimation progresses across the search window, the accumulated
sum of each previous macroblock is compared against the minimum value. If the more
recent previous macroblock has a smaller accumulated differences value than that of the
tracked minimum value, thus indicating a closer match than the existing closest match,
then the accumulated differences value and the index information for that recent previous
macroblock becomes the new minimum differences value and index. When available
macroblocks for all the pixels in a search window have been processed in one
embodiment, the indexed macroblock with the minimum differences value can be used in
helping to obtaining a residual picture for compression of that current frame.

[00141] Figure 22C illustrates the parallel processing of four reference macroblocks
1810, 1815, 1820, 1825 for a given search window with a current block 1840 for one
embodiment of the present invention. For this example, the data for the pixels in the

search window are ordered as “A, B,C,D,E,F, G, H, L J, K, L, M, N, O, P” 1860,
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wherein “A” is at the lowest address position (0) in the data set and “P” is at the highest
address position (15). This set of pixels 1860 comprises of two sections 1681, 1682,
having eight () data segments each. The use of a right shift merge operations, as
described up above, allows embodiments of the present invention to manipulate operands
with the two data sections 1618, 1682, and to generate properly aligned row data 1830 for
the different previous macroblocks 1810, 1815, 1820, 1825. Each macroblock, previous
1810, 1815, 1820, 1825, and current 1840, has a size of m rows by m columns. For
discussion purposes and to keep things simple, m is equal to eight in this example.
Alternative embodiments can have different sized macroblocks wherein m is equal to 4,
16, 32, 64, 128, 256, etc., for example.

[00142] In this example, the motion estimation algorithm is applied to the first row of
these four previous blocks 1810, 1815, 1820, 1825, with that of the current block 1840.
For one embodiment, the pixel data including the two data sections 1861, 1862, for two
macroblocks width (2m) is loaded from memory with two aligned memory load operations
and held in temporary registers. Shift right merge operations on these two data sections
1861, 1862, allows for the generation of nine possible combinations of row data 1830
without numerous memory accesses. Furthermore, unaligned memory loads, which are
costly in execution time and resources, can be avoided. In this example, the two data
sections 1861, 1862, are aligned with byte boundaries. Memory loads that do not start
with an address on a byte boundary such as from data segment B, D, or D, would typically
require an unaligned memory load operation. The row data 1830 for each of the blocks is
as follows, wherein the leftmost data segment is the lowest address. In BLOCK 1 1810,
ROW 1 1811 comprises of “A, B, C, D, E, F, G, H”. As the datain ROW 1 1811 is the
same as the first data section 1861, shifting is not needed. But ROW 1 1816 of BLOCK 2

1815 comprises of “B, C, D, E, F, G, H, I”. Because previous BLOCK 1 1810 and
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BLOCK 2 1815 are separated by one pixel horizontally, BLOCK 2 1815 begins with pixel
data B whereas BLOCK 1 1810 begins with pixel data A and the second pixel data is B.
Thus a shift right merge of the two data sections 1861, 1862, with a shift count of one
would yield the BLOCK 2 ROW 1 data.

[00143] Similarly, BLOCK 3 1820 is one more pixel over to the right and ROW 1 1821
of BLOCK 3 1820 begins with pixel data C and comprises of “C, D, E, F, G, H, 1, I”. A
shift right merge operation on operands of the two data sections 1861, 1862, with a shift
count of two produces the BLOCK 3 ROW 1 data. ROW 1 1826 of BLOCK 4 1825 is
comprised of “D, E, F, G, H, 1, J, K”. This data can be produced with a shift right merge
operation of four count én the same data operands. Thus the use of shift right merge
operations on temporarily saved, previously loaded data sections 1861, 1862, allows for
the reuse of the data in generating row data for other adjacent macroblocks and the saving
of time/resources by reducing the number of memory loads, especially unaligned memory
loads. Note that the pixel data for the current block is the same for all the sum of absolute
differences comparisons against the reference macroblocks of the previous frame. A
single aligned memory load may be possible for the row data 1842 of the current block
1840, as the current block 1840 may be aligned with memory boundaries.

[00144] Proceeding with this example of one embodiment of motion estimation, each
row of a previous macroblock 1810, 1815, 1820, 1825, is compared with the
corresponding row of the current block 1840 to obtain a sum of absolute differences value.
Thus ROW 1 1811 of BLOCK 1 1810 is compared with ROW 1 1841 of the current block
1840 in a sum of absolute differences (SAD) operation 1850. The same occurs with the
other three blocks that are being operated on here. Aithough it appears that the four
macroblocks 1810, 1815, 1820, 1825, are being operated on concurrently or in parallel,

other embodiments of the present invention are not limited as such. Thus operations on
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these four macroblocks can occur in series in time, but as a sequence of four. For
example, row 1 of each reference block_ undergoes a SAD operation 1850 with that of the
current block 1840 in the order of BLOCK 1 1810, BLOCK 2 1815, BLOCK 3 1820, and
BLOCK 4 1825. Then row 2 of each reference block undergoes a SAD operation 1850,
and so on. After each SAD operation 1850, a running total for the sum of absolute
differences is accumulated in a temporary register. Thus, in this example embodiment,
four registers accumulates the sum of absolute differences until all m rows of that
macroblock are done. The accumulated value for each block is compared with the existing
minimum differences value as part of a best macroblock match search. Although this
example describes the processing of four adjacent, overlapping previous macroblocks,
other macroblocks that overlap the first block BLK 1810 in the search window can also be
processed together with the data loads for BLK 1810 if the data lines are relevant. Thus a
macroblock within a 16 x 16 window around the present macroblock being processed can
be processed too.

[00145] Figure 22D illustrates the sum of absolute differences (SAD) operations 1940
and summation of those SAD values. Here, each of the rows from ROW A to ROW P for
the reference macroblock BLOCK 1 1900 and its counterpart for the current macroblock
1920 undergo a SAD operation 1940. The SAD operation 1940 compares the data
representing the pixels in each row and calculates a value representing the absolute
differences between the two rows, one from the previous macroblock 1900 and one from
the current macroblock 1920. The values from these SAD operations 1940 for all the
rows, A through P, are summed together as a block sum 1942. This block sum 1942
provides an accumulated value of the sum of absolute differences for the entire previous

macroblock 1900 and the current macroblock 1920. Based on this block sum 1942, the
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motion estimation algorithm can determine how similar or close of a match the previous
macroblock 1900 is with respect to this current macroblock 1920.

[00146] Although this embodiment operates on four reference macroblocks at a time,
alternative embodiments can work on a different number of macroblocks depending on the
amount of pixel data loaded and the number of available registers. Furthermore, a variety
of registers can be used during a motion estimation process. For example, extended
registers, such as mm registers of MMX technology or XMM registers of SSE2
technology can be used to hold packed data like the pixel data. In one embodiment, a 64
bits wide MMX register can hold eight bytes, or eight individual pixels if each pixel has
eight bits of data. In another embodiment, a 128 bits wide XMM register can hold sixteen
bytes, or sixteen individual pixels if each pixel has eight bits of data. Similarly, registers
of other sizes, such as 32/128/256/512 bits wide, that can hold packed data can also be
used with embodiments of the present invention. On the other hand, calculations that do
not require a packed data register, such as regular integer operations, can use integer
registers and integer hardware.

[00147] Figure 23A is a flow chart illustrating one embodiment of a method to predict
and estimation motion. At block 2002, the tracked minimum (min) value and index
location for that minimum value is initialized. For this embodiment, the tracked min value
and index indicate which of the processed previous (reference) macroblocks from the
search window is the closest match to current macroblock. A check is made at block 2004
as to whether all the desired macroblocks in the current frame have been completed. If so,
this portion of the motion estimation algorithm is done. If not all the desired current
macroblocks have been processed, an unprocessed current macroblock is selected for the
current frame at block 2006. The block matching proceeds from the first pixel position in

the search window of the previous (reference) frame at block 2008. At block 2010, a
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check of whether the search window has been completed is made. With the first pass,
none of the search window has been processed. But with a subsequent pass, if the entire
search window has been processed, the flow returns to block 2004 to determine if other
current macroblocks are available.

[00148] If the entire search window has not been analyzed, a check at block 2012 is
made to determine if all the pixels along this X axis row has been processed. If this row
has been done, the row count increments to the next row and the flow returns to block
2010 to see if more macroblocks on this new row are available in the search window. But
if not all available macroblocks for pixels on the row have been processed, a check is
made at block 2014 as to whether the macroblock at this pixel column and row has been
processed. If the macroblock has been processed, the column count is incremented and
the flow returns to block 2012 to see if the macroblock for the pixel at this new column
has been processed. But if the macroblock for the pixel at this column and row has not
been processed, block matching is performed between this reference macroblock and the
current macroblock.

[00149] The flow in this example is described with the incrementing of rows and
column locations for pixels along the X and Y axis, one pixel at a time for simplicity.
However, for one embodiment of the present invention, four previous macroblocks are
processed per pass. Thus the column count along the Y axis would be incremented by
four columns per pass. Other embodiments can also process 8, 16, 32, etc. macroblocks at
a time, and thus the column count is corresponding incremented by 8, 16, 32, etc. columns
to point at the correct pixel position for the subsequent pass of the algorithm. Although
the block matching process of this embodiment employs a search along the X and Y axes
in a ordered fashion, the block matching of another embodiment can use another algorithm

like a diamond search, which uses a different pattern, or a log search.
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[00150] Figure 23B is a flow chart further describing the block matching of Fig. 23A.
At block 2222, the data for the reference macroblock and the current macroblock are
loaded. For one embodiment, the reference macroblock data is loaded as two packed data
chunks includes data for a number of consecutive pixels. In one embodiment, each packed
data chunk comprises of eight data elements. At block 2224, shift right merge operations
are performed as needed on the data chunks to obtain correct data chunk. For the above
embodiment where four previous macroblocks are processed together, shift right merge
operations can generate for data chunks corresponding to the lines located in each
macroblock. The data chunk for each adjacent macroblock one pixel position over is also
shifted one over, wherein the macroblocks appear to slide across a search window one
pixel at a time for each pixel row in the search window. The operations at blocks 2226,
2228, 2230, and 2232, are applied to each of the four previous macroblocks being
processed together. For one embodiment, all four macroblocks undergo the same
operation before the next operation occurs. For anther embodiment, a single previous
macroblock may complete all the operations before the next previous macroblock with a
data chunk including the appropriately shifted data segments is processed.

[00151] The sum of absolute differences between the corresponding lines of the
previous macroblock and the current macroblock is calculated for each row of these
macroblocks at block 2226. At block 2228, the sum of absolute differences for all the
lines in the previous macroblock are accumulated together. At block 2230, the
accumulated differences value for the previous macroblock is compared against the
present minimum value. If the differences value for this previous macroblock is less than
the present min value at block 2232, the min value is updated with this new differences
value. The index is also updated to reflect the location of this previous macroblock to

indicate that this previous macroblock is the closest match so far. But if the new
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differences value is greater than the present min value at block 2232, then this previous
block is not a closer match than what has been matched so far.

[00152] Embodiments of motion estimation algorithms in accordance with the present
invention can also improve processor and system performance with present hardware
resources. But as technology continues to improve, embodiments of the present invention
when combined with greater amounts of hardware resources and faster, more efficient
logic circuits, can have an even more profound impact on improving performance. Thus,
one efficient embodiment of the motion estimation can have different and greater impact
across processor generations. Simply adding more resources in modern processor
architectures alone does not guarantee better performance improvement. By also
maintaining the efficiency of applications like one embodiment of the motion estimation
and the shift right merge instruction (PSRMRG), larger performance improvements can be
possible.

[00153]  Although the examples above are generally described in the context of 64 bits
wide hardware/registers/operands to simplify the discussion, other embodiments employ
128 bits wide hardware/registers/operands to perform register merge operations, shift right
merge operations, and motion estimation calculations. Furthermore, embodiments of the
present invention are not limited to specific hardware or technology types such as
MMX/SSE/SSE2 technologies, and can be used with other SIMD implementations and
other graphical data manipulating technologies. Although the motion estimation and
block matching embodiments as described above for Figs. 20-23B are described in the
context of eight pixels wide or eight data elements wide lines/rows and eight rows by eight
columns sized macroblocks, other embodiments include other dimensions. For instance,
lines/rows can be sixteen pixels wide or sixteen data elements wide and macroblocks be

sixteen rows by sixteen columns.
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[00154] In the foregoing specification, the invention has been described with reference
to specific exemplary embodiments thereof. It will, however, be evident that various
modifications and changes may be made thereof without departing from the broader spirit
and scope of the invention as set forth in the appended claims. The specification and

drawings are, accordingly, to be regarded in an illustrative rather than a restrictive sense.
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CLAIMS
What is claimed is:
1. A method comprising:
receiving a shift count of M;
5 shifting a first operand having a first set of L data elements left by ‘L — M’ data

elements;

shifting a second operand having a second set of L data elements right by M data
elements;

merging said shifted first set with said shifted second set to generate a resultant

10 having L data elements.

2. The method of claim 1 wherein said shifting of said first operand generates said

shifted first set comprising M data elements aligned with a left edge of said first operand.

3. The method of claim 2 wherein said left shifting removes said ‘L — M’ data
elements from said first operand and wherein zeroes are inserted at a right edge of said

15 first operand to replace space vacated by said ‘L. — M’ data elements that are shifted out.

4. The method of claim 3 wherein said shifting of said second operand generates said
shifted second set comprising of ‘L. — M’ data elements aligned with a right edge of said

second operand.

5. The method of claim 4 wherein said right shifting removes said M data elements
20 from said second operand and wherein zeroes are inserted at a left edge of said second

operand to replace space vacated by said shifted out M data elements.
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6. The method of claim 5 wherein said merging comprises performing a logical OR

operation on said shifted first set and said shifted second set.

7. The method of claim 6 wherein said resultant is comprised of said M data elements
from said shifted first set and said ‘L — M’ data elements from said shifted second set, and
wherein said M data elements from shifted first set do not overlap with said ‘L. — M’ data

elements from said shifted second set.

8. The method of claim 7 wherein said first operand, said second operand, and said

resultant are packed data operands.

9. The method of claim 8 wherein each data element is a byte of data.

10.  The method of claim 9 wherein L is equal to 8.

11.  The method of claim 10 wherein M is a value ranging from 0 to 15.

12.  The method of claim 9 wherein L is equal to 16.

13.  The method of claim 12 wherein M is a number ranging from 0 to 31.

14. A method comprising:

receiving shift right merge instruction, a count, a first data operand including a first

set of data elements, and a second data operand including a second set of data
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elements;

shifting said first set of data elements left until a number of data elements that
remain in said first data operand is equal to said count;

shifting said second set of data elements right to remove a number equal to said
count of data elements from said second data operand; and

merging together said shifted first set of data elements with said shifted second set
of data elements to obtain a resultant including data elements from both said first data

operand and said second data operand.

15.  The method of claim 14 wherein said shifting left of said first set of data elements
comprises removing data elements from a left edge of said first data operand and inserting
zeroes at a right edge of said first data operand to fill locations vacated by said removed

data elements.

16.  The method of claim 15 wherein said shifting right of said second set of data
elements comprises removing data elements from a right edge of said second data operand
and inserting zeroes at a left edge of said second operand to fill locations vacated by said

removed data elements.

17.  The method of claim 16 wherein said merging comprises a logical OR-ing together

of said shifted first set of data elements and said shifted second set of data elements.

18.  The method of claim 17 wherein said first operand and said second operand are
loaded with data from adjacent memory locations of a contiguous data block, and wherein

said first set of data elements and said second set of data elements are not overlapping.
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mar g

19. A method comprising:
receiving a shift merge instruction and a shift count of M;
concatenating a first operand having a first set of L data elements with a second
operand having a second set of L data elements to form a 2L long block of data
5 elements;
shifting said block right by M positions, wherein rightmost M data elements are
dropped; and
outputting rightmost L data elements from said shifted block as resultant for said
shift merge instruction.
10
10 20.  The method of claim 19 wherein said right shifting further comprises inserting

zeroes at a leftmost edge of said block to fill space vacated by said M data elements.

21. The method of claim 20 wherein said first operand and said second operand are

packed data operands.

22.  The method of claim 21 wherein each data element comprises a byte of data.
15

15 23.  The method of claim 22 wherein L is equal to 8.

24,  The method of claim 23 wherein M is a value ranging from 0 to 15.

25.  The method of claim 24 wherein said block is held in a temporary packed data

register having room available for 2L data elements.
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26.  An apparatus comprising:
a decoder to decode a shift right merge instruction;
a scheduler to dispatch said instruction for execution with a first operand
comprised of a first set of L data elements, a second operand comprised of a second set
3 of L data elements, and a shift count of M; and
an execution unit to execute said instruction, said instruction to cause said
execution unit to:
shift said first operand left by ‘L. — M’ data elements;
shift said second operand right by M data elements;
10 merge said shifted first operand with said shifted second operand to

generate a resultant having L data elements.

27.  The apparatus of claim 26 wherein said shift right merge instruction is comprised

of one micro-instruction (uop).

28.  The apparatus of claim 27 wherein said shift left of said first operand generates a
15  shifted first set of data comprised of M data elements aligned with a leftmost edge of said

first operand.

29.  The apparatus of claim 28 wherein said shift left removes ‘L. — M’ data elements
from said first operand and wherein zeroes are inserted at a right edge of said first operand
to replace space vacated by said shifted out ‘L — M’ data elements.

20

20 30.  The apparatus of claim 29 wherein said shift right of said second operand generates .
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said shifted second set comprising of ‘L. — M’ data elements aligned with a right edge of

said second operand.
31.  The apparatus of claim 30 wherein said shift right removes said M data elements
from said second operand and wherein zeroes are inserted at a left edge of said second

operand to replace space vacated by said shifted out M data elements.

32.  The apparatus of claim 31 wherein said first operand, said second operand, and

said resultant are packed data registers.

33.  The apparatus of claim 32 wherein each data element is a byte of data.

34.  The apparatus of claim 33 wherein L is equal to 8.

35.  The apparatus of claim 34 wherein M is a value ranging from 0 to 15.

36.  The apparatus of claim 35 wherein said apparatus comprises a 64 bit architecture.

37.  The apparatus of claim 33 wherein L is equal to 16, M is a value ranging from 0 to

31, and said apparatus comprises a 128 bit architecture.

38. A system comprising:
a memory to store data and instructions;
a processor coupled to said memory on a bus, said processor operable to perform a

shift right merge operation, said processor comprising:
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a bus unit to receive an instruction from said memory;

a decoder to decode an instruction to perform a shift right merge of shift
count M on a first operand having a first set of K data elements and a second
operand having a second set of L data elements;

5 a scheduler to dispatch said decoded instruction for execution; and
an execution unit to execute said decoded instruction, said decoded
instruction to cause said execution unit to:
shift said first operand left by ‘K — M’ data elements;
shift said second operand right by M data elements;
10 merge said shifted first operand with said shifted second operand to

generate a resultant having K data elements.

39.  The system of claim 38 wherein K is equal to L, and K and L are both 8.

40.  The system of claim 38 wherein:
said shift left removes ‘K — M’ data elements from said first operand and wherein
15 zeroes are inserted at a right edge of said first operand to replace space vacated by said
shifted out ‘K — M’ data elements; and
said shift right removes said M data elements from said second operand and
wherein zeroes are inserted at a left edge of said second operand to replace space
vacated by said shifted out M data elements.
20
20 41.  The system of claim 38 wherein each data element comprises a byte of data, and

said first operand and said second operands are packed data operands.
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42.

A machine readable medium having embodied thereon a computer program, said

computer program being executable by a machine to perform a method comprising:

10

10 43.

15

44,

receiving a shift count of M;

shifting a first operand having a first set of L data elements left by ‘L — M’ data
elements;

shifting a second operand having a second set of L data elements right by M data
elements;

merging said shifted first set with said shifted second set to generate a resultant

having L data elements.

The machine readable medium of claim 42 wherein:

said left shifting removes said ‘L — M’ data elements from said first operand and
wherein zeroes are inserted at a right edge of said first operand to replace space
vacated by said ‘L — M’ data elements that are shifted out;

said right shifting removes said M data elements from said second operand and
wherein zeroes are inserted at a left edge of said second operand to replace space
vacated by said shifted out M data elements; and

said merging comprises performing a logical OR operation on said shifted first set

and said shifted second set.

The method of claim 43 wherein said first operand, said second operand, and said

20  resultant are packed data operands.
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