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PACKET BROADCAST MECHANISM IN A SPLIT ARCHITECTURE
NETWORK

FIELD OF THE INVENTION

The embodiments of the invention are related to the broadcast of packets within
a split architecture network. Specifically, the embodiments of the invention relate to a
method and system for optimizing the use of resources in a domain when handling
packets to be broadcast by identifying external ports for the domain and programming

appropriate flows in the switches of the domain.

BACKGROUND

A split architecture network is an alternate paradigm for network architecture. A
split architecture network is composed of a number of nodes, such as routers or
switches, like a traditional network architecture. However, in this paradigm, the control
plane functionality of the network resides at a single central controller that can be in a
single node of the network as illustrated in Figure 1. This is in contrast to traditional
network architecture where the control plane functionality resides on every node in the
network. In a split architecture network, the network nodes are stripped of their control
plane functionality and provide basic data plane functionality as ‘flow switches.” A
‘domain,” as used herein, is an area of a split architecture network where the flow
switches are under the control of a single controller.

An example of a split architecture network is an OpenFlow based split
architecture network. In an OpenFlow split architecture network, a controller and the
flow switches in the data plane communicate using the OpenFlow Protocol. The
OpenFlow protocol provides message infrastructure for the controller to program the
flow switches in the data plane with appropriate flows for packet forwarding and
processing. The controller can also obtain complete network state information for the
network by querying each of the network nodes. An ‘OpenFlow domain,” as used
herein, is an area of an OpenFlow split architecture network where the flow switches
are under the control of a single logical OpenFlow controller. This single logical
OpenFlow controller can be implemented as a set or cluster of controllers responsible

for a single domain of switches.
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According to the OpenFlow protocol specification, the flow switches are
programmed by the controller using the following primitives for packet forwarding and
processing in the data plane: rules, which define matches on the packet header fields
(such as Ethernet header fields, multi-protocol label switching (MPLS) header fields,
and Internet protocol (IP) header fields); actions, which are associated with a rule
match; and a collection of statistics for the flow that matches a rule. The flow switch
applies the controller programmed rules on incoming packets and executes the
associated actions on the matched flow, collecting statistics on the flow at the same
time. Figure 1 illustrates this basic OpenFlow protocol interface between the
controller and the flow switch.

One of the main advantages of split architecture networks is that they allow
independent optimizations in the control plane and the data plane. The components,
functions or applications of the controller can be optimized independent of the
underlying network, and similarly, the underlying network flow switch capabilities can
be optimized independent of the controller components, functions and applications.

There are many situations that require a node in a network to send out a
broadcast packet. These situations can be divided into two categories: a self-generated
broadcast packet and a received broadcast packet. A node can self-generate a broadcast
packet for specific protocol applications. An important example of a self-generated
broadcast packet is the ARP REQUEST packet. Address Resolution Protocol (ARP) is
used to resolve the media access control (MAC) address of a network node (router, or
switch) given its IP address. In order to query a network node’s MAC address, the
requestor sends out an ARP REQUEST message. This message contains the query IP
address and is broadcast to all devices in the network. The device whose IP address
matches the one in the REQUEST message replies with its MAC address.

A node can also receive a packet that needs to be broadcast. A network node
needs to broadcast the broadcast packet it receives on all active ports including the
controller port. If the network node is configured with virtual local area networks
(VLANS), it should broadcast the packet on all the active ports within the VLAN.
Since the intelligence to forward packets resides in the controller in the OpenFlow
domain, the controller needs to program the underlying flow switches appropriately for

broadcast packets. The basic implementation of this configuration is to set the
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forwarding tables of each flow switch to blindly forward broadcast packets on all active

ports for the flow switch.

SUMMARY

A method is implemented in a network node that functions as a controller for a
domain in a split architecture network. The domain comprises a plurality of flow
switches, where the plurality of flow switches implement a data plane for the split
architecture network and the controller implements a control plane for the split
architecture network that is remote from the data plane. The method configures the
plurality of flow switches to efficiently handle each type of broadcast packet in the
domain of the split architecture network without flooding the domain with the
broadcast packets to thereby reduce a number of broadcast packets forwarded within
the domain. The method comprising the steps of tracking a set of external ports for the
domain, where each external port connects one of the plurality of flow switches to a
device outside the domain, configuring each of the plurality of flow switches in the
domain to forward a self generated broadcast packet to each flow switch having at least
one external port in the set of external ports for the domain without flooding the
domain with the self generated broadcast packet, configuring each of the plurality of
flow switches having at least one external port from the set of external ports for the
domain to forward a received control broadcast packet to the controller of the domain
without flooding the domain with the received control broadcast packet, and
configuring the plurality of flow switches in the domain to forward a received data
broadcast packet to the set of external ports for the domain without flooding the domain
with the received data broadcast packet.

A network node functions as a controller for a domain in a split architecture
network. The domain comprises a plurality of flow switches, where the plurality of
flow switches implement a data plane for the split architecture network and the
controller implements a control plane for the split architecture network that is remote
from the data plane. The network node configures the plurality of flow switches to
efficiently handle each type of broadcast packet in the split architecture network
without flooding the domain with broadcast packets to thereby reduce a number of

broadcast packets forwarded within the domain. The network node comprises an
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external port tracking module to track a set of external ports for the domain, where each
external port connects one of the plurality of flow switches to a device outside the
domain, a broadcast configuration module communicatively coupled to the external
port tracking module, the broadcast configuration module configured to configure each
of the plurality of flow switches in the domain to forward a self generated broadcast
packet to each flow switch having at least one external port in the set of external ports
for the domain without flooding the domain with the self generated broadcast packet.
The broadcast configuration module is configured to configure each of the plurality of
flow switches having at least one external port from the set of external ports for the
domain to forward a received control broadcast packet to the controller of the domain
without flooding the domain, and configured to configure the plurality of flow switches
for the domain to forward a received data broadcast packet to the set of external ports

for the domain without flooding the domain with the received data broadcast packet.

BRIEF DESCRIPTION OF THE DRAWINGS

The present invention is illustrated by way of example, and not by way of
limitation, in the figures of the accompanying drawings in which like references
indicate similar elements. It should be noted that different references to "an" or "one"
embodiment in this disclosure are not necessarily to the same embodiment, and such
references mean at least one. Further, when a particular feature, structure, or
characteristic is described in connection with an embodiment, it is submitted that it is
within the knowledge of one skilled in the art to effect such feature, structure, or
characteristic in connection with other embodiments whether or not explicitly
described.

Figure 1 is a diagram of one embodiment of an example configuration for a
simple split architecture OpenFlow network.

Figure 2 is a diagram of one embodiment of controller in a control plane and
flow switch of a data plane in a split architecture network.

Figure 3 is a flowchart of one embodiment of a process for configuring the split
architecture network for efficient handling of broadcast packets.

Figure 4 is a flowchart of one embodiment of the process of tracking external

ports.
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Figure 5 is a flowchart of one embodiment of a process for handling self-
generated broadcast packets.

Figure 6 is a diagram of an example split architecture network where a
controller is processing a self-generated packet.

Figure 7 is a diagram of one embodiment of a process for configuring and
processing received broadcast packets.

Figure 8 is a diagram of one embodiment of a domain and controller processing
a received control broadcast packet.

Figure 9 is a diagram of one embodiment of a domain and controller processing
a received data broadcast packet.

Figure 10 if a flowchart of one embodiment of a process for implicit external
port identification.

Figure 11 is a diagram of one embodiment of implicit external port
determination using neighbor discovery protocols.

Figure 12 is a diagram of one embodiment of implicit external port
determination using switch level discovery protocols.

Figure 13 is a flowchart of one embodiment of an explicit process for external

port identification.

DETAILED DESCRIPTION

In the following description, numerous specific details are set forth. However,
it i1s understood that embodiments of the invention may be practiced without these
specific details. In other instances, well-known circuits, structures and techniques have
not been shown in detail in order not to obscure the understanding of this description.
It will be appreciated, however, by one skilled in the art, that the invention may be
practiced without such specific details. Those of ordinary skill in the art, with the
included descriptions, will be able to implement appropriate functionality without

undue experimentation.
The operations of the flow diagrams will be described with reference to the

exemplary embodiments of Figures 2, 6, 8, 9, 11 and 12. However, it should be

understood that the operations of the flow diagrams in Figures 3-5, 7, 10 and 13 can be
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performed by embodiments of the invention other than those discussed with reference
to Figures 2, 6, 8, 9, 11 and 12 and the embodiments discussed with reference to
Figures 2, 6, 8, 9, 11 and 12 can perform operations different than those discussed with

reference to the flow diagrams of Figures 3-5, 7, 10 and 13.

The techniques shown in the figures can be implemented using code and data
stored and executed on one or more electronic devices (e.g., an end station, a network
clement, server or similar electronic devices). Such electronic devices store and
communicate (internally and/or with other electronic devices over a network) code and
data using non-transitory machine-readable or computer-readable media, such as non-
transitory machine-readable or computer-readable storage media (e.g., magnetic disks;
optical disks; random access memory; read only memory; flash memory devices; and
phase-change memory). In addition, such electronic devices typically include a set of
one or more processors coupled to one or more other components, such as one or more
storage devices, user input/output devices (e.g., a keyboard, a touch screen, and/or a
display), and network connections. The coupling of the set of processors and other
components is typically through one or more busses and bridges (also termed as bus
controllers). The storage devices represent one or more non-transitory machine-
readable or computer-readable storage media and non-transitory machine-readable or
computer-readable communication media. Thus, the storage device of a given
electronic device typically stores code and/or data for execution on the set of one or
more processors of that electronic device. Of course, one or more parts of an
embodiment of the invention may be implemented using different combinations of

software, firmware, and/or hardware.

As used herein, a network element or network node (e.g., a router, switch,
bridge, or similar networking device.) is a piece of networking equipment, including
hardware and software that communicatively interconnects other equipment on the
network (e.g., other network elements or nodes, end stations, or similar networking
devices). Some network elements or network nodes are “multiple services network
elements” or “multiple services network nodes” that provide support for multiple
networking functions (e.g., routing, bridging, switching, Layer 2 aggregation, session

border control, multicasting, and/or subscriber management), and/or provide support
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for multiple application services (e.g., data collection). The terms network elements and
network nodes are used herein interchangeably.

The embodiments of the present invention provide a method and system for
avoiding the disadvantages of the prior art. The naive implementation of handling
broadcast packet forwarding is to blindly forward broadcast packets on all active ports
in each node of the network. However, this is inefficient as many packets forwarded
using this implementation are unnecessary to reach all the intended recipients. For both
self-generated and received broadcast packet scenarios the broadcast packet needs only
to be sent out on all external ports for the domain. External ports are defined as the
ports of the domain (e.g., an OpenFlow domain) that are connected to network nodes or
devices that are not under the control of the domain’s controller.

Existing split architecture networks including OpenFlow split architecture
networks do not provide an efficient mechanism for sending out self-generated
broadcast packets out of the domain. For received broadcast packets, the flow switches
are pre-programmed by the controller to flood the broadcast packets on all the active
ports on all the switches in the domain. This simple mechanism is very inefficient in
terms of the unnecessary usage of network resources to forward broadcast packets. For
example, if an OpenFlow domain network has m links and » external ports, ideally a
received broadcast packet should be sent out only on the » external ports. Using the
current technology, it would be sent at least on all the m links and the n external ports.
All the switch forwarding resources used to flood the packet on all the m links leads to
inefficient use of network resources. In a typical network, m could be orders of
magnitude larger than #, in this scenario, the resource usage inefficiency could be much
higher.

The embodiments of the invention overcome these disadvantages of the prior
art. The embodiments of the invention include packet broadcast method and system
that provides an efficient way to broadcast self-generated broadcast packets and an
optimized solution for the handling of received broadcast packet scenario. The
embodiments of the invention provide mechanisms to broadcast packets in multiple
scenarios: self-generated broadcast packet, received control broadcast packet, and
received data broadcast packet. These mechanisms are much more efficient than the

standard implementation of blind forwarding described above.
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For example, using the current technology, any broadcast packet would be
flooded on all the ports on all the switches within the domain, leading to inefficient use
of valuable network resources. The embodiments of the invention provide mechanisms
for broadcasting packet handling that use network resource only in the required
proportions, leading to major savings in network resources.

In one embodiment, the controller configures the flow switches of a domain to
forward the broadcast packets directly to the relevant external ports without wasting the
resources of other flow switches in the domain. The controller identifies external ports
and programs appropriate flows in the underlying flow switches for packet forwarding.

Figure 2 is a diagram of one embodiment of a controller and flow switch in a
split architecture network with efficient broadcast packet handling. The controller 103
and flow switch 133 are implemented by network nodes 101, 131, respectively. These
network nodes can be any type of networking element including routers, switches and
similar devices. The network nodes 101, 131 can be in communication over any type
of network including a local area network (LAN), a wide area network (WAN), such as
the Internet, or over a similar network. The network can be composed of any
combination of wired or wireless devices. The controller 103 can be in communication
and be assigned to control any number of flow switches 133. For sake of clarity, a
single flow switch is illustrated.

In one embodiment, the controller 103 and flow switch 133 are an OpenFlow
controller and OpenFlow switch, respectively. OpenFlow is a system and protocol

defined in the OpenFlow switching specification hosted at www.opentlow.org. In other

embodiments, other similar split architecture enabling protocols or systems are utilized
to separate control plane functionality and data plane functionality.

In one embodiment, the controller 103 can be composed of a set of applications,
a distributed network middleware 119 and an operating system 121. The distributed
network middleware 119 provides a set of functions and data structures that support
communication between the controller and other network nodes. The operating system
121 manages the resources of the network node 101 such as processor and memory
resources. Any distributed network middleware and operating system can be utilized

that provide these services.
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The applications or components of the controller can include an external port
tracking module 105, a broadcast configuration module 107, a broadcast processing
module 109, a boarder gateway protocol (BGP) module 111, an open shortest path first
(OSPF) module 113, a neighbor discovery protocol (NDP) module 115 and similar
components. The BGP module 111 maintains a table of prefixes that designate network
reachability among autonomous systems. The OSPF module 113 calculates a shortest
path across a network topology. The NDP module 115 can advertise the capabilities
and characteristics of a network node to its neighbors to enable communication
between the network nodes. Similarly, the NDP module 115 discovers neighbors by
receiving advertisements from these neighbors over connecting links between domains.
In another embodiment, the switches implement NDP and report the discovered
neighbors and links to the NDP module 115 of the controller. Examples of NDP are
link layer discovery protocol (LLDP) and CISCO discovery protocol (CDP) by CISCO
SYSTEMS, Inc.

An external port tracking module 105 creates and maintains a list of all external
ports for a domain of the controller. The function of the external port tracking module
105 is to determine a set of external ports for the domain. The external port tracking
module 105 functions in conjunction with other modules such as the NDP module to
communicate with the flow switches to identify their external ports. This process is
described in further detail in regard to Figures 11-13. The external port tracking
module 105 can also track internal ports and all active ports separately or as a part of
the process of tracking external ports.

The broadcast configuration module 107 manages the configuration of flow
switches in the domain to properly handle received and self generated broadcast
packets. The process of configuring the flow switches is described in further detail in
regard to Figures 3-7. The broadcast processing module 109 handles broadcast packets
received by or self generated by the controller 103. The controller 103 can generate
packets to be broadcast or can receive broad cast packets forwarded by the flow
switches in its domain. The broadcast processing module 109 can function in
conjunction with other modules such as the BGP module to process received broadcast
packets. The processing of the broadcast packets is described in further detail in regard

in further detail herein below.
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The operating system 121 and distributed network middleware 119 can facilitate
the communication between the controller 103 and the flow switches 133 by providing
a secure communication channel 127 over which control plane signaling protocols can
be transmitted. In onc embodiment, the controller 103 and the flow switch 133
communicate using the OpenFlow protocol.

The flow switch 133 is provided by a network node 131. The network node 131
and flow switch 133 can be connected to any number of other network nodes or similar
devices. Each of these connections is through a separate communication port, herein
referred to simply as ‘ports.” These ports 135 can be connections with other network
nodes within the same domain or with network nodes or devices outside the domain.
The ports 135 that are connected with network nodes within the domain are referred to
herein as ‘internal ports.” The ports 135 that are connected with nodes outside of the
domain are referred to herein as ‘external ports.’

The flow switch 133 can receive, generate and/or forward data packets
including broadcast packets. A forwarding table 137 or similar data structure defines a
set of rules that determine how the flow switch handles each of the data packets. The
forwarding table 137 can be an OpenFlow forwarding table or similar type of
forwarding table that includes a set of rules for identifying and taking action on a
variety of differing types of data packets. The controller 103 configures this
forwarding table 137 to manage the forwarding behavior of the flow switch 133, for
example by establishing rules for handling broadcast packets.

Figure 3 is a flowchart of one embodiment of a process for configuring the split
architecture network for efficient handling of broadcast packets. This process is
performed by the components of a controller to configure a set of flow switches in its
domain to efficiently handle various types of broadcast packets. The controller tracks a

set of external ports for its domain within the split architecture network (Block 301). A

¢ 2

set,” as used herein refers to any whole number of items including one item. The
external ports can be tracked in any type of data structure such as a list, table or similar
data structure. The process of identifying external ports is discussed herein below in
further detail with regard to Figures 11-13.

The process continues by configuring all flow switches with external ports in

the domain to forward self-generated broadcast packets to each of the set of external
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ports that have been identified (Block 303). The configuration can be carried out using
a control plane protocol to configure the forwarding rules for each flow switch in the
domain. A self-generated broadcast packet is a broadcast packet created by a flow
switch within the domain. This self-generated broadcast packet (e.g., an ARP message)
need only be sent to network nodes outside of the domain, because the flow switches
share a controller, which already has access to the information needed to configure the
flow switches within the domain. Therefore, it is a waste of resources to flood internal
ports of the domain with these self-generated messages. These self-generated broadcast
messages are created at the controller which directly sends the message to each external
port of the domain based on its maintained external port list.

The process configures each flow switch in the domain with an external port to
forward received control broadcast packets to the controller (Block 305). Received
control broadcast packets are received by flow switches with external ports from
devices external to the domain. The information within the received control broadcast
packet is only relevant to the controller. Thus, the flow switches are configured to send
this information to the controller instead of flooding internal ports with this received
control broadcast packet, which isn’t needed by the other flow switches in the domain.
An example of a received control broadcast packet is an ARP message received from a
device external to the domain of the controller. The controller will then forward this
received control broadcast packet on all external ports, similar to a self-generated
packet. The controller can also process the information of the received control
broadcast packet that has been forwarded by the flow switch.

The controller configures the flow switches in its domain to forward received
data broadcast packets to the set of external ports for the domain (Block 307). These
data broadcast packets do not require control plane processing and do not need to be
forwarded to the controller. The controller configures a set of flows between all sets of
external ports such that each data broadcast packet that is received on an external port
is forwarded across the domain to each other external port. The use of established
flows to perform this processing avoids blindly forwarding the received data broadcast
packet on all internal ports within the domain, which wastes resources. The flows
ensure that the received data broadcast packet reaches each external port without the

use of flooding. The flows can also be established to ensure that each flow switch
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receives the data broadcast packets without using flooding. Flows enable the
forwarding of these packets such that the data packets are directed to each external port
with a shortest path or similar configured path set by the controller.

Figure 4 is a flowchart of one embodiment of the process of tracking external
ports. This process is performed by the controller. The controller uses either an
explicit process or an implicit process to determine the external ports. The explicit
process and implicit process are discussed in further detail in regard to Figures 11-13.
The process first identifies all active ports for the flow switches within the domain of
the controller (Block 401). Optionally, the controller may identify the internal ports
within the active port list (Block 403). Depending on the implementation of the split
architecture network and the control plane protocol the controller may need to
determine the internal ports to deduce the set of external ports. In other embodiments,
the controller can directly determine the set of external ports. The controller
determines the set of external ports and uses this for the configuration of the flow
switches to efficiently handle broadcast packets (Block 405).

Figure 5 is a flowchart of one embodiment of a process for handling self-
generated broadcast packets. This process relies on the tracking of the external ports as
described above in regard to Figure 4 and further described below in regard to Figures
11-13 (Block 501). The self-generated packet is created by the controller (Block 503).
An example of a self-generated packet is an ARP message. The controller uses the
external port list to direct the forwarding the packet to the flow switches with external
ports (Block 505). The controller uses a flow or secure channel established with each
flow switch to forward the self-generated packet.

Figure 6 is a diagram of an example split architecture network where a
controller is processing a self-generated packet. The domain is identified with a dashed
line 603. All flow switches on or within the dashed line 603 are part of the domain of
the controller 601. External ports are labeled with circles 605. The self-generated
packet is forwarded from the controller to each flow switch with an external port 605.
The solid black arrow lines 607 show the forwarding of the self-generated packets. The
dotted lines 609 shows the control communication channel or secured channel
established to allow control protocol communications between the controller 601 and

all flow switches. The self-generated packets can be forward over these control
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communication channels or through other similar paths to the external ports 605. The
self-generated packets are not flooded over the internal ports of the domain, thereby
reducing the resources needed to properly forward the self-generated packet.

Figure 7 is a diagram of one embodiment of a process for configuring and
processing received broadcast packets. Received broadcast packets are broadcast
packets received through an external port of a flow switch in the domain of the
controller. The received broadcast packets are therefore received from a network node
or device that is external to the domain.

This process also relies on the availability of an external port list and assumes
that this external port list is being created and maintained as described above in regard
to Figure 4 and herein below in regard to Figures 11-13 (Block 701). The controller
executes this process or directs the execution of this process. The controller programs
cach flow switch in its domain that has an external port to establish a flow from that
flow switch to the controller (Block 703). This flow is designed to limit the forwarding
of these control packets to only forward them from the flow switch where these
messages are received from an external device to the controller. The received control
packet is not broadcast on the internal ports of the domain thereby conserving resources
in the split architecture network

In one embodiment, the flow switches with external ports are programmed to
analyze incoming packets to look for matches on the destination MAC address that
indicate the incoming packet is a broadcast packet. For example, the MAC addressed
FF:FF:FF:FF:FF:FF can be utilized to identify a broadcast packet. For each detected
broadcast packet, the ethertype of the incoming packet is examined to determine if the
packet is a control packet. The flow switches are configured with an action to forward
any packets that have a destination indicating a broadcast packet and an ethertype that
indicates a control packet. For example, an ARP request packet can be received that
has the FF:FF:FF:FF:FF:FF MAC address and an ethertype indicating a control packet.
Those packets that meet these criteria are then programmed to be forwarded to the
controller using a rule or similar configurable action within the flow switch.

The controller then calculates a set of flows from each flow switch in the
domain that has an external port to each other flow switch with an external support

(Block 705). The flows can be shortest paths between external ports or similar paths
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across the domain. The controller can calculate these paths using its knowledge of the
topology of its domain.

After the set of flows are calculated, the controller programs each flow switch
along a flow to forward data broadcast packets toward an external port associated with
the flow (Block 707). In other embodiments, the flows can also be established to
ensure efficient dissemination of the data broadcast packets to all flow switches in the
domain without flooding the data broadcast packets within the domain. The flows can
be either unicast or multicast paths or any combination thereof. These paths can be
shortest paths as determined by an shortest path algorithm, such as Dijkstra’s algorithm
or similar processes. In one embodiment, the flow switches are programmed to analyze
the received data broadcast packets to determine whether they are broad cast packets
(e.g., matching on a MAC address of FF:FF:FF:FF:FF:FF). An ecthertype is also
analyzed for the packets to determine whether they are control or data packets. If the
received data packet is a data broadcast packet, then the flow switch is configured to
forward it along a set of associated flows. This avoids blind forwarding of these packets
and avoids forwarding these packets to the controller.

After the flow switches are properly configured, the processing of broadcast
packets commences. The controller’s role in the processing of the broadcast packets
includes processing received control broadcast packets from the flow switches and then
forwarding them to each flow switch with an external port to be forwarded on each
external port of the domain (Block 709).

Figure 8 is a diagram of one embodiment of a domain and controller processing
a received control broadcast packet. A control broadcast packet 803 is received at an
external port 805. The flow switch with external port 805 has been configured to
forward 807 the received control broadcast packet to the controller 801. The flow
switch does not flood the domain with the received control broadcast packet.

The controller 801 processes the packet as necessary and forwards the control
broadcast packet 809 to each flow switch with an external port. Each of these flow
switches then forwards the control broadcast packet on the associated external ports.
This ensures the proper dissemination of the received control broadcast packet, while
avoiding unnecessarily flooding the internal ports and links of the domain with the

received control broadcast packet.
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Figure 9 is a diagram of one embodiment of a domain and controller processing
a received data broadcast packet. A data broadcast packet 903 is received at an external
port 905. The flow switch with external port 905 has been configured to forward 907
the received data broadcast packet along a set of flows configured by the controller.
The flows direct the forwarding of the received data broadcast packet to each of the
other external ports 909. The flow switches associated with the other external ports
909 received the data broadcast packet and forward the pack on the external ports.
Thus, the received data broadcast packet is forwarded through the domain to each
external port without flooding the internal links and without forwarding the packet to
the controller.

Figure 10 if a flowchart of one embodiment of a process for implicit external
port identification. In this process, the external ports are identified by eliminating
internal ports from the list of active ports. In one embodiment, the OpenFlow protocol
can be utilized to obtain a list of all the active ports for all the flow switches in a
domain. In other embodiments, link level or switch level discovery protocols are
utilized to determine active and internal ports in the domain.

The process is initiated by the controller querying all of the flow switches in the
domain to generate an active port list for each flow switch (Block 1001). In one
embodiment, the query is carried out by use of the OpenFlow protocol. As answers to
the query are received from each flow switch in the domain, the lists of active ports are
compiled into a list of active ports for the domain (Block 1003). Once the active port
list has been compiled, the controller uses NDP, such as LLDP, to determine which of
the active ports are internal ports of the domain (Block 1005). As the lists of internal
ports are received, the controller compiles them into a list of internal ports for the
domain (Block 1007).

The external ports from the domain can then be determined by a comparison of
the internal port list of the domain and the active port list of the domain (Block 1009).
All active ports that are not listed as internal ports are deduced to be external ports. An
external port list can then be maintained for use in broadcast packet handling. This can
be an ongoing process with the active port list, internal port list and external port list

being continuously or periodically updated or recalculated.
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Figure 11 is a diagram of one embodiment of implicit external port
determination using a neighbor discovery protocol. The controller sends out an NDP
message 1103A on each of its ports. This NDP message 1103A is forwarded by the
receiving network element on its ports 1103B. The NDP message 1103C then returns
to the controller 1101, thereby enabling the controller 1101 to determine that the route
of the NDP message 1103B is an internal route covering internal links of the domain.
Once all internal links are determined, external ports can be deduced from this
information and the list of all active ports.

Figure 12 is a diagram of one embodiment of implicit external port
determination using switch level discovery protocols.  The controller 1201
communicates with each flow switch 1203A, C in the domain to initiate the sending of
switch level discover protocol messages 1203B between the flow switches. The flow
switches then report there link information to the controller, such that the controller can
determine that the links and ports are either internal or external.

Figure 13 is a flowchart of one embodiment of an explicit process for external
port identification. In this embodiment, the external ports are identified using a
neighbor discover protocol (NDP) such as link level discovery protocol (LLDP) or a
similar protocol. This embodiment requires that external devices communicating with
the flow switches and controller of the domain support the same NDP as the controller.
External ports are recognized when NDP messages are received from devices that are
not part of the domain. The ingress port for the message is recorded as an external port.

This process for external port list maintenance can be initiated in response to
receiving an NDP message from another network node at a flow switch (Block 1301).
This NDP message is a control message that is forwarded by the flow switch to the
controller. The controller examines the received NDP message to determine the source
of the message (Block 1303). The source can be determined from the source address in
the NDP message. The source network node is compared to the list of known network
nodes in the domain of the controller (Block 1305). If the source network node is not
within the domain of the controller, then the port of the flow switch through which the
NDP message was received is added to the list of external ports for the domain (Block

1307). The identification of this port can be provided when the NDP message is
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forwarded or in response to a query of the controller to the flow switch that forwarded

the NDP message to the controller.
Thus, a method, system and apparatus for optimizing the handling of broadcast
packets in a split architecture network is provided. It is to be understood that the above
5  description is intended to be illustrative and not restrictive. Many other embodiments
will be apparent to those of skill in the art upon reading and understanding the above
description. The scope of the invention should, therefore, be determined with reference
to the appended claims, along with the full scope of equivalents to which such claims

are entitled.



WO 2013/017998 18 PCT/IB2012/053807

10

15

20

25

30

CLAIMS

What is claimed is:

1. A method implemented in a network node that functions as a controller for a
domain in a split architecture network, the domain comprising a plurality of flow
switches, where the plurality of flow switches implement a data plane for the split
architecture network and the controller implements a control plane for the split
architecture network that is remote from the data plane, the method to configure the
plurality of flow switches to efficiently handle each type of broadcast packet in the
domain of the split architecture network without flooding the domain with the
broadcast packets to thereby reduce a number of broadcast packets forwarded within
the domain, the method comprising the steps of:

tracking a set of external ports for the domain, where each external port
connects one of the plurality of flow switches to a device outside the domain;

configuring each of the plurality of flow switches in the domain to forward a
self generated broadcast packet to each flow switch having at least one external port in
the set of external ports for the domain without flooding the domain with the self
generated broadcast packet;

configuring each of the plurality of flow switches having at least one external
port from the set of external ports for the domain to forward a received control
broadcast packet to the controller of the domain without flooding the domain with the
received control broadcast packet; and

configuring the plurality of flow switches in the domain to forward a received
data broadcast packet to the set of external ports for the domain without flooding the

domain with the received data broadcast packet.

2. The method of claim 1, wherein tracking the set of external ports further

comprises the step of identifying each active port of each flow switch in the domain.

3. The method of claim 2, wherein tracking the set of external ports further
comprises the step of identifying whether each active port is an internal port, the
internal port connecting a first flow switch in the domain to a second flow switch in the

domain.
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4. The method of claim 3, wherein tracking the set of external ports further
comprises the step of identifying each external port of the domain by comparing the
internal ports of the domain to the active ports of the domain, each external port being

an active non-internal port of the domain.

5. The method of claim 3, wherein identifying the internal ports further comprises

the step of identifying internal ports using a neighbor discovery protocol.

6. The method of claim 1, further comprising the steps of:
receiving a neighbor discover protocol (NDP) message from a network node
outside the domain; and

comparing a source of the NDP message to a set of controlled flow switches.

7. The method of claim 6, further comprising the step of adding an ingress port for
a flow switch through which an NDP message from external source was received to the

external port list.

8. The method of claim 1, further comprising the step of forwarding received
control packets by the controller to each flow switch having an external port in the set
of external ports, each flow switch to forward the control packet through each external

port.

9. The method of claim 1, further comprising the steps of:

calculating a set of flows from each flow switch with an external port to each
other flow switch with an external port; and

programming each flow switch in a path of the set of flows to forward received

data broadcast packets according to the set of flows.

10. A network node that functions as a controller for a domain in a split architecture
network, the domain comprising a plurality of flow switches, where the plurality of

flow switches implement a data plane for the split architecture network and the
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controller implements a control plane for the split architecture network that is remote
from the data plane, the network node to configure the plurality of flow switches to
efficiently handle each type of broadcast packet in the split architecture network
without flooding the domain with broadcast packets to thereby reduce a number of
broadcast packets forwarded within the domain, the network node comprising:

an external port tracking module to track a set of external ports for the domain,
where each external port connects one of the plurality of flow switches to a device
outside the domain;

a broadcast configuration module communicatively coupled to the external port
tracking module, the broadcast configuration module configured to configure each of
the plurality of flow switches in the domain to forward a self generated broadcast
packet to each flow switch having at least one external port in the set of external ports
for the domain without flooding the domain with the self generated broadcast packet,
the broadcast configuration module configured to configure each of the plurality of
flow switches having at least one external port from the set of external ports for the
domain to forward a received control broadcast packet to the controller of the domain
without flooding the domain, and configured to configure the plurality of flow switches
for the domain to forward a received data broadcast packet to the set of external ports

for the domain without flooding the domain with the received data broadcast packet.

11.  The network node of claim 10, further comprising a broadcast processing
module communicatively coupled to the broadcast configuration module, the broadcast
processing module configured to forward received broadcast packets to the flow

switches having the set of external ports.

12. The network node of claim 10, wherein the external port tracking module is

configured to identify each active port of each flow switch in the domain.

13.  The network node of claim 12, wherein the external port tracking module is
configured to identify whether each active port is an internal port, the internal port

connecting a first flow switch in the domain to a second flow switch in the domain.
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14.  The network node of claim 13, wherein the external port tracking module is
configured to identify each external port of the domain by comparing the internal ports
of the domain to the active ports of the domain, each external port being an active non-

internal port of the domain.

15.  The network node of claim 13, wherein the external port tracking module is

configured to identify internal ports using a neighbor discovery protocol.

16.  The network node of claim 11, wherein the external port tracking module is
configured to receive a neighbor discover protocol (NDP) message from a network
node outside the domain, and to compare a source of the NDP message to a set of

controlled flow switches.

17.  The network node of claim 16, wherein the external port tracking module is
configured to add an ingress port for a flow switch through which an NDP message

from external source was received to the external port list.

18.  The network node of claim 11, wherein the broadcast processing module is
configured to forward received control packets by the controller to each flow switch
having an external port in the set of external ports, each flow switch to forward the

control packet through each external port.

19.  The network node of claim 10, wherein the broadcast configuration module is
configured to calculate a set of flows from each flow switch with an external port to
each other switch with an external port, and is configured to program each flow switch
in the set of flows to forward received data broadcast packets according to the set of

flows.
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