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PACKING NODES INTO RECORDS TO STORE XML XQUERY
DATA MODEL AND OTHER HIERARCHICALLY
STRUCTURED DATA

FIELD OF THE INVENTION

The present invention relates to hierarchically structured data, and
more particularly to the storage of hierarchically structured data in a

database.

BACKGROUND OF THE INVENTION

As hierarchically structured data, such as eXtensible Mark-up
Language (XML), become widely used as a data format, it also becomes a
native data type for database systems. The storage of hierarchically
structured data in relational databases, however, poses particular

challenges.

One conventional approach is to store XML as text. This approach
preserves the original documents and retrieves the entire document.
However, it is inefficient in supporting queries and document updates,

especially when the document is large.

Another conventional approach is to decompose and store the XML as
tables in the relational database. This requires either a special
relational schema for each XML schema or a generic relational
representation for the XML data model. However, the result data is

relatively large, and the queries are usually slow to execute.

Another conventional approach uses an object data model to store XML
tree data, where many direct references or pointers are stored in the
records for the parent-child relationships. However, this approach lacks
scalability, has a larger data volume due to the references, and is less

flexible in the re-organization of records.

Another conventional approach decomposes the XML data at a high
level into relational data. However, this approach is inefficient in that
it places lower levels and long text into a Character Large Object (CLOB),
or it stores the original textual XML redundantly along with the object

model.
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Accordingly, there exists a need for an improved method and system
for storing hierarchically structured data in record data structures. The
improved method and system should combine the advantages of relational
scalability and flexibility for the re-organization of records and the

object efficiency for traversal and update.

SUMMARY OF THE INVENTION

An improved method and system for storing hierarchically structured
data in record data structures uses logical node identifiers to reference
the nodes of a hierarchically structured data stored within and across
relational data structures, such as records or pages of records. A node
identifier index is used to map each logical node identifier to a record
identifier for the record that contains the node. When a sub-tree is
stored in a separate record, a proxy node is used to represent the
sub-tree in the parent record. The mapping in the node identifier index
reflects the storage of the sub-tree nodes in the separate record. This
storage scheme supports document order clustering and sub-document update
with the record as the unit. Since the references between the records are
through logical node identifiers, there is no limitation to the moving of
records across pages, as long as the indices are updated or rebuilt to
maintain synchronization with the resulting data pages. The method and
system in accordance with the present invention thus is significantly more
scalable than conventional approaches. It has a much smaller storage
consumption than conventional object approaches that uses explicit

references between nodes.

BRIEF DESCRIPTION OF THE FIGURES

Embodiments of the present invention shall now be described, by way

of example, with reference to the following drawings:

Figure 1 illustrates an example hierarchically structured data tree

containing a plurality of nodes;

Figure 2 is a flowchart illustrating an embodiment of a method for
storing hierarchically structured data in a record data structure in

accordance with a preferred embodiment of the present invention;

Figure 3 illustrates an example record storing a hierarchically
structured data tree in accordance with a preferred embodiment of the

present invention;
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Figure 4 illustrates the local and absolute node identifiers for the

example tree in Figure 1;

Figure 5 is a flowchart illustrating a search for a node of the
hierarchically structured data in accordance with a preferred embodiment

of the present invention;

Figure 6 illustrates example records for storing a tree across
multiple records in accordance with a preferred embodiment of the present

invention;

Figure 7 is a flowchart illustrating a method for generating the
node identifier indexes for records with proxy nodes in accordance with a

preferred embodiment of the present invention;

Figure 8 illustrates example entries of the node identifier index in

accordance with a preferred embodiment of the present invention;

Figures 9A and 9B illustrate in more detail the tree traversal
process used by the method in accordance with a preferred embodiment of

the present invention; and

Figures 10A and 10B illustrate range proxy nodes in accordance with

a preferred embodiment of the present invention.

DETAILED DESCRIPTION

Embodiments of the present invention provide improved methods and
systems for storing hierarchically structured data in record data
structures. Various modifications to the preferred embodiment will be
readily apparent to those skilled in the art and the generic principles
herein may be applied to other embodiments. Thus, the present invention
is not intended to be limited to the embodiment shown but is to be
accorded the widest scope consistent with the principles and features

described herein.

The method and system in accordance with a preferred embodiment of
the present invention uses logical node identifiers to reference the nodes
of a hierarchically structured data stored within and across relational
data structures, such as records or pages of records. A node identifier
index is then used to map each logical node identifier to a record

identifier for the record that contains the node. When a sub-tree is
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stored in a separate record, a proxy node is used to represent the
sub-tree in the parent record. The mapping in the node identifier index
is then updated to reflect the storage of the sub-tree nodes in the
separate record. In this manner, when re-organization of records are
desired or needed, only the node identifier index needs to be updated.

The logical node identifiers in the records need not be changed.

To more particularly describe the features of the preferred
embodiment of the present invention, please refer to Figures 1 through 10B

in conjunction with the discussion below.

Figure 1 illustrates an example hierarchically structured data tree
containing a plurality of nodes. The tree 101 can represent any type of
hierarchically structured data, such as XML. Although the preferred
embodiment of the present invention may be described below in the context
of XML, one of ordinary skill in the art will understand that the method

and system can be applied to other types of hierarchically structure data.

The tree 101 has a root node (Node 0) with one child node (Node 1). Node
1 has three child nodes (Nodes 2, 6, and 7). Nodes 2, 6, and 7 are thus
sibling nodes. Node 6 is a leaf node (it has no child nodes). Node 2 has
three child nodes (Nodes 3, 4, and 5). Node 7 has one child node (Node
8).

Figure 2 is a flowchart illustrating an embodiment of a method for
storing hierarchically structured data in a record data structure in
accordance with the preferred embodiment of the present invention. Assume
that the hierarchically structure data comprises a plurality of nodes.
Initially, there is no node, a working buffer (wbuf) is empty, and a
parent stack is also empty, via step 201. The next node information is
then obtained, via step 202. It is then determined if there is more node
information, via step 203, i.e., if the traversal of the hierarchically
structured data or its equivalent token information has ended. If not,
and if the node is the first node, then the node is put in the beginning

of the wbuf, via step 204, and the working pointer is advanced.

If the node is a new node, then it is determined if there is enough
space in the wbuf for the new node, via step 205. If not, then the
largest sub-tree (or a sequence of sub-trees) of the parent node is stored
into one record, via step 207. The taken-out sub-tree (or a sequence of
sub-trees) is replaced with a proxy node until there is enough space for
the new node. If there is enough space, then the relationship between the

node and a current node is determined, via step 208. If the node is the
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child node of the current node, then the parent node pointer is pushed
onto the parent stack, via step 209. If the node is a sibling node of the
current node, then step 209 is skipped. Next, the node is put into the
wbuf at the location pointed to by the working pointer, the parent’s child
count is incremented, and the working pointer is advanced, via step 210.
If the node is an end of a set of child nodes, then the parent node

pointer is popped from the parent stack, via step 206.

Eventually, there is no more node information, via step 203. At
that time, the nodes stored in the wbuf is stored into one or more

records, via step 211.

Figure 3 illustrates an example record storing a hierarchically
structured data tree in accordance with the preferred embodiment of the
present invention. In this embodiment, nodes are stored within records.

A plurality of records is stored within a page. A plurality of pages is
stored for a document. This type of record data structure is known in the
art and will not be described in detail here. Each document is assigned a
document identifier (DocID). Assume that all nodes of the tree 101 is
part of the same document and can be stored within one record. The record
contains a record header 301 and nodes 302. The record is assigned a
record identifier (RID), which references a physical address of the
record. And each node is assigned a logical node identifier (node ID). A
logical node ID identifies a node based upon its relationship with the
other nodes in the tree. It does not identify the physical location where
the node is stored. There are two types of logical node ID’s, an absolute
node ID and a local or relative node ID. The local node ID of a node is
assigned to the node according to its sequence under that particular
parent node. Child nodes of different parent nodes are assigned local
node ID’s independently at each level in the tree. The absolute node ID
is a concatenation of the local node ID’s from the root node to the node.
For example, the local node ID for Node 5 is ‘06’ to indicate that it is
the third sibling node at its level, while its absolute node ID is
‘020206’ . The absolute node ID indicates that Node 5 is the third child
node of its parent node (Node 2), where its parent node is a first child
node of its grandparent node (Node 1), where its grandparent is a first
child node of the root node (Node 0). The root node is assigned a local

node ID of ‘00’ and is ignored.

Returning to Figure 3, the record header 301 contains an absolute
node ID of the rooted node. Each node 302 within the record contains a

node kind, node length, number of children, and the nodes for the
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children. It also stores its local node ID. Figure 4 illustrates the
local and absolute node IDs for the example tree 101 in Figure 1. Logical
node ID’s are further described in co-pending U.S. patent application
serial no. 10/709,415 published with publication number 20060004858 titled
“Self-Adaptive Prefix Encoding for Stable Node identifiers”, filed on May
4, 2004, and assigned to the assignee of the present application.
Applicant hereby incorporates this patent application by reference. The
logical node ID provides stable node encodings that allow for arbitrary
insertion, deletion or replacement of nodes. Existing node ID’s need not
be modified when a node is inserted, deleted, or replaced to keep node
ID’s in document order. This holds true because a logical node ID is not
modeled as a fixed string of decimal numbers, but rather as a

variable-length binary string.

In this embodiment, the storage of the tree 101 into records is
based on a preorder traversal process, known in the art. However, other
types of traversal processes can be used. With the preorder traversal
processing, as the nodes are constructed, a grouping logic keeps track of
the sub-tree being constructed for the length of the sub-tree rooted at
the current node. For example, assume that the maximum record size, R, is
known. A working buffer of 2xR or more in size is used in the
construction. If the entire tree is smaller than R, then the entire tree
is stored into one record. Otherwise, the tree is split into multiple
records. The storage of a tree in multiple records is described further

below.

For example, referring to both Figures 1 and 3, the root node (Node
0) is first stored with an indication that it has one child node. 1Its
child node (Node 1) is then stored with an indication that it has three
child nodes. Next, the first child node (Node 2) is stored with an
indication that it has three child nodes. These child nodes (Nodes 3, 4,
and 5) are then stored. The traversal process returns to Node 2 and
continues with the next sibling node (Node 6). Nodes 6 and 7 are then
stored, with an indication that Node 7 has one child. Node 8 is then
stored after Node 7. Thus, with the preferred embodiment of the present
invention, the relationships among the nodes of the tree 101 are captured

by the nesting structure. No explicit links are used.

Referring now to Figure 5, to obtain a node with a given logical
node ID, such as in response to a query, the node identifier index is
searched, via step 501, to obtain the RID corresponding to a logical node

ID. The record corresponding to the RID is then traversed to obtain the
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node corresponding to the logical node ID, via step 502. To locate the
node inside the record, the same traversal process used when storing the
tree is used to locate the node with the local node ID at each level.
[032] A hierarchically structured data tree is stored within a single
record whenever possible. Occasionally, multiple records are required to
store the hierarchically structured data tree. When more than one record
is required, the method in accordance with the preferred embodiment of the
present invention stores sub-trees in a separate record, and represents
this sub-tree in the parent record with a “proxy node”, which itself does
not contain a logical node ID. Assume for example, that the tree 101 in
Figure 1 cannot be stored within one record. The sub-tree of Node 2,
containing Nodes 2, 3, 4, and 5, is then stored in a separate record.

Here, each record stores one sub-tree.

Assuming again that the maximum record size, R, is known, as the
nodes are constructed node by node in the preorder traversal process, if
the entire tree is larger than R, then the tree is split into multiple
records. The largest sub-tree is searched and copied into a separate
record. The copied sub-tree is replaced with a proxy node, and the length
of the nodes in the separate record is excluded from the calculation of
the sub-tree length. Only the length of the proxy node is included. All
the length information is updated accordingly. Figure 6 illustrates
example records for storing a tree across multiple records in accordance
with the preferred embodiment of the present invention. Here, the parent
record 601 contains a proxy node 603 that represents the sub-tree rooted

in Node 2.

In order to find the sub-tree nodes represented by a proxy node, a
node identifier (node ID) index is created. This index is to map a node ID
to the RID of a record that contain the node with the given node ID. All
the node IDs in document order can be viewed as points in a line. The
records break this line into a plurality of intervals. The node ID index
contains the upper end point of each interval. Figure 7 is a flowchart
illustrating a method for generating the node identifier indexes for
records with proxy nodes in accordance with the preferred embodiment of
the present invention. First, the record is traversed to find the proxy
node, via step 701. An entry is then created for the largest logical node
ID before the proxy node, via step 702, with a mapping to the record’s
RID. Another entry is created for the largest node ID in the record, via
step 703, with a mapping to the record’s RID. These entries represent

the range of logical node ID’s that encompass the tree. For a logical
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node ID that falls within any two of entries, the greater RID is used to

locate the node.

For example, referring to Figure 8, assume that node identifier
index entries are being created for the records 601 and 602 (Figure 6).
First, the record 601 is traversed to find the proxy node 603, via step
701. ©Node 1 has the largest logical node ID before the proxy node 603, so
an entry 801 is created for Node 1 with a mapping to the RID for the
record 601 (rid2), via step 702. Node 8 has the maximum logical node ID
in the record 601, so an entry 803 is also created for Node 8 with a
mapping to the RID (rid2) of the record, 601, via step 703. For record
602, there are no proxy nodes, so steps 701 and 702 are skipped. ©Node 5
has the largest logical node ID for the record 602, so entry 802 is
created for Node 5 with a mapping to the RID (ridl) for the record 602,
via step 703.

Thus, to locate Node 4 with logical node ID '020204’, for example, a
search of the node identifier index finds the three entries 801-803. The
identifier ‘020204’ is greater than ‘02’ of entry 801, but less than
Y020206" of entry 802. Node 4 is thus mapped to the RID (ridl) for the
sub-tree record 602. If Node 8 with logical node ID ‘020602’ is to be
located, ‘020602’ is greater than ‘020206’ of entry 802 and equal to
‘020602’ of entry 803. Node 8 is thus mapped to the RID (rid2) for the

parent record 601.

By using proxy nodes to reference sub-tree nodes stored outside of a
parent record, the storage of hierarchically structured data is
significantly more scalable than conventional methods. This is especially
true since the nodes of the tree are stored as a few records, and the
nodes of sub-trees can be moved together more efficiently. When nodes are
updated, the records may require reorganization once it is discovered that
not all nodes of the tree can be stored in one record. Upon this
discovery, a sub-tree that can be stored in a separate record is
identified. The nodes of the sub-tree are then replaced with the proxy
node. If the records are less clustered, reorganization can be performed
to make records in document order again. Because references between
records are accomplished through logical node ID’s rather than explicit
references, this reorganization is significantly more easily accomplished,

allowing greater scalability.

Figures 9A and 9B illustrate in more detail the tree traversal

process used by the method in accordance with the preferred embodiment of
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the present invention. Figure 9A illustrates the traversal process with
one record, while Figure 9B illustrates the traversal process with two
records. A stack is used to track each level of nodes. In Figures 9A and
9B, the node ID’s 901-902 are absolute node ID’s in a variable-length
binary string (2-byte length, followed by the node ID encoding). The
length of each local node ID is kept in a separate array. Both node ID and
length of node IDs are used as a stack when the tree nodes are traversed.
The level is used as the stack top pointer. This way, the (absolute) node
ID can be maintained easily, and is always available as a variable-length
binary string format.In-scope namespaces in the XQuery data model can be

similarly maintained for each node.

Here, a sub-tree starts at a current node and ends at the current
node start position plus the sub-tree length. A tree can be traversed
using two primitives: getFirstChild and getNextSibling. The primitive
‘getFirstChild’ starts from the current node, and if the number of
children is ‘0’, then ‘not found’ is returned. Otherwise, the next node
is the first child. The primitive ‘getNextSibling’ starts from the
current node, and if it is the root node, then ‘not found’ is returned.
Otherwise, the total sub-tree length rooted at the current node is added
to the start position of the node to get the next node position. If it is
beyond the sub-tree rooted at the parent node, then ‘not found’ is

returned. Otherwise, that next node is the next sibling.

If a proxy node is encountered, the search key for the node ID index
is set to ‘(DocID, node ID)’. The index will return the RID of the record
that contains the node. This record is then fetched and the traversal
continues. To find a node with a given node ID, a node with the local

node ID at each level is found using the above two primitives.

To further improve efficiency, a proxy node, called a range proxy
node, can represent a sequence of sub-trees contained in a record, and
multiple proxy nodes next to each other within a record can be collapsed
into a single “range proxy node”. For example, as illustrated in Figure
10A, a range proxy node 1001 can represent two proxy nodes that are
collapsed, each of which represents a sequence of sibling nodes (or
sub-trees) 1002-1003 stored in a separate record. For another example, as
illustrated in Figure 10B, a range proxy node 1004 can represent multiple
proxy nodes 1005-1007, each corresponding to a record that may contain a

sub-tree or multiple sub-trees.
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An improved method and system for storing hierarchically structured
data in relational data structures are disclosed. The method and system
uses logical node identifiers to reference the nodes of a hierarchically
structured data stored within and across relational data structures, such
as records or pages of records. A node identifier index is used to map
each logical node ID to a RID for the record that contains the node. When
a sub-tree is stored in a separate record, a proxy node is used to
represent the sub-tree in the parent record. The mapping in the node
identifier index is then updated to reflect the storage of the sub-tree
nodes in the separate record. This storage scheme supports the following:

Clustering. To support document order clustering, the DocID and
node ID for the sub-tree root are used. To improve the efficiency of the
clustering, the DocID and the minimum node ID of the nodes, which is also
the absolute node ID of the sub-tree root, can be put into separate fields
within the record of nodes.

Update. A sub-document update can be performed with the record as
the unit. 1Insert, delete, or replace of a sub-tree can be performed
easily.

Re-organization of records. Since the references between the
records are through logical node ID’s, then there is no limitation to the
moving of records across pages, as long as the indices are updated or
rebuilt to maintain synchronization with the resulting data pages.

Partitioning. Even a document can be partitioned based on node ID

ranges.

The method and system in accordance with the preferred embodiment of
the present invention thus is significantly more scalable than
conventional approaches. It has a much smaller storage consumption than
conventional object approaches that uses explicit references between
nodes. They can also leverage existing indexing approaches and reuse some

of its utilities.

Although the present invention has been described in accordance with
the embodiments shown, one of ordinary skill in the art will readily
recognize that there could be variations to the embodiments. Accordingly,
many modifications may be made by one of ordinary skill in the art without

departing from the spirit and scope of the appended claims.
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CLAIMS

1. A method for storing hierarchically structured data in record data
structures, the hierarchically structured data containing a plurality of
nodes, comprising:

storing each node of the hierarchically structured data in at least
one record of a relational data structure; and

referencing each node of the hierarchically structured data using a

logical node identifier.

2. The method of claim 1, wherein the logical node identifier
identifies its corresponding node based upon the corresponding node’s

relationship with others of the plurality of nodes.

3. The method of claim 1, wherein the storing comprises:
storing with each node of the hierarchically structured data a
corresponding local node identifier, wherein the local node identifier is

assigned according to its sequence under its parent node.

4. The method of claim 3, wherein the hierarchically structured data is

traversed using getFirstChild and getNextSibling primitives.

5. The method of claim 1, wherein the storing comprises:

storing an absolute node identifier of a context node in a header of
the record, wherein the absolute node identifier comprises a concatenation
of local node identifiers from a root node to a current node, wherein the
context node comprises a parent node of a root node of a sub-tree or root

nodes of sub-trees that share a same parent.

6. The method of claim 1, wherein a construction for storing nodes is

performed based on a preorder traversal sequence.

7. The method of claim 1, further comprising:

constructing a node identifier index ;

searching the node identifier index for a record identifier
corresponding to a given logical node identifier; and

traversing a record corresponding to the record identifier to obtain

a node corresponding to the given logical node identifier.

8. The method of claim 1, wherein the storing comprises:
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determining that not all of the plurality of nodes can be stored
within one record;

finding a sub-tree of the plurality of nodes that can be stored
within a separate record;

storing nodes of the sub-tree in the separate record; and

replacing the nodes of the sub-tree in a parent record with a proxy

node.

9. The method of claim 8, further comprising:
changing a node identifier index to update a record identifier that
corresponds to the nodes of the sub-tree, wherein the logical node

identifiers for the nodes of the sub-tree need not be changed.

10. The method of claim 8, further comprising:

traversing the record and finding the proxy node;

creating an entry in a node identifier index for a largest logical
node identifier before the proxy node with a mapping to a record
identifier for the record; and

creating another entry in the node identifier index for a maximum
logical node identifier for the plurality of nodes with a mapping to the

record identifier for the record.

11. The method of claim 8, further comprising:
collapsing a plurality of proxy nodes in the parent record into a

single range proxy node.

12. The method of claim 11, wherein the range proxy node represents a

sequence of sibling proxy nodes stored in the separate record.

13. The method of claim 11, wherein the range proxy node represents the
plurality of proxy nodes, wherein each proxy node corresponds to a record

that contains a sub-tree or multiple sub-trees.

14. A computer readable medium with program instructions for storing
hierarchically structured data in record data structures, the
hierarchically structured data containing a plurality of nodes, comprising
instructions for:

storing each node of the hierarchically structured data in at least
one record of a relational data structure; and

referencing each node of the hierarchically structured data using a

logical node identifier.
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15. The medium of claim 14, wherein the logical node identifier
identifies its corresponding node based upon the corresponding node’s

relationship with others of the plurality of nodes.

16. The medium of claim 14, wherein the storing comprises:
storing with each node of the hierarchically structured data a
corresponding local node identifier, wherein the local node identifier is

assigned according to its sequence under its parent node.

17. The medium of claim 16, wherein the hierarchically structured data

is traversed using getFirstChild and getNextSibling primitives.

18. The medium of claim 14, wherein the storing comprises:

storing an absolute node identifier of a context node in a header of
the record, wherein the absolute node identifier comprises a concatenation
of local node identifiers from a root node to a current node, wherein the
context node comprises a parent node of a root node of a sub-tree or root

nodes of sub-trees that share a same parent.

19. The medium of claim 14, wherein a construction for the storing nodes

is performed based on a preorder traversal process.

20. The medium of claim 14, further comprising:

constructing a node identifier index;

searching the node identifier index for a record identifier
corresponding to a given logical node identifier; and

traversing a record corresponding to the record identifier to obtain

a node corresponding to the given logical node identifier.

21. The medium of claim 14, wherein the storing comprises:
determining that not all of the plurality of nodes can be stored
within one record;
finding a sub-tree of the plurality of nodes that can be stored
within a separate record;
storing nodes of the sub-tree in the separate record; and
replacing the nodes of the sub-tree in a parent node with a proxy

node.

22. The medium of claim 21, further comprising:
changing a node identifier index to update a record identifier that
corresponds to the nodes of the sub-tree, wherein the logical node

identifiers for the nodes of the sub-tree need not be changed.
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23. The medium of claim 21, further comprising:

traversing the record and finding the proxy node;

creating an entry in a node identifier index for a largest logical
node identifier before the proxy node with a mapping to a record
identifier for the record; and

creating another entry in the node identifier index for a maximum
logical node identifier for the plurality of nodes with a mapping to the

record identifier for the record.

24, The medium of claim 21, further comprising:
collapsing a plurality of proxy nodes in the parent node into a

single range proxy node.

25. The medium of claim 24, wherein the range proxy node represents a

sequence of sibling proxy nodes stored in the separate record.

26. The medium of claim 24, wherein the range proxy node represents the
plurality of proxy nodes, wherein each proxy node corresponds to a record

that contains a sub-tree or multiple sub-trees.

27. A system, comprising:

a relational data structure comprising at least one record, wherein
a plurality of nodes of a hierarchically structured data is stored within
the at least one record, wherein each node of the hierarchically
structured data is referenced using a logical node identifier; and

a node identifier index for mapping each logical node identifier for
each node to a record identifier corresponding to a record containing the

node.

28. The system of claim 27, wherein the at least one record comprises:
the plurality of nodes, where each node comprises its corresponding
local node identifier, wherein the local node identifier is assigned
according to its sequence under its parent node; and
a header comprising an absolute node identifier comprising a
concatenation of the local node identifiers from a root node to a current

node.

29. The system of claim 27, wherein the at least one record comprises a
proxy node, wherein the proxy node represents node of a sub-tree of the
plurality of nodes that cannot be stored within one record, wherein the

nodes of the sub-tree are stored in a separate record.
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