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Description
METHOD AND APPARATUS FOR SUPPORTING

TRANSACTIONS
Technical Field

The present invention relates generally to an improved data processing system and
in particular to a method and apparatus for identifying node usage in a set of nodes.
Still more particularly, the present invention relates to a method, apparatus, and
computer instructions for identifying transactions handled by nodes.

Background Art

A network data processing system is a system that transmits any combination of
voice, video, and/or data between different clients. The network for this system
includes a medium used to provide communications links between various devices and
computers connected within the network data processing system. These devices
include permanent connections, such as wire or fiber optic cables, or temporary
connections, such as those made through telephone connections. Devices in addition to
server and client machines include bridges, routers, and switches. Additionally, a
network data processing system also may include wireless connections with supporting
hardware, such as antennas and towers.

A number of different types of networks are present, such as a wide area network
(WAN) and a local area network (LAN). A LAN is a communications network that
serves users within some confined geographic area. Typically, a LAN uses clients and
servers that have network-enabled operating systems. A WAN is a communications
network covering a wide geographic area, such as a state or country. LANs are
typically limited to a building or complex. Another example of a network is the
Internet. The Internet, also referred to as an “internetwork”, is a set of computer
networks, possibly dissimilar, joined by means of gateways that handle data transfer
and the conversion of messages from a protocol of the sending network to a protocol of
the receiving network. When capitalized, the term “Internet” refers to the collection of
networks and gateways that use the TCP/IP suite of protocols.

Businesses and other organizations employ network data processing systems to
conduct business and other transactions. These networks may be as small as a single
LAN or may encompass many networks, including the Internet.

Enterprise networking involves using a network infrastructure in a large enterprise
or business organization with multiple computer systems and networks. These types of
infrastructures are typically extraordinarily complex. An enormous amount of effort
goes into planning and managing the integration of different disparate networks and
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systems. Also, planning for additional interfaces as needs and demands change also
occurs.

In managing an enterprise system, these systems often include a number of servers
that are assigned to provide different services. Management of these servers is an
important function of ensuring that services are provided when needed. Managing the
allocation of resources for providing services to process requests is an important and
complex task. As part of a process to identify the capability and usage of resources,
identifying transactions processed by nodes, such as servers, is important for use in
ensuring that a perceived capability matches the actual usage for those nodes.

For example, a set of servers may be provisioned to handle requests for a Website
set up to support an online business that provides goods or services. The servers also
may be set up to provide access to data, such as medical records, tax information, or
regulations. The resources needed vary depending on the usage and demand from
clients. In provisioning resources, it is important to identify the usage of the resources.
If the usage increases, capacity may be added to meet the increasing demand. In some
cases, the addition of servers may be unnecessary because one or more current Servers
may be underutilized while others may be strained to the point of failure or are unable
to meet expected service levels. A mismatch in the capabilities is often identified by
the occurrence of a failure and subsequent analysis of the system. These failures
typically occur when currently used load balancing techniques are unable to adequately
monitor and maintaining the capabilities for servicing requests.

When an application is simple and does not require the state to persist over multiple
requests from a user, the normal round robin or other such load balancing techniques
are sufficient to maintain capabilities for servicing requests. In the case where the ap-
plication is more complex and requires state information to persist across multiple
requests, the presently available load balancing techniques are unable to sufficiently
monitor and manage resources for servicing requests. In the case where state in-
formation is persisted, the user’s session is required to be associated with a particular
server providing the information. This situation is generally referred to as “sticky load
balancing”. In this case it is normal for a single server to become overloaded due to the
stickiness of the transaction. This problem increases when the situation changes from
the user being a human using a browser to a computer using Web services. The main
reason for having to maintain state information in these examples is the need to access
legacy systems.

Therefore, it would be advantageous to have an improved method, apparatus, and
computer instructions for identifying transactions being handled by a set of nodes in a
network data processing system.
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Disclosure of Invention

The present invention provides a method, apparatus, and computer instructions for
monitoring transactions for a set of known nodes in a network data processing system.
Cache data is received from a router in the data processing system. The cache data
includes an identification of the set of known nodes sending data packets for
transactions onto the network data processing system. The transactions are tracked for
the set of nodes using the cache data from the router. In this manner, the loading of
work for different nodes in a set of nodes can be identified.
Brief Description of the Drawings

A preferred embodiment of the present invention will now be described by way of
example only with reference to the following drawings in which:

Figure 1 depicts a pictorial representation of a distributed data processing system
in which preferred embodiments of the present invention may be implemented,;

Figure 2 is a server system depicted in accordance with a preferred embodiment of
the present invention;

Figure 3 is a block diagram depicting a data processing system that may be im-
plemented as a server or network dispatcher in accordance with a preferred
embodiment of the present invention;

Figure 4 is a diagram illustrating components used in discovering nodes and rela-
tionships between nodes in a network data processing system;

Figure 5 is a diagram illustrating information stored for entry in the data cache for
a router in accordance with a preferred embodiment of the present invention;

Figure 6 is a diagram illustrating usage of nodes in accordance with a preferred
embodiment of the present invention;

Figure 7 is a flowchart for a process for obtaining a snapshot of data from a cache
in accordance with a preferred embodiment of the present invention;

Figure 8 is a flowchart of a process for identifying transactions handled by nodes
in a network data processing system in accordance with a preferred embodiment of the
present invention; and

Figure 9 is a flowchart of a process for initializing a load balancing process in
accordance with a preferred embodiment of the present invention.

Mode for the Invention

With reference now to the figures, Figure 1 depicts a pictorial representation of a
distributed data processing system in which the preferred embodiments of the present
invention may be implemented. Distributed data processing system 100 is a network of
computers in which the preferred embodiments of the present invention may be im-
plemented. Distributed data processing system 100 contains a network 102, which is
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the medium used to provide communication links between various devices and
computers connected together within distributed data processing system 100. Network
102 may include permanent connections, such as wire or fiber optic cables, or
temporary connections made through telephone connections.

In the depicted example, a server system 104 is connected to network 102 along
with storage unit 106. Server system 104 typically will contain two or more servers
and is also referred to as a “cluster.” In addition, clients 108, 110, and 112 also are
connected to a network 102. These clients 108, 110, and 112 may be, for example,
personal computers or network computers. For purposes of this application, a network
computer is any computer, coupled to a network, which receives a program or other
application from another computer coupled to the network. In the depicted example,
server system 104 provides data, such as boot files, operating system images, and ap-
plications to clients 108-112. Clients 108, 110, and 112 are clients to server 104.
Distributed data processing system 100 may include additional servers, clients, and
other devices not shown. In the depicted example, distributed data processing system
100 is the Internet with network 102 representing a worldwide collection of networks
and gateways that use the TCP/IP suite of protocols to communicate with one another.
At the heart of the Internet is a backbone of high-speed data communication lines
between major nodes or host computers, consisting of thousands of commercial,
government, educational, and other computer systems that route data and messages. Of
course, distributed data processing system 100 also may be implemented as a number
of different types of networks, such as for example, an intranet, a local area network
(LAN), or a wide area network (WAN). Figure 1 is intended as an example and not as
an architectural limitation for embodiments of the present invention.

Turning now to Figure 2, a server system is depicted in accordance with a preferred
embodiment of the present invention. Server system 200 may be implemented as
server system 104 in Figure 1.

Server system 200 in this example includes router 202, which receives requests
from clients. Router 202 is connected to bus 204. This bus also provides an inter-
connection for network dispatcher 206. Network dispatcher 206 is also referred to as a
“front-end processor”. Also within server system 200 are servers 208, 210, 212, and
214. These servers are identical servers in these examples. Identical servers are servers
that process requests at the same rate.

Network dispatcher 206 will receive requests from router 202 and send the requests
to a server within server system 200 for processing. Responses to the requests are
routed from the server processing the request back to the client through router 202 in
these examples.

In accordance with a preferred embodiment of the present invention, a client
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making a request to a server and server system 200 only sees a single server. Servers
208, 210, 212, and 214 share data received within server system 200, as well as the
network address. For example, a request to server system 200 is made to a particular
network address, such as an Internet Protocol (IP) address. Router 202 will receive the
request and route this request to network dispatcher 206. In turn, network dispatcher
206 will send the request to the appropriate server for processing. This routing of the
request to an appropriate server for processing is transparent and is not visible to a
client making a request.

The illustration of server system 200 in Figure 2 is not meant to imply architectural
limitations to embodiments of the present invention. For example, only four servers are
illustrated in the system. Other numbers of servers may be used to implement a server
system. Additionally, bus 204 may take various forms. Bus 204 also may take the form
of a local area network or some other shared resource mechanism to transfer data
within server system 200. ‘

Referring to Figure 3, a block diagram depicting a data processing system that may
be implemented as a server or network dispatcher is depicted in accordance with a
preferred embodiment of the present invention. Data processing system 300 may be
implemented as a server, such as servers 208, 210, 212, or 214 in Figure 2. Further, a
network dispatcher, such as network dispatcher 206 in Figure 2, may be implemented
using data processing system 300.

Data processing system 300 may be a symmetric multiprocessor (SMP) system
including a plurality of processors 302 and 304 connected to system bus 306. Al-
ternatively, a single processor system may be employed. Also connected to system bus
306 is memory controller/cache 308, which provides an interface to local memory 309.
/O bus bridge 310 is connected to system bus 306 and provides an interface to I/O bus
312. Memory controller/cache 308 and I/O bus bridge 310 may be integrated as
depicted.

Peripheral component interconnect (PCI) bus bridge 314 connected to I/O bus 312
provides an interface to PCI local bus 316. A number of modems may be connected to
PCI bus 316. Typical PCI bus implementations will support four PCI expansion slots
or add-in connectors. Communications links to network computers 108-112 in Figure
1 may be provided through modem 318 and network adapter 320 connected to PCI
local bus 316 through add-in boards.

Additional PCI bus bridges 322 and 324 provide interfaces for additional PCI buses
326 and 328, from which additional modems or network adapters may be supported. In
this manner, data processing system 300 allows connections to multiple network
computers. A memory-mapped graphics adapter 330 and hard disk 332 may also be
connected to I/O bus 312 as depicted, either directly or indirectly.
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Those of ordinary skill in the art will appreciate that the hardware depicted in
Figure 3 may vary. For example, other peripheral devices, such as optical disk drives
and the like, also may be used in addition to or in place of the hardware depicted. The
depicted example is not meant to imply architectural limitations with respect to em-
bodiments of the present invention.

The data processing system depicted in Figure 3 may be, for example, an IBM
RISC/System 6000 system, a product of International Business Machines Corporation
in Armonk, New York, running the Advanced Interactive Executive (AIX) operating
system.

Preferred embodiments of the present invention provides a method, apparatus, and
computer instructions for monitoring transactions for a set of known nodes in a
network data processing system. The mechanism of the preferred embodiment of the
present invention uses cache data from one or more routers in the network data
processing system. This cache data includes an identification of the nodes sending
packets for transactions onto the network data processing system. As used herein, a
transaction begins when a user input at a client generates a request that is sent to a
server and ends when a response is received by the client at which the user is located.

Based on transactions being handled by the different nodes, the loading on the
nodes may be identified. In this manner, the mechanism of the preferred embodiment
of the present invention allows identifying whether all of the nodes are being evenly
utilized. Consequently, analysis of transaction may be made with respect to usage.
With this analysis, capability and changes in provisioning or assignment of servers
may occur based on the analysis.

With reference now to Figure 4, a diagram illustrating components used in
discovering nodes and relationships between nodes in a network data processing
system is depicted. In this illustrative example, router 400 and router 402 are present in
a network data processing system, such as network data processing system 100 in
Figure 1. In particular, these devices may be located as part of network 102. Data
processing system 400 is used to obtain data from data caches in router 400 and router
402 in these illustrative examples.

In particular, monitoring process 406 in data processing system 404 obtains data
from agent 408 and agent 410, which are located in router 400 and router 402, re-
spectively. These agents are processes or daemons that are used to obtain a snapshot of
data in ARP cache 412 and ARP cache 414, respectively.

When agent 408 obtains data from ARP cache 412, the data is cleared from ARP
cache 412. This data is sent to monitoring process 406, which stores the snapshot of
ARP cache 412 in node data 416. Similarly, agent 410 obtains a snapshot of data in
ARP cache 414 and sends that information to monitoring process 406 for storage in
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node data 416. Thereafter the data is cleared from ARP cache 414.

ARP cache 412 and ARP cache 414 contain data, identifying nodes that have sent
packets that have been routed through router 400 or router 402. By obtaining this in-
formation from these data caches in router 400 and router 402, nodes that have
transmitted packets may be identified, even though these nodes may not respond to
direct requests for responses. In this manner, the identification of nodes on a network
data processing system is made in a non-invasive manner.

Using node data 416, monitoring process 406 generates map 418. This map is used
to present a graphical view of nodes in the network data processing system. Further,
this map includes an identification of communication paths between the different
nodes as well as an identification of network traffic.

Turning now to Figure 5, a diagram illustrating information stored for entry in the
data cache for a router is depicted in accordance with a preferred embodiment of the
present invention. Entry 500 is an example of data that is stored in an ARP entry in
these examples. Each of these entries is made in response to the routing of a packet
through a router from a node. -

Entry 500 includes hardware type 502, protocol type 504, HLEN 506, PLEN 508,
operation 510, sender hardware address (HA) 512, sender IP 514, target hardware
address (HA) 516, and target IP 518.

Hardware type 502 is the type of adapter, such as an Ethernet adapter, that is being
used. Protocol type 504 is the type of protocol being used to transmit messages. In
these examples, the protocol type is IP. HLEN 506 is the length in bytes of the
hardware address, while PLEN 508 is the length in bytes of the protocol address.
Operation 510 indicates the type of operation being performed, such as a request or a
reply.

In these examples, sender hardware address 512 is a media access control (MAC)
address, which is included in a packet from a node transmitting the packet. A MAC
address is a unique serial number that is associated with an adapter to identify that
adapter from all others on a network. Sender IP 514 is the IP address of the node,
which is also referred to as the source address. The target hardware address is the
MAC address for an adapter in the target node. The target IP is the IP address of the
destination node, which is also referred to as the destination address for the packet.

Turning now to Figure 6, a diagram illustrating usage of nodes is depicted in
accordance with a preferred embodiment of the present invention. Diagram 600 shows
network dispatcher 602 and router 604. Router 604 may be, for example, router 400 in
Figure 4. Additionally, servers 606, 608, 610, and 612 are shown in diagram 600.
Connections 614, 616, 618, 620, and 622 are shown for the different nodes in diagram
600.
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In this figure, connections 616, 618, 620, and 622 illustrate the relative traffic
between nodes for the servers of interest. In these illustrative examples, server 606,
608, 610 and 612 correspond to servers 208, 210, 212, and 214 in Figure 2. The
transactions handled by servers 606 and 608 are greater than those handled by servers
610 and 612. In this illustrative example, connection 616 is illustrated with a dotted
line to indicate that no traffic is present with respect to server 612. This inference
regarding traffic is made by the absence of any data in the data cache for router 604.

The absence of data in the cache indicates that transactions are not being handled by
server 612. As a result, an analysis or inspection of server 612 may be made to identify
why transactions are not being handled by this particular server. Such a feature also
may be used to initiate a load balancing process depending on the particular imple-
mentation. In this manner, traffic may be routed to server 612 with less traffic being
routed to server 606 and 608 to balance the load handled by the different servers. This
type of monitoring allows for the identification of the distribution of loads between
machines in a non-intrusive manner. Often times, the monitoring of a given server is
turned off during time of heavy load to provide additional CPU cycles to process
transactions. This situation may occur with server systems, such as those for trading
houses or banks in which time and money critical transactions occur.

The manner in which nodes and connections are illustrated in Figure 6 is not
known to limit the way in which the information may be presented. For example,
different colors and animations may be used in place of or in addition to the thickness
of the segments for these connections.

Turning now to Figure 7, a flowchart for a process for obtaining a snapshot of data
from a cache is depicted in accordance with a preferred embodiment of the present
invention. The process illustrated in Figure 7 may be implemented in an agent, such as
agent 408 in Figure 4 to obtain data from a data cache, such as ARP cache 412 in
Figure 4.

The process begins by retrieving data from the cache (step 700). Thereafter, the data
is sent to a monitoring process (step 702). In the illustrative examples, the monitoring
process is one such as monitoring process 406 in Figure 4. Thereafter, the data cache
is cleared (step 704) with the process terminating thereafter.

This process may be initiated on some periodic basis based on a timer executed by
an agent process. Further, this process may be initiated through a request generated by
the monitoring process in response to an event. This event may be periodic or non-
periodic depending on the particular implementation. The event may be based on the
expiration of the timer or based on some request generated by a network administrator
in the illustrative examples.

With reference next to Figure 8, a flowchart of a process for identifying
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transactions handled by nodes in a network data processing system is depicted in
accordance with a preferred embodiment of the present invention. The process il-
lustrated in Figure 8 may be implemented in a monitoring process, such as monitoring
processing 404 in Figure 4.

The process begins by receiving data from an agent on a router (step 800).
Thereafter, the data is stored (step 802). This data is stored in a data structure, such as
node data 414. Traffic for the nodes is updated (step 804).

Thereafter, the paths in the map are updated (step 806). This updating is used to
indicate the amount of traffic for transactions being handled by the different nodes
being monitored. Next, node usage is analyzed (step 808). Thereafter, the process
returns to step 800.

This analysis in step 808 may be made through various statistical processes or
algorithms to determine the usage of nodes within the set of nodes. This process may
identify nodes that are being under-utilized or over-utilized with respect to the
particular functions being performed.

In an environment where a sticky load balancer is used, the session must maintain
its association with the server it started with to disperse initial traffic across a pool of
servers. In one illustrative example, the pool contains three servers. As the load
increases on the servers in the pool, more servers are added to the pool. Because the
sessions are long running, the work is not distributed to the new servers in the pool. In
this instance, the new servers may be under utilized. In this case, it is better to reclaim
these servers and use them elsewhere. A similar case exists if the pool has five servers
and only three of the servers are being used to support long running sessions. The
mechanism of the preferred embodiment of the present invention may be used to
identify the two servers that are not performing any work.

These situations in the illustrative examples exist because these systems were ar-
chitected and created before the best practices came about and rewrites for these en-
vironments are at a fundamental level that would require close to a ninety percent re-
placement of code. This problem also occurs when an integration of systems occurs
during a merger of businesses.

With reference now to Figure 9, a flowchart of a process for initializing a load
balancing process is depicted in accordance with a preferred embodiment of the
present invention. The process illustrated in Figure 9 may be implemented in a
monitoring process, such as monitoring process 404 in Figure 4.

The process begins by determining whether a node is present with transactions less
than a selected threshold. If a node is present with transactions less than some selected
threshold, then a load balancing process is initiated (step 902) with the process
terminating thereafter.
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With reference again to step 900, if a node is not present with transactions that is
less than a selected threshold, then a determination is made as to whether a node is
present with transactions that are greater than a threshold (step 904). The threshold in
step 900 and the threshold in step 904 are different values in the illustrative
embodiment. The exact values for these thresholds depends on the particular imple-
mentation.

If a node is present with transactions greater than a threshold, the process proceeds
(step 902) as previously described. Otherwise, the process terminates.

Thus, an improved method, apparatus, and computer instructions for identifying
transactions and managing the capability to support transactions is provided. The
mechanism utilizes data found in the cache of a router to determine the transactions
being handled by the different nodes. In these examples, the presence of the nodes are
known, and an absence of data for a particular node indicates that the node is not
handling transactions. '

Further, this data may be used to generate a map or display to graphically present
the different nodes and the transactions being handled by the nodes. In this manner, ad-
justments may be made to load balancing, assignment or allocation of servers to ensure
that a match between the capability and demand for services is met.

It is important to note that while embodiments of the present invention has been
described in the context of a fully functioning data processing system, those of
ordinary skill in the art will appreciate that the processes are capable of being
distributed in the form of a computer readable medium of instructions and a variety of
forms and that the approach applies equally regardless of the particular type of signal
bearing media actually used to carry out the distribution. Examples of computer
readable media include recordable-type media, such as a floppy disk, a hard disk drive,
a RAM, CD-ROMs, DVD-ROMs, and transmission-type media, such as digital and
analog communications links, wired or wireless communications links using
transmission forms, such as, for example, radio frequency and light wave
transmissions. The computer readable media may take the form of coded formats that
are decoded for actual use in a particular data processing system.
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Claims

A method in a data processing system for monitoring transactions for a set of
known nodes in a network data processing system, the method comprising
receiving cache data from a router in the data processing system, wherein the
cache data includes an identification of the set of known nodes sending data
packets for transactions onto the network data processing system; and tracking
the transactions for the set of nodes using the cache data from the router.

The method of claim 1, wherein the cache data is from an address resolution
protocol cache located on the router.

The method of claim 1 further comprising: receiving cache data from other
routers on the network data processing system

The method of claim 1, wherein the receiving step occurs on a periodic basis and
further comprising: identifying transactions handled by a node in the set of
known nodes using the cache data received on the periodic basis from the router.
The method of claim 1 further comprising: analyzing usage of each node in the
set of known nodes using the cache data.

The method of claim 5 further comprising: selectively initiating a load balancing
process in response to analyzing the usage of each node in the set of known
nodes.

The method of claim 4 further comprising: generating a display of the set of
known nodes in a graphical view, wherein the graphical view includes the com-
munications paths with a graphical indication of the network traffic.

The method of claim 2, wherein the cache data is received through an agent
located on the router.

The method of claim 8, where the agent clears the address resolution protocol
cache each time data is sent to the data processing system.

A data processing system for monitoring transactions for a set of known nodes in
a network data processing system, the data processing system comprising: a bus
system; a communications unit connected to the bus system; a memory
connected to the bus system, wherein the memory includes a set of instructions;
and a processing unit connected to the bus system, in which the processing unit
executes the set of instructions to receive cache data from a router in the data
processing system, in which the cache data includes an identification of the set of
known nodes sending data packets for transactions onto the network data
processing system, and tracks the transactions for the set of nodes using the
cache data from the router.

A data processing system for monitoring transactions for a set of known nodes in
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a network data processing system, the data processing system comprising
receiving means for receiving cache data from a router in the data processing
system, wherein the cache data includes an identification of the set of known
nodes sending data packets for transactions onto the network data processing
system; and tracking means for tracking the transactions for the set of nodes
using the cache data from the router.

The data processing system of claim 11, wherein the cache data is from an
address resolution protocol cache located on the router.

The data processing system of claim 11 wherein the receiving means is a first
receiving means and further comprising second receiving means for receiving
cache data from other routers on the network data processing system.

The data processing system of claim 11, wherein the receiving means is initiated
on a periodic basis and further comprising: identifying means for identifying
transactions handled by a node in the set of known nodes using the cache data
received on the periodic basis from the router.

The data processing system of claim 11 further comprising: analyzing means for
analyzing usage of each node in the set of known nodes using the cache data.
The data processing system of claim 15 further comprising: initiating means for
selectively initiating a load balancing process in response to analyzing the usage
of each node in the set of known nodes.

The data processing system of claim 14 further comprising: generating means for
generating a display of the set of known nodes in a graphical view, wherein the
graphical view includes the communications paths with a graphical indication of
the network traffic.

A computer program product in a computer readable medium for monitoring
transactions for a set of known nodes in a network data processing system, the
computer program product comprising: first instructions for receiving cache data
from a router in the data processing system, wherein the cache data includes an
identification of the set of known nodes sending data packets for transactions
onto the network data processing system; and second instructions for tracking the
transactions for the set of nodes using the cache data from the router.

The computer program product of claim 18, wherein the cache data is from an
address resolution protocol cache located on the router.

The computer program product of claim 18 further comprising: third instructions
for receiving cache data from other routers on the network data processing
system.
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