A method and system for updating or recovering a computer device's software image using a single portable operating system image stored on a bootable, secure partition on local storage (hard drive); a method and system utilizing delta image patching technology to allow the single image to work on a large number of diverse computer device platforms; and a method for distributing software patches and updates via a secure local partition to ensure patches and updates are applied to well-known software images that have not been modified to include malicious software and do not include any other undesirable changes that have been made to the primary, running operating system image.
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METHOD AND SYSTEM FOR UPDATING A SOFTWARE IMAGE

CROSS REFERENCE TO RELATED PATENTS

[0001] The present invention is related to a previously-filed and currently co-pending patent application entitled “Data Processing Recovery System and Method Spanning Multiple Operating Systems” filed Oct. 9, 2002 as Ser. No. 10/267,492 by inventors Frank C. Wang et al. The specification of this related patent, which is sometimes referred to herein as the Rapid Restore Patent, is expressly incorporated herein by reference.

[0002] The present invention is also related to a concurrently-filed patent application entitled “Method and System for Deploying a Software Image” by the same inventors. The specification of this related patent, which is sometimes referred to herein as the Image Deploy Patent, is expressly incorporated herein by reference.

FIELD OF THE INVENTION

[0003] This invention relates generally to a personal computer (sometimes referred to as a PC), traditional server or blade server, that runs its operating system and software applications from its local storage (hard disk), or SAN or NAS attached storage where the software image has been deployed initially but needs to be periodically updated. For simplicity, we will generically refer to both traditional and blade servers in addition to workstations as PC’s or personal computers. More particularly, the present invention relates to a method and system for reducing the complexity and cost of updating the deployed software image by using an “image delta” technology combined with a known-state image to reduce the number of images required for a plurality of PCs and to simplify the process of updating (refreshing or restoring) the software image in the computer.

BACKGROUND OF THE INVENTION

[0004] Most computer devices, such as personal computers, have a software image in a local storage medium, such as a hard disk, that includes the base operating system and applications required to run the computer. Various techniques are known in prior art to get the initial software image loaded onto each computer device, and one novel technique has been disclosed in the Method and System for Deploying a Single Image to Personal Computer(s) patent (the Image Deploy Patent referenced above).

[0005] That installed software image is requiring more frequent updating than it did in the past. New versions of software, including the operating system and applications, are one reason why the software image on a personal computer needs to be updated. Another reason is that more defects are being identified after the software has been installed, sometimes as a result of attacks or as a result of errors reported by users. Further, the software frequently is enhanced with new and improved features and functions. All of these changes mean that the software image stored on a computer must be updated to achieve the best results.

[0006] The updating of software has also been required more often with the increasing frequency of viruses and other harmful code (such as trap doors and Trojan horses), which are distributed through the Internet and other networks. As users more frequently connect to such sources of un-trusted code and potentially harmful materials, the proliferation of viruses and the detection and neutralization of such viruses is becoming a significant challenge. Recently, it seems that a new piece of code (such as a new release of Windows) is hardly announced before new attacks are launched on it, particularly for a piece of code such as a widely-used operating system. The discovery of new attacks leads to patches for the code, patches which must be distributed and installed on each personal computer in order to be effective.

[0007] Due to the complexity of the software running on computer devices, the number of security issues being found and the rate of updates for software applications, the number of changes required to the software image is increasing at a very fast rate. These changes to the software image include but are not limited to operating system patches that fix software defects, operating system patches that fix security issues, application patches that fix software defects, application updates that enhance application functionality and the delivery of new applications. These updates to the software image need to be applied to devices that have already been deployed in the field.

[0008] Today’s solution to updating computer devices already deployed in the field is to download these patches and software updates to the currently running device and apply them to the running copy of the software image. As a result, if the running copy of software contains any “malware” (such as spyware or viruses), then this “dirty” machine is still “dirty” after the patch or upgrade is applied. In addition, organizations are trying to apply these changes to deployed devices as quickly as possible since many of the changes are security updates needed to keep devices from being compromised by malicious software. Failures during the update procedure are common since the updates are frequent and the testing is limited due to the difficulty in testing all combinations of software images with the deployed hardware in a reasonable amount of time. Some failures also occur because the running software image is constantly changing as the software is run by each user. There are many ways in which the software image changes as it is used. Some of the changes a user makes intentionally to the software image include downloading and installing a new application, updating an existing application and installing a plug-in for an existing application. Many changes to the software image are made automatically by software, without a human controlling it (or sometimes even being aware of it). These changes include automatic updates of the operating system and applications over the Internet, changes to the core operating system when a new hardware peripheral is attached and changes from malicious software such as worms and viruses. In addition, normal day-to-day usage of a computer with a local storage medium will cause local files and settings to be modified. This makes each software image on deployed devices unique and therefore the chance of the required patches and software updates failing is significant.

[0009] A better method to update software images for deployed devices is critical. The cost of software update failures is enormous in terms of lost productivity and information technology (IT) costs associated with rebuilding a device that fails to update correctly. The ability to apply software updates to a well-known “clean” image without
losing user data is required to improve the software update method. This will clean a “dirty” machine infected with virus and spyware, while increasing the success rate compared to prior art software distributions.

[0010] Other disadvantages and limitations of the prior art systems are also apparent to those skilled in the relevant art and will be apparent from the description of the present invention.

SUMMARY OF THE INVENTION

[0011] The disclosed invention overcomes the above limitations and disadvantages involved with updating software images. This invention uses image and file delta technology and introduces a new methodology of utilizing images of a known state. The disclosed system employs a secure partition on the local storage medium to store an alternate operating system, software images, software updates and user data. This secure partition is used in conjunction with image and file delta technology to minimize the number of software images required in an organization as well as to provide performance enhancements. This secure partition with the delta technology is also used to apply software updates to a stored image and provides a method to do so without losing locally stored user data.

[0012] As described previously, one of the major problems with updating an image on deployed devices is that the image on each device is constantly changing which makes it difficult to know if required software updates will work on each device. In addition, in prior art any of the problems related to virus or spyware on a running OS are retained on the new running OS. The present invention uses at least one of a variety of methods to solve these common problems.

[0013] One advantage of the present invention is that the present invention allows for updating computers to a known state image. These computers are considered running in an unknown state and assumed to have user data stored on the local storage medium which needs to be maintained. One of the disclosed methods adds new or updated software to devices already deployed by pushing software updates through the primary operating system using well-known software techniques. To overcome previously described limitations with this method, the present invention does not apply the updates via the “dirty” primary operating system but uses a process to ensure devices are at a well-known state before the updates are made. The present system keeps track of each sector-by-sector change that occurs on the device’s local storage medium. This is utilized to enhance the performance of the current invention, however could also be performed through changing all the sectors on the drive based upon the well-known image. When a device needs to be upgraded with a new set of software, the present system uses the following steps. First, the present system takes a delta snapshot of the device to capture all new data that is on the device referred to as “user data” as well as any computer and user specific information referred to as “local settings” and puts this information into a known location, such as a secure partition. The present system may perform this first step from the alternate operating system (preferably in the secure partition), therefore not requiring the primary operating system to be operational when this process occurs. Second, the device is rolled back to the original image by restoring only those deltas to the device that have been modified since the original image. The present system keeps track of which sectors of the local storage medium have been modified since the original image was restored and only recovers this delta set of sectors. This method greatly reduces the time needed to recover back to an earlier image. However, the current invention is still relevant if the whole image of the well-known image is restored. Third, the device is brought back to the last software update level by recovering a locked down incremental restore point that represents the last approved update level. Fourth, the new software updates are applied to this clean state. Please note that these software updates may either be applied through prior art software distribution techniques or through an additional delta pack of the current invention being layered on top of the last known-state image. Fifth, the “local settings” captured in the first step are reapplied. Sixth, another locked down incremental snapshot is taken to capture the new approved update level to allow the entire process to occur again later when there is another set of software updates available. Lastly, the “user data” captured in the first step is re-applied to the device.

[0014] It is possible to change some of the order above and achieve similar results. For example, it is possible to not apply the local settings back to the running image prior to taking the new snapshot for your new locked down point, and restoring this information at the same time the user data is restored.

[0015] A variation on the updating method used by the present system works when the original image or locked down point image are replaced with a new delta pack and already contain the update which is provided in step number 4 in the paragraph above. In this case, the distribution of the new functionality is no longer required to be distributed, and there is no longer a requirement to take a new snapshot for the locked down point as this would already be well-known as it was deliberately distributed.

[0016] A variation on the updating method used by the present system, works on devices that do not store user data locally, but instead store any user data on a network resource. Even when user data is not stored locally, the local image is constantly changing for reasons, which have been previously described. The present system stores a copy of the original software image, preferably in a secure partition on the local storage medium. The device never runs from this original image, assuring that recent security patches are applied before it becomes operational. All patches and software updates are applied to this original software image, preferably after it has been recovered into the primary partition.

[0017] The patches and software updates, known collectively as the delta package, are stored separately from the original software image (which is preferably in the secure location on the local storage medium) to allow the device to be recovered either to the original image or to one of a set of image levels. Each image level represents a different set of delta packages, with the first image level being the original deployed software image before any delta package was applied or a new image that has been designated as the new base image. This may be utilized in a situation where the core image has been in the field for a period of time and requires a large amount of changes, which an organization may want in their core image. An example would be to roll
up all security patches released over the last year and create a new core image. This image could be remotely distributed and become the new baseline for the current invention. With the present system, the device can be rolled back to any of these image levels at any time, even if the running image no longer boots properly into the primary operating system.

[0018] The present system puts the delta package into storage (preferably the secure location) either while the primary operating system is running or when an alternate operating system is running. By putting the delta package in the secure location while the primary operating system is running, the device can perform its normal operations while updates are staged in the secure location. The secure location stores an alternate operating system that is booted to perform operations such as recovering the primary operating system. In addition, this alternate operating system can collect the delta package. This allows the device to receive the delta package even if the primary operating system environment is not able to run properly to receive the delta package. One example where the alternate operating system needs to be used to receive the delta package is when the primary operating system has a security issue that requires the delta package to resolve. If the security issue is significant enough to prevent the transfer of the delta package in the primary operating system environment, the present invention can still get the delta package to the local secure location by running from the alternate operating system environment. Once the delta package is in the secure location, the device can be recovered to the latest image level that includes this delta package with the security patch.

[0019] By using a secure location in the local storage medium for all images, the present system is able to stage the patches and software for the update process. In a company distributed across multiple sites, it is difficult to get the updates to all devices at once. This process can consume significant network resources and requires all devices have access to where the updates are stored at the same time. By using a secure location in the local storage medium to hold the delta packages, the packages can be distributed to all devices over a period of time without concern that the packages will be deleted or modified by the user or malicious software running on a device. The process of applying these packages is therefore separated from the distribution of the packages, assuring that actual deployment is much more simultaneous across all devices.

[0020] When a device requires an update to its software image, the device receives only the delta packages that the device does not already have. This process may be driven by the client device or the server. The client device communicates with the server (regardless of which device initiated the communication) to determine what image level is available. Either the client compares image levels available with its current level and requests all delta packages equivalent to the image level of the server, or the server queries the device to perform the same result. For example, if the server has delta packages 1 through 3 as part of this image, and the client only has delta package 1, the client will download delta packages 2 and 3 or the a cumulative package of the changes contained within 2 and 3 to update the local secure area.

[0021] Once the delta package transfer process is complete, the local device can immediately initiate the process outlined above to update the primary operating system image, or it can wait for a command from the server to begin the update process. The latter can be used by an enterprise to assure that updates occur only at or after a prescribed time or event.

[0022] Other limitations of the prior art, as well as corresponding objects and advantages of the present invention, will be apparent to those skilled in the relevant art in view of the following description of the drawings and the detailed description of the preferred embodiment.

BRIEF DESCRIPTION OF THE DRAWINGS

[0023] Other objects and advantages of the present invention will be apparent to those of ordinary skill in the art from the detailed description that follows along with the accompanying drawings, wherein:

[0024] FIG. 1 illustrates a personal computer which uses a method and system of using a primary partition and a second partition on a hard disk to install from a common image and drivers that are contained within the second partition (a secure local partition);

[0025] FIG. 2 illustrates the personal computer using a method and system of using a DVD that contains a single portable image to provide the necessary files for the primary partition in the personal computer;

[0026] FIG. 3 shows a method for keeping track of sector-based changes in the primary partition(s), using a sector change map showing the sectors which have been changed, with FIG. 3a showing the primary partition and sector change map before changes and FIG. 3b showing the primary partition and sector change map after changes have been made;

[0027] FIG. 4 shows the state of the local secure partition before a delta snapshot;

[0028] FIG. 5 shows the rollback process to bring a device back to a previous restore point, recovering the primary partition(s) from the local secure partition;

[0029] FIG. 6 shows the method used to get the most recent user data back into the primary partition after rolling the device back to a previous restore point by recovering user data from an incremental restore point;

[0030] FIG. 7 shows a method used to capture a new restore point after software updates and patches are rolled back or have been successfully applied;

[0031] FIG. 8 shows the process of capturing a donor system image that exists in a client local secure partition to a server software database;

[0032] FIG. 9 shows the process of updating a donor system image with software and patch updates and capturing those updates in the local secure partition;

[0033] FIG. 10 shows the process of capturing the updates to a donor system image that exists in a client secure partition to a server software database;

[0034] FIG. 11 shows the process of transferring the donor image updates from a server database to client secure partitions on clients running a down level image; and
FIG. 12 shows the process of recovering a client to an updated image after the client secure partition has been updated to a new image level.

DETAILED DESCRIPTION OF A PREFERRED EMBODIMENT

The current system is to provide a method, system and software to update the operating system and applications on devices already in the field. In a preferred embodiment, the present system updates the device software (without losing any user data that is stored on the local device) while “cleaning” the device from viruses and spyware thereby improving success rate compared to prior art. To do so, the device must first be rolled back to a clean (functional) restore point. Otherwise, unwanted changes to the operating system image will be included in the update process and will accumulate with each successive update. For performance gains, the present system may keep track of all sector-based changes to the device to enable a quick roll back to the original image at the appropriate time. However, the current invention is still relevant even if the entire image is restored to obtain a known-state image.

FIG. 3 shows how the software of the present system keeps track of changes made to the primary partition, e.g., sector changes. A representation of hard disk sectors 301 in FIG. 3e shows the state of hard disk sector changes right after the original image is put on the device. No sectors have been changed yet. A sector change map 302 in FIG. 3f reflects no changes since the bit map has all sectors set to a value of 0 indicating no sectors on the primary partition have been modified since the original install of the image. Hard disk sectors 310 in FIG. 3g shows the state of the hard disk sectors after the device has been used. In this example, sectors 0 and 4 have been modified, as represented by 0 and 4 in representations 313 and 314, respectively. The present invention updates a sector change map 311 setting the bit representing sectors 0 and 4 to a value of 1, indicating each of these sectors has been modified in FIG. 3h and no longer matches the image that exists in the local secure partition.

Before initiating a roll-back operation, the present system takes a delta snapshot of the device to capture all new data that is on the device. This snapshot captures everything that has changed since the last snapshot was taken. When the snapshot is complete, a new restore point is captured and stored so that the device can be recovered to that restore point. To take the snapshot, the device runs as shown in FIG. 4 from alternate operating system 111 that is located in the secure partition 110. FIG. 4 shows what is in the secure partition 110 before the additional snapshot (items 410 through 417) and the details of an additional restore point that is stored in the secure partition after the snapshot is complete, details which are called an incremental restore point. A first incremental restore point 417 is the result of that snapshot at a first time. Later, a second incremental restore point 418 is the snapshot at a later time. After the additional snapshot is complete, files and database records, which include all changes to the primary partition between the last time a snapshot was taken and the time this snapshot is taken, are placed in the secure partition as the second incremental restore point 418. FIG. 4 shows the system for creating a second incremental restore point that captures the deltas from a first incremental restore point 417. In an earlier operation, the present invention could have been used to generate the first incremental restore point 417 which would represent the differences between the first incremental restore point 417 and the original system image.

The present system and method work with any number of incremental restore points, allowing the system to be rolled back to the initial state or to an intermediate point represented by an incremental restore point such as the first incremental restore point 417 and the second incremental restore point 418. These incremental restore points can be established manually (when the user OR administrator decides that he wants to establish one) or on a regular basis, either based on elapsed time (for example, each week or month) or based on the amount of system changes (every time that x changes occur, establish an incremental restore point).

After completion of the delta snapshot, the present system rolls the software in the device back to an earlier version, such as the original system image as represented in FIG. 4 by common image 113 and the appropriate driver set which is represented by Model 1 Drivers 115 or Model 2 Drivers 116. The present system rolls back only those sectors that were modified since the initial image was deployed, (based on the indicators in FIG. 30).

FIG. 5 shows the hard drive sectors 310 with those sectors highlighted 313 and 314 based on the sector change map 311 from FIG. 3b, with sectors 0 and 4 being highlighted as different from the original image and requiring roll back while the other sectors have not been modified (unchanged and therefore not highlighted) and therefore do not require any changes. The sector rollback process is run from recovery software 112 that runs in alternate operating system 112. As shown by an arrow 520, the recovery software 112 takes sectors 0 and 4 from common image 513 and replaces sectors 0 and 4 of the primary partition 101.

The present system then recovers the device to the specified software update level that is represented for illustration by the first incremental restore point 417 in FIG. 5. As shown by an arrow 521, the system overwrites the files in the primary partition 101 with the contents of the second first restore point 417.

The present system then allows either a traditional software distribution update to be applied to the running OS, or applied through the current invention a delta pack that contains the desired changes to the operating system. Because the system was rolled back to a well known image prior to this step, the percentage of success for the application of the distribution increases. Additionally, the effects of unwanted changes is greatly reduced if not completely eliminated.

The present system, then takes a new restore point based on this well known updated image to be utilized should this process need to be repeated.

The present system then recovers user data from the second incremental restore point 418 in FIG. 5. Only the user data represented by specific directories are recovered from the second incremental restore point 418.

FIG. 6 shows in this preferred embodiment the files from a My Documents section 615 are recovered through an arrow 620 from the secure partition 110 to the primary partition 101, while updates to other folders are not.
recovered. The present system allows for the flexibility to determine which files and/or folders are recovered, and which ones are excluded. This is required as different organizations may have specific requirements and is controlled via a configuration file.

[0047] Please note that the present system is also relevant to devices that are not receiving an update, but go through all the remaining steps of this process to allow the machine to be “cleaned”. In effect, the personal files are backed up in the same method disclosed above, the image is restored to the last well known restore point which contains the current desired application set and patches, and then the personal data on the configuration file is restored to the running OS. This has the effect of removing virus and spy-ware, while retaining any of the user’s intentional changes.

[0048] In a preferred embodiment, the present invention also updates the running software image on devices that do not store user data locally. The invention stores the common portable image within the local secure partition of a donor device in a database on a server device. This original image is a copy of the local secure partition of the donor device that was deployed using the common portable image of the invention.

[0049] Server software 821 in FIG. 11 transfers a software image update to a down-level client device 808 by updating the client secure partition 110. In the preferred embodiment, the client device 808 runs its copy of the recovery software 112 from within the alternate operating system 111. The recovery software 122 communicates with the server software 821 (as shown by an arrow 1130) to determine which files need to be transferred from the server database 840 to the secure partition 101 of the client system 808 to bring the local software image up to the latest revision level. A transfer (shown by an arrow 1150) brings all files in the new delta package into the secure partition 110 without transferring files that already exist in the secure partition 110. If files exist in the secure partition 110 that do not exist in the image level represented to the recovery software 112 by the server software 821, then those files are removed, since they are no longer required.

[0050] In an alternate embodiment, the down-level client device may be updated while running from the primary operating system within primary partition 101, instead of running the alternate operating system 111 from within the secure partition 110. In this alternate embodiment, agent software 802 communicates with the server software to execute a transfer shown by an arrow 802 of the delta package. Though an unlocking mechanism in the current invention, the package is transferred directly to the secure partition. The secure partition is then relocked.

[0051] Upon secure partition update completion (as described in connection with the previous figures), the present invention brings the down-level client device up to the new image level. As shown in FIG. 12, a client device runs from its recovery software 112 from within the alternate operating system 111. The recovery software 112 recovers the primary partition 101 back to the original image by rolling back only those sectors that were modified since the initial image was deployed. FIG. 12 shows the indicators for sectors 0 and 4 (313 and 314) in the sector change map 310 having been bolded to show that these sectors have been changed and therefore need to be rolled back, while all other sectors (represented by the sector change map 310 are left unchanged. As shown by the arrow 520, the recovery software 112 uses the relevant portions of the common image 113 to take sectors 0 and 4 from its common image 113 and replaces sectors 0 and 4 of its primary partition 101.

[0052] The present system then recovers the delta pack that was received from the server software and is represented in FIG. 12 by the first incremental restore point 417. As shown by an arrow 1221, the present system overwrites the files in the primary partition with the contents of the first incremental restore point 417.

[0053] Of course, many other modifications and alterations are possible to the preferred embodiment described above, and some of the features and functions of the present invention can be used without the corresponding use of other features. Further, while the present invention has been described in conjunction with the installation method described in the Image Deploy Patent, the present system and method for updating an image will be useful without regard to how the initial image was loaded. Further, the method of keeping track of changes and rolling the image back to an earlier version can be used either to roll the image back to an initial install or to some intermediate level, depending on the content of the patches and/or other updates. Other variations, including other ways to identify changes, can be used rather than a sector-by-sector analysis of the changes, for example, by marking the modules which have been changed and identifying which instruction or piece of data has changed and how. The use and type of secure partition have been described in some detail, but are not essential for the present invention. The present invention has been described in the context of a personal computer where the sector is 512 bytes, but the present invention may be practiced on another device which has sectors of a different size. Accordingly, the present description of the preferred embodiment should be viewed as merely illustrative of the principles of the present invention and not in limitation thereof, as the invention is defined solely by the following claims

Having thus described the invention, what is claimed is:

1. A method of updating the software image presently stored in a computer, the steps of the method comprising:
   - comparing the software image presently stored in the computer with a common image;
   - determining the differences from the common image;
   - identifying the patch to be applied based on the computer configuration;
   - using the determined differences from the common image and the patch to be applied to change the common image; and
   - updating the image using the determined differences and the patch to be applied.

2. A method of updating an image in a computer including the steps of claim 1 and further including the step of identifying, on a sector by sector basis, the changes from the common image and applying the changes, on a sector by sector basis, to the updated image.

3. A method of updating the image in a computer including the steps of claim 1 wherein the method further includes
the step of using a partition to store the common image and storing the updated image in a separate partition.

4. A method of updating the image in a computer comprising the steps of claim 3 wherein the common image is stored in a secure partition.

5. A method of updating the image in a computer including the steps of claim 1 and further including the step of rolling the image back to an earlier image while identifying the changes from that common image, applying at least one patch and also applying the changes between the image and the common image.

6. A method of updating the image in a computer including the steps of claim 5 wherein the method further includes the step of storing the changes and the common image in a secure partition and using the changes, at least one patch and the common image to generate a new image which is stored outside the secure partition.

7. A method of updating the image in a computer including the steps of claim 6 wherein the steps of the method further include the step of including an alternate operating system in the computer and using the alternate operating system to start the updating of the image.

8. A method of updating the image in a computer including the steps of claim 5 wherein the method further includes the step of identifying the sectors of the common image which have been changed and changing only the sectors which have been changed.

9. A method of updating the image in a computer including the steps of claim 5 wherein the method further includes the step of identifying an intermediate state between the initial image and the current image and rolling the image back to the intermediate state before applying a patch.

10. A system for updating a software image on a computer, the system comprising:

a. a mechanism for determining changes made to a common image;

b. an update including patches for various configurations of the computer;

c. a mechanism for determining the configuration of the computer and selecting at least one of the patches to be applied to the software image; and

d. an updating mechanism which uses the at least one selected patch and the changes made to the common image for updating the software image.

11. The system for updating the software image on a computer as claimed in claim 10 wherein the system further includes a first partition and a second partition and the software for operating the computer is stored in one of the partitions and the updating mechanism is stored in a second partition.

12. The system for updating the software image on a computer as described in claim 11 wherein the second partition is a partition which is secured to prevent inadvertent changes.

13. The system of claim 10 wherein the system includes an alternate operating system and a secure partition with the original image and a list of changes and the system performs the updating of the software image by using the original image, the list of changes from the original image and at least one selected patch.

14. The system of claim 13 wherein the alternate operating system is used when the image is being updated.

15. The system of claim 10 wherein the system further includes a listing of sectors which have been changed from the original image and the updating occurs only in the sectors listed.

16. A program for updating a computer image, said program being stored on a medium and comprising:

a. a first module for comparing the computer image stored on a computer to a common image and generating differences;

b. a second module which includes a plurality of patches for the computer image;

c. a third module which includes means for detecting attributes of the computer and its stored programs;

d. a fourth module for determining at least one patch to be applied, based on the results of the third module;

e. a fifth module for applying the differences from the common image and the at least one patch to be applied, said fifth module generating an updated computer image for the computer.

17. A program for updating the computer image containing the modules of claim 16 and further including a module for using a secure partition on the computer for storing at least a portion of the differences from the common image and the patches to be applied to the image.

18. A method of restoring an image stored on a personal computer in one partition to an earlier version of the image before updating the image comprising the steps of:

- storing a first copy of the image in a secure partition as a master image and a second copy of the image in a primary partition as an operating image;
- changing the operating image over time;
- in response to changes in the operating image, maintaining a map of the portions of the operating image which have been changed and those portions of the operating image which have not been changed;
- restoring the operating image upon command by identifying those portions of the operating image which have been changed from the master image in the secure partition, and
- using portions of the master image in the secure partition which correspond to the changed portions of the operating image and restoring the operating image by copying only those portions which have changed from the master image to the operating image.

19. A method including the steps of claim 18 where the map of the portions of the operating image that have been changed is maintained on a sector by sector basis, with those sectors which have been changed identified in the map.

20. A method including the steps of claim 18 where the master image is the initially loaded image.

21. A method including the steps of claim 18 where the master image is an intermediate image.

22. A method including the steps of claim 21 where the master image includes both the intermediate image as well as the initially loaded image.

23. A method including the steps of claim 18 wherein the map of the portions of the operating image that have been changed is maintained within the personal computer.
24. A method including the steps of claim 18 wherein the map of the portions of the operating image that have been changed is maintained remote from the personal computer, with communication of the map to the personal computer in response to a request.

25. A method including the steps of claim 18 wherein the master image is stored in a secure partition on the personal computer.

26. A method including the steps of claim 18 wherein the master image is stored remote from the personal computer, with portions from the master image communicated to the personal computer as needed.

27. A method including the steps of claim 18 wherein the secure partition is located remote from the personal computer, and the updating and restoring is accomplished by communications between the remote storage of the secure partition and the personal computer.

28. A method including the steps of claim 18 where the step of storing an image in a secure partition protects the image from inadvertent change to the image.

29. A method including the steps of claim 18 wherein the method further includes the steps of storing an image of the operating image at a later time after the initial storage, whereby the master image and the image at the later time are each available for updating the operating image at a subsequent time.

30. A method of updating the image including the steps of claim 29 wherein the master image and the image at a later time are stored in a protected partition to protect the images from inadvertent changes.

31. A method of updating the image including the steps of claim 18 wherein the method further includes the step of determining which patches are available at the personal computer and downloading only those patches that do not exist on the personal computer.

32. A method of updating an image including the steps of claim 18 wherein the method further includes the steps of determining which files are missing, determining an incorrect version of the files, and distributing the files which are required.

33. A method of updating an image including the steps of claim 18 wherein the personal computer includes a blade device and a display and the step of storing an image includes the step of storing the image on the blade device.