ABSTRACT

Embodiments are directed to defining a query expression over a dynamic system model and to transforming a dynamically built query expression into a simplified, canonical form. A computer system receives various user inputs that are to be included as part of a query expression for querying a dynamic system model. The dynamic system model is queryable to determine features provided by a service hosted by a back-end server. The computer system dynamically builds the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model. The query expression also includes metadata structures representing those features of the service which are provided by the service. The computer system also queries across the dynamic system model using the dynamically built query expression to retrieve and provide the service features requested in the received user input.
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DYNAMIC DOMAIN QUERY AND QUERY TRANSLATION

CROSS-REFERENCE TO RELATED APPLICATIONS

[0001] This application is a continuation of and claims priority to and the benefit of U.S. patent application Ser. No. 12/895,532, entitled "DYNAMIC DOMAIN QUERY AND QUERY TRANSLATION," which was filed on Sep. 30, 2010, and which is expressly incorporated herein by this reference. (Parent patent application Ser. No. 12/895,532 is to issue as U.S. Pat. No. 9,262,474 on Feb. 16, 2016.)

BACKGROUND

[0002] Computers have become highly integrated in the workforce, in the home, in mobile devices, and many other places. Computers can process massive amounts of information quickly and efficiently. Software applications designed to run on computer systems allow users to perform a wide variety of functions including business applications, schoolwork, entertainment and more. Software applications are often designed to perform specific tasks, such as word processor applications for drafting documents, or email programs for sending, receiving and organizing email.

[0003] In many cases, software applications are designed to interact with other software applications or other computer systems. For example, client computer systems may be configured to request and receive services or software applications hosted by a back-end server. In some cases, the client system may have a user interface that presents options provided by the service hosted by the back-end server. When not properly updated, or when different versions of the back-end server are used, this user interface may display options for features that are not really being provided by the service hosted by the back-end server.

BRIEF SUMMARY

[0004] Embodiments described herein are directed to defining a query expression over a dynamic system model and to transforming a dynamically built query expression into a simplified, canonical form. In one embodiment, a computer system receives various user inputs that are to be included as part of a query expression for querying a dynamic system model. The dynamic system model is queryable to determine features provided by a service hosted by a back-end server. The computer system dynamically builds the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model. The query expression also includes metadata structures representing those features of the service which are provided by the service. The computer system transforms the dynamically built query expression into a simplified, canonical form that is generically understandable by a plurality of different back-end servers. The computer system also queries across the dynamic system model using the dynamically built query expression to retrieve and provide the service features requested in the received user input.

[0006] In yet another embodiment, a computer system receives various user inputs that are to be included as part of a query expression for querying a dynamic system model. The dynamic system model is queryable to determine features provided by a service hosted by a back-end server. The computer system dynamically builds the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model. The query expression also includes metadata structures representing those features of the service which are provided by the service. The computer system queries across the dynamic system model using the dynamically built query expression to retrieve and provide the service features requested in the received user input. The computer system also maintains a portion of metadata information corresponding to the metadata structures through the processing of the query expression and attaches the metadata information to the results returned to the client to uniquely identify each object returned by the query.

[0007] This Summary is provided to introduce a selection of concepts in a simplified form that are further described below in the Detailed Description. This Summary is not intended to identify key features or essential features of the claimed subject matter, nor is it intended to be used as an aid in determining the scope of the claimed subject matter.

[0008] Additional features and advantages will be set forth in the description which follows, and in part will be obvious from the description, or may be learned by the practice of the teachings herein. Features and advantages of the invention may be realized and obtained by means of the instruments and combinations particularly pointed out in the appended claims. Features of the present invention will become more fully apparent from the following description and appended claims, or may be learned by the practice of the invention as set forth hereinafter.

BRIEF DESCRIPTION OF THE DRAWINGS

[0009] To further clarify the above and other advantages and features of embodiments of the present invention, a more particular description of embodiments of the present invention will be rendered by reference to the appended drawings. It is appreciated that these drawings depict only typical embodiments of the invention and are therefore not to be considered limiting of its scope. The invention will be described and explained with additional specificity and detail through the use of the accompanying drawings in which:

[0010] FIG. 1 illustrates a computer architecture in which embodiments of the present invention may operate including defining a query expression over a dynamic system model.

[0011] FIG. 2 illustrates a flowchart of an example method for defining a query expression over a dynamic system model.
FIG. 3 illustrates a flowchart of an example method for transforming a dynamically built query expression into a simplified, canonical form. FIG. 4 illustrates an embodiment of the present invention in which a dynamically built query expression is transformed to a simplified, canonical form and translated to standard back-end syntax.

DETAILED DESCRIPTION

Embodiments described herein are directed to defining a query expression over a dynamic system model and to transforming a dynamically built query expression into a simplified, canonical form. In one embodiment, a computer system receives various user inputs that are to be included as part of a query expression for querying a dynamic system model. The dynamic system model is queryable to determine features provided by a service hosted by a back-end server. The computer system dynamically builds the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model. The query expression also includes metadata structures representing those features of the service which are provided by the service. The computer system also queries across the dynamic system model using the dynamically built query expression to retrieve and provide the service features requested in the received user input.

In another embodiment, a computer system receives various user inputs that are to be included as part of a query expression for querying a dynamic system model. The dynamic system model is queryable to determine features provided by a service hosted by a back-end server. The computer system dynamically builds the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model. The query expression also includes metadata structures representing those features of the service which are provided by the service. The computer system also queries across the dynamic system model using the dynamically built query expression to retrieve and provide the service features requested in the received user input.

In yet another embodiment, a computer system receives various user inputs that are to be included as part of a query expression for querying a dynamic system model. The dynamic system model is queryable to determine features provided by a service hosted by a back-end server. The computer system dynamically builds the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model. The query expression also includes metadata structures representing those features of the service which are provided by the service. The computer system queries across the dynamic system model using the dynamically built query expression to retrieve and provide the service features requested in the received user input. The computer system also maintains a portion of metadata information corresponding to the metadata structures through the processing of the query expression and attaches the metadata information to the results returned to the client to uniquely identify each object returned by the query.

The following discussion now refers to a number of methods and method acts that may be performed. It should be noted, that although the method acts may be discussed in a certain order or illustrated in a flow chart as occurring in a particular order, no particular ordering is necessarily required unless specifically stated, or required because an act is dependent on another act being completed prior to the act being performed.

Embodiments of the present invention may comprise or utilize a special purpose or general-purpose computer including computer hardware, such as, for example, one or more processors and system memory, as discussed in greater detail below. Embodiments within the scope of the present invention also include physical and other computer-readable media for carrying or storing computer-executable instructions and/or data structures. Such computer-readable media can be any available media that can be accessed by a general purpose or special purpose computer system. Computer-readable media that store computer-executable instructions are computer storage media. Computer-readable media that carry computer-executable instructions are transmission media. Thus, by way of example, and not limitation, embodiments of the invention can comprise at least two distinctly different kinds of computer-readable media: computer storage media and transmission media.

Computer storage media includes RAM, ROM, EEPROM, CD-ROM or other optical disk storage, magnetic disk storage or other magnetic storage devices, or any other medium which can be used to store desired program code means in the form of computer-executable instructions or data structures and which can be accessed by a general purpose or special purpose computer. Combinations of the above should also be included within the scope of computer-readable media.

A “network” is defined as one or more data links that enable the transport of electronic data between computer systems and/or modules and/or other electronic devices. When information is transferred or provided over a network or another communications connection (either hardwired, wireless, or a combination of hardwired or wireless) to a computer, the computer properly views the connection as a transmission medium. Transmissions media can include a network and/or data links which can be used to carry or desired program code means in the form of computer-executable instructions or data structures and which can be accessed by a general purpose or special purpose computer. Combinations of the above should also be included within the scope of computer-readable media.

Further, upon reaching various computer system components, program code means in the form of computer-executable instructions or data structures can be transferred automatically from transmission media to computer storage media (or vice versa). For example, computer-executable instructions or data structures received over a network or data link can be buffered in RAM within a network interface module (e.g., “NIC”), and then eventually transferred to computer system RAM and/or to less volatile computer storage media at a computer system. Thus, it should be understood that computer storage media can be included in computer system components that also (or even primarily) utilize transmission media.

Computer-executable instructions comprise, for example, instructions and data which cause a general purpose computer, special purpose computer, or special purpose processing device to perform a certain function or group of functions. The computer executable instructions may be, for
example, binaries, intermediate format instructions such as assembly language, or even source code. Although the subject matter has been described in language specific to structural features and/or methodological acts, it is to be understood that the subject matter defined in the appended claims is not necessarily limited to the described features or acts described above. Rather, the described features and acts are disclosed as example forms of implementing the claims.

[0023] Those skilled in the art will appreciate that the invention may be practiced in network computing environments with many types of computer system configurations, including, personal computers, desktop computers, laptop computers, message processors, hand-held devices, multiprocessor systems, microprocessor-based or programmable consumer electronics, network PCs, maincomputers, minicomputers, mainframe computers, mobile telephones, PDAs, pagers, routers, switches, and the like. The invention may also be practiced in distributed system environments where local and remote computer systems, which are linked (either by hardwired data links, wireless data links, or by a combination of hardwired and wireless data links) through a network, both perform tasks. In a distributed system environment, program modules may be located in both local and remote memory storage devices.

[0024] FIG. 1 illustrates a computer architecture 100 in which the principles of the present invention may be employed. Computer architecture 100 includes back-end server 135. The back-end server may be any type of computer system including a database, a service provider, application server or any other type of server or managed computer system. The back-end server may provide one or more services 136, where each of the services provides different features 132 or service operations. These features may be provided individually or collectively as part of a service.

[0025] The back-end server may be represented by a dynamic system model 125. Dynamic system model may be a dynamically changeable model that is changeable at run-time. The metadata structures 131 that define various managed system objects including service features, domains, types, type properties and type relationships, may be stored in the system model. Each of these service features, domains, types, type properties and type relationships may be updated or changed dynamically. As such, when the model is connected to different back-end servers, the model can be updated to reflect those service features and other managed system objects that are provided by the different back-end servers.

[0026] In some cases, the various back-end servers implement different syntax, different protocols, different calling methods and other implementation differences. As such, when the dynamic system model is connected to different back-end servers (or different editions or versions of back-end servers), the syntax for a query may need to be changed, depending on which back-end server is currently in use. Thus, query expression building module 110 may be implemented to generate a proper query that will be understood by the currently-used back-end server. Input receiving module 115 of the query expression building module may be configured to receive user input 106 from user 105. The user may be any type of computer user including an end-user, a developer, an administrator or other user. The input may be any type of database or other data request requesting information from the back-end server. In some cases, the request is specific to a service offered by the back-end server that the user is currently using.

[0027] The query expression building module may be configured to take the user’s data request and generate a query expression 116. This dynamically built query expression may be sent to query transforming module 120 for transforming into a simple, canonical form. This transformed query 121 may be sent to query receiving module 130 of the dynamic system model, where the query can be run by the system model against the back-end server. The query may be translated by the dynamic system model into standard back-end syntax that is understandable by the back-end server 135. The results of the query 141 may then be sent via the system model to the user. The query results may include additional portions of attached metadata 142. The attached metadata may include identification information that uniquely identifies each object returned by the query.

[0028] In some cases, the computing environment 100 of FIG. 1 is generally configured to separate expression of a query from the execution of the query. An expression tree (e.g. query expression 116) can be built dynamically and is defined in terms of the underlying dynamic system model. The query expression may be composed incrementally allowing the user to keep augmenting it until he or she decides to execute the expression. The execution model separates back-end specific logic into a provider component that can be changed for different back-ends. The provider translates the generic model-oriented query expression into a back-end specific syntax and returns results 141 to the user.

[0029] In some embodiments, a query expression may be defined over a dynamic system model. The dynamic system model may be expressed as a set of metadata structures 131. Each metadata structure may represent a type, or a property on a type or a relationship. The metadata structures may change during the application runtime, as the dynamic system model is adapted to variations of back-end system to which the model is connected. The client code (e.g. user input 106) may define the query expression 116 by referencing the metadata structures. Thus, at least in some embodiments, only the valid system metadata can be queried since only those metadata structures are visible to the client. Moreover, the metadata information 142 may be carried all the way through query processing and attached to the returned results 141 to correctly identify them. Still further, defining a query by building an expression tree in terms of the metadata structures provides true dynamicity: the client need not know particular elements of the model at the time the client application is written. In some cases, the client need only know that dynamic system models are expressed as entities (e.g. managed system objects) and relations.

[0030] Custom expression operators may be defined which allow client code to build an expression at the model abstraction level, using model relations as a primary way to define the query structure. The internal expression may include more information than client code specified, such as required type properties, expansion of relations into required key values, automatic pre-population of parent relations, and more. At least in some cases, that information is retrieved from model metadata 131. Processing in this manner ensures that the final query expression tree includes the information
needed to convert the tree to a native back-end request, yet at least some of the details for conversion do not need to be specified by the client code.

As shown in FIG. 4, a dynamically built query expression may be translated into a back-end specific request. The processing of the query expression starts when the client code begins enumeration or transformation of the query tree. Upon transformation, a query processor brings the query expression to a simplified, canonical form, and then analyzes it to determine to which instance of a provider component to pass the query. The provider component serves as an intermediary between the generic query processing and back-end specific implementation. The provider component uses a set of mapping files to convert or translate the expression to standard back-end syntax. The standard syntax query is passed to the back-end server and the results are returned to the provider component. As the results are back to the client, the results may be annotated with metadata structures that allow the client code to identify the meaning of the returned data and associate records with system model objects. These and other concepts will be explained in greater detail below with regard to methods 200 and 300 of FIGS. 2 and 3, respectively.

In view of the systems and architectures described above, methodologies that may be implemented in accordance with the disclosed subject matter will be better appreciated with reference to the flow charts of FIGS. 2 and 3. For purposes of simplicity of explanation, the methodologies are shown and described as a series of blocks. However, it should be understood and appreciated that the claimed subject matter is not limited by the order of the blocks, as some blocks may occur in different orders and/or concurrently with other blocks from what is depicted and described herein. Moreover, not all illustrated blocks may be required to implement the methodologies described herein.

FIG. 2 illustrates a flowchart of a method for defining a query expression over a dynamic system model. The method will now be described with frequent reference to the components and data of environment 100.

Method 200 includes an act of receiving one or more user inputs that are to be included as part of a query expression for querying a dynamic system model, wherein the dynamic system model is queryable to determine features provided by a service hosted by a back-end server. For example, input receiving module 115 may receive user input 106 which is to be included as part of query expression 116. The query expression (also referred to herein as an expression tree) may be used to query dynamic system model 125. The dynamic system model may be queryable to determine features and/or managed system objects provided by services 136 hosted on back-end server 135.

In some cases, features of a service may be added or removed during runtime. Moreover, other back-end system objects (e.g., types, property types and relationships) may also change during runtime. The dynamic system model may correspondingly be changed during runtime to reflect the changes made on the back-end server. Still further, the back-end system itself may be changed so that a different edition or version is used. The dynamic system model may similarly be updated to reflect the new edition or version of the back-end server. Thus, the dynamic system model is designed to work on multiple different service and back-end versions.

In cases where the model provides support for a user interface, the features provided by the service may be displayed as options on the user interface. The user interface may receive multiple different requests including a subsequent request from the user indicating that the results of the query are to be filtered. Based on such a filter request, the dynamic system model may dynamically change the results of the query so that only results matching the filter are shown to the user in the user interface.

Method 200 includes an act of dynamically building the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model, wherein the query expression includes metadata structures representing those features of the service which are provided by the service. For example, query expression building module 110 may dynamically build the query expression based on both user code 106 and the available features 132 provided by service 136 as indicated in the metadata structures 131 of system model 125. The metadata structures represent those features of the service which are provided by the service. The features may include a portion of a service or an entire service itself. The metadata structures may represent service features as well as managed system or back-end server objects including types, type properties and relationships. As indicated above, these types, type properties and relationships may change during runtime. These changes are then reflected in the updated, dynamically changeable system model.

Method 200 includes an act of querying across the dynamic system model using the dynamically built query expression to retrieve and provide the service features requested in the received user input. For example, the query expression may be used to query across dynamic system model 125 to retrieve and provide the service features requested by the user input 106. In some cases, custom query operators may be implemented in the query to retrieve and provide the service features required in the received user input. The custom query operators may be configured to query for a list of objects representing the features of the service provided by the back-end server without knowing what those objects will be. This may be made possible by the dynamic system model, as it provides a layer of abstraction between the query and the back-end server.

In some cases, custom query operators may query for a list of objects representing the features of the service provided by the back-end server without knowing what those objects will be by traversing one or more relationships among the metadata structures that define the features of the service. The custom query operators may traverse the metadata structure relationships using at least a portion of standard query syntax (e.g., 415). As the dynamically built query expression is converted to a native back-end request, the same query expression may be used against a plurality of different back-end systems (and their corresponding dynamic system models). Metadata information corresponding to the metadata structures may be maintained throughout the processing of the query expression. The maintained
metadata may be attached to the results returned to the client to uniquely identify each object returned by the query.

[0040] Turning now to FIG. 3, FIG. 3 illustrates a flowchart of a method for transforming a dynamically built query expression into a simplified, canonical form. The method will now be described with frequent reference to the components and data of environment.

[0041] Method includes an act of receiving one or more user inputs that are to be included as part of a query expression for querying a dynamic system model, wherein the dynamic system model is queryable to determine features provided by a service hosted by a back-end server. For example, user input may be received at input receiving module, where the user input is to be included as part of query expression for querying dynamic system model. The dynamic system model is queryable to determine which features are provided by service which is hosted by back-end server. Because the dynamic system model may be updated dynamically during runtime, the dynamically built query expression may also be changed during runtime up until the query is actually executed.

[0042] Method includes an act of dynamically building the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model, wherein the query expression includes metadata structures representing those features of the service which are provided by the service. For example, query expression building module may dynamically build query expression based on user input and available service features provided by service, as indicated by the metadata structures of the system model. As indicated above, the metadata may be maintained and appended to query results, thus allowing a user to identify each query result as being associated with a given query expression.

[0043] Method includes an act of transforming the dynamically built query expression into a simplified, canonical form that is generically understandable by a plurality of different back-end servers. For example, dynamically built query expression may be transformed by query transforming module into a simplified, canonical form (e.g., transformed query that is generally understandable by multiple different back-end server editions and/or versions. In some cases, either both of query expression and transformed query may be sent to query receiving module of the dynamic system model. The system model may then use the query to access data stored on the back-end server. In some embodiments, the simplified, canonical form may be further translated to standard back-end syntax, standard to the current version or edition of back-end server being used.

[0044] In some cases, a user may provide input indicating a string name of a model object stored in the dynamic system model. The system model may then locate the metadata object corresponding to the received string name. Moreover, in some cases, various bindings may be created to link a corresponding metadata object to the received string name. Thus, the bindings may be implemented to create the simplified, canonical form of the query expression.

[0045] Method also includes an act of querying across the dynamic system model using the dynamically built query expression in its simplified, canonical form to retrieve and provide the service features requested in the received user input. For example, the transformed simplified, canonical query expression may be used to query across the dynamic system model to retrieve and provide those service features requested in user input. In this manner, a user can request resources from a dynamically changeable system model that can change each time a new back-end server is used or when services or features of the back-end server change. Moreover, the user's query can be transformed and/or translated as necessary to complete the user's request for resources.

[0046] Accordingly, methods, systems and computer program products are provided which define a query expression over a dynamic system model, where the query expression can be changed dynamically at runtime until the query is executed. Moreover, methods, systems and computer program products are provided which transform a dynamically built query expression into a simplified, canonical form, before translating the query into back-end specific query syntax.

[0047] The present invention may be embodied in other specific forms without departing from its spirit or essential characteristics. The described embodiments are to be considered in all respects only as illustrative and not restrictive. The scope of the invention is, therefore, indicated by the appended claims rather than by the foregoing description. All changes which come within the meaning and range of equivalency of the claims are to be embraced within their scope.

We claim:

1. At a computer system including a processor and a memory, in a computer networking environment including a plurality of computing systems, a computer-implemented method for defining a query expression over a dynamic system model, the method comprising:

   an act of receiving one or more user inputs that are to be included as part of a query expression for querying a dynamic system model, wherein the dynamic system model is queryable to determine features provided by a service hosted by a back-end server;

   an act of dynamically building the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model, wherein the query expression includes metadata structures representing those features of the service which are provided by the service; and

   an act of querying across the dynamic system model using the dynamically built query expression to retrieve and provide the service features requested in the received user input.

2. The method of claim 1, wherein one or more custom query operators are implemented in the query to retrieve and provide the service features required in the received user input.

3. The method of claim 2, wherein the custom query operators query for a list of objects representing the features of the service provided by the back-end server without knowing what those objects will be.

4. The method of claim 3, wherein the custom query operators query for a list of objects representing the features of the service provided by the back-end server without knowing what those objects will be by traversing one or more relationships among the metadata structures that define the features of the service.
5. The method of claim 4, wherein the custom query operators traverse the metadata structure relationships using at least a portion of standard query syntax.

6. The method of claim 1, wherein one or more features of the service is added or removed during runtime.

7. The method of claim 1, wherein the features provided by the service are displayed as options on a user interface displayed to the user.

8. The method of claim 7, further comprising:
an act of receiving a subsequent request from the user at the user interface indicating that the results of the query are to be filtered; and
based on the received filter request, an act of dynamically changing the results of the query such that only results matching the filter are shown to the user in the user interface.

9. The method of claim 1, wherein each of the metadata structures represents at least one of a type, a property of a type and a relationship.

10. The method of claim 9, wherein at least one of the type, type property and relationship changes during runtime.

11. The method of claim 1, wherein the dynamic system model changes during runtime based on differences in back-end systems to which the model is connecting during runtime.

12. The method of claim 1, further comprising:
an act of maintaining a portion of metadata information corresponding to the metadata structures through the processing of the query expression; and
an act of attaching the metadata information to the results returned to the client to uniquely identify each object returned by the query.

13. The method of claim 1, wherein the dynamically built query expression is converted to a native back-end request.

14. The method of claim 1, wherein the dynamic system models are designed to work on multiple different service versions.

15. A computer program product for implementing a method for transforming a dynamically built query expression into a simplified, canonical form, the computer program product comprising one or more computer-readable storage media having thereon computer-executable instructions that, when executed by one or more processors of the computing system, cause the computing system to perform the method, the method comprising:
an act of receiving one or more user inputs that are to be included as part of a query expression for querying a dynamic system model, wherein the dynamic system model is queryable to determine features provided by a service hosted by a back-end server;
an act of dynamically building the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model, wherein the query expression includes metadata structures representing those features of the service which are provided by the service;
an act of transforming the dynamically built query expression into a simplified, canonical form that is generically understandable by a plurality of different back-end servers; and
an act of querying across the dynamic system model using the dynamically built query expression in its simplified, canonical form to retrieve and provide the service features requested in the received user input.

16. The computer program product of claim 15, wherein the user provides a string name of a model object in the received user input.

17. The computer program product of claim 16, further comprising an act of locating the metadata object corresponding to the received string name.

18. The computer program product of claim 17, further comprising an act of creating one or more bindings to link the corresponding metadata object to the received string name, wherein the bindings are implemented to create the simplified, canonical form of the query expression.

19. The computer program product of claim 18, further comprising translating the simplified, canonical form of the query expression into back-end specific query syntax.

20. A computer system comprising the following:
one or more processors;
system memory;
one or more computer-readable storage media having stored thereon computer-executable instructions that, when executed by the one or more processors, causes the computing system to perform a method for defining a query expression over a dynamic system model, the method comprising the following:
an act of receiving one or more user inputs that are to be included as part of a query expression for querying a dynamic system model, wherein the dynamic system model is queryable to determine features provided by a service hosted by a back-end server;
an act of dynamically building the query expression based on both the received inputs and the available features provided by the service as indicated by the dynamic system model, wherein the query expression includes metadata structures representing those features of the service which are provided by the service;
an act of querying across the dynamic system model using the dynamically built query expression to retrieve and provide the service features requested in the received user input;
an act of maintaining a portion of metadata information corresponding to the metadata structures through the processing of the query expression; and
an act of attaching the metadata information to the results returned to the client to uniquely identify each object returned by the query.