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CODE GENERATOR FOR ADDING A NEW FEATURE

Technical Field

The present invention relates generally to the field of software development ‘&nd,

more particularly, to improvements in automatic code generation for enterprise software.

Backeround of the Invention

Reducing development and maintenance time is an increasingly important goal for
developers of enterprise software. Automatic code generation is one approach to achieving
this goal. Enterprise software applications are usually comprised of millions of lines of
computer code and have traditionally required teams of programmers several years to
create, test and debug. Today, an automatic code generator may be used to capture
knowledge and business rules for an enterprise software application and generate the
millions of lines of codes within seconds in any desired computer language and for any
platform. An example of an automatic code generator includes GeneXus, a product of
ARTech Consultores S.R.L.

Ironically, automatic code generators, which are themselves enterprise-level

- software applications, are developed from scratch using standard development tools and

programming techniques, not using automatic code generation. This means that all the
benefits attributable to automatic code generators do not apply to the development process
of automatic code generators.

Another deficiency of conventional automatic code generators is the discontinuity
that inevitably results between development and maintenance of enterprise software.
Traditionally, an automatic code generator produces computer code for a target platform
based on the captured knowledge and business rules. Once the computer code is generated,
programmers customize the code to fix bugs, add new features, and the like. This breaks
the continuity between the enterprise software and the automatic code generator.
Subsequent development or maintenance on the enterprise software must be done the
traditional way without the benefit of the automatic code generator.

The discontinuity problem is exacerbated where an automatic code generator is
used to create several different software applications for an enterprise, all of which are
subsequently modified or updated in various ways outside of the context of the automatic

code generator. If a new feature is later desired for all of the software applications,
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programmers must independently code the new feature into each application, thereby
increasing development time and the possibility of bugs and incompatibility between
applications.

What is needed is a way to bring all the benefits provided by an automatic code
generator to the automatic code generator, itself, so that any enterprise software
applications generated thereby can always rely on the automatic code generator to
regenerate any computer code that these applications require. Furthermore, what is needed
is a way for programmers to add a new feature only once and have the code generator

automatically supply that feature to all of the other applications.

Brief Description of the Drawings

Non-exhaustive embodiments of the invention are now described with reference to
the figures, in which

FIG. 1 is a block diagram of a self-generating automatic code generator, also
referred to herein as a code-generating robot;

FIG. 2 is a user interface screen for capturing some of the dynamic knowledge
required for generating itself or a different screen;

FIG. 3 is a user interface screen for capturing some of the dynamic rules required
for the validation and organization of dynamic knowledge captured by the user interface
screen of FIG. 2;

FIG. 4 is an entity relationship diagram showing some of the data stored and their
relationships for the dynamic knowledge captured in FIG. 2;

FIG. 5 illustrates some of the static knowledge and rules required for the
generation of computer code for a plurality of applications;

FIG. 6 is a user interface for the generation of computer codes based on static
knowledge and static rules applied to captured dynamic knowledge;

FIG. 7 illustrates a process of seeding a first iteration of the code-generating robot;

FIG. 8 illustrates a process of enhancing the first iteration of the code-generating
robot;

FIG. 9 is an example screen of an application generated with the new feature
“Screen Filters” with the default filter radio button checked;

FIG. 10 is an example screen of an application generated with the new feature

“Screen Filters” with the other filter radio button checked;
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FIG. 11 is a table with columns used for the storage of dynamic knowledge for the
new feature “Screen Filters” to appear in the desirgd applications;

FIG. 12 illustrates dynamic knowledge captured for the generation of the screen
required to capture dynamic knowledge required for the new feature “Screen Filters”,

FIG. 13 is a dialog for generating the screen required to capture dynamic
knowledge for the new feature “Screen Filters”;

FIG. 14 illustrates the screen to capture dynamic knowledge required for the new
feature “Screen Filters”;

FIG. 15 shows some of the code representing static knowledgé and static rules for
the generation of computer code needed for the new feature “Screen Filters”;

FIG. 16 illustrates the fact that a screen used to generate the new feature also enjoy
the same benefit of the new feature;

FIG. 17 further illustrates a code-generating robot that has just generated itself with
a new feature that is now also available for other applications; and

FIG. 18 is a flowchart of a method for application development and maintenance

according to an embodiment of the invention.

Detailed Description

The present invention solves the foregoing problems and disadvantages by
providing a self-generating automatic code generator that maintains continuity with the
enterprise applications it creates throughout development and maintenance of the
applications. If a new feature is required by one application that would also by needed by
the other applications within the organization, a programmer may simply add this new
feature to the self-generating automatic code generator, which is itself an enterprise
application, after which the self-generating automatic code generator can, within seconds,
regenerate the other applications to include this new feature, including itself.

Reference is now made to the figures in which like reference numerals refer to like
elements. For clarity, the first digit of a reference numeral indicates the figure number in
which the corresponding element is first used.

In the following description, numerous specific details of programming, software
modules, user selections, network transactions, database queries, database structures, etc.,
are provided for a thorough understanding of the embodiments of the invention. However,

those skilled in the art will recognize that the invention can be practiced without one or
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more of the specific details, or with other methods, components, materials, etc.

In some cases, well-known structures, materials, or operations are not shown or
described in detail in order to avoid obscuring aspects of the invention. Furthermore, the
described features, structures, or characteristics may be combined in any suitable manner
in one or more embodiments.

FIG. 1 is a block diagram of a self-generating automatic code generator 100 (also
referred to herein as a “code-generating robot” or simply “robot”) according to an
embodiment of the invention. A typical enterprise application essentially includes input,
data stores and output. Input data is usually captured by a screen (user interface) or by
integration with other applications. In order to make sure that the input data are stored
properly, a set of rules must be defined and applied to the input data. The output data is
usually a report, a document, a file, or integration with other applications. There is usually
a criteria screen for the selection of the output data. A set of rules is also defined and
applied to the output data to make them useful.

As shown in FIG. 1, the code-generating robot 100 is, itself, an enterprise
application. In one embodiment, the code-generating robot 100 includes a front-end user
interface 102 for software developers to capture dynamic knowledge and dynamic rules as
input reqilired for automatic code generation. The code-generating robot 100 also includes
a dynamic rule layer 104 to apply dynamic rules to captured dynamic knowledge and
rules.

As illustrated, the front-end user interface 102, as well as various other screens
depicted in succeeding figures, may be displayed within the context of a standard web
browser, such as Microsoft Internet Explorer™. However, those of skill in the art will
recognize that the present invention is not limited to web-based implementations.

In the depicted embodiment, the code-generating robot 100 includes one or more
data stores 106, such as a SQL (structured query language) server, for storing and
organizing the dynamic knowledge and dynamic rules captured by the front-end user
interface 102. In one embodiment, the SQL server may be embodied as a standard
Microsoft SQL Server or other SQL server known to those of skill in the art.

As further illustrated in FIG. 1, the code-generating robot 100 also includes a code
generation rule layer 108 to apply static knowledge and static rules to stored dynamic

knowledge. Finally, the robot 100 includes, in one configuration, a back-end user interface
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110 to generate computer code based on static knowledge and static rules applied to stored

dynamic knowledge.

Each enterprise application has its purpose. The purpose of the code-generating

robot 100 is to generate an enterprise application such as itself. Therefore, as shown in

FIG. 2, the input data is the dynamic knowledge 200 required by the target enterprise

application. As an example, for a code-generating robot 100 to generate a screen 202 for a

target enterprise application, including itself, the dynamic knowledge 200 captured may

include:

Screen name;

Table names to store the input data;

Column names and their structures to store the input data;

The absolute or relative positions these columns should appear on the
screen;

The manner these columns should appear on the screen;

etc.

Referring to FIG. 3, depending on the dynamic knowledge 200 captured, certain

dynamic rules 300 are provided to ensure that the dynamic knowledge 200 captured is

useful data and structured in a desirable manner. Various types of dynamic rules 300 may

be captured. For instance, the dynamic rules 300 may include:

Validation rules governing input data integrity, e.g., constraint rules. An
example of a validation rule may include “execution order entered must be
positive”.

Calculation rules performing mathematical computation to input data, e.g.,
computation rules. An example of a calculation rule may include “total
invoice amount = sales amount + sales tax”.

Inferriﬁg rules modify or add other data based on input data, e.g., inference
rules. An example of an inferring rule may include "if new column entered
then default new column to read only”.

Action rules triggers other activities based on input data, e.g., action-
enabling rules. An example of an action rule may be to delete all the storage
of help message, heading, label, etc. associated with a column if that

column is being erased from the screen to be generated.
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FIG. 3. provides an example screen 302 showing different dynamic rules 300. However,
those of skill in the art will recognize that a wide variety of other rules 300 may be
provided within the scope of the invention.

Because the code-generating robot 100 is to generate an enterprise application such
as itself, several conditions should be satisfied, although not all of the following conditions
may be satisfied in every embodiment. First, the application and the code-generating robot
100 employ substantially identical (i.e., similar, compatible, interoperable) user interfaces
to capture knowledge and rules. For instance, Screen Columns Maintenance screen Fig.
200 that capture dynamic knowledge for screen columns has essentially the same user
interfaces as the Server Rules Maintenance screen Fig. 300 that capture dynamic
knowledge for screen business rules.

Second, the knowledge and rules captured by both the application and the code-
generating robot are of substantially identical types. As an example, screen column name
is stored as Unicode characters.

Third, the application and the code-generating robot 100 employ substantially
identical platforms, languages, and architectures. For example, in the depicted
embodiment, the application and the code-generating robot 100 may each use Windows
Server 2003 as the platform, C# as the computer language, and Microsoft Dot Net
Framework as the architecture.

Finally, the application and the code generators employ substantially identical data
stores and data relationships. For example, SQL relational databases could be used within
an embodiment of the invention.

Referring to FIG. 4, the captured dynamic knowledge 200 and rules 300 are then
stored as relational data 400 in an SQL Server (not shown). As illustrated, the relational
data 400 may include various tables 402, such as a screen table 402a, a screen object table
402b, a screen type table 402c, a server rule table 402d, and a server rule type table 402e.

In one embodiment, the screen table 402a is used for capturing characteristic of a
screen. It may include various columns, such as Screen Type, Table Name, Program
Name, etc.

The screen object table 402b is used for capturing columns characteristic of a
screen. Columns for the screen object table 402b may include Column Name, Column

Type, Column Size, etc..
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The screen type table 402c may be used to capture name and description of each
screen type. Columns for the screen type table 402¢ may include Screen Type Name,
Screen Type Description, etc.

In the illustrated embodiment, the server rule table 402d may be used to capture
server side business rules. Columns within the server rule table 402d may include Rule
Name, Rule Type, Execution Order, etc..

Finally, the server rule type table 402 may be used to capture name and description
each server rule type. Columns within the server rule type table 402 may include Server
Rule Type Name, Server Rule type Description.

In the depicted embodiment of FIG. 4, the relational data 400 is being displayed by
a SQL Server Manager, utility 404, which is typically included with a standard SQL
server. Such utilities 404 may be used in the process enterprise software development, but
are not necessary for the operation of the code-generating robot 100.

Referring to FIG. 5, various static universal knowledge and rules 500 may be
applicable to all (or a majority of) applications. The knowledge is generally framework- or
platform-related, such as network connectivity, database connectivity, security, language,
architecture, etc. For example, in the illustrated embodiment, the static universal
knowledge and rules 500 relate to preparing codes based on various data types specific to
the database used.

The static universal knowledge and rules 500 are depicted within a SQL query
analyzer 502, which, again, is a utility provided with a standard SQL server that may assist
with enterprise software development, but is not required for the operation of the code-
generating robot 100.

The static universal knowledge and rules 500 usually comprise the code to be
generated depending on the dynamic knowledge 200 being captured. As explained with
reference to FIG. 1, the code generation rule layer 108 applies the static knowledge and
rules 500 to the captured dynamic knowledge 200 and rules 300 that are stored within the
data store 106.

As shown in FIG. 6, when a user is ready to generate the computer code required
for the target application, including the code-generating robot 100 itself, the back-end user
interface 110 for code generation is called upon. The back-end user interface 110 displays

a list of screens from which the user may select the screen (or screens) to be generated.
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In one embodiment, a selection mechanism 602 is provided to allow the user to
decide whether the code is to be generated in the target language and platform on a test
basis for further checking or directly deployed to the development environment. When a
user selects the “test” option, the system proceeds to generate codes to a predefined
directory for reviewing and testing only. If, however, the user selects the “deployment”
option, the system proceeds to generate codes to a predefined development directory for
compilation.

In one embodiment, the back-end user interface 110 includes an “all screens”
check box 604 that allows the user to automatically select all of the listed screens for
generation. The generation process starts in response to the user selecting a “create” button
606 or the like.

The computer code generated is not limited to a particular user interface, netwofk
interface, security, connectivity, integration, database schema, etc. The computer code
generated is also not limited to any computer language, architecture, or platform.

FIG. 7 is flowchart of a process for creating a code-generating robot 100 according
to an embodiment of the invention. Those of skill in the art will recognize that the code-
generating robot 100 cannot generate itself when it does not initially exist. Accordingly,
the process begins with seeding. The first utility that needs to be generated is the screen
for capturing dynamic knowledge, as depicted in FIG. 2. Therefore, to seed the code-
generating robot 100, the dynamic knowledge that should have been captured by this
interface (that does not yet exist) is manually entered 702 and stored in a dynamic
knowledge data store 704.

The dynamic knowledge is manually entered with extreme care so that the
dynamic rules required for this screen can be deferred. Thereafter, the static knowledge
and static rules are manually programmed 706 to apply to the manually entered dynamic
knowledge. Using these knowledge and rules, the code generator generates 708 (compiles
the knowledge and rules into) the very first screen 710.

This first screen 710 does not yet have any dynamic rules attached, and many other
features may still be needed for this screen. Therefore, as shown in FIG. 8, a second screen
802—the user interface needed to capture dynamic rules—is created by using the first
screen 710 to capture the dynamic knowledge required for the second screen. This is done

carefully, since no dynamic rules are available yet for the first screen 710.
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As before, the dynamic knowledge is stored within the dynamic knowledge store
704. Thereafter, the static knowledge and static rules are manually programmed 806 to
apply to the manually entered dynamic knowledge. Using these knowledge and rules, the
code generator then generates 808 target computer codes for the second screen 802. When
the second screen 802 (an example of which is shown in FIG. 3) is available, it is used to
capture the dynamic rules required for the first screen 710, and thus, the first screen 710 is
enhanced.

By the iterative process of developing more and more utilities as in FIG. 8, more
and more new features can be added to the code-generating robot 100. Because the same
features are available for the target applications the robot 100 generates, the reverse is also
true when a new feature is required by a target application. The new feature is added to
this self-generating automatic code generator 100 first. The code for the target application
is then generated with the new feature in it.

An example of the foregoing process is now described with reference to FIGs. 9-
17. Suppose that a user wishes to add a new feature, such as a filter, to a screen. The
purpose of this screen filter is to allow a user to choose from a list of radio-buttons to
selectively display certain items from a list of items, e.g., active vs. inactive employees in
a payroll system. As illustrated in FIG. 9, selecting the first radio button 902 displays a list
of all the active employees, while, as shown in FIG. 10, selecting the second radio-button
1002 displays only the inactive employees.

Referring to FIG. 11, to enable this feature for one or more target applications,
such as the one depicted in FIGs. 9 and 10, as well as for the code-generating robot 100
itself, a data store table 1102 called “ScreenFilter” is first created. The table 1102 may
include various columns 1104, such as screen filter ID 1104a, screen ID 1104b, screen
filter name 1104c, screen filter description 1004d, filter clause 1104e, and filter order
11041

The screen filter ID 1104a may be used for identifying this particular screen filter
in the system. The screen ID 1104b relates to the particular screen this screen filter applies
to. The screen filter name 1104c is the unique name identifying this screen filter. The
screen filter description 1104d may contain description other than just a name to easily
identify this screen filter upon sorting or searching. The filter clause 1104e relates to the

condition this screen filter becomes valid. Finally, the filter order 1104f defines the order
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this screen filter appears with respect to other filters for the same screen. Of course, the
table 1102 may include additional or different information within the scope of the
invention.

Thereafter, as depicted in FIG. 12, the dynamic knowledge needed for the screen
“ScreenFilter” is captured using the first screen created by the code-generating robot 100.
The dynamic knowledge may be represented within one or more columns 1202. For
example, the columns 1202 may include screen column ID 1202a, master table 1202b,
column ID 1202c, column name 1202d, default value 1202e, system value 1202f, launch
screen 1202g, column size 1202h, column height 1202i, and display mode 1202j, drop
down key column 1202k.

The screen column ID 1202c¢ relates to the column of the data store for this
column. The column name 1202d is the unique name referring to the column of the data
store for this column. The default value 1202¢ capture the initial displayed value for this
column. The system value 1202f capture the server assigned value for this column, etc..
Different or additional columns 1202 may be provided within the scope of the invention.

As shown in FIG. 13, the code for the “ScreenFilter” screen may be generated
using the depicted code-generation screen 1300. As previously noted, the code-generation
screen 1300 may include a selection mechanism 1302 for allowing the user to determine
whether the code is to be generated in the target language and platform on a test basis for
further checking or directly deployed to the development environment.

Referring to FIG. 14, note that the new feature “Screen Filter” is not available for
the newly generated screen which is used to capture dynamic knowledge for screen filters.
As depicted in FIG. 14, this screen is now available to capture dynamic knowledge for all
screen filters for selected screens. The “salary” screen is used as an example to
demonstrate the knowledge captured. Note that there is no screen filter yet for this screen.

FIG. 15 illustrates the addition of the static knowledge and rules 1500 needed for
the generation of codes for this new feature. In the illustrated embodiment, the static
knowledge and rules is represented as program code in the C# language. However, any
language could be used within the scope of the invention.

Referring to FIG. 16, the next step is to generate and test the codes using salary
info screen (see FIG. 9 & 10) as an example. When satisfied, a Screen Filter Maintenance

screen 1600 is used to capture dynamic knowledge for itself. The dynamic knowledge
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captured for itself includes the screen that refers to itself, the condition that this screen
filter becomes valid, and the order this screen filter appears with respect to other screen
filters for the same screen.

As shown in FIG. 17, this new filter feature is now apparent as more dynamic
knowledge is captured for this Screen Filter Maintenance screen 1700 itself, which is
being used to generate other applications. This new feature is fully utilized now in the
code-generating robot generator 100. Notice not only the screen (FIG. 17) for the self-
generated code generator 100 has the same features as the screen (FIG. 9 & 10) for the
application it generates, they share the same look and feel, architecture, language,
platform, etc.

FIG. 18 is a flowchart for a method 1800 for adding a new feature to an application
generated by an automatic code generator. Initially, a set of knowledge and rules that
define an application is captured 1802. Thereafter, code for the application is generated
1804 by providing a first automatic code generator, such as the code-generating robot 100
of FIG. 1, with the set of knowledge and rules.

A set of knowledge and rules that define a new feature to be added to the
application is then captured 1806. In one embodiment, code for a second automatic code
generator (e.g., a new version of the first automatic code generator) that supports the new
feature is then generated 1808 by providing the first automatic code generator with the set
of knowledge and rules defining the new feature as well as a set of knowledge and rules
defining the first automatic code generator.

Finally, code for the application is regenerated 1810 such that the application
includes the new feature by providing the second automatic code generator with the set of
knowledge and rules for generating the application as well as a set of knowledge and rules
for using the new feature.

While specific embodiments and applications of the present invention have been
illustrated and described, it is to be understood that the invention is not limited to the
precise configuration and components disclosed herein. Various modifications, changes,
and variations apparent to those of skill in the art may be made in the arrangement,
operation, and details of the methods and systems of the present invention disclosed herein

without departing from the spirit and scope of the present invention.
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CLAIMS
1. A computer-implemented method for adding a new feature to an application
generated by an automatic code generator comprising:

capturing a set of knowledge and rules that define the application;

generating codes for the application by providing a first automatic code generator
with the set of knowledge and rules;

capturing a set of knowledge and rules that define a new feature to be added to the
application;

generating codes for a second automatic code generator that supports the new
feature by providing the first automatic code generator with the set of knowledge and rules
defining the new feature as well as a set of knowledge and rules defining the first
automatic code generator; and

regenerating the code for the application such that the application includes the new
feature by providing the second automatic code generator with the set of knowledge and
rules for generating the application as well as a set of knowledge and rules for using the

new feature.

2. The method of claim 1, wherein the application and the code generators employ

substantially identical user interfaces to capture knowledge and rules.

3. The method of claim 2, wherein the knowledge and rules captured by both the

application and the code generator are of substantially identical types.

4. The method of claim 1, wherein the application and the code generators employ

substantially identical platforms, languages, and architectures.

5. The method of claim 1, wherein the application and the code generators employ

substantially identical data stores and data relationships.

6. The method of claim 1, wherein the application and the code generators employ
substantially identical user interfaces, platforms, languages, and architectures, data stores,

and data relationships.

7. The method of claim 1, wherein the first code generator is a subsequent iteration of

an earlier code generator automatically generated by the earlier code generator.
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8. The method of claim 1, further comprising:

regenerating codes for a second application such that the second application
includes the new feature by providing the second automatic code generator with a set of
knowledge and rules for generating the second application as well as a set of knowledge

and rules for using the new feature.

9. The method of claim 1, wherein the rules comprise at least one of:
validation rules governing input data;
calculation rules for performing mathematical calculations on input data;
inference rules for modifying or adding other data based on input data; and

action rules for triggering actions based on input data.

10.  The method of claim 1, further comprising storing captured rules and knowledge

within a relational database.

11. A self-generating automatic code generation system comprising:

a user interface for capturing a set of knowledge and rules that define an
application;

a first automatic code generator for generating codes for the application using the
set of knowledge and rules;

a user-interface for capturing a set of knowledge and rules that define a new
feature to be added to the application; and

a second automatic code generator that was automatically generated by the first
automatic code generator using the set of knowledge and rules defining the new feature as
well as a set of knowledge and rules defining the first automatic code generator,

Whefein the second automatic code generator is to regenerate the code for the
application such that the application includes the new feature using the set of knowledge
and rules for generating the application as well as a set of knowledge and rules for using

the new feature.

12.  The system of claim 11, wherein the application and the code generators employ

substantially identical user interfaces to capture knowledge and rules.
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13.  The system of claim 12, wherein the knowledge and rules captured by both the

application and the code generator are of substantially identical types.

14.  The system of claim 11, wherein the application and the code generators employ

substantially identical platforms, languages, and architectures.

15.  The system of claim 11, wherein the application and the code generators employ

substantially identical data stores and data relationships.

16.  The system of claim 11, wherein the application and the code generators employ
substantially identical user interfaces, platforms, languages, and architectures, data stores,

and data relationships.

17.  The system of claim 11, wherein the first code generator is a subsequent iteration

of an earlier code generator automatically generated by the earlier code generator.

18.  The system of claim 11, wherein the second code generator is to regenerate code
for a second application such that the second application includes the new feature using a
set of knowledge and rules for generating the second application as well as a set of

knowledge and rules for using the new feature.

19. The system of claim 11, wherein the rules comprise at least one of:
validation rules governing input data;
calculation rules for performing mathematical calculations on input data;
inference rules for modifying or adding other data based on input data; and

action rules for triggering actions based on input data.

20. The system of claim 11, further comprising a relational database for storing

captured rules and knowledge.

21. A computer program product comprising program code for performing a method
for adding a new feature to an application generated by an automatic code generator
comprising:

program code for capturing a set of knowledge and rules that define the
application;

program code for generating codes for the application by providing a first
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automatic code generator with the set of knowledge and rules;

program code for capturing a set of knowledge and rules that define a new feature
to be added to the application;

program code for generating codes for a second automatic code generator that
supports the new feature by providing the first automatic code generator with the set of
knowledge and rules defining the new feature as well as a set of knowledge and rules
defining the first automatic code generator; and

program code for regenerating the code for the application such that the application
includes the new feature by providing the second automatic code generator with the set of
knowledge and rules for generating the application as well as a set of knowledge and rules

for using the new feature.

22. The computer program product of claim 21, wherein the application and the code

generators employ substantially identical user interfaces to capture knowledge and rules.

23. The computer program product of claim 22, wherein the knowledge and rules

captured by both the application and the code generator are of substantially identical types.

24, The computer program product of claim 21, wherein the application and the code

generators employ substantially identical platforms, languages, and architectures.

25.  The computer program product of claim 21, wherein the application and the code

generators employ substantially identical data stores and data relationships.

26. The computer program product of claim 21, wherein the application and the code
generators employ substantially identical user interfaces, platforms, languages, and

architectures, data stores, and data relationships.

27. The computer program product of claim 21, wherein the first code generator is a
subsequent iteration of an earlier code generator automatically generated by the earlier

code generator.

28. The computer program product of claim 21, further comprising:
program code for regenerating codes for a second application such that the second

application includes the new feature by providing the second automatic code generator
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with a set of knowledge and rules for generating the second application as well as a set of

knowledge and rules for using the new feature.

29.  The computer program product of claim 21, wherein the rules comprise at least
one of:

validation rules governing input data;

calculation rules for performing mathematical calculations on input data;

inference rules for modifying or adding other data based on input data; and

action rules for triggering actions based on input data.

30. The computer program product of claim 21, further comprising program code for

storing captured rules and knowledge within a relational database.

31. A self-generating automatic code generator comprising:

a front-end user interface to capture dynamic knowledge and rules;

a dynamic rule layer to apply the dynamic rules to the dynamic knowledge;

a data store for storing the dynamic kﬁowledge and rules after application of the
dynamic rules by the dynamic rule layer;

a code generation rule layer to apply static knowledge and rules to the stored
dynamic knowledge; and

a back-end user interface to generate new computer code for the front-end user
interface based on the static knowledge and static rules applied to the stored dynamic

knowledge.

32. A method for creating a self-generating automatic code generator comprising:
manually programming dynamic knowledge for a user first interface for capturing
dynamic knowledge;
manually programming static knowledge and rules to be applied to the manually-
programmed dynamic knowledge;
generating codes for the first user interface using the manually-programmed static
knowledge and static rules applied to the manually-programmed dynamic knowledge;
using the first user interface to capture dynamic knowledge for a second user
interface for capturing dynamic rules;

manually programming static knowledge and rules to be applied to the manually-
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programmed dynamic knowledge for the second user interface;

generating codes for the second user interface using the manually-programmed
static knowledge and static rules for the second user interface applied to the manually-
programmed dynamic knowledge for the second user interface;

using the first and second user interfaces to capture dynamic knowledge and rules,
respectively, for a third user interface for the automatic code generator; and

automatically generating codes for the automatic code generator using the captured

dynamic knowledge and rules.
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ScreenFilter
1104da—_ [ ﬁ? ScreenFilterld
1104b—__LL Screenld

1104c— 1 | ScreenFilterName
1104d—__ 41 | ScreenFilterDesc
110de—_ .  |FilterClause
1104f

\T— FilterOrder
FIG. 11
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e

Generate Screens

Please check All Screens or select the appropriate screen then press OK button
to generate the respective programs. Use the buitons on the right to search from
the database or list all screens respeciively.

O Test iy
® Development 1302 Al screens

| RO

AdmScreenFilter - Screen Filters Maintenance A\
AdmScreenObj - Screen Columns Maintenance
AdmScreenObjHIp - Screen Column Help Message
AdmScreenTab - Screen Tab Folders
AdmServerRule - Server Rules Maintenance
AdmTemplate - Template Type Maintenance
AdmUser - User Maintenance

AdmUsrGroup - User Groups Maintenance
AdmWizardObj - Wizard Columns Maintenance
AdmWizardRule - Wizard Rules Maintenance

A\

Programs for Screen "AdmScreenFilter - Screen Filters
Maintenance" generated successfully.

FIG. 13
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180
C Start )

v

Capture a set of knowledge and rules that define an
application

Y

Generate code for the application by providing a first
automatic code generator with the set of knowledge |~ 1804
and rules

v

Capture set of knowledge and rules that define a
new feature to be added to the application

v

Generate code for a second automatic code
generator that supports the new feature by providing
the first automatic code generator with the setof |{__ 1808
knowledge and rules defining the new feature as well
as a set of knowledge and rules defining the first
automatic code generator

Y

Regenerate the code for the application such that
the application includes the new feature by providing | _ 1810
the second automatic code generator with the set of

knowledge and rules for generating the application
as well as a set of knowledge and rules for using the

new feature

Y
o

— 1802

- 1806

FIG. 18
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