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SEARCH WIA FAST CASE INSENSITIVE ASCII 
TREE 

BACKGROUND OF THE INVENTION 

0001) 1. Technical Field 
0002 The present invention relates generally to case 
insensitive Searches, and more particularly to Searching a 
byte Stream in a case insensitive manner without requiring 
normalization of the byte Stream. 
0003 2. Description of Related Art 
0004) Hypertext Transfer Protocol (HTTP) is an applica 
tion-level protocol for distributed, collaborative, hyperme 
dia information Systems. It is a generic, StateleSS protocol 
which can be used for many tasks beyond its use for 
hypertext, Such as name Servers and distributed object 
management Systems, through extension of its request meth 
ods, error codes and headers. 
0005 HTTP/1.1 has defined syntax and semantics for all 
header fields. While implementing HTTP/1.1 spec, it is often 
necessary to Search, (e.g., for "header keys”) while parsing 
a byte Stream. Such Searches must be performed in a case 
insensitive manner, So that no matter the case of the text of 
the header keys, the header keys may still be identified. In 
the current State of the art, characters of the byte Stream must 
be normalized before Searching them. For example, in many 
prior art Systems, the byte Stream is normalized by identi 
fying all characters and transforming them into the same 
case, Such as into lower case. After the characters have all 
been thus modified, the byte stream can then be searched for 
relevant targets. Without normalization, changes of case, 
whether planned or accidental, can foil Search attempts. 
0006 The process of normalization requires an added 
computing Step beyond the actual Searching, and is compu 
tationally expensive. Therefore, it would benefit the art to 
have a way to Search a byte Stream without the need to first 
normalize the byte Stream. 

SUMMARY OF THE INVENTION 

0007. The present invention describes a system and 
method for Searching a byteStream or other String of Symbols 
in a case insensitive manner. In one example embodiment, 
the present invention comprises a root having a set of 
characters, a plurality of nodes, wherein each node is 
asSociated with an upper and lower case version of a 
character, a plurality of arrays, wherein each array includes 
upper and lower case versions of characters. As a bytestream 
is Searched, upper and lower case letters are recognized and 
asSociated with an associated node. In this way, normaliza 
tion is not required in order to Search the byteStream for 
header keys. Further embodiments of the present invention 
are described more fully below. 

BRIEF DESCRIPTION OF THE DRAWINGS 

0008. The novel features believed characteristic of the 
invention are set forth in the appended claims. The invention 
itself, however, as well as a preferred mode of use, further 
objectives and advantages thereof, will best be understood 
by reference to the following detailed description of an 
illustrative embodiment when read in conjunction with the 
accompanying drawings, wherein: 
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0009 FIG. 1 shows an image of a computer system 
consistent with implementing a preferred embodiment of the 
present invention. 
0010 FIG. 2 shows a diagram of elements of a computer 
System consistent with implementing a preferred embodi 
ment of the present invention. 
0011 FIG.3 shows an ASCII table as is implemented in 
preferred embodiments of the present invention. 
0012 FIG. 4 shows an example node and associated 
pointers consistent with implementing a preferred embodi 
ment of the present invention. 
0013 FIG. 5 shows an example storage for a particular 
header key in a Search tree consistent with a preferred 
embodiment of the present invention. 
0014 FIG. 6 shows process steps consistent with imple 
menting a preferred embodiment of the present invention. 

DETAILED DESCRIPTION OF THE 
PREFERRED EMBODIMENT 

0015 With reference now to the figures and in particular 
with reference to FIG. 1, a pictorial representation of a data 
processing System in which the present invention may be 
implemented is depicted in accordance with a preferred 
embodiment of the present invention. A computer 100 is 
depicted which includes a System unit 102, a Video display 
terminal 104, a keyboard 106, storage devices 108, which 
may include floppy drives and other types of permanent and 
removable Storage media, and mouse 110. Additional input 
devices may be included with personal computer 100, such 
as, for example, a joystick, touchpad, touch Screen, track 
ball, microphone, and the like. Computer 100 can be imple 
mented using any Suitable computer, Such as an IBM 
RS/6000 computer or IntelliStation computer, which are 
products of International BusineSS Machines Corporation, 
located in Armonk, N.Y. Although the depicted representa 
tion shows a computer, other embodiments of the present 
invention may be implemented in other types of data pro 
cessing Systems, Such as a network computer. Computer 100 
also preferably includes a graphical user interface that may 
be implemented by means of Systems Software residing in 
computer readable media in operation within computer 100. 
0016. With reference now to FIG. 2, a block diagram of 
a data processing System is shown in which the present 
invention may be implemented. Data processing System 200 
is an example of a computer, such as computer 100 in FIG. 
1, in which code or instructions implementing the processes 
of the present invention may be located. Data processing 
System 200 employs a peripheral component interconnect 
(PCI) local bus architecture. Although the depicted example 
employs a PCI bus, other bus architectures Such as Accel 
erated Graphics Port (AGP) and Industry Standard Archi 
tecture (ISA) may be used. Processor 202 and main memory 
204 are connected to PCI local bus 206 through PCI bridge 
208. PCI bridge 208 also may include an integrated memory 
controller and cache memory for processor 202. Additional 
connections to PCI local bus 206 may be made through 
direct component interconnection or through add-in boards. 
In the depicted example, local area network (LAN) adapter 
210, Small computer system interface SCSI hostbus adapter 
212, and expansion bus interface 214 are connected to PCI 
local buS 206 by direct component connection. In contrast, 
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audio adapter 216, graphics adapter 218, and audio/video 
adapter 219 are connected to PCI local bus 206 by add-in 
boards inserted into expansion slots. Expansion bus inter 
face 214 provides a connection for a keyboard and mouse 
adapter 220, modem 222, and additional memory 224. SCSI 
host bus adapter 212 provides a connection for hard disk 
drive 226, tape drive 228, and CD-ROM drive 230. Typical 
PCI local bus implementations will support three or four PCI 
expansion slots or add-in connectors. 
0.017. An operating system runs on processor 202 and is 
used to coordinate and provide control of various compo 
nents within data processing system 200 in FIG. 2. The 
operating System may be a commercially available operating 
system such as Windows 2000, which is available from 
MicroSoft Corporation. An object oriented programming 
System Such as Java may run in conjunction with the 
operating System and provides calls to the operating System 
from Java programs or applications executing on data pro 
cessing system 200. “Java” is a trademark of Sun Micro 
Systems, Inc. Instructions for the operating System, the 
object-oriented programming System, and applications or 
programs are located on Storage devices, Such as hard disk 
drive 226, and may be loaded into main memory 204 for 
execution by processor 202. 
0.018 Those of ordinary skill in the art will appreciate 
that the hardware in FIG. 2 may vary depending on the 
implementation. Other internal hardware or peripheral 
devices, such as flash ROM (or equivalent nonvolatile 
memory) or optical disk drives and the like, may be used in 
addition to or in place of the hardware depicted in FIG. 2. 
Also, the processes of the present invention may be applied 
to a multiprocessor data processing System. 
0.019 For example, data processing system 200, if 
optionally configured as a network computer, may not 
include SCSI hostbus adapter 212, hard disk drive 226, tape 
drive 228, and CD-ROM 230, as noted by dotted line 232 in 
FIG. 2 denoting optional inclusion. In that case, the com 
puter, to be properly called a client computer, must include 
Some type of network communication interface, Such as 
LAN adapter 210, modem 222, or the like. As another 
example, data processing System 200 may be a Stand-alone 
System configured to be bootable without relying on Some 
type of network communication interface, whether or not 
data processing System 200 comprises Some type of network 
communication interface. As a further example, data pro 
cessing System 200 may be a personal digital assistant 
(PDA), which is configured with ROM and/or flash ROM to 
provide non-volatile memory for Storing operating System 
files and/or user-generated data. 
0020. The depicted example in FIG. 2 and above-de 
Scribed examples are not meant to imply architectural limi 
tations. For example, data processing System 200 also may 
be a notebook computer or hand held computer in addition 
to taking the form of a PDA. Data processing system 200 
also may be a kiosk or a Web appliance. 
0021. The processes of the present invention are per 
formed by processor 202 using computer implemented 
instructions, which may be located in a memory Such as, for 
example, main memory 204, memory 224, or in one or more 
peripheral devices 226-230. 
0022. The present invention describes a system and 
method for Searching a bytestream (or more broadly, any 
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text Strings) in a case insensitive manner without the need to 
first go through a normalization process. In a preferred 
embodiment, the present invention uses an ASCII tree 
wherein every node has an array of possible other nodes 
representing a subset of the allowable ASCII characters at 
that node. Every ASCII letter has a reference to the same 
node in both its upper case and lower case forms, So that no 
matter the case of a character it can be recognized and will 
reference the same node. Thus, every character may enter 
the tree with unknown case (i.e., not normalized) yet be 
recognized. 

0023 Though the ASCII tree is used in the preferred 
embodiment, the invention is not limited to that particular 
standard for character representation. The ASCII tree is 
chosen for preferred embodiments because of the familiar 
asSociation of the necessary Symbols and characters in both 
cases to integers, which are more easily manipulated. FIG. 
3 shows the ASCII table. 

0024 Multiple ASCII tables are assembled into an ASCII 
tree that has special nodes throughout. Each node comprises 
a target and 128 node pointers (or references in Java). The 
node data structure is depicted in FIG. 4. 
0025 FIG. 4 shows a node 402 and an associated target 
404. The target refers to the object the lookup process is 
working toward. For example, if the header key “cookie” 
entered the Search tree, the end node of that Search process 
(i.e., the node reached after parsing the “e' in "cookie”) 
points to the target, "cookie'. 
0026) Pointers 406 refers to the array of allowable char 
acters of symbols for that branch of that level of the search 
tree. In a preferred embodiment, there are 128 possible 
pointers in any given branch of a level of the Search tree. 
0027. The tree is constructed using multiple ASCII tables 
at different levels. In the first level there is only one table, 
called the root. This table includes pointers to all possible 
first characters (including Symbols in Some embodiments) of 
words or Strings that can be found using the tree. For 
example, if the tree is designed to find words "Cache 
control,”“Cookie,” and “Connection,” then the root would 
include only the letter C, in both upper and lower case. If, 
however, the tree were designed to find the words “Cache 
control,”“Cookie." Accept,” and “Connection,” then the 
root would include C, c, A, and a. Thus, in Searching the 
incoming bytestream, the root would recognize the first 
letter of the four terms which the tree is designed to find. 
0028. Though the invention is explained in the context of 
finding header keys, it is not limited to that application. 
However, the application will refer to header keys when 
discussing target words. Further, though the application 
refers to Searching a byteStream in the examples that follow, 
but it should be understood that the innovations herein 
described are applicable to any text String. 

0029. The search tree of the present invention is designed 
with all possible Searched-for words (i.e., target words) built 
in. In preferred embodiments, the tree includes all possible 
header keys for HTTP/1.1. A new search word can be added 
to existing Search trees by adding the letters of the new word 
into the appropriate levels of the tree. 

0030 The root, as mentioned above, is an array with all 
possible first letters of all possible target words, in both 
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upper and lower case. Each letter is a pointer that points to 
a node. For example, in the above example with "Accept, 
"Cache-control,”“Cookie,” and “Connection,” the root 
array contains A, a, C and c. If the incoming letter matches 
either C or c, then the node “C/c' is reached. If the incoming 
letter matches either Aora, then the A?a node is reached. The 
node of this description corresponds to node 402 of FIG. 4. 
0.031) Once the first node is discovered, the next letter of 
the header key in the incoming byteStream is input to the 
search tree, but at the second level of the tree. The second 
level of the tree includes all possible Second letters of target 
words, in both cases (upper and lower). When the second 
letter of the actual incoming word is input to the table, it 
goes to a branch of the tree that corresponds only to Second 
letters that follow the already-discovered first letter. Hence, 
referring again to the four above example header keys, if the 
input header key were “Cookie,” then the C/c node was 
reached first and the next letter, “o” is input at a branch of 
the Second level, the branch containing A, a, 0, and O. Only 
these letters need be present in this branch of the Second 
level, because this branch is reached only after having 
discovered the first letter as corresponding to the C/c node. 
0032) If, however, the incoming header key were 
“Accept,” then the A?a node would have first been reached, 
and the branch of the second level for the next letter (“c”, the 
second letter of “Accept") would only include C and c. This 
is because in our example Search tree, we only included the 
four above mentioned header keys, and only one begins with 
A or a. 

0033. In preferred embodiments, all known header keys 
are included in the Search tree, So that the root includes all 
first letters of all potential header keys. 
0034 FIG. 5 shows an example storage for the “Cookie” 
header where “Cookie." Accept,”“Connection,” and 
“Cache-Control’ header keys are the only header keys 
included in a simplified Search tree. 
0035 Tree 500 includes root 502 and arrays 504-516. 
Array 504 includes the first letters of all words which the 
Search tree is designed to detect in a bytestream. In this 
example, “A” and “a”, and “C” and “c” are included in array 
504 because the only first letters of incorporated words are 
“A” and “C”. When the first letter is identified in array 504, 
node 518 is identified as the associated node. Node 518 
represents the letter “C” in a case insensitive way, as it is 
identified with both upper and lower case versions from 
array 504. Note that the tree includes an opportunity to 
complete the Search, but “no target' is indicated in this 
example because the input word has more characters. In 
preferred embodiments, the tree will not Select a target until 
all characters of an input tree have been input. Each node has 
a target, in case the user has completed the Search at a 
Specific node and that node is not necessarily the end of the 
possible search. For example, if both "Accept' and “Accept 
Encoding” were incorporated into a Search tree, parsing to 
the end of "Accept would not produce a target if more 
symbols or characters follow. If, however, there were no 
more symbols after the “t” in “Accept, then the search 
would end and a target Selected. In preferred embodiments 
incorporating HTTP/1.1, a colon ":" indicates the end of a 
header key and invokes Selection of a target. Other means of 
deciding when to choose a target can also be implemented. 
0036) The next letter of the incoming word “Cookie” 
(from the bytestream) is input to the tree. Since the first letter 
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was “C”, the second array 506 is filled only with upper and 
lower case letters of those words having a first letter of upper 
or lower case “C”. Therefore, array 506 includes “A”, “a”, 
“O'”, and “o”. Note that “a” is the second letter of “Cache 
Control,” while “o' is the second letter of both “Cookie' and 
“Connection.” The second letter of “Accept,” is not present 
in array 506 because “c” does not follow the already 
discovered first letter, “C” in any of the header keys incor 
porated into this example Search tree. Hence, as the Search 
tree progresses and discovers new letters, certain paths 
through the tree are eliminated as not having been Selected. 
Had the header key “Accept” been input into the tree instead 
of “Cookie,” then the “A” would have been detected, and a 
different array of the tree (not shown) would have been 
reached instead of array 506. 
0037. This process continues, with the “o” in cookie 
being associated with node 520. Now the process passes to 
the next array 508 which only includes characters appearing 
in a header key following a “C” and then an “O'” of either 
upper or lower case. Array 508 therefore includes upper and 
lower case versions of “N’ and “O'” because both “Cookie' 
and “Connection' fulfill these requirements. Since the input 
word was “Cookie,” array 508 points to node 522, the O/o 
node. 

0038. At this point, in this simplified example, the only 
possible letter for the next array 510 is K, and this letter is 
present in both cases. The proceSS continues through nodes 
524-528, and arrays 510-516. Once the end of the header key 
is reached (indicated in HTTP/1.1 with a colon symbol), the 
"Cookie” target is reached, and the input header key is 
discovered. Note that because the arrays each include upper 
and lower case versions of the letters, the entire Search is 
case insensitive and requires no normalization at all. Instead 
of first normalizing the bytestream or part thereof and then 
Searching it for the header key, the innovative Search tree of 
the present invention allows Searching to be performed 
without a normalization Step. This reduces computational 
expense of parsing and Searching a byteStream. Instead of 
incurring the expense of normalization at runtime, the over 
head expense of making the Search case insensitive is 
incurred up front, with the creation of the Search tree itself. 
0039 FIG. 6 shows a flow chart with process steps for 
implementing a preferred embodiment of the present inven 
tion. When parsing using the present invention, the code 
begins by obtaining a reference to the root node. A reference, 
also called a pointer, is a memory address that points to the 
object or Structure in the operating System's managed 
memory. Inside each node is an array of references of other 
nodes. 

0040 First the process begins with the root node (step 
602). The root node points to an array that includes all 
potential first letters of all header keys incorporated into the 
Search tree. The root node's array is evaluated to see if the 
first letter of an incoming header key is present (Step 604). 
If the character is one of the characters present in the array 
(“yes”), the process proceeds to step 608. If not, then the 
character is not present in the array and the Search tree is not 
designed to detect the input word or header key. In this case, 
a “no” is returned and a “Failure to Match” is returned (step 
620). 
0041) If the character is within the acceptable range, i.e., 

it is recognized in the array, the node reference is obtained 
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from the node pointers (step 608). The pointer is checked to 
see if it is a null pointer (step 610). If so, another failure to 
match is returned (step 620). If not, then the process checks 
for another character (Step 612). If there is another character 
in the input header key, then that character is retrieved (Step 
614) and the process returns to step 604. If there is no other 
character, then the proceSS checks to see if the characters 
found match a target (step 616). If not, a Failure to Match is 
returned (Step 620). If So, a Successful target is returned (Step 
618). 
0042. The description of the present invention has been 
presented for purposes of illustration and description, and is 
not intended to be exhaustive or limited to the invention in 
the form disclosed. Many modifications and variations will 
be apparent to those of ordinary skill in the art. The 
embodiment was chosen and described in order to best 
explain the principles of the invention, the practical appli 
cation, and to enable others of ordinary skill in the art to 
understand the invention for various embodiments with 
various modifications as are Suited to the particular use 
contemplated. 

1. A Search tree, comprising: 
a root having a set of characters, 
a plurality of nodes, wherein each node is associated with 

an upper and lower case version of a character; 
a plurality of arrays, wherein each array includes upper 

and lower case versions of characters, 
wherein as a String is Searched, upper and lower case 

letters are recognized and associated with a node. 
2. The Search tree of claim 1, wherein the Search tree is 

comprised of a plurality of levels, each level having one or 
more of the plurality of arrayS. 

3. The search tree of claim 1, wherein a first character of 
a word input to the Search tree is associated with a first node, 
and wherein the first node is associated with a first array of 
the plurality of arrays, wherein the first array includes upper 
and lower case versions of characters appearing immediately 
following the first character in the input word. 

4. The Search tree of claim 1, wherein each array is 
asSociated with one node. 

5. The search tree of claim 1, wherein the string is a 
bytestream. 

6. The search tree of claim 5, wherein the bytestream 
includes text of header keys for hypertext transfer protocol. 

7. The search tree of claim 1, wherein after a plurality of 
nodes are found, a target is returned. 

8. A method for Searching a bytestream for target words, 
comprising the Steps of: 

inputting a first target word into a Search tree, the Search 
tree having a root node and a plurality of other nodes, 

locating a first symbol of the target word in a first array, 
wherein the first array includes only first symbols of 
target words, 

identifying a first node of the plurality of other nodes that 
corresponds to the first symbol of the first target word; 

locating a Second Symbol of the target word in a Second 
array, wherein the Second array includes only Second 
symbols of target words that began with the first 
symbol; 
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identifying a Second node of the plurality of other nodes 
that corresponds to the Second Symbol of the first target 
word. 

9. The method of claim 8, further comprising the steps of: 
identifying each letter of the target word with an associ 

ated node until the last letter of the target word is 
reached; and 

returning the target word. 
10. The method of claim 8, wherein both upper and lower 

case versions of a Symbol in an array are associated with the 
Same node. 

11. The method of claim 8, wherein each array is asso 
ciated with one node. 

12. The method of claim 8, wherein the target word in put 
into the Search tree is part of a byteStream. 

13. The method of claim 12, wherein the bytestream 
includes text of header keys for hypertext transfer protocol. 

14. The method of claim 8, wherein the search tree is 
comprised of a plurality of levels, each level having one or 
more of the plurality of arrayS. 

15. A computer program product in a computer readable 
medium, comprising: 

first instructions for inputting a first target word into a 
Search tree, the Search tree having a root node and a 
plurality of other nodes; 

Second instructions for locating a first Symbol of the target 
word in a first array, wherein the first array includes 
only first symbols of target words, 

third instructions for identifying a first node of the plu 
rality of other nodes that corresponds to the first symbol 
of the first target word; 

fourth instructions for locating a Second Symbol of the 
target word in a Second array, wherein the Second array 
includes only Second Symbols of target words that 
began with the first symbol; 

fifth instructions for identifying a second node of the 
plurality of other nodes that corresponds to the Second 
symbol of the first target word. 

16. The method of claim 15, further comprising the steps 
of: 

identifying each letter of the target word with an associ 
ated node until the last letter of the target word is 
reached; and 

returning the target word. 
17. The method of claim 15, wherein both upper and 

lower case versions of a Symbol in an array are associated 
with the same node. 

18. The method of claim 15, wherein each array is 
asSociated with one node. 

19. The method of claim 15, wherein the target word in 
put into the Search tree is part of a bytestream. 

20. The method of claim 19, wherein the bytestream 
includes text of header keys for hypertext transfer protocol. 

21. The method of claim 15, wherein the search tree is 
comprised of a plurality of levels, each level having one or 
more of the plurality of arrayS. 
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