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attribute value, a legal set of attribute values for a second attribute of an accessory product may be determined. The legal set of attribute values identifies one or more attribute values of the second attribute of the accessory product that are compatible with the first attribute value. The legal set of attribute values may identify a continuous range of values where any value within the continuous range of values is compatible with the first attribute value. In an embodiment, the user may be limited to selecting accessory products having a legal attribute value.
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PRODUCT OPTIONS FRAMEWORK AND ACCESSORIES

BACKGROUND

[0001] The approaches described in this section are approaches that could be pursued, but not necessarily approaches that have been previously conceived or pursued. Therefore, unless otherwise indicated, it should not be assumed that any of the approaches described in this section qualify as prior art merely by virtue of their inclusion in this section.

[0002] Online shopping and other ecommerce sites enable end users to browse, select, and order products over a network connection. In many cases, these sites implement a relational database management system (RDBMS) to store and maintain information about the products that are available. When the end user queries the site for information about a particular product or set of products, the site accesses product information from product records stored in the RDBMS and returns this information for display to the end user.

[0003] In a computer system that enables users to order custom manufactured products, describing products that are available for ordering presents special challenges for computer-implemented data definitions. The data definitions should provide a way to describe a broad range of goods quickly and flexibly in terms of data characteristics. Each product has numerous attributes and the potential to be combined with or used with a plurality of other products, representing vast numbers of permutations. For example, users may have thousands of choices of individual products and many products may be compatible with or act as accessories to other products. These issues are particularly complex in the case of custom manufactured framed or mounted products in which a customer can select or upload an arbitrary image, choose a frame and mat or mounting, glazing or other protection, and then order the assembled product; a particular customer-defined product may be entirely unique in the history of all previously ordered products, yet the computer system must be able to determine if manufacturing the product is possible or practical given what the customer selected.

[0004] In this context, relational database structures and other methods of describing products and their attributes have proven inadequate and inflexible. Typical RDBMS implementations have required extensive programming of stored procedures or other custom code to resolve compatibilities and match accessories to products. Further, the number of stored records required in a custom manufacturing context is impractical. As a simple example, if shirts are offered in 50 styles, with 10 possible colors, and 5 possible sizes, then
the RDBMS would have to store 2,500 records to represent all unique stock numbers (SKUs) for products that a customer could potentially order. However, customers also might never order a particular SKU because it represents an unusual or illegal combination. For example, a men’s shirt style with tangerine and pink stripes in a Baby size may not be available for ordering. As a more complex example, the permutations for a product such as a framed print are potentially in the trillions when attributes are constrained, and infinite when attributes are continuously variable within broad ranges. Therefore, generating fixed records for every conceivable product permutation would waste storage.

**BRIEF DESCRIPTION OF DRAWINGS**

[0005] FIG. 1 illustrates a system including an attributes engine and product options framework for modeling custom products;

[0006] FIG. 2 is a flowchart illustrating an example process for implementing and using a product options framework, according to an embodiment;

[0007] FIG. 3 is a flowchart illustrating an example process using an accessories framework, according to an embodiment;

[0008] FIG. 4 is a flowchart illustrating an example process for using a defaulting framework, according to an embodiment;

[0009] FIG. 5 is a flowchart illustrating an example process for using a rendering framework, according to an embodiment;

[0010] FIG. 6 illustrates relationships of products and filters;

[0011] FIG. 7 illustrates unequal relationships of products and filters;

[0012] FIG. 8 is a block diagram that illustrates a computer system with which the techniques herein may be implemented.

**DESCRIPTION OF EXAMPLE EMBODIMENTS**

[0013] In the following description, for the purposes of explanation, numerous specific details are set forth in order to provide a thorough understanding of the present invention. It will be apparent, however, that the present invention may be practiced without these specific details. In other instances, well-known structures and devices are shown in block diagram form in order to avoid unnecessarily obscuring the present invention.

[0014] Embodiments are described herein according to the following outline:

1.0 Overview
1.0 GENERAL OVERVIEW

Techniques are described for describing and associating custom products. In an embodiment, a first attribute value that defines an attribute of a custom product is received from a user that is customizing the custom product. In response to receiving the first attribute value, a legal set of attribute values for a second attribute of the custom product or an accessory product may be determined. The legal set of attribute values identifies one or more attribute values of the second attribute of the custom product or the accessory product that are compatible with the first attribute value. The legal set of attribute values may identify a continuous range of values where any value within the continuous range of values is compatible with the first attribute value. In an embodiment, the user may be limited to selecting an attribute value within the legal range of values. In another embodiment, the first attribute value may be an arbitrary attribute value selected by the user that is customizing the custom product.

In an embodiment, a set of one or more accessory products that have an attribute value within the legal set of attribute values is identified. The one or more accessory products may then be displayed to the user as recommended products that are compatible with the custom product. In another embodiment, a particular accessory of the set of one or more accessory products is identified. A third attribute value defining a third attribute of the particular accessory product may then be identified. The compatibility of the third attribute with respect to the custom product is then determined. In response to determining that the
custom product is not compatible with the third attribute value, recommendation of the particular accessory product to the user may be prevented.

[0018] In an embodiment, determining a legal set of attribute values for a second attribute of an accessory product may be based on key-value expressions. In response to receiving the first attribute value, a key-value expression including a key-value pair that associates the first attribute value with the first attribute may be formed. The key-value expression is then matched with one or more option strings that identify the legal set of attribute values for the second attribute.

[0019] In an embodiment, the custom product may be part of a product bundle that associates the custom product with a second product. The custom product may be associated with a first filter that identifies a first set of constraints associated with the custom products, and the second product may be associated with a second filter that identifies a second set of constraints associated with the second product. A set of one or more accessory products that satisfy the first set of constraints and the second set of constraints is then determined and may be recommended to the user as compatible with the product bundle. In another embodiment, the second filter may specify that the second product is dependent on the custom product. If the user removes the custom product from the bundle, then the second product may also be removed from the product bundle.

[0020] In an embodiment, key-value expressions for a product bundle may be mapped to one or more render files. Based on the render files, an image of the product bundle may be rendered and displayed to the user.

[0021] In an embodiment, a first default value for a third attribute of the custom product may be displayed before receiving the first attribute value. In response to receiving the first attribute value, a second default value, different from the first default value, for the third attribute of the custom product may be displayed.

2.0 STRUCTURAL AND FUNCTIONAL OVERVIEW

[0022] According to techniques described herein, a system may be configured to offer users the opportunity to order products having arbitrary attribute values. For example, in the case of custom manufactured framed products such as photos, digital images, artwork, and other frameable images, the system may offer users the opportunity to order images and frames having arbitrary sizes. Thus, rather than restricting users to ordering products in fixed sizes such as 8x10 inches, 20x30 inches, etc., the system may permit a user to request products in arbitrary sizes such as 10.5x29.3 inches. Accordingly the customizable products
may be offered in a continuously variable range of values so that it is impracticable to represent all possible dimensions of products as discrete values in an RDBMS. When an attribute value may fall anywhere within a continuous spectrum of a specified range (e.g., 4 inches to 48 inches), the number of unique possible values that a customer could specify would be extremely expensive, if not impossible, to store.

[0023] In other embodiments, the system may be configured to offer the user the option to purchase only selected products that are known to be compatible with a first product. Still further, when a particular first product having specified first attributes is selected, the system may modify the attributes of a second product or make certain attributes unavailable for the second product. Still further, the system may offer the user a default product option or a particular default attribute in order to simplify the ordering process and ensure that completed orders are accurate.

[0024] Further, if products can have dimensions that are represented in any of a continuous range of values, then determining whether one product is compatible with another product may be extremely challenging. The selection of an arbitrary value may have implications for other attribute values of the final custom product and how an image of the final custom product should be rendered. For example, if a user is ordering a framed print that is 6 inches in one dimension, then it may be inappropriate to offer the user the option to purchase a frame or mat combination that cannot fit the dimensions that have been ordered. As another example, it may be impossible to cut glazing or other products to manufacture products in particular specified sizes. As another example, certain papers cannot be cut in particular dimensions and ordering a particular paper for a mat of a particular size may require a different kind of manufacturing process. These constraints may be inter-related, adding to the complexity of the system.

[0025] According to techniques described herein, such constraints may be efficiently represented in an information model that allows for great flexibility in designing custom products. In some embodiments, at the time that a user is designing a product, the system queries a database of products or other information modeling element about what attributes and related products or accessories are valid or otherwise allowed. The database or other information modeling elements may provide a way to prune a result set of products that are compatible; the result set also may limit or modify the product under design.

[0026] FIG. 1 illustrates a system including an attributes engine and product options framework for modeling custom products that may implement various embodiments. Computer system 102 comprises a plurality of product data definitions 104 that are processed
using attributes engine 108 and stored in key-value store 106. A processor 120, which may comprise a central processing unit (CPU) or multiple CPU cores of a server computer, hosts or other computing devices executes the attributes engine 108 as well as a product options framework 110, accessories framework 112, bundling framework 114, defaulting framework 116 and rendering framework 130. Each of the accessories framework 112, bundling framework 114, defaulting framework 116 and rendering framework 130 is coupled to and capable of accessing functions provided in the product options framework 110. Each of the attributes engine 108 and frameworks 110, 112, 114, 116, 130 may comprise a set of interoperable computer programs in the form of object-oriented classes, data definitions, and database procedures; each of the frameworks may expose an application programming interface (API) of functions that are callable by methods of other frameworks. In some embodiments one or more elements of FIG. 1 may be omitted or combined with other elements, depending on the implementation. In addition, computer system 102 may include additional elements and logic, depending on the implementation, that are not illustrated for purposes of brevity.

[0027] In an embodiment, elements including without limitation the attribute engine and elements discussed above and termed “framework” may be implemented in the form of computer program instructions that are stored or recorded in one or more non-transitory storage media and later loaded into the memory of a general-purpose computer or special-purpose computer and executed by processor 120. Each element of logic may comprise or be represented in the form or content of the electronic digital memory, registers or processors of the computer upon execution of the instructions. In another embodiment, each of these elements may be implemented in the form of electronic digital circuit logic using one or more application-specific integrated circuits (ASICs), field programmable gate arrays (FPGAs), or other hardware elements, including those described further herein with reference to FIG. 6. Each element of FIG. 1 is described in further detail below.

3.0 FLEXIBLE FRAMEWORK FOR DEFINING AND CUSTOMIZING PRODUCTS AND ACCESSORIES

[0028] 3.1 ATTRIBUTES ENGINE: KEY-VALUE DESCRIPTIONS AND OPTIONS STRINGS

[0029] In an embodiment, attribute engine 108 is configured with logic that supports a specified syntax that can flexibly describe product characteristics and their constraints. Product options framework 110 may use attribute engine 108 to determine how a custom product is currently defined, the restrictions and other constraints on how the custom product
may be defined, and/or the relationship of the custom product to other products and render files.

[0030] In an embodiment, the specified syntax supported by attribute engine 108 is a key-value syntax that allows products characteristics and constraints to be described as a set of keys and values. A key may represent a particular attribute that may be used to describe one or more products. Each key may be associated with a particular value or a legal set of values, where a value represents a specific characteristic of the corresponding attribute. For example, in the case of a custom printed or manufactured shirt, the product may be described using keys including, without limitation, style, color, and size attributes. There may be 50 available values for the style attribute, 10 values for color, and 5 values for size, but not all permutations of the values may be available or capable of ordering.

[0031] A legal set of values for each key may be specified as a discrete set of values, a range of values, a computed set of values, or through any other suitable mechanism, depending on the implementation.

[0032] In an embodiment, an extensional syntax may be used to specify the legal set of values as a discrete set. The extensional syntax may comprise any suitable syntax for enumerating or otherwise defining each value that forms the legal set of values. For example, in the case of the custom manufactured or printed shirt, the legal set of values may be specified as three discrete values: red, green, or blue. Thus, a selection of any three of these values would constitute an available option. However, in the present example, a different color, such as yellow, would constitute an illegal value that is unavailable for the corresponding product attribute.

[0033] In an embodiment, an intentional syntax may be used to specify the legal set of values as a continuous range of values. Any arbitrary value that falls within the continuous range may be permitted as a legal value. Referring again to the case of the custom manufactured or printed shirt, the legal set of values may be specified as any RGB value between 0 and 256. Thus, any RGB value within the range 0 to 256 may constitute a valid color choice, and RGB values outside the specified range would be invalid. In another example, the product may be a print in which the width and height may be continuous values within bounds. Thus, the user may specify any arbitrary width or height for the print within the legal bounds.

[0034] A computed value may be any value or set of values that is computed based on an evaluation function. The computation may occur in real-time as a user is designing a custom product. For example, the evaluation function may compute the surface area of a custom product.
print based on a width and height input. Once the surface area has been computed, the evaluation function may further classify the print as small, medium or large, depending on the computed surface area.

[0035] In an embodiment, each key may be associated with a namespace. A namespace may represent any particular product or class of product such as Shirt, Print, Frames, etc. Each namespace may be associated with a plurality of attribute definitions for potential attributes of custom products within the namespace. Consequently, by declarations of attributes and allowed values, it is possible for attribute engine 108 to describe a large range of products.

[0036] The key-value syntax is capable of serialization or expression in a text string and is capable of participating in matching operations as further described. A product options framework as further described herein may implement set mathematics to accomplish matching operations. The matching operations may be used for a variety of purposes, including, without limitation, matching custom product definitions to accessory filters, default filters, and render files.

[0037] As an example, a key-value expression may comprise:

[0038] [1] style=basic & color=white & size=large

[0039] in which the character = is an operator and & is a separator. In this example and all other examples herein, bracketed numbers such as [1] merely identify an expression for purposes of the description herein and the bracketed numbers do not form a part of an expression or a syntax definition of expressions. The description [1] would match the following other expressions:

[0040] [2] style=basic

[0041] [3] style={basic, dark, hooded}

[0042] A match occurs because there is no conflict in set membership between the first expression and either the second or third expressions. In an embodiment, the product options framework may dynamically form expressions of the form of [1] and could potentially create and transiently store many such expressions. Expression [2] could be applied to a matching function to filter the stored expressions and generate a result set of only those stored expressions in which style=basic. Similarly, expression [3] may be used to filter the stored expressions into a result set in which the Style attribute is any of the specified set members.

[0043] In an embodiment, an expression may describe a product attribute as a computed value. For example, a Print product may have attributes of Width, Height, and Media. One expression associated with a Print product could be:
[0044] width={>=8, <=60}

[0045] Thus indicating that potential matches for the width may be greater than or equal to 8 units and less than or equal to 60 units; the units may be inches, centimeters, or other linear measurement units. In a traditional RDBMS approach, programming code would be required to achieve an equivalent expression or description of products whereas in the present approach a declaration may be used that is processed by a generalized matching function and other generalized framework functions.

[0046] Operators that connect keys and values may express equality, inequality, or constrained equality. For example, expressions may use:

[0047] key=value – to express equality to a value that is not required to be present

[0048] key!=value – to express inequality

[0049] key:=value – to express equality to a value that must be present

[0050] For example, the expression

[0051] style={basic, dark, fitted} & size!=small

[0052] would match Shirts having a style of basic, dark or fitted and not in a small size.

[0053] In an embodiment, a description of a product using a key-value expression of the specified syntax may be used to retrieve other information about the product, such as pricing, or other attributes of a product in which particular attribute values are not known in advance. A benefit of this approach is that new products or attribute values may be introduced into the system merely using new declarative expressions, rather than with complex programming. For example, adding a new product attribute that results in a product pricing change merely requires updating a Price attribute for that attribute and updating relatively simple conditional logic in a pricing table, for example, “when Product has Widget then Price is $29.95”) rather than updating program logic or complex database tables.

[0054] Consequently, the number of products described in the complete computer system may be increased rapidly without an extensive number of programming changes. Declarative statements that capture simple business statements such as “all Shirts that are Large or Medium have Price P” or all Widgets that are Green cause Price to increase by $10.” These statements can be created and entered by business analysts rather than software engineers, and may be used within the programmatic framework in the form of serialized statements that express key-value pairs combined using operators as shown above.

[0055] In an embodiment, the matching logic may use expressions of the form of [5], [6] and [7] above to create and store a count of actual matches between attribute values in a string that comprises two or more attributes; the resulting count expresses a degree of
closeness in matching or how good a match exists between expressions. For instance, the closeness in matching may be determined based on the percentage of expressions of the form of [5] are satisfied. An expression of the degree of closeness of a match, or accomplishing inexact matches between expressions in which some attribute values are present and others are not, typically is not inherently implemented in a traditional RDBMS.

[0056] In an embodiment, the expression syntax and associated matching logic and other programmatic framework elements support declaring titles for products and contexts for products. For example, assume that a product is declared as:

[0057] [9] [style=\texttt{basic} \& \texttt{color=white} \& \texttt{size=large}]

[0058] A plurality of contexts also may be defined as:

[0059] [10] [region=us \& \texttt{currency=us\textdollar}]

[0060] [11] [region=gb \& \texttt{currency=gbp}]

[0061] Other examples of context include Site or Seller. For example, the same product processed by the platform may be treated differently depending on the offering website or the identity of the seller. For example, if the seller is Disney®, then only Disney® origin products could be offered by applying a filter to an attribute that describes the licensor, manufacturer, or other entity of origin for a particular product.

[0062] The product may have a title, price, and default values. For example, expression [10] may be the default context and [11] may be an overriding alternative context. Any number of contexts may be defined and used. For example, if an end user or customer located in Great Britain connects to a server computer implementing the techniques herein, then the server computer may retrieve [11] as the default context and pass that context string into matching functions that perform filtering functions or other determining functions. Inexact or approximate matches may result and the count of matching attributes may be used to drive data filtering or responsive messages or actions. For example, with [11] if the current user is in Great Britain but has selected Euros as a currency, expression [11] would not match and the system could throw an exception or present a corrective message.

[0063] Using this structure, continuous refinements may be introduced into product definitions over time without extensive programming or modification of database tables.

[0064] In an embodiment, the set matching logic returns a match when a second set is a complete subset of a first set. For example, the set \{basic, dark\} is a match to expression [8] above. In contrast, \{basic, light\} is not a match. In embodiment, the set matching logic is configured to enforce ordered lists. For example, for a print product, the notation [width,
3.2 PRODUCT OPTIONS FRAMEWORK

In an embodiment, a product options may be configured to enable defining products to facilitate the functions described above. The product options framework is a specific example use of the attribute engine described above to process or determine whether one product is compatible with a second product as an accessory or related product. The framework may interoperate with expressions in the key-value based syntax for defining product attributes and relationships, and specifying expressions that can be matched to other values. The framework may provide ways to declare dependencies, defaults, and filters for matching a first product to one or more second compatible products, for example, accessories to the first product. These approaches can overcome the failings of the traditional RDBMS approaches described above. Further, the approaches allow adding new and complex product descriptions efficiently using configuration values rather than custom programming.

FIG. 2 is a flowchart illustrating an example process for implementing and using a product options framework 110, according to an embodiment. In step 202, a namespace is established for one or more products. In an embodiment, each product defined in product data definitions 104 is associated with a descriptive namespace. A namespace may represent a class of product, such as Shirt, Print, etc.

In step 204, attribute names and types are established for the products. In an embodiment, each namespace has a plurality of attribute definitions for potential attributes of products. For the Print namespace, attributes may include, without limitation, a Size attribute defined as [Width, Height], and Media attribute. The attribute definitions comprise declarations of attribute names, legal attribute values, and attribute data types such as string, decimal, integer, array, Boolean.

In step 206, the legal values for the attributes established at step 204 are established for the corresponding products. Attribute values may be specified as a discrete set or a continuous range as describe above. Attribute values may also be computed or referential; for example, a Size could be Large, computed based on an Aspect Ratio of a selected digital image asset to be a rectangle that fits within range dimensions of 32x48 inches. The framework may implement an evaluation language to permit determining the computed values at the time that expressions are evaluated. A benefit of this approach is that
declarations of legal values may be used rather than using a complex table join as in a typical RDBMS approach.

[0070] In an embodiment, each product also comprises definitions of key values; any attribute may be specified as a key value, and key values may be used in evaluation of expressions. The key values may comprise any combination of attributes that uniquely identify a product.

[0071] When a product has been defined in terms of a namespace, attributes, values, and key values, then one or more product options may be declared or defined with reference to the key values. Example product options comprise example expressions identified above.

[0072] In step 208, relationships, dependencies, defaults, and other filter criteria may be established for the one or more products. For example, this step may comprise defining accessory filters, default filters, render mappings, and other filters as described below. These filters may be used to identify constraints and prune result sets as a user is designing a custom product.

[0073] In step 210, the data is serialized into option strings and filter expressions. In an embodiment, serializing the data comprises generating key-value expressions such as described above for the various product options and associated filters. The serialized data may be stored in key-value store 106 and matched against incoming queries using the matching techniques described above.

[0074] In an embodiment, special-purpose data definitions for a key-value store 106 are provided and may be stored using a commercially available or open-source key-value store such as MemCache or other intermediate caches. In an embodiment, other infrastructure software elements make use of the special-purpose key-value store to use expressive relationships between products. Examples of other infrastructure elements include accessories, dependencies, defaults, and rendering.

[0075] In step 212, one or more attribute values are received that define a custom product. For example, if the user is customizing a Print, the user may specify the width and the height of the print. The attribute values selected or otherwise specified by the user may affect the availability and defaults of other attribute values for the custom product or accessory products. Furthermore, the attribute values selected by the user may affect what accessory products are recommended and how a representative image of the custom product is rendered.

[0076] In step 214, the received attribute values are used to search for matching option strings and filters. For example, the attributes and corresponding attribute value(s) may
serialized into one or more key-value expressions, which may be used to query the product 
accessories framework. Matching operations such as described above may then be 
implemented to determine matching product options and filters. The matching product 
options and filters may then be used to provide a query result set.

[0077] In step 216, the results of the search are returned. The result set may identify or 
otherwise include, without limitation, constraints on the available attribute values and 
accessories that may be selected by the user, the default attribute values that should be 
displayed to a user, a set of compatible accessory products that should be recommended to 
the user, and a rendered image of the product.

[0078] 3.3 ACCESSORIES FRAMEWORK

[0079] In an embodiment, the product options framework comprises or can access an 
accessories framework comprising one or more computer programs, key-value store 
definitions, stored procedures, or other software elements that implement functions for 
determining whether one product can be an accessory to another product.

[0080] Further, the accessories framework is configured to determine product 
characteristics of multiple products and to enforce compatibilities. For example, in the 
context of framed products, a Frame could be defined having the following attributes: size = 
[w,h]; moldings; mount type; float widths[l, t, r, b]; mat1; mat2; mat widths[l, t, r, b]; 
glazing. The example attributes reflect the following logic. The size of a frame for a framed 
product may be compatible only with selected materials; frames may comprise molding types 
and legal frame opening sizes. The size of the customer requested frame may be 
incompatible with a particular molding type. Different mounting options may be provided 
such as float mounting that may be incompatible with particular print sizes or molding types 
or opening sizes. A float mounting may have specified widths of the float spacing for left, 
top, right and bottom parts of the product. There may be one or two mats having different 
types and different left, top, right and bottom widths. There may be plastic or glass glazing, 
or glazing may be absent.

[0081] Choices of different values for certain attributes may affect allowed values of 
other attributes and therefore the compatibility of the specified product with other products. 
For example, for a Print if Mat1 is present and has valid values, then the Float Widths are 
invalid or must be zero. If the Mount Type is Float then the Float Widths must have integer 
values and the Mat Widths values must be zero. If the Mount Type is Mat and the Mat 
Widths are 3”, then the total product size becomes larger and the molding size may or may 
not be compatible with the resulting size and other values may become legal or illegal.
[0082] A Print may comprise size[w,h] and media. If the end user or customer is considering Print products, the computer system should obtain and display information about only other products (accessories) that are legal or allowed for manufacture with a particular Print. Therefore, there is a need to know whether a standard frame matches a selected print or whether a custom frame is possible. As an example, if the Size of the Print is [30,48] then a standard (fixed) size frame of [4,6] is not compatible and should be filtered out; however, a [32,48] frame will work and a frame of [30,46] might be compatible if cropping is used.

[0083] In an embodiment, the accessories framework comprises logic configured to implement a plurality of filters, comparison logic, and enforcement logic. In an embodiment, a first product is defined by an option string comprising key attributes and values in the form described for expressions [1] to [9] above as examples. The first product is also associated with a first filter definition, which may comprise a stored procedure in a SQL Server database or an equivalent procedure processing system. The comparison logic is configured to receive the first option string and apply the first filter definition to result in generating a result set of matching second products. For example, if the first option string specifies ProductType=Print, then the second products result set would exclude all products with a ProductType=Necktie.

[0084] The matching second products represent candidate accessories or compatible products subject to a second level of filtering. Each of the second products is defined by a different option string and has an associated second filter. The enforcement logic is also configured to apply each second filter to the first option string to determine whether the first product is compatible with that particular second product and to return a result of Valid or Invalid. If not, then that particular second product may be removed from the result set. For example, one of the second products may comprise a standard (fixed) size frame having a Size of [4,6] and its filter definition would exclude the first product if the Size of the Print is [30,48].

[0085] The enforcement logic then may generate or retrieve a further filter for enforcement purposes. Assume, for example, that the enforcement filter specifies only custom frame products having Size [32,48] with a Mount Type of Mat. The enforcement filter becomes bound to the first product and used in regulating the optional products that are displayed in a user interface to a user. Therefore, for example, as the user is browsing options for the particular print, the user will be able to select only frames that have a Size of [32,48] and can only select a Mount Type of Mat. Other attribute values may be enforced, such as to allow only non-glare glazing, etc.
In an embodiment, a Filter may be defined as a stored procedure in a database system. In an embodiment, a Filter comprises an association of a Filter Set ID; a Product ID; a Product Type; a Context; a Filter; a Filter Expression; and Filter Variables. The Filter Set ID is a unique value for identification purposes. The Product ID value is optional and may associate the filter with a particular product to indicate relevance to that product. The Product Type value is optional and may associate the filter with a particular product type to indicate relevance to that product type. The Context value is optional and may comprise a declarative string of the type described above with respect to context identification.

The Filter may comprise either a declarative string in the key-value formats described above, or one or more programmatic statements that implement filter logic in accordance with a programmatic evaluation language framework provided by the underlying database. For example, if an intentional or expressive definition of the filter cannot be known in advance then programmatic statements enable computing a declarative string for the filter on-the-fly. For example, size values can be computed and then captured in a declarative string that fully expresses the filter. A Filter Expression may comprise a static declarative string of the type described above or may be computed. The Filter Variables are optional and may identify computational values that are used with the programmatic statements.

Each filter also comprises or is related to a Mapping Table. The Mapping Table comprises a list of one or more options strings that identify products to recommend or output when the filter is matched. Thus, the output of a Filter may be a set of one or more recommended products that are compatible with or accessories for the first product that passes the filter. A Mapping Table may have any number of entries. The accessories framework is configured to obtain, when a first product passes a Filter, the contents of the Mapping Table for use in performing a second-level filtering of the first product against all second products that are identified in the Mapping Table. Each Mapping Table entry may identify required attributes for enforcement in the second level filtering step; thus, each Mapping Table has constraints that must be satisfied for the associated second product to be compatible with the first product.

A benefit of this approach is that developing complex or computed filters does not require changes in database schema but merely involves preparing a small snippet of program code that is placed in the filter declaration.

FIG. 3 is a flowchart illustrating an example process for implementing and using accessories framework 112, according to an embodiment. In step 302, one or more key-value expressions such as those described for expressions [1] to [9] above are formed using
attributes and attribute values that define a custom product. For example, the user may select or otherwise specify the dimensions of a particular custom print product. These dimensions may be serialized into an attribute string comprising one or more key-value pairs. The key-value pairs may include a first key-value pair comprising a width key and corresponding value identifying the width of the print and a second key-value pair comprising a height key and a corresponding value identifying the height of the print.

[0091] In step 304, the key-value expressions are matched against accessory filters associated with the custom product. For instance, width and height attribute key-value pairs may be matched with a filter that identifies compatible frame sizes for accessory frame products based on the associated width and height values. The filter may comprise one or more of Filter Set ID; a Product ID; a Product Type; a Context; a Filter; a Filter Expression; and Filter Variables as described above.

[0092] In step 306, the accessory filter is applied to determine a set of legal values for an attribute of an accessory product. For example, if the custom print has Size [32,48], then the enforcement logic may limit the size of accessory frames to [32, 48]. Alternatively, the enforcement logic may permit a range of sizes, such as [30-32, 46-48] to permit cropping or other customizations.

[0093] In step 308, a constraint is enforced on the accessory products to restrict the attribute to the set of legal attribute values. This step may comprise the enforcement logic limiting or otherwise preventing a user from selecting an illegal attribute value for the accessory product. The enforcement logic may also prevent accessory recommendations of accessories that have attribute values that are outside of the legal set of values. This step may also comprise performing secondary filtering as described above to determine the compatibility of the custom product as described by filters associated with the matched accessory products. Thus, even if the accessory products satisfy the first-level filtering, the enforcement logic may exclude the accessory product if the second-level filtering identifies that the custom product is incompatible.

[0094] 3.4 BUNDLING FRAMEWORK FOR GROUPED PRODUCTS

[0095] In an embodiment, the product options framework includes or can access a bundling framework providing logic to support processing attributes that are dependent on values of other attributes. The framework allows accounting for the fact that certain accessories may not fit a particular first product, and for determining compatibilities both in terms of product manufacturing and whether digital images of products are capable of visualizing or rendering in a display unit.
FIG. 6 illustrates an example of relationships between a product bundle, a filter set, and an accessory product. In an embodiment, a product bundle is defined as an association of two or more products that can be visualized together in a graphical user interface and are compatible or can be ordered together for use together or in a combined custom manufactured product. Logic implementing the bundle framework can resolve dependencies between products.

In an embodiment, a product bundle 602 comprises two or more products, for example, a Print 604 and a Frame 606. A bundle may reflect dependencies; for example, if Frame 606 is deleted from the bundle then the Print 604 may remain and could be visualized and ordered independently. Dependencies are not necessary and multiple products could be added to the bundle with no dependencies. In contrast, if the Print 604 is deleted then the Frame 606 also should be deleted because frames are not ordered separate from framed products.

Each product is associated with a particular filter 610A, 610B in a Filter Set 608. Each filter 610A, 610B matches a corresponding constituent product in the product bundle 602, and is associated with the product bundle via the Filter Set 608. The Filter Set 608 is valid only if each and every individual filter 601A, 610B matches the products in the product bundle 602. Thus, a Filter Set 608 can enforce joined constraints that apply to a product bundle as a whole. In an implementation, a Filter Set may be bound in its Mapping Table to one or more particular accessory products; the effect is to recommend the specified accessory products when all filters in the Filter Set are determined to match corresponding products of a Product Bundle.

An accessory product such as a hanger 612 for a framed print may be associated with one of the filters 610B as a dependent match on that filter. In an embodiment, a Filter Set 608 includes a declaration of a single dependency that references a particular dependent product or an options string that matches a plurality of dependent products. Consequently, if a particular dependent product such as hanger 612 is added to the product bundle 602, the dependency defined in the Filter Set 608 for that product bundle may be used to determine when to permit or remove the dependent product for purposes of offering, ordering for custom manufacture, or rendering in a user interface display. A dependent match reflects the concept that a particular accessory product may be appropriate to associate with a bundle only when both the constituent products of the bundle are in the bundle or only with a particular product in the bundle. For example, if the bundle 602 comprises both a Print 604 and Frame 606, then it is appropriate to offer the customer a hanger 612 for the combined
framed product, and that hanger may be compatible only with the particular kind of Frame 606 and therefore the hanger is dependent on the Frame. However, if that Frame 606 is removed from the bundle, then the hanger 612 should not be offered.

[0100] In an embodiment, the bundling framework comprises logic to support accurate rendering of bundled products by determining which views of combined products are valid or should be shown in a graphical user interface or other display. In general, when products are added to a bundle, the bundling logic is configured to examine each product, filter each product based on filters as previously described, and select and order one or more allowed views based on matches of the filters. For example, when the Product Type is Shirt, then only views or rendering logic appropriate for Shirts should be used. When other Product Types are involved, then other views may provide a better rendering or showcasing of that particular product type.

[0101] The rendering logic is not required to enforce complete matching of products in a bundle to corresponding filters. FIG. 7 illustrates a product bundle having three constituent products associated with a filter set having two filters that define allowed rendering views for the products. It may be seen that only two of the products in the bundle have matching rendering filters. The absence of a match for the third product is acceptable and merely means that one product in the bundle is not rendered, which may be appropriate depending on the nature of the product. Instead, if the filters are a complete subset of the corresponding products, but not an exactly matching subset, rendering can proceed. The number of matching filters, however, indicates that views are increasingly relevant. Filters may express an order; for example it may be appropriate to first render an image of a print, then a mat, then a frame over the mat and print.

[0102] The rendering logic may be configured to accommodate product options and bundles. In an embodiment, the rendering logic supports defining rendering files and add elements to the rendering logic using declarative statements rather than pure programming. Attributes of views may be declared in rendering files that serve as configuration files to drive rendering processes. In an embodiment, the capabilities of the rendering logic are matched to bundles of products through other declaratory statements and the matching syntax that have been described above. In this arrangement, declarations in the rendering configuration files may be transformed into rendering parameters after parsing according to the matching syntax described above. For example, declarations that are consumable by the attributes engine may yield an output configuration file specifying allowed views of the
corner of a framed print and rendering parameters for generating a correct visual rendering of the corners.

[0103] Declarations for particular products and the rendering logic may cooperate to produce compatible views for different products depending on whether a product has a matted or floated mount. Based on frame size, scaling may be applied to the rendered image. For example, if the print in a customer selection is relatively small, then scaling is applied to zoom in on the order of the print and preclude displaying areas outside the bounds of the print. Conversely, large prints should be given zoom-out scaling for correct rendering and instructions for scaling and other effects may be declared as part of rendering filters. Filter declarations for rendering also may contain references to textures for use in rendering operations for frame elements, mats, and other product features.

[0104] 3.5 DEFAULTING FRAMEWORK

[0105] In an embodiment, it may be useful to offer end user consumers a set of default attributes for each particular Product Type. Because the present approaches may be used to offer a large number of product types each having many attributes with a large number of resulting permutations, the sheer number of available choices could potentially overwhelm a user. Therefore, in an embodiment, a defaulting framework comprises logic for declaring and enforcing various default attribute values to assist users in making product selections. The defaulting framework also provides flexible and declarative mechanisms for introducing new products into the system with specification of appropriate default values.

[0106] A defaulting framework is also beneficial in assigning an appropriate default value to various product attributes. For example, when Product Type is T-shirt, an appropriate default value for a Size attribute may be Large; when the Product Type is Infant Creeper, the appropriate default value for Size may be “6 Months”. Thus, it will be clear that not all values for Size are relevant to all product types. Accordingly, an analyst or other product manager can declare a default value for each attribute value to enable the system to rapidly display example value options to the end user consumer. For example, the user may have selected Shirts, but may not have selected a Color value; the defaulting engine can review declarations to identify the one that is most relevant to the current set of end user selections and apply that default value to the rendering display and to other frameworks and filters.

[0107] In an embodiment, as a user selects or changes a particular attribute value, the default values for other attributes of the same product may also change. For example, one declaration might provide that if the Product is a giclee print and the Mount Type is Float,
then a related default is: {Molding != Metal} (is not metal). Alternatively, if the Product is a Print, the Print Size is [20,16] and the Mount Type is Mat, then the Mat Size values might default to 3” in order to present a good default appearance. For a small print, the default mat size might be much smaller.

[0108] An example defaulting declaration is: Size.Default = Large. Alternatively, a defaulting declaration is: When Style=InfantTShirt then Size.Default=6Months. Successive levels of defaults may be provided; for example, an alternative declaration may state: If Style=InfantTShirt & Color=Lime :: Size.Default=12Months. Thus, successive default declarations may establish, with progressively greater granularity, narrower sets of rules for defaulting that override prior broader rules.

[0109] In an embodiment, each defaulting declaration is expressed in the same form described above for a Filter. Filter Expression variables are evaluated based on Filter Variable declarations and the current Context to yield a Filter; the resulting Filter matches on certain products and maps to the default attribute values, which may be declared in the Map Table of the Filter.

[0110] FIG. 4 is a flowchart illustrating an example process for implementing and using defaulting framework 116, according to an embodiment. In step 402, one or more key-value expressions such as those described for expressions [1] to [9] above are formed using attributes and attribute values that define or are otherwise associated with a custom product. These may be the same attributes and values of the custom product used at step 302 for the accessory filtering or different attribute and values, depending on the implementation.

[0111] In step 404, the key-value expressions are matched against default filters. For instance, if the user is designing a T-shirt and has selected a black color, then the attribute “Color” and associated value “Black” may be matched with one or more relevant default filters. Relevant default filters in this context may be any filter where the Color attribute is used in determining and selecting default values.

[0112] In step 406, the default filter is applied to determine default values for attributes of the custom product and/or accessory products. For example, if the user has selected a color of black, then a default filter may determine that a large should be the default size of the T-shirt. If baseball caps are recommended, then the default Color recommended may be Green.

[0113] In step 408, the default value is applied to the custom and/or accessory product. This step may comprise selecting the default value and causing the selected value to be displayed to the end user. For example, if the user is designing a custom T-shirt and
selects a Color of Black, then the system may automatically select Large as the default Size. These attribute values may be used to render a representative image of a large, black T-shirt.

While designing the custom product, the user may update one or more attribute values that affect the default values of other attributes. Accordingly, if an updated attribute value is received at step 410, then the process may return to step 402 to update the default values. For example, if the user changes the Color attribute from Black to Purple, then the default Size attribute may be changed from Large to Medium.

3.6 RENDERING FRAMEWORK

Rendering framework 730 may comprise one or more computer programs, other software elements such as stored procedures, or other computer logic configured to perform the following functions. Further, the rendering framework 730 may be coupled to logic that is specially configured to perform rendering 3D models into 2D graphical images that can be delivered to a user station such as a browser. In an embodiment, the rendering logic is termed a realview rendering engine.

In an embodiment, the user is shown a synthetically constructed image of the product that the user is configuring for manufacturing. In creating this rendering, not all product options are enumerated as prebuilt images. Some options, such as final product size may not affect the image generation. Other options, such as frame color or printing surface may be synthetically applied to the image. Choosing appropriate key-value subsets and mapping those to the realview rendering engine is another extension of the options framework.

In an embodiment, the user is shown an array of images to suggest alternative products, accessories and bundles that may be manufactured. Choosing a small set of possible products from all available configurations that satisfy the multiple constraints of being able to manufacture the product, being able to synthetically preview the product and any additional contextual constraints imposed by the user or seller is handled by the options framework. The ability to not only constrain the solution set but to mark constrained solution as being more or less relevant is key to providing a successful user experience.

In an embodiment, the option framework is used to map select product attributes to render engine instructions. The mapping may implement the matching logic described above. For example, the key-value pairs for the select product attributes may map to specific render files. The realview rendering engine may access these render files to generate an image that
In an embodiment, the option framework is used to normalize and minimize the query strings associated with a generated realview image to maximize the effective use and performance of external image caches.

FIG. 5 is a flowchart illustrating an example process for implementing and using rendering framework 130, according to an embodiment. In step 502, one or more key-value expressions such as those described for expressions [1] to [9] above are formed using attributes and attribute values that define one or more custom product(s). In an embodiment, this step may include forming key-value expressions for each product in a product bundle.

In step 504, the key-value expressions are mapped to render files. For instance, if the user has designed a custom Print with dimensions of 32x48 inches and bundled the Print with a black wood frame, then the following key-value expression may be formed: Size=[32x48] & Molding=Wood & Color=Black. This expression may map to one or more render files which may be processed by the rendering engine to render an image reflecting the print in the custom frame.

In step 506, the rendering engine renders an image representative of the custom product. Any suitable rendering process may be implemented at this steps that uses the render files identified at step 504 to generate an appropriate image representation of a custom product or product bundle. For example, this step may include rendering 3D models into 2D graphical images that can be delivered to a user station such as a browser.

In step 508, the representative image is displayed to the end user that is designing the product. This step may comprise, for example, causing the representative image to be displayed through a web browser or other application program that the user is using to design the custom product.

3.7 ADDITIONAL FRAMEWORKS

In addition to the frameworks described above, attributes engine 108 allows facilitates the addition and implementation of other frameworks without requiring complex database schemas or complex programming. In one embodiment, a pricing framework may be provided. The pricing framework may map key-value expressions to corresponding price values. For example, if a new product includes a new attribute value for a particular attribute that is relevant in calculating the price, then a new key name may be generated and written into the pricing tables. The key-value matching may then apply a pricing filter such that when the particular attribute has the new attribute value, the price is changed to the identified price.
[0127] In another embodiment, a description framework may be provided to enable other elements of the system to retrieve or obtain product descriptions.

4.0 IMPLEMENTATION MECHANISM—HARDWARE OVERVIEW

[0128] According to one embodiment, the techniques described herein are implemented by one or more special-purpose computing devices. The special-purpose computing devices may be hard-wired to perform the techniques, or may include digital electronic devices such as one or more application-specific integrated circuits (ASICs) or field programmable gate arrays (FPGAs) that are persistently programmed to perform the techniques, or may include one or more general purpose hardware processors programmed to perform the techniques pursuant to program instructions in firmware, memory, other storage, or a combination. Such special-purpose computing devices may also combine custom hard-wired logic, ASICs, or FPGAs with custom programming to accomplish the techniques. The special-purpose computing devices may be desktop computer systems, portable computer systems, handheld devices, networking devices or any other device that incorporates hard-wired and/or program logic to implement the techniques.

[0129] For example, FIG. 8 is a block diagram that illustrates a computer system 800. Computer system 800 includes a bus 802 or other communication mechanism for communicating information, and a hardware processor 804 coupled with bus 802 for processing information. Hardware processor 804 may be, for example, a general purpose microprocessor.

[0130] Computer system 800 also includes a main memory 806, such as a random access memory (RAM) or other dynamic storage device, coupled to bus 802 for storing information and instructions to be executed by processor 804. Main memory 806 also may be used for storing temporary variables or other intermediate information during execution of instructions to be executed by processor 804. Such instructions, when stored in non-transitory storage media accessible to processor 804, render computer system 800 into a special-purpose machine that is customized to perform the operations specified in the instructions.

[0131] Computer system 800 further includes a read only memory (ROM) 808 or other static storage device coupled to bus 802 for storing static information and instructions for processor 804. A storage device 810, such as a magnetic disk or optical disk, is provided and coupled to bus 802 for storing information and instructions.
Computer system 800 may be coupled via bus 802 to a display 812, such as a cathode ray tube (CRT), for displaying information to a computer user. An input device 814, including alphanumeric and other keys, is coupled to bus 802 for communicating information and command selections to processor 804. Another type of user input device is cursor control 816, such as a mouse, a trackball, or cursor direction keys for communicating direction information and command selections to processor 804 and for controlling cursor movement on display 812. The input device typically has two degrees of freedom in two axes, a first axis (e.g., x) and a second axis (e.g., y), that allows the device to specify positions in a plane.

Computer system 800 may implement the techniques described herein using customized hard-wired logic, one or more ASICs or FPGAs, firmware and/or program logic which in combination with the computer system causes programs to be executed for the computer system 800 to be a special-purpose machine. According to one embodiment, the techniques herein are performed by computer system 800 in response to processor 804 executing one or more sequences of one or more instructions contained in main memory 806. Such instructions may be read into main memory 806 from another storage medium, such as storage device 810. Execution of the sequences of instructions contained in main memory 806 causes processor 804 to perform the process steps described herein. In alternative embodiments, hard-wired circuitry may be used in place of or in combination with software instructions.

The term “storage media” as used herein refers to any non-transitory media that store data and/or instructions that cause a machine to operate in a specific fashion. Such storage media may comprise non-volatile media and/or volatile media. Non-volatile media includes, for example, optical or magnetic disks, such as storage device 810. Volatile media includes dynamic memory, such as main memory 806. Common forms of storage media include, for example, a floppy disk, a flexible disk, hard disk, solid state drive, magnetic tape, or any other magnetic data storage medium, a CD-ROM, any other optical data storage medium, any physical medium with patterns of holes, a RAM, a PROM, and EPROM, a FLASH-EPROM, NVRAM, any other memory chip or cartridge.

Storage media is distinct from but may be used in conjunction with transmission media. Transmission media participates in transferring information between storage media. For example, transmission media includes coaxial cables, copper wire and fiber optics, including the wires that comprise bus 802. Transmission media can also take the form of acoustic or light waves, such as those generated during radio-wave and infra-red data communications.
Various forms of media may be involved in carrying one or more sequences of
one or more instructions to processor 804 for execution. For example, the instructions may
initially be carried on a magnetic disk or solid state drive of a remote computer. The remote
computer can load the instructions into its dynamic memory and send the instructions over a
telephone line using a modem. A modem local to computer system 800 can receive the data
on the telephone line and use an infra-red transmitter to convert the data to an infra-red
signal. An infra-red detector can receive the data carried in the infra-red signal and
appropriate circuitry can place the data on bus 802. Bus 802 carries the data to main memory
806, from which processor 804 retrieves and executes the instructions. The instructions
received by main memory 806 may optionally be stored on storage device 810 either before
or after execution by processor 804.

Computer system 800 also includes a communication interface 818 coupled to
bus 802. Communication interface 818 provides a two-way data communication coupling to
a network link 820 that is connected to a local network 822. For example, communication
interface 818 may be an integrated services digital network (ISDN) card, cable modem,
satellite modem, or a modem to provide a data communication connection to a corresponding
type of telephone line. As another example, communication interface 818 may be a local
area network (LAN) card to provide a data communication connection to a compatible LAN.
Wireless links may also be implemented. In any such implementation, communication
interface 818 sends and receives electrical, electromagnetic or optical signals that carry
digital data streams representing various types of information.

Network link 820 typically provides data communication through one or more
networks to other data devices. For example, network link 820 may provide a connection
through local network 822 to a host computer 824 or to data equipment operated by an
Internet Service Provider (ISP) 826. ISP 826 in turn provides data communication services
through the world wide packet data communication network now commonly referred to as
the "Internet" 828. Local network 822 and Internet 828 both use electrical, electromagnetic
or optical signals that carry digital data streams. The signals through the various networks
and the signals on network link 820 and through communication interface 818, which carry
the digital data to and from computer system 800, are example forms of transmission media.

Computer system 800 can send messages and receive data, including program
code, through the network(s), network link 820 and communication interface 818. In the
Internet example, a server 830 might transmit a requested code for an application program
through Internet 828, ISP 826, local network 822 and communication interface 818.
The received code may be executed by processor 804 as it is received, and/or stored in storage device 810, or other non-volatile storage for later execution.

5.0 EXTENSIONS AND ALTERNATIVES

In the foregoing specification, embodiments of the invention have been described with reference to numerous specific details that may vary from implementation to implementation. Thus, the sole and exclusive indicator of what is the invention, and is intended by the applicants to be the invention, is the set of claims that issue from this application, in the specific form in which such claims issue, including any subsequent correction. Any definitions expressly set forth herein for terms contained in such claims shall govern the meaning of such terms as used in the claims. Hence, no limitation, element, property, feature, advantage or attribute that is not expressly recited in a claim should limit the scope of such claim in any way. The specification and drawings are, accordingly, to be regarded in an illustrative rather than a restrictive sense.
CLAIMS

What is claimed is:

1. A method comprising:
   receiving, from a user that is customizing a custom product, a first attribute value that
defines an attribute of the custom product;
   in response to receiving the first attribute value, determining a legal set of attribute
values for a second attribute of at least one of the custom product or an accessory product;
   wherein the legal set of attribute values identifies one or more attribute values of the
second attribute of the custom product or the accessory product that are compatible with the
first attribute value;
   wherein the method is performed by one or more computing devices.

2. The method of Claim 1, wherein the legal set of attribute values identifies a
continuous range of values that are compatible with the first attribute value, wherein any
value selected within the continuous range of values is compatible with the first attribute
value, the method further comprising limiting the user to selecting an attribute value within
the legal range of values.

3. The method of Claim 1, wherein the first attribute value is an arbitrary attribute value
selected by the user that is customizing the custom product.

4. The method of Claim 1, further comprising identifying a set of one or more accessory
products that have an attribute value within the legal set of attribute values; causing the one
or more accessory products to be displayed to the user as recommended products that are
compatible with the custom product.

5. The method of Claim 1, further comprising identifying a particular accessory product
that has an attribute value within the legal set of attribute values; identifying a third attribute
value defining a third attribute of the accessory product; determining whether the custom
product is compatible with the third attribute value; in response to determining that the
custom product is not compatible with the third attribute value, preventing recommendation
of the particular accessory product to the user.
6. The method of Claim 1, wherein determining a legal set of attribute values for a second attribute of at least one of the custom product or an accessory product comprises: in response to receiving the first attribute value, forming a key-value expression including a key-value pair that associates the first attribute value with the first attribute; matching the key-value expression with one or more option strings; wherein the one or more option strings identify the legal set of attribute values for the second attribute.

7. The method of Claim 1, wherein the custom product is part of a product bundle that associates the custom product with a second product; wherein the custom product is associated with a first filter that identifies a first set of constraints associated with the custom product; wherein the second product is associated with a second filter that identifies a second set of constraints associated with the second product; the method further comprising: determining a set of one or more accessory products that satisfy the first set of constraints and the second set of constraints; recommending the set of accessory products to the user as compatible accessory products.

8. The method of Claim 7, wherein the second filter specifies that the second product is dependent on the custom product; the method further comprising: receiving user input removing the custom product from the bundle; in response to removing the custom product from the bundle, determining that the second product is dependent on the custom product and removing the second product from the product bundle.

9. The method of Claim 7, further comprising: forming key-value expressions for the product bundle; matching the key-value expression with one or more render files; based on the render files, rendering an image of the product bundle; causing the image to be displayed to the user.

10. The method of Claim 1, further comprising: before receiving the first attribute value, causing display of a first default value for a third attribute of the custom product; in response to receiving the first attribute value, causing display of a second default value for the third attribute of the custom product; wherein the second default value is different than the first default value.

11. One or more non-transitory computer-readable media storing one or more sequences of instructions which, when executed, cause performance of:
receiving, from a user that is customizing a custom product, a first attribute value that defines an attribute of the custom product;

in response to receiving the first attribute value, determining a legal set of attribute values for a second attribute of at least one of the custom product or an accessory product;

wherein the legal set of attribute values identifies one or more attribute values of the second attribute of the custom product or the accessory product that are compatible with the first attribute value.

12. The one or more non-transitory computer-readable media of Claim 11, wherein the legal set of attribute values identifies a continuous range of values that are compatible with the first attribute value, wherein any value selected within the continuous range of values is compatible with the first attribute value, the one or more non-transitory computer-readable media further storing instructions which cause performance of: limiting the user to selecting an attribute value within the legal range of values.

13. The one or more non-transitory computer-readable media of Claim 11, wherein the first attribute value is an arbitrary attribute value selected by the user that is customizing the custom product.

14. The one or more non-transitory computer-readable media of Claim 11, further storing instructions causing performance of: identifying a set of one or more accessory products that have an attribute value within the legal set of attribute values; causing the one or more accessory products to be displayed to the user as recommended products that are compatible with the custom product.

15. The one or more non-transitory computer-readable media of Claim 11, further comprising identifying a particular accessory product that has an attribute value within the legal set of attribute values; identifying a third attribute value defining a third attribute of the accessory product; determining whether the custom product is compatible with the third attribute value; in response to determining that the custom product is not compatible with the third attribute value, preventing recommendation of the particular accessory product to the user.

16. The one or more non-transitory computer-readable media of Claim 11, wherein determining a legal set of attribute values for a second attribute of at least one of the custom product or an accessory product comprises: in response to receiving the first attribute value,
forming a key-value expression including a key-value pair that associates the first attribute value with the first attribute; matching the key-value expression with one or more option strings; wherein the one or more option strings identify the legal set of attribute values for the second attribute.

17. The one or more non-transitory computer-readable media of Claim 11, wherein the custom product is part of a product bundle that associates the custom product with a second product; wherein the custom product is associated with a first filter that identifies a first set of constraints associated with the custom product; wherein the second product is associated with a second filter that identifies a second set of constraints associated with the second product; the method further comprising: determining a set of one or more accessory products that satisfy the first set of constraints and the second set of constraints; recommending the set of accessory products to the user as compatible accessory products.

18. The one or more non-transitory computer-readable media of Claim 17, wherein the second filter specifies that the second product is dependent on the custom product; the method further comprising: receiving user input removing the custom product from the bundle; in response to removing the custom product from the bundle, determining that the second product is dependent on the custom product and removing the second product from the product bundle.

19. The one or more non-transitory computer-readable media of Claim 17, further comprising: forming key-value expressions for the product bundle; matching the key-value expression with one or more render files; based on the render files, rendering an image of the product bundle; causing the image to be displayed to the user.

20. The one or more non-transitory computer-readable media of Claim 11, further comprising: before receiving the first attribute value, causing display of a first default value for a third attribute of the custom product; in response to receiving the first attribute value, causing display of a second default value for the third attribute of the custom product; wherein the second default value is different than the first default value.
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