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(57) Abstract: Systems and methods for implementing an artificially in-
telligent virtual assistant includes collecting a user query; using a compe-
tency classification machine learning model to generate a competency la-
bel for the user query; using a slot identification machine learning model
to segment the text of the query and label each of the slots of the query;
generating a slot value for each of the slots of the query; generating a han-
dler for each of the slot values; and using the slot values to: identify an
external data source relevant to the user query, fetch user data from the
external data source, and apply one or more operations to the query to gen-
erate response data; and using the response data, to generate a response
to the user query.
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SYSTEM AND METHOD FOR IMPLEMENTING AN ARTIFICIALLY INTELLIGENT
VIRTUAL ASSISTANT USING MACHINE LEARNING

GOVERNMENT RIGHTS
[0001] The subject matter of the invention may be subject to U.S. Government Rights
under National Science Foundation grant: NSF SBIR Phase 1 Grant — 1622049.
TECHNICAL FIELD
[0002] The inventions herein relate generally to the virtual assistant field, and more

specifically to a new and useful system and method for implementing an artificially
intelligent assistant using machine learning in the virtual assistant field.

BACKGROUND
[0003] Modern virtual assistants and/or online chatbots may typically be employed
to perform various tasks or services based on an interaction with a user. Typically, a user
interacting with a virtual assistant may pose a question or otherwise submit a command to
the virtual assistant to which the virtual assistant may provide a response or a result. Many
of these virtual assistants may be implemented using a rules-based approach, which
typically requires coding or preprogramming many or hundreds of rules that may govern a
manner in which the virtual assistant should operate to respond to a given query or
command from a user.
[0004] While the rules-based approach for implementing a virtual assistant may be
useful for addressing pointed or specific queries or commands made by a user, the rigid or
finite nature of this approach severely limits a capability of a virtual assistant to address
queries or commands from a user that exceed the scope of the finite realm of pointed and/or
specific queries or commands that are addressable by the finite set of rules that drive the
response operations of the virtual assistant.
[0005] That is, the modern virtual assistants implemented via a rules-based
approach for generating responses to users may not fully satisfy queries and commands
posed by a user for which there are no predetermined rules to provide a meaningful
response or result to the user.
[0006] Therefore, there is a need in the virtual assistant field for a flexible virtual

assistant solution that is capable of evolving beyond a finite set of rules for effectively and
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conversantly interacting with a user. The embodiments of the present application described
herein provide technical solutions that address, at least, the need described above, as well as
the deficiencies of the state of the art described throughout the present application.

BRIEF DESCRIPTION OF THE FIGURES
[0007] FIGURE 1 illustrates a schematic representation of a system in accordance
with one or more embodiments of the present application;
[0008] FIGURE 2 illustrates an example method in accordance with one or more

embodiments of the present application;

[0009] FIGURES 3A-3B illustrate example schematics for implementing portions of
a method and a system in accordance with one or more embodiments of the present
application;

[0010] FIGURE 4 illustrates an example schematic for implementing portions of a

method and a system in accordance with one or more embodiments of the present
application;
[0011] FIGURE 5 illustrates an example schematic for implementing portions of a

method and system in accordance with one or more embodiments of the present

application;
[0012] FIGURES 6A-6B illustrate an example schematic for implementing portions
of a method and system in accordance with one or more embodiments of the present
application;
[0013] FIGURE 7 illustrates an example method for handling successive, cognate

queries in accordance with one or more embodiments of the present application; and
[0014] FIGURE 8 illustrates an example method for handling deficient user queries
in accordance with one or more embodiments of the present application.

DESCRIPTION OF THE PREFERRED EMBODIMENTS
[0015] The following description of the preferred embodiments of the present
application are not intended to limit the inventions to these preferred embodiments, but
rather to enable any person skilled in the art to make and use these inventions.
Overview
[0016] As discussed above, existing virtual assistant implementations do not have

the requisite flexibility to address unrecognized queries or commands from user in which

2



WO 2019/103738 PCT/US2017/063034

there are no predetermined rules designed around narrowly-defined intents. This inflexible
structure cannot reasonably and efficiently address the many variances in the manners in
which a user may pose a query or command to the virtual assistant.

[0017] The embodiments of the present application, however, provide artificial
intelligence virtual assistant platform and natural language processing capabilities that
function to process and comprehend structured and/or unstructured natural language input
from a user. Using one or more trained (deep) machine learning models, such as long short-
term memory (LSTM) neural network, the embodiments of the present application may
function to understand any variety of natural language utterance or textual input provided
to the system. The one or more deep machine learning models post deployment can
continue to train using unknown and previously incomprehensible queries or commands
from users. As a result, the underlying system that implements the (deep) machine learning
models may function to evolve with increasing interactions with users and training rather
than being governed by a fixed set of predetermined rules for responding to narrowly-
defined queries, as may be accomplished in the current state of the art.

[0018] Accordingly, the evolving nature of the artificial intelligence platform
described herein therefore enables the artificially intelligent virtual assistant latitude to
learn without a need for additional programming and the capabilities to ingest complex (or
uncontemplated) utterances and text input to provide meaningful and accurate responses.

1. System for Implementing an Artificially Intelligent Virtual Assistant

[0019] As shown in FIGURE 1, a system 100 that implements an artificially
intelligent virtual assistant includes an artificial intelligence (AI) virtual assistant platform
110 that includes a competency classification engine 120, a slot identification engine 130, a
slot value extractor 135, an observables extractor 140, an artificial intelligence virtual
assistant response generator 150, and data sources 160. The system 100 may additionally
include an automatic speech recognition unit 115 and a user interface system 105.

[0020] The system 100 functions to implement the artificial intelligence virtual
assistant platform 110 to enable intelligent and conversational responses by an artificially
intelligent virtual assistant to a user query and/or user command input into the system 100.
Specifically, the system 100 functions to ingest user input in the form of text or speech into a

user interface 160. At natural language processing components of the system 100 that may
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include, at least, the competency classification engine 120 the slot identification engine 130,
and a slot value extractor 135, the system 100 functions to identify a competency
classification label for the user input data and parse the user input data into comprehensible
slots or segments that may, in turn, be converted into program-comprehensible and/or
useable features. Leveraging the outputs of the natural language processing components of
the system 100, the observables extractor 140 may function to generate handlers based on
the outcomes of the natural language processing components and further, execute the
generated handlers to thereby perform various operations that accesses one or more data
sources relevant to the query or command and that also performs one or more operations
(e.g., data filtering, data aggregation, and the like) to the data accessed from the one or more
data sources.

[0021] The artificial intelligence virtual assistant platform 110 functions to
implement an artificially intelligent virtual assistant capable of interacting and
communication with a user. The artificial intelligence platform 110 may be implemented via
one or more specifically configured web or private computing servers (or a distributed
computing system; e.g., the cloud) or any suitable system for implementing the system 100
and/or the method 200.

[0022] In some implementations, the artificial intelligence virtual assistant platform
110 may be a remote platform implemented over the web (e.g., using web servers) that is
configured to interact with distinct and disparate service providers. In such
implementation, an event such as a user attempting to access one or more services or data
from one or more data sources of the service provider may trigger an implementation of the
artificially intelligent virtual assistant of the AI platform 110. Thus, the Al virtual assistant
platform 110 may work in conjunction with the service provider to attend to the one or more
queries and/or commands of the users of the service provider. In this implementation, the
data sources 160 may be data sources of the service provider that are external data sources
to the Al virtual assistant platform 110.

[0023] The competency classification engine 120 together with the slot identification
engine 130 and the slot value extractor 135 preferably function to define a natural language

processing (NLP) component of the artificial intelligence platform 110. In one
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implementation, the natural language processing component may additionally include the
automatic speech recognition unit 105.

[0024] The competency classification engine 120 functions to implement one or more
competency classification machine learning models to label user input data comprising a
user query or a user command. The one or more competency classification machine learning
models may include one or more deep machine learning algorithms (e.g., a recurrent neural
network, etc.) that have been specifically trained to identify and/or classify a competency
label for utterance input and/or textual input. The training input used in training the one or
more deep machine learning algorithms of the competency classification engine 120 may
include crowdsourced data obtained from one or more disparate user query or user
command data sources and/or platforms (e.g., messaging platforms, etc.). However, it shall
be noted that the system 100 may obtain training data from any suitable external data
sources. The one or more deep machine learning algorithms may additionally be continually
trained using user queries and user commands that were miss-predicted or incorrectly
analyzed by the system 100 including the competency classification engine 120.

[0025] The competency classification engine 120 may additionally be configured to
generate or identify one competency classification label for each user query and/or user
command input into the engine 120. The competency classification engine 120 may be
configured to identify or select from a plurality of predetermined competency classification
labels (e.g., Income, Balance, Spending, Investment, Location, etc.). Each competency
classification label available to the competency classification engine 120 may define a
universe of competency-specific functions available to the system 100 or the artificially
intelligent assistant for handling a user query or user command. That is, once a competency
classification label is identified for a user query or user command, the system 100 may use
the competency classification label to restrict one or more computer-executable operations
(e.g., handlers) and/or filters that may be used by system components when generating a
response to the user query or user command. The one or more computer-executable
operations and/or filters associated with each of the plurality of competency classifications
may be different and distinct and thus, may be used to process user queries and/or user
commands differently as well as used to process user data (e.g., transaction data obtained

from external data sources 160).
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[0026] Additionally, the competency classification machine learning model 120 may
function to implement a single deep machine learning algorithm that has been trained to
identify multiple competency classification labels. Alternatively, the competency
classification machine learning model 120 may function to implement an ensemble of deep
machine learning algorithms in which each deep machine learning algorithm of the
ensemble functions to identify a single competency classification label for user input data.
For example, if the competency classification model 120 is capable of identifying three
distinct competency classification labels, such as Income, Balance, and Spending, then the
ensemble of deep machine learning algorithms may include three distinct deep machine
learning algorithms that classify user input data as Income, Balance, and Spending,
respectively. While each of the deep machine learning algorithms that define the ensemble
may individually be configure to identify a specific competency classification label, the
combination of deep machine learning algorithms may additionally be configured to work
together to generate individual competency classification labels. For example, if the system
receives user input data that is determined to be highly complex (e.g., based on a value or
computation of the user input data exceeding a complexity threshold), the system 100 may
function to selectively implement a subset (e.g., three ML algorithms from a total of nine
ML algorithms or the like) of the ensemble of machine learning algorithms to generate a
competency classification label.

[0027] Additionally, the competency classification engine 120 may be implemented
by the one or more computing servers, computer processors, and the like of the artificial
intelligence virtual assistance platform 110.

[0028] The slot identification engine 130 functions to implement one or more
machine learning models to identify slots or meaningful segments of user queries or user
commands and to assign a slot classification label for each identified slot. The one or more
machine learning models implemented by the slot identification engine 130 may implement
one or more trained deep machine learning algorithms (e.g., recurrent neural networks).
The one or more deep machine learning algorithms of the slot identification engine 130 may
be trained in any suitable manner including with sample data of user queries and user
commands that have been slotted and assigned slot values and/or user system derived

examples. Alternatively, the slot identification engine 130 may function to implement an
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ensemble of deep machine learning algorithms in which each deep machine learning
algorithm of the ensemble functions to identify distinct slot labels or slot type labels for user
input data. For example, slot identification engine 130 may be capable of identifying
multiple distinct slot classification labels, such as Income, Account, and Date labels, then
the ensemble of deep machine learning algorithms may include three distinct deep machine
learning algorithms that function to classify segments or tokens of the user input data as
Income, Account, and Date, respectively.

[0029] A slot, as referred to herein, generally relates to a defined segment of user
input data (e.g., user query or user command) that may include one or more data elements
(e.g., terms, values, characters, media, etc.). Accordingly, the slot identification engine 130
may function to decompose a query or command into defined, essential components that
implicate meaningful information to be used when generating a response to the user query
or command.

[0030] A slot label which may also be referred to herein as a slot classification label
may be generated by the one or more slot classification deep machine learning models of the
engine 130. A slot label, as referred to herein, generally relates to one of a plurality of slot
labels that generally describes a slot (or the data elements within the slot) of a user query or
user command. The slot label may define a universe or set of machine or program-
comprehensible objects that may be generated for the data elements within an identified
slot.

[0031] Like the competency classification engine 120, the slot identification engine
120 may implement a single deep machine learning algorithm or an ensemble of deep
machine learning algorithms. Additionally, the slot identification engine 130 may be
implemented by the one or more computing servers, computer processors, and the like of
the artificial intelligence virtual assistance platform 110.

[0032] The machine learning models and/or the ensemble of machine learning
models may employ any suitable machine learning including one or more of: supervised
learning (e.g., using logistic regression, using back propagation neural networks, using
random forests, decision trees, etc.), unsupervised learning (e.g., using an Apriori
algorithm, using K-means clustering), semi-supervised learning, reinforcement learning

(e.g., using a Q-learning algorithm, using temporal difference learning), and any other
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suitable learning style. Each module of the plurality can implement any one or more of: a
regression algorithm (e.g., ordinary least squares, logistic regression, stepwise regression,
multivariate adaptive regression splines, locally estimated scatterplot smoothing, etc.), an
instance-based method (e.g., k-nearest neighbor, learning vector quantization, self-
organizing map, etc.), a regularization method (e.g., ridge regression, least absolute
shrinkage and selection operator, elastic net, etc.), a decision tree learning method (e.g.,
classification and regression tree, iterative dichotomiser 3, C4.5, chi-squared automatic
interaction detection, decision stump, random forest, multivariate adaptive regression
splines, gradient boosting machines, etc.), a Bayesian method (e.g., naive Bayes, averaged
one-dependence estimators, Bayesian belief network, etc.), a kernel method (e.g., a support
vector machine, a radial basis function, a linear discriminate analysis, etc.), a clustering
method (e.g., k-means clustering, expectation maximization, etc.), an associated rule
learning algorithm (e.g., an Apriori algorithm, an Eclat algorithm, etc.), an artificial neural
network model (e.g., a Perceptron method, a back-propagation method, a Hopfield network
method, a self-organizing map method, a learning vector quantization method, etc.), a deep
learning algorithm (e.g., a restricted Boltzmann machine, a deep belief network method, a
convolution network method, a stacked auto-encoder method, etc.), a dimensionality
reduction method (e.g., principal component analysis, partial lest squares regression,
Sammon mapping, multidimensional scaling, projection pursuit, etc.), an ensemble method
(e.g., boosting, boostrapped aggregation, AdaBoost, stacked generalization, gradient
boosting machine method, random forest method, etc.), and any suitable form of machine
learning algorithm. Each processing portion of the system 100 can additionally or
alternatively leverage: a probabilistic module, heuristic module, deterministic module, or
any other suitable module leveraging any other suitable computation method, machine
learning method or combination thereof. However, any suitable machine learning approach
can otherwise be incorporated in the system 100. Further, any suitable model (e.g., machine
learning, non-machine learning, etc.) can be used in implementing the artificially intelligent
virtual assistant and/or other components of the system 100.

[0033] The slot value extraction unit 135 functions to generate slot values by
extracting each identified slot and assigned slot label of the user query or user command

and converting the data elements (i.e., slot data) within the slot to a machine or program-

8



WO 2019/103738 PCT/US2017/063034

comprehensible object or instance (e.g., term or value); that is, the slot label is mapped to
coding or data that a computer or program of the system 100 comprehends and is able to
manipulate or execute processes on. Accordingly, using the slot label generated by the slot
identification engine 130, the slot extraction unit 135 identifies a set or group of machine or
program-comprehensible objects or instances that may be applied to slot data of a slot
assigned with the slot label. Thus, the slot extraction unit 135 may convert the slot data of a
slot to a machine or program-comprehensible object (e.g., slot values) based on the slot
label and specifically, based on the available objects, instances, or values mapped to or made
available under the slot label.

[0034] The observables extractor 140 functions to use the slot values comprising the
one or more program-comprehensible objects generated at slot extraction unit 135 to
determine or generate one or more handlers or subroutines for handling the data of or
responding to the user query or user command of user input data. The observables extractor
140 may function to use the slot values provided by the slot extraction unit 135 to determine
one or more data sources relevant to and for addressing the user query or the user
command and determine one or more filters and functions or operations to apply to data
accessed or collected from the one or more identified data sources. Thus, the coding or
mapping of the slot data, performed by slot extraction unit 135, to program-comprehensible
objects or values may be used to specifically identify the data sources and/or the one or
more filters and operations for processing the data collected from the data sources.

[0035] The response generator 150 functions to use the competency classification
label of the user input data to identify or select one predetermined response template or one
of a plurality of predetermined response templates. For each competency classification label
of the system 100, the system 100 may have stored a plurality of response templates that
may be selected by the response generator 150 based on an identified competency
classification label for user input data. Additionally, or alternatively, the response template
may be selected based on both the competency classification label and one or more
generated slot values. In such instance, the one or more slot values may function to narrow
the pool of response template selectable by the response generator to a subset of a larger
pool of response templates to take into account the variations in a query or user command

identified in the slot values. The response templates may generally a combination of
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predetermined output language or text and one or more input slots for interleaving the
handler outputs determined by the observables extractor 140.

[0036] The user interface system 105 may include any type of device or combination
of devices capable of receiving user input data and presenting a response to the user input
data from the artificially intelligent virtual assistant. In some embodiments, the user
interface system 105 receives user input data in the form of a verbal utterance and passes
the utterance to the automatic speech recognition unit 115 to convert the utterance into text.
The user interface system 105 may include, but are not limited to, mobile computing devices
(e.g., mobile phones, tablets, etc.) having a client application of the system 100, desktop
computers or laptops implementing a web browser, an automated teller machine, virtual
and/or personal assistant devices (e.g., Alexa, Google Home, Cortana, Jarvis, etc.), chatbots
or workboats, etc. An intelligent personal assistant device (e.g., Alexa, etc.) may be any type
of device capable of touchless interaction with a user to performing one or more tasks or
operations including providing data or information and/or controlling one or more other
devices (e.g., computers, other user interfaces, etc.). Thus, an intelligent personal assistant
may be used by a user to perform any portions of the methods described herein, including
the steps and processes of method 200, described below. Additionally, a chatbot or a
workbot may include any type of program (e.g., slack bot, etc.) implemented by one or more
devices that may be used to interact with a user using any type of input method (e.g.,
verbally, textually, etc.). The chatbot or workbot may be embedded or otherwise placed in
operable communication and/or control of a communication node and thus, capable of
performing any process or task including, but not limited to, acquiring and providing
information and performing one or more control operations.

2. Method for Implementing an Artificially Intelligent Virtual Assistant

[0037] As shown in FIGURE 2, a method 200 for implementing an artificially
intelligent virtual assistant includes collecting user input data S210, identifying a
competency classification label based on the user input data S220, identifying one or more
slots and slot labels of the user input data S230, generating slot values for each of the slots
of the user input data S240, configuring handlers and executing one or more computer-

executable operations for generating a response S250, and generating a response S260. The
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method 200 optionally includes processing and converting utterance data of the user input
data to textual data S215.

[0038] The method 200 functions to identify a competency of the user input data by
using a machine learning model to classify an area of competency of the user input data. The
method 200 additionally functions to perform slot value identification of the user input data
that includes identifying details in the query or command that enables the system to service
the query or command. In slot value identification, the system may function to segment or
parse the query or command to identify operative terms that trigger one or more actions or
operations by the system required for servicing the query or command. Accordingly, the
method 200 may initially function to decompose a query or command into intelligent
segments and convert each of those segments into machine-useable objects or operations.
The method 200 may then function to use the slot value identifications and slot value
extractions to generate one or more handlers (e.g., computer-executable tasks) for the user
input data that indicate all the computer tasks that should be performed by the artificially
intelligent virtual assistant to provide a response to the user query or user command.

2.1 Natural Language Processing Using Machine Learning

[0039] S210, which includes collecting user input data, functions to receive user
input data in any form. The user input data may include input that originates with or is
provided by a user accessing, at least, part of a system (e.g., system 100) implementing the
method 200. The user input data may include, but is not limited to, speech or utterance
input, textual input, gesture input, touch input, image input, and/or any suitable or type of
input. Preferably, the user input data comprises one of (or a combination of) an utterance
input and a textual input. Additionally, the user input data preferably includes a query by
the user or a command from the user.

[0040] In the case that the user input data comprises textual input, S210 may
function to direct the textual input directly to a natural language processing engine of a
system implementing the method 200. That is, without pre-processing the textual input, the
method 200 may function to initialize a natural language comprehension process to enable
the system implementing the method 200 to understand the intent of the textual input from

the user.
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[0041] Additionally, or alternatively, in the case that the user input data comprises
utterance and/or speech input data, optionally S215, which includes processing utterance
data of the user input data, functions to convert verbally communicated user input data to
textual input data. Accordingly, S215 may function to implementing an automatic speech
recognition system to which a system implementing the method 200 directs some or all
utterance or speech input for processing. The automatic speech recognition system may
function to collect the utterance or speech input, convert the utterance or speech input to
textual input, and route the converted textual input to a natural language processing system.
In such case, the system implementing the method 200 or the automatic speech recognition
system may function to (simultaneously) transmit a copy of the converted textual input to
each of a classification engine and a slot value identification engine.

[0042] In a preferred embodiment, the method 200 may function to receive the user
input data via a user interface accessible to or provided to the user. The user interface
receiving the user input data may be implemented via any suitable computing device and/or
form, including but not limited to, via a mobile computing device, via a web browser (having
a website displayed therein), via a social network interface, via an automated teller machine,
kiosk, wearable computing devices (e.g., smart watches, smart glasses, etc.), virtual and/or
personal assistant devices (e.g., Alexa, Amazon Echo, Google Home, Cortana, Jarvis, etc.),
and any system having a suitable user interface for implementing the method 200.

[0043] Additionally, or alternatively, the user interface may function to generate one
or more graphical user interface objects that enable a user to interact with an artificially
intelligent virtual assistant of a system implementing the method 200. For example, the
user interface may function to generate, via a mobile computing device or desktop
computing device, an animated graphical interface object that may be capable of
conversantly or textually interacting with a user. Additionally, or alternatively, the user
interface may function to generate one or more input boxes, such as text input boxes, into
which a user may freely enter textual input data.

[0044] S220, which includes identifying a competency classification based on the
user input data, functions to implement a trained machine learning model that functions to
identify a classification label based on an input of the user input data. The trained machine

learning model may be implemented using a deep machine learning algorithm that was
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trained with user input data samples from one or more data sources including
crowdsourced data. In a preferred embodiment, the trained machine learning model may be
specifically trained to identify one or more broad or coarse areas of competency that are
invoked by the user input data.

[0045] In a first implementation, the trained machine learning model may include a
single deep machine learning model that is trained to identify multiple areas of competency
based on user input data and provide competency classification labels, accordingly. That is,
the trained machine learning model may function to ingest the user input data and generate
a suggestion and/or prediction of a competency classification label that matches at least one
of the multiple areas of competency for the user input data. Each of the multiple areas of
competency preferably corresponds to a distinct area of aptitude of an artificially intelligent
virtual assistant. Accordingly, the artificially intelligent virtual assistant may be apt or
competent to respond to queries or perform one or more tasks or commands according to
the queries and/or commands identified in user input data. Therefore, a competency as
referred to herein preferably relates to a subject area of comprehension or aptitude of the
artificially intelligent virtual assistant for which the artificially intelligent virtual assistant
can interact with or provide a response (including completing tasks) to a user input of text
or speech.

[0046] According to this first implementation, user input data, preferably in the form
of textual data, may be passed to the competency classification machine learning model. At
the competency classification machine learning model, S220 may function to evaluate the
user input data using one or more predetermined algorithms that preferably includes a deep
classification machine learning algorithm. The deep classification machine learning
algorithm may be configured with features or factors and associated weights that enable
identification of classification labels within, at least, one of the multiple areas of
competency.

[0047] In operation, S220 implementing the competency classification deep machine
learning algorithm may function to analyze the user input data and generate a classification
label. Specifically, based on the features, meaning and semantics of the words and phrases
in the user input data, the competency classification deep machine learning algorithm may

function to calculate and output a competency classification label having a highest
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probability of matching an intent of the user input data. For example, the classification
machine learning model generate, based on user input data, a classification label of
“Income” having a probability of intent match of “89%” for a given query or command of the
user input data, as shown by way of example in FIGURE 3B.

[0048] Additionally, or alternatively, the competency classification deep machine
learning algorithm may function to calculate and output a competency classification based
on one or more key terms and an arrangement of the terms and key terms in the user input
data.

[0049] Additionally, or alternatively, S220 may function to calculate and output a
competency classification for each of the multiple areas of competency of an artificially
intelligent virtual assistant. In some embodiments, the deep classification machine learning
model may be configured to calculate a competency classification label and probability of
intent match for each of the known competencies of the artificially intelligent virtual
assistant. For example, if the artificially intelligent virtual assistant is configured by a
system implementing method 200 to be competent in three areas of competency including,
Income competency, Balance competency, and Spending competency in the context of a
user’s banking, then the deep classification machine learning algorithm may generate a
classification label for each of Income, Balance, and Spending.

[0050] Additionally, the deep classification machine learning algorithm may
calculate respective probability of intent match values of 89%, 37%, and 73%, as shown by
way of example in FIGURE 3A. In such example, the single deep classification machine
learning algorithm may function to produce multiple, different classification labels based on
the same user input data. S220 may function to output each of the respective competency
classification labels and associated probability to the system implementing the method 200.
Alternatively, S220 may function output only those competency classification labels
satisfying or exceeding a predetermined competency classification threshold. For example,
the competency classification threshold may be set at 68% probability of intent match. In
such example, the competency classification threshold may function as a filter only allowing
generated competency classification threshold at or above 68% to be output to the system
and passed to a subsequent process (e.g., S230). Additionally, or alternatively, the

competency classification model may be configured or programmed to output and pass only
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the competency classification label having a highest probability of intent match (e.g.,
Income, 89%).

[0051] S220 may function to configure the competency classification machine
learning model to perform a segmented and serial classification predictions or estimations
using the input user data. As described in the sections above, the competency classification
model may function to use a deep classification machine learning algorithm that is capable
of producing classification labels and associated probability of intents match value. In such
instance, the deep learning algorithm of the competency classification model feature and
weight components for each of the multiple areas of competency that enables the
competency classification model to generate classification labels in each of the multiple
areas of competency of an artificially intelligent virtual assistant. To enable the deep
classification machine learning algorithm to generate a singular competency classification
label and probability of intent match value, S220 may selectively activate only those features
and associated weights of the deep classification machine learning algorithm that function
to generate prediction values for a specific competency classification label (e.g., Balance
competency). That is, in some embodiments, S220 selectively activates only one competency
classification segment of the deep classification machine learning algorithm. In this way, the
user input being analyzed, processed, and/or consumed by the deep classification machine
learning algorithm generates only one competency classification label (e.g., Balance
competency label) and associated probability of intent match (e.g., 37%), at a time. An
operation of S220 to selectively activate and/or deactivate segments of the deep
classification machine learning algorithm may be based, in some embodiments, on a pre-
processing of the user input data for key terms. For instance, an instance of the key term
“balance” in the user input data may cause a system implementing the method 200 to
automatically activate the segment of the deep classification machine learning algorithm
that functions to generate a Balance classification label and probability. Other example
segments of the deep machine learning classification algorithm, such as segments for
producing an Income classification label or a Spending classification label may be
deactivated, made dormant, or otherwise, intentionally skipped by the system when
processing the user input data. Accordingly, key terms in the user input data may trigger the

selective activation and/or deactivation of segments of the deep competency classification

15



WO 2019/103738 PCT/US2017/063034

machine learning algorithm. Additionally, or alternatively, a direct indication of a
competency area may be provided by the user, which may be used by the system to
selectively activate and/or deactivate segments of the deep competency classification
machine learning algorithm.

[0052] It shall be noted that while specific classification labels are mentioned above
(e.g., Income, Balance, Spending, etc.), these are merely examples of how the methods and
systems described herein may be used. Accordingly, the systems and methods may be
configured to predict or detect any type of competencies depending on a context of
implementation.

[0053] In a second implementation, the trained machine learning model comprises
an ensemble of specific-competency trained deep machine learning algorithms. In this
second implementation, each of the specific-competency trained deep machine learning
models that is trained to identify a single type of competency classification label together
with an associated probability of intent match based on received user input data. This may
contrast with the first implementation in which a single trained deep machine learning
model functions to produce any or all the competency classification labels.

[0054] In this second implementation, S220 may provide the user input data, either
synchronously (i.e., in parallel) or asynchronously, to each of the specific-competency
trained deep machine learning algorithms to generate a suggestion and/or prediction of a
competency classification label and associated probability of intent match, according to the
training of the specific-competency algorithm that matches at least one of the multiple areas
of competency for the user input data. In this implementation, each of the specific-
competency deep machine learning algorithms corresponds to one of the multiple areas of
competency or aptitude of an artificially intelligent virtual assistant. In a first example, upon
receiving user input data, S220 may pass the user input data (or copies thereof), in a
synchronous fashion, to each of three specific-competency deep machine learning
algorithms, which include: a first competency machine learning (ML) for classifying user
input data related to Income, a second competency ML for classifying user input data
related to Balance, a third competency ML for classifying user input data related to
Spending. In such example, each specific-competency algorithm may function to process the

user input data and generate the classification label along with a probability of intent match
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value: e.g., Income ML: 89% Income, Balance ML: 37% Balance, and Spending ML: 73%
Spending.

[0055] Like the first implementation, each of the competency classifications and
associated probability of intent match values may be output to the system implementing the
method 200. Additionally, or alternatively, S220 may function to apply a predetermined
competency threshold to each of the outputs of the specific-competency machine learning
algorithms to filter the results, accordingly. Depending on a setting of the predetermined
competency threshold, one or more of the competency classification labels may pass to a
subsequent process (e.g., S230 or the like). Additionally, or alternatively, S220 may function
to select the competency classification output having the highest probability of intent match
value.

[0056] It shall be noted that the probability of intent match value generated by the
competency classification models may be represented as a quantitative, qualitative, and/or
any suitable value or expression. As an example, a competency classification model may
output a qualitative expression of a probability of intent match, such as “High”,
“Intermediate”, or “Low” and the like. Additionally, the probability of intent match value
may be expressed in any suitable range, such as for example, “A, B, C through F”, “0% -
%1007, “Low to High”, etc.

[0057] It shall be noted that the predetermined competency threshold may be based
on a statistical analysis of historical user input data and/or training user input data used to
trained the competency classification machine learning algorithms. Accordingly, the
predetermined competency threshold may represent, in some embodiments, a minimum
level of confidence or level of accuracy of a potential classification label. As mentioned in
passing, the predetermined competency threshold, in some instances, may applied such that
multiple classification labels may be filtered to a next process. In those circumstances, it is
possible that the user input data includes multiple queries and/or commands that contain
more than one topic or area of competency (e.g., Income and Balance, or Balance and
Spending, etc.). Thus, implementing a predetermined competency or confidence threshold
enables the identification of queries or commands having ambiguous user input or having

more than one topic of interest to the user.
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[0058] S230, which includes identifying slot labels for each of the identified slots of
the user input data, functions to identify a slot label having a high probability of matching a
description of the data elements within a slot of the user input data. Specifically, identifying
a slot label preferably includes identifying a slot classification label generated using a slot
classification machine learning model. Additionally, or alternatively, S230 may function to
tag or augment one or more of the data elements of the user input data with a slot
classification label that may generally identify or implicate a predefined categorization of a
data element or a combination of data elements within the user input data. The data
elements of the user input data may typically relate to each term, character or group of
characters, object, clip of an utterance, or some defined segment of the user input data. For
example, a user may provide as text input into a system implementing the method 200, the
query: “what is my balance today”; in such example, each of the terms “what”, “is”, “my”,
“balance”, and “today” may be considered data elements of the user input data.

[0059] In some embodiments, S230 functions to partition/parse each of or a
combination of the data elements of user input data into respective slots, as shown in
FIGURE 4. Accordingly, S230 may function to use the slot classification machine learning
model to initially partition the user input data into segments or slots. Once the data
elements are slotted, S230 may function to estimate a slot classification label for each of the
segments of the user input data. In the ensuing example, user data input may include the
query: “How much did I earn in my checking account last month?” In this example, S230
may first function to segment the user input data into slots, such as “[How much] did I
[earn] in my [checking account] [last month]?” As demonstrated by this example, the
parsing or segmentation of the user input data may be limited to data elements that the slot
classification model or the like identifies as operative or key terms within the user data
input. Any non-operative data elements or terms, such as “did I” or “in my” may simply be
ignored and/or removed from the user input data to form a subset of user input data only
including the segmented portions with operative data elements. Using the slot classification
machine learning model, S230 may function to prescribe a slot classification label to each of
the slots or segments identified by the data elements that are positioned between brackets.
Example slot classification labels for each of these segments may include, [How much]:

Amount; [earn]: Income; [checking account]: Account; and [last month]: Date Range. A
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system implementing the method 200 may additionally enumerate (e.g., slot 1, slot 2... slot
N) each identified slot in the order that the slots appear in a user data input string.

[0060] As mentioned above, the slot classification machine learning model may be
trained to identify any type and an unlimited number of slot classification labels or values
for identified slots. Because the typical constraints of a rules-based approach do not apply to
the slot classification machine learning model, the slot classification model may be extended
to include predetermined and emerging labels. Accordingly, a technical benefit of employing
the slot classification machine learning model includes an inherent flexibility of the machine
learning model to extend its slot classification labeling base to include emerging slot
classification labels (including those not previously known during pre-deployment training
the model).

[0061] The slot classification machine learning model may be implemented by a
single machine learning algorithm or an ensemble of machine learning algorithms that
function to generate one or more slot classification labels for user input data. In a preferred
embodiment, the slot classification machine learning model may be trained using data
samples comprising sample user queries or sample user commands that may be partitioned
in a predefined manner and may be augmented with predetermined slot classification
labels. Specifically, each partition of the sample user queries or sample user commands may
be partitioned into ideal segments, in advance, thereby allowing the slot classification
machine learning algorithm(s) to discern and/or learn user input partition schemes as well
as slot value classification methods. Accordingly, the slot classification machine learning
model is preferably configured for partitioning tokens of the user input data into differently
labeled regions thereby identifying a value and/or meaning (or computer-comprehensible
meaning) of each of the partitioned tokens of the user input data.

[0062] In a first implementation, the slot classification model may be implemented
via a singly trained slot classification machine learning algorithm. The single slot
classification machine learning algorithm may be a comprehensive algorithm capable of
learning to classify an unlimited number slot classification labels.

[0063] In operation, the comprehensive slot classification machine learning
algorithm may function to estimate or generate one or multiple slot classifications for each

identified slot in user input data. For example, an identified slot segment of [how much]
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may trigger the prescription of, at least, two slot classification labels of Balance and
Amount. In some embodiments, the system implementing the method 200 may function to
adopt only one slot classification for a given slot of user input data. In such embodiments,
the system may rely on a confidence value or an accuracy probability value indicating a
likelihood that the slot segment relates to the assigned slot classification value. Thus, in
some embodiments, the comprehensive slot classification machine learning algorithm may
also function to generate a confidence value (e.g., 72%) or probability indicating a likelihood
that the segment relates to the one or more slot classification labels prescribed to a slot of
user input data.

[0064] In this first implementation, to discern a slot classification label when
multiple slot classification labels are prescribed for an identified slot of user input data,
S230 may function to apply a predetermined slot classification threshold to the multiple slot
classification labels for the identified slot of user input data. In this way, S230 may filter
only those slot classification labels with high confidence or probability values. Accordingly,
the slot classification threshold may be some predetermined value, such as a minimum
confidence or probability value or any suitable statistical value that may be used by a system
implementing the method 200 to filter slot classification labels. Additionally, or
alternatively, S230 may function to select the slot classification label having a highest
confidence or probability value. Additionally, or alternatively, S230 may function to select
and use the slot classification label having a highest confidence or probability value in a
primary process of an artificially intelligent assistant and select and use one or more slot
classification labels having relatively lower confidence or probability values for secondary
processes of an artificially intelligent virtual assistant. The primary processes, in such
embodiments, may include processes for generating a response to the user input data based
at least in part on the slot classification label having the highest confidence value. The
secondary processes, in such embodiments, may include processes for generating a
secondary or backup response to the user input data based at least in part on the one or
more slot classification labels having the relatively lower confidence values.

[0065] In a second implementation, S230 may implement an ensemble of slot
classification machine learning models that function to generate slot classification labels for

user input data. In this implementation, the ensemble of slot classification machine learning
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models may include multiple, distinct slot classification algorithms (sub-models) that each
function to estimate a different or different sets of slot classification labels for user input
data. In operation, each of the multiple, distinct slot classification algorithms may receive as
input a copy of the user input data or the segmented user input data (i.e., with the slot
components of the user input data being previously identified). Each of the multiple,
distinct slot classification algorithms may function to analyze and process the user input
data and potentially generate their own slot classification labels for specific slots of the user
input data. For instance, in some embodiments, a first distinct slot classification algorithm
may function only to predict an “Account” classification label when data elements within a
slot potentially include a reference to an account (e.g., checking, savings, etc.). In such
embodiment, a second distinct slot classification algorithm may function only to predict an
“Date Range” classification label when data elements within a slot potentially include a
reference to a date (e.g., last month).

[0066] While many of the multiple, distinct slot classification algorithms may
function to generate slot classification labels for the user input data, S230 may function to
automatically filter those generated slot classification labels with confidence or probability
values (e.g., probability of description match) that do not satisfy a predetermined slot
classification threshold. Accordingly, the multiple, distinct slot classification algorithms
may generate hundreds or thousands of slot classification labels for a given user input data,
but only a few (e.g., 2-3) labels may be output to a system implementing the method 200 for
further processing and or use.

[0067] In a third implementation, the competency classification machine learning
model described in S220 may function to work in conjunction with or synchronously with
the slot classification machine learning model described in S230 to determine one or more
slot classification labels for user input data. In this third implementation, the slot
classification model may be a companion model to the competency classification model. In
this regard, prior to identifying slot classification labels for the user input data, the slot
classification model may function to receive a competency classification label for the user
input data either directly or indirectly from the competency classification model.

[0068] S230, preferably implementing the slot classification machine learning

model, functions to use the identified competency classification label to identify slot
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classification labels for the user input data. In this third implementation, the competency
classification label may function to define a scope or universe of slot classification labels
that may be applied to the user input data. That is, in some embodiments, the provisioning
of the competency classification label to the slot classification model filters or limits a
number of slot classification labels available to the slot classification model during an
analysis and processing of the user input data. Thus, only a subset or a portion of the total
number of possible slot classification labels may be used as labels to the slots of the user
input data.

[0069] In a variation of this third implementation, the competency classification
label provided by the competency classification machine learning model may be used at the
slot classification machine learning algorithm as an activator or deactivator of slot
classification capabilities of the slot classification model. In some embodiments, when the
slot classification machine learning model comprises a single, comprehensive slot
classification machine learning algorithm, S230 may function to selectively activate or
deactivate features or factors of the slot classification algorithm. Accordingly, S230 may
function to activate features or factors of the slot classification algorithm that are relevant to
the competency classification label or alternatively, simply deactivate those features or
factors of the slot classification algorithm that are not relevant (or should not be operational
for) to the provided competency classification label.

[0070] Yet still with respect to this variation of the third implementation, if the slot
classification machine learning model comprises an ensemble of distinct slot classification
machine learning algorithms, S230 may function to selectively activate or selectively
deactivate individual distinct slot classification algorithms such that only a subset or the
relevant distinct slot classification algorithms of the ensemble may be used to identify slot
classification labels of user input data.

[0071] S240, which includes collecting slot data and associated slot classification
labels of user input data, functions to generate slot values by converting or mapping the slot
data for a given slot of user input data and the one or more slot classification labels assigned
to the slot to a machine and/or program-comprehensible object or operation, as shown in
FIGURE 5. Preferably, once the slot classification machine learning model at S230 identifies

a slot of user input data and provides an associated slot classification label, the slot
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classification machine learning model may function to pass the slot and slot classification
label data together as slot and slot data packet to a slot extractor. As mentioned above, the
slot extractor, in some embodiments, may be an independent service from the slot
classification machine learning model and that functions to generate one or more program-
comprehensible objects or values from the slot and slot data passed from the slot
classification model. Alternatively, the slot extractor may be a sub-component of a slot
classification system that implements both the slot classification machine learning model
and the slot extractor.

[0072] In a first implementation, S240 may function to implement or use a
predetermined reference table to identify or determine a machine and/or program-
comprehensible object or operation to map to each slot and associated one or more slot
classification labels of the user input data. In such implementation, S240 implementing the
slot extractor functions to match (or compare) the slot (value or data) and the associated
slot classification label(s) to the predetermined reference table to identify the program-
comprehensible object or operation that should be mapped to the slot and the associated
slot classification label. In the example user input data: “How much did I earn in my
checking account last month?”, a system implementing the method 200 may identify each
[How much did I earn], [checking account], and [last month] as meaningful slots. Further,
the system using the slot classification model may assign the slot labels of Income, Account,
and Date Range to the slots, respectively. The slots and slot labels of [How much did I earn]
- Income, [checking account] - Account, and [last month] — Date Range may be passed to
the slot extractor, which functions to map each of these slots and slot labels to slot
extraction value (e.g., a machine and/or program-comprehensible object, value, or
operation). When comparing the slot and slot label against the predetermined reference
table, S240 may identify [How much did I earn] — Income to an aggregation operation (or
other arithmetic function), [checking account] — Account to program-comprehensible terms
of TYPE_CHECKING, and [last month] — Date Range may be converted to an actual date or
time, such as “March 2017”. These slot extraction values may be used in one or more
subsequent systems and processes of the method 200 to perform one or more actions

against the query or command, a dataset, a disparate computing system, and the like.
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[0073] In a second implementation, S240 may function to implement or use
predetermined rules to identify or determine a machine and/or program-comprehensible
object or operation to map to each slot and associated one or more slot classification labels
of the user input data. Specifically, the predetermined rules may relate to one or more
policies or instructions that indicate to a manner in which a slot and slot label pair should
be converted or a manner in which a slot and slot label pair should be mapped to one or
more known or existing program-comprehensible objects. For instance, one of the
predetermined rules may instruct that when a slot of user input data includes the terms
“How much did I earn” (or some variation thereof) and is assigned a slot label of Income,
that the slot and slot label should be mapped or digitally linked to an aggregation operation.
In such example, the aggregation operation may be used to sum together (i.e., aggregate)
several credits to a user’s account or the like over a set period (e.g., last month).

[0074] Additionally, or alternatively, S240 may function to identify or determine a
machine and/or program-comprehensible object or operation to map to each slot and
associated one or more slot classification labels of the user input data using sophisticated
regular expressions (regex), grammars, arbitrary code/functions, finite automata, and the
like.

[0075] In a third implementation, S240 may function to implement or use a trained
slot extraction machine learning model to identify or determine a machine and/or program-
comprehensible object or operation to map to each slot and associated one or more slot
classification labels of the user input data. The slot extraction machine learning model may
function to receive as input the slot of the user input data and the associated slot label and
output a recommend program-comprehensible object or operation to which the slot and slot
label should be paired to or to which the slot and slot label pair should be converted before
being passed to a subsequent process of the method 200.

[0076] It shall be noted that any combination of the above-noted implementations
may be implemented by the method 200 to identify or determine a machine and/or
program-comprehensible object or operation to map to each slot and associated one or
more slot classification labels of the user input data.

2.2 Artificially Intelligent Response Generation for an Al Virtual Assistant
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[0077] S250, which includes configuring and executing one or more computer-
executable operations for generating a response, functions to collect output values of the
natural language processing of the user input data in steps S210-S240 and uses the output
values, as input, to generate one or more subroutines (i.e., handlers) for handling or
performing one or more tasks according to the input.

[0078] In a preferred embodiment, S210 may function to pass to S250 the
competency classification label for the user input data identified by the competency
classification machine learning model. In such embodiment, S250 may function to use the
competency classification label to define a universe of functions deployable under the
competency classification label. Thus, in some embodiments, S250 functions to use the
competency classification label to identify and/or select a set of available competency-
specific functions from among multiple disparate sets of competency specific functions that
may be applied or executed in a response generation process of S250. In such embodiment,
a system implementing the method 200 may employ a set of competency-specific functions
for each of the multiple competency labels. Each set of competency-specific functions
includes a plurality of different functions, filters (e.g., data filters), and operations (e.g.,
aggregation operations, data fetching, graphics generation, response generation, etc.) that
may be applied to datasets and the like when generating a response to a user query or a user
command (e.g., user input data) that may be addressable under an identified competency of
an artificially intelligent virtual assistant. For example, if a user query relates to an Income
competency of the AI virtual assistant and is labeled as such by the competency
classification model, S250 may function to select or link a response generator to the set
Income competency-specific functions (bucket) when generating the Al virtual assistant’s
response to the user query. In this example, the Income competency-specific functions may
include functions that enable fetching of financial data of the user and operations that
enable summation or aggregation of portions of the financial data of the user. In another
example, if a user query (e.g., “where am I1?”) relates to a Location competency of the Al
virtual assistant, S250 may function to select a set of Location competency-specific
functions when generating a response to the query. The location competency-specific

function may include functions for fetching location data of the user (e.g., GPS data of user
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mobile device, etc.) and operations to generate a map of an area surrounding the user’s
location.

[0079] Additionally, S250 functions to use the slot values comprising the one or
more program-comprehensible objects generated at S240 to determine or generate the one
or more handlers or subroutines for handling or responding to the user query or user
command of the user input data, as shown in FIGURES 6A-6B. Accordingly, S250 may
function to use the slot values provided by S240 and/or the competency labels provided by
S220 to determine one or more data sources relevant to and for addressing the user input
data and one or more filters and functions or operations to apply to data accessed or
collected from the one or more data sources. Thus, the coding of the slots performed by
S240 to program-comprehensible objects or values may be used to specifically identify the
data sources and/or the one or more filters and operations for processing the data collected
from the data sources.

[0080] In a first example, S250 slot data, such as [checking account] coded or
provided with the slot value of TYPE_CHECKING (e.g., [checking
account] > ACCOUNT->TYPE_CHECKING, where ACCOUNT is the slot label and
TYPE_CHECKING is the slot value derived from the text data in the slot and the slot label).
The slot value of TYPE_CHECKING, in this example, may be used by S250 to generate a
handler that functions to identify and/or select a data source comprising checking account
data of the user. The checking account data may include the user’s transaction data over
some period. An additional handler may be generated by S250 that functions to fetch the
checking account data including the transaction data from the identified data source.

[0081] Further with respect to this first example, additional slot data from the user
input data, such as [last month] may be collected by S250 that may be coded by S240 with a
slot value of DATETIME (“March 2017”). S250 may function to use the slot value of
DATELINE (“March 2017”) to generate a handler that is configured to perform a filtering
operation against data values. Specifically, the filtering operations, as applied to the fetched
transaction data from the user’s checking account, functions to filter or extract only
transaction data occurring in the month of March in the year of 2017 as useful data required

for responding to the user query.
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[0082] Further slot data of the user query of [How much] and [earn] may be
collected by S250 wherein the slot data may be coded with the slot value of AGGREGATION
or SUMMATION and the slot value of INCOME, respectively. S250 may function to use the
slot value of AGGREGATION or SUMMATION to generate a first handler that functions to
aggregate data values and a second handler that functions to aggregate only incoming data
values. With respect to the above example, S250 using the aggregation handler may
function to sum the values of the incoming transaction data collected from the user’s
checking account to arrive at a summed value potentially representing the sum of all the
credit transactions to the user’s checking account.

[0083] Additionally, or alternatively, S250 may function to provide a serial order
(e.g., a stacking) to the multiple handlers generated for a specific user query or command.
Generating the serial order for the multiple handlers may be based on one or more
predetermined rules that govern a specific order for specific combinations and types of
handlers. For instance, S250 may function to stack, in execution order, each of the handlers
generated for the above-noted example in the following manner: [1] data source ID handler,
[2] data fetch handler, [3] data dateline filter handler, [4] data income filter handler, and [5]
data aggregation handler. Accordingly, S250 may define a handler operation string that
dictates a required order of executing the handlers generated for a specific user query or
command. It shall be noted that in some instances various handlers may be executed
synchronously, in which interdependence exist between handlers, and in other instances,
some or all handlers may be executed asynchronously (in parallel) where there is limited or
no interdependence between the handlers. It shall also be noted that the serial order of the
multiple handlers functions to enable a proper order of applying the handlers to fetched
data for the purpose of identifying an accurate response or generating accurate response
data to the user query and/or user command.

[0084] It shall also be noted that while, in the above example and description, S250
functions to generate handlers specifically generated for handling a user query relating to a
monthly earning, the functionality of S250 should not be limited to such specific example.
S250 may function to generate any type or variety of handlers required for handling any
type of user query or user command that a system (AI virtual assistant) implementing the

method 200 has competency. For instance, S250 may function to generate handlers for

27



WO 2019/103738 PCT/US2017/063034

creating user interface graphics, response data, graphics, and/or media based on the
handlers processed by S250.

[0085] S260, which includes generating a response, functions to collect and use
outputs derived in steps S210-S250 to provide a response to a user query or a user
command of the user input data.

[0086] In one implementation, S260 may function to implement a response
generator that may function to use the competency classification label of the user input data
to identify or select one predetermined response template or one of a plurality of
predetermined response templates. For each competency classification label, the system
implementing the method 200 may implement or have stored a plurality of response
templates that may be selected by the response generator implemented by S260 based on an
identified competency classification label for user input data. Additionally, or alternatively,
the response template may be selected based on both the competency classification label
and one or more generated slot values. In such instance, the one or more slot values may
function to narrow the pool of response template selectable by the response generator to a
subset of a larger pool of response templates to take into account the variations in a query or
user command identified in the slot values. The response templates may generally a
combination of predetermined output language or text and one or more input slots for
interleaving the handler outputs determined at S250.

[0087] In second implementation, S260 implementing a response generator may
function to use a combination of the competency classification label and the slot values of
the user input data to generate a custom response to the user query or user command of the
user input data. In such implementation, S260 may implement one or more predetermined
rules that govern response construction based on the competency classification label and
the slot values of the user data. In some embodiments, the predetermined rules may be
based on user preferences input provided by the user. Thus, the competency classification
label and the slot values of the user data may be used by S260 to select (or
activate/deactivate) predetermined rules for response construction. By executing the
predetermined rules and providing the handler output data from S250, S260 may function
to generate a customer response tailored to the user and the query or the command of the

user.
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[0088] In a third implementation, S260 implementing a response generator may
function to one or more segments of the query or command of the user input data to prefill
or populate a response template (or form). For instance, S260 may function to identify
relevant slot data that may be recycled into one or more sections of a response template. In
such instance, the response template may be configured with one or more sections for
receiving slot data from the user input data. Accordingly, the response template may include
one or more slot sections with each slot section having an associated slot label. Thus, for a
given user input data in which the slots have been identified and slot labels assigned
thereto, the response template may function to automatically pull slot data of the user input
data into its one or more slot sections based on the slot label associated with the slot data.

3. Method for Implementing an Artificially Intelligent Virtual Assistant to

Interact with a Successive, Cognate User Input

[0089] As shown in FIGURE 7, the method 700 for implementing an artificially
intelligent assistant for conversational interactions includes storing one or more prior
queries S705, identifying a supplemental classification label based on user input data S710,
performing slot identification and identifying slot classification labels of the successive S715,
configuring and executing one or more computer-executable operations for generating a
response to the successive, cognate user query S720,

[0090] The method 700 functions to operate a mode of enabling an artificially
intelligent virtual assistant to interact with a user based on detecting a successive, cognate
user query (e.g., a follow-on query related to a prior query, etc.) or a successive, cognate user
command. A successive, cognate user query generally relates to a query that is posed by a
user that is subsequent in time to a prior query posed by the user and that is sufficiently
related to the prior query. A sufficient relation between a prior query and a successive,
cognate query may be established based on a determined similarity between subject matters
and/or competency classification labels of the prior query and the successive, cognate query
or based on the classification of the successive, cognate user query with a supplemental
classification label by a trained machine learning model, as described in S210. The
successive, cognate user query may typically function to refine or redefine a prior query
posed by the user. Accordingly, in some embodiments, the successive, cognate may be

considered an extension or continuation of the prior query such that a system implementing
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the method 700 may function to electronically chain (e.g., link or associate) together a prior
query and the successive, cognate query in order to maintain a seamless and/or consistent
responses to the related queries.

[0091] S705, which includes storing one or more prior queries, functions to collect
prior query data and store the prior query data preferably in a quickly accessible memory.
The prior query may be an initial query in a series of queries or a query occurring at a point
in time earlier than a subsequent or present query of a user.

[0092] The prior query data may include one or more of the prior query per se (e.g.,
text data or the like), data derived based on processing the prior query (e.g., according to the
method 200 or the like), query response data, metadata (e.g., time of query, etc.) about the
query, and the like.

[0093] S705 preferably functions to store the prior query data within fast-accessible
memory or temporary storage, such as a cache, thereby enabling a system implementing the
method 700 to quickly retrieve portions of the prior query data to serve one or more present
or future successive, cognate user queries.

[0094] S710, which includes identifying a competency classification label and
supplemental classification label based on user input data, functions to implement a trained
machine learning model that functions to identify a supplemental classification label based
on the user input data. Specifically, the trained machine learning algorithm may generally
function to classify user input data according to one of a pool of competency classification
labels (as described in S220); however, in some embodiments, the trained machine learning
algorithm may function to additionally classify the same user input data with one or more
supplemental classification labels. It shall be noted that while the competency classification
machine learning model may function to implement one trained machine learning model to
identify both competency classification labels and supplemental classification labels for a
user query, the competency classification machine learning may alternatively implement
distinct trained machine learning algorithms to perform competency classification and
supplemental classification, respectively.

[0095] For example, if a user poses the query: “How about last year?”, S710 may use
the competency classification machine learning model to suggest a competency

classification label of “Income” while contemporaneously identifying a supplemental
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classification label of “Successive, Cognate” or “Follow-on” query since a structure of the
text or language of the query suggests a positive likelihood or high probability that the query
is related to and intended to refine a prior query of the user. In such example, the
competency classification label of the successive, cognate user query may function to define
a universe of functions and operations applicable to the query when generating a response
and the supplemental classification label may function to trigger an additional query
handling process that involves identifying a prior, related query and updating the response
to the prior, related query with slot values derived for the successive, cognate query.

[0096] Additionally, the trained machine learning model was preferably trained with
user input data samples of successive, cognate queries (i.e., follow-on questions and/or
follow-on commands) from one or more data sources including crowdsourced data.

[0097] A supplemental classification label as referred to herein generally refers to
one of a plurality of classification labels attributable to user input data (e.g., a user query or
user command) that functions to trigger one or more modes of operation of an artificially
intelligent virtual assistant and/or that functions to trigger one or more secondary
interaction processes or protocols (e.g., trigger the method 700 augmenting a primary
method 200 or the like) of the artificially intelligent virtual assistant. For instance, a
supplemental classification label may include one or more of successive, cognate user input,
deficient or limited user input, and the like. In a preferred embodiment, a supplemental
classification label as referred to herein with respect to a successive, cognate query generally
functions to indicate a likelihood or a probability that the successive, cognate query is a
follow-on or a closely related question to a prior query of the user such that contextual and
other data of the prior query should be used as a basis for generating a response to the
successive, cognate query.

[0098] S715, which includes performing slot identification and identifying slot
classification labels of the successive, cognate user query data, functions to implement a slot
identification machine learning model to identify tokens and/or slot segments of the
successive, cognate user query data and correspondingly, generate or identify a slot
classification label for each identified token or slot segment.

[0099] Continuing with the above-example in S710, a user may pose the query: “How

about last year?”. In such example, the slot identification machine learning (ML) model may
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identify [How about], as a first slot (i.e., Slot 1), and [last year], as a second slot (i.e., Slot 2).
S715 may use the slot identification ML to additionally classify Slot 2 with the label “Date
Range”.

[00100] Additionally, or alternatively, S715 may function to pass the identified slots
and corresponding slot labels to a slot value extractor. In a preferred embodiment, the slot
value extractor functions to attribute or assign a machine and/or program-comprehensible
value to each received slot of the successive, cognate user query. Still continuing with the
above-example of S715, S715 may function to use the slot value extractor to specifically
identify a date value based on the application of the slot classification label of “Date Range”
for Slot 2: [last year]. Accordingly, assuming that the user poses the query, the system may
return a slot extraction value of “March 2016 — March 2017” as the relevant date range for
the query.

[00101] S720, which includes configuring and executing one or more computer-
executable operations for generating a response to the successive, cognate user query,
functions to collect output values derived in steps S710-S715 and use the output values, as
input, to generate one or more subroutines for handling the successive, cognate user query.
[00102] In a preferred embodiment, S710 may function to pass to S720 the
competency classification label and the supplemental classification label for the successive,
cognate user query. Based on the supplemental classification label of “Successive, Cognate”,
S720 may function to identify and retrieve from a memory device (e.g., cache memory) prior
query data. That is, the supplemental classification label may trigger (or is mapped to) a
prior query search and identification process at S720 to enable an intelligible response to
the successive, cognate query. The prior query search and identification process may include
a series of subroutines and operations, as described further below, that enables a system
implementing the method 700 to locate a prior query and generate a response to the
successive, cognate query based at least on contextual data of the prior query.

[00103] Specifically, S720 may function to configure and/or generate prior query
identification subroutines that includes a first subroutine that functions to pull or retrieve
historical queries and/or prior query data of the user. In some embodiments, S720 may use
the first subroutine to extract prior query data from temporary storage (e.g., cache memory)

and/or quickly-accessible memory devices. The temporary storage or quickly-accessible
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memory devices may function to store queries of the user that are the most recent in time.
Preferably, the temporary storage functions to store prior queries up to seven days (or a
week) old; however, the temporary storage may be reconfigured according to user
preferences or the like to store prior queries for a shorter or longer amount of time.

[00104] Additionally, or alternatively, S720 may configure and use the first subroutine
to retrieve prior query data from longer-term storage devices. In particular, in the
circumstances that S720 determines that the short-term or temporary storages lacks
sufficient prior query data or the prior query data in temporary storage is determined not to
be sufficiently related to the successive, cognate query, S720 may function to explore the
longer-term storage devices and elements to identify the prior query to which the
successive, cognate query sufficiently relates.

[00105] Additionally, S720 may function to configure and/or generate a second
subroutine that includes a first prior query data filter based on the competency classification
label that functions to filter from the historical prior query data the prior queries having a
specific competency classification label. For instance, if the competency classification label
assigned to successive, cognate query is “Income”, then the prior query data filter may be
configured by S720 to filter prior query data having a similar or same competency
classification label.

[00106] Additionally, S720 may function to configure and/or generate a third
subroutine that includes a second prior query data filter based on the one or more slot
classification labels attributed to the successive, cognate query. For instance, if a slot
classification label assigned to a slot or segment of the successive, cognate user query
includes a “Date Range” label, S720 may configure the second prior query data filter to filter
from or identify from the historical prior query data those prior queries having a similar or
same slot classification label. Preferably, the second prior query data filter is applied to filter
results of the first prior query data filter. That is, the second prior query data filter may
preferably function to filter only the prior query data having a specific competency
classification, such as “Income”, for example.

[00107] Accordingly, once the one or more prior query data filters are applied to the
prior query data, only one or a few prior queries should populate as candidates. In the case

that multiple prior queries are identified or populated as candidates, S720 may function to
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configure and apply additional filters or operations to reduce the population, such as a
ranking operation or filter based on time (e.g., time-weighted) that ranks the populated
queries according to date and time of occurrence. In this way, S720 may assign a greater
weight or likelihood to queries occurring latest in time or the like. It shall be noted that any
suitable and/or additional filter or operation may be applied to the candidate population of
prior queries.

[00108] S730, which includes selecting prior query data, functions to select a prior
query that is sufficiently related to the successive, cognate user query and extract associated
prior query data. Specifically, S730 may select the prior query from the prior query
candidate population (as identified in S720) and once selected, S730 may function to
retrieve prior query data of the selected prior query. The retrieved prior query data
preferably includes the original user query (e.g., textual data of the query), the one or more
assigned classification labels (e.g., competency labels, slot labels, etc.), (first) response data
(e.g., generated response to the prior query), data used to generate the (first) response data
(e.g., the records of income for an “Income” prior query), and the like. S730 may function to
use the retrieved prior query data to quickly and more efficiently generate a response to the
successive, cognate query by recycling the prior query data to generate a (second or
subsequent) response to the successive, cognate query.

[00109] Accordingly, a context of the selected prior query may be obtained and used
(as described in S740) to assist in generating an intelligible response to the successive,
cognate user query. For instance, the response data for the selected prior query may include
a response templated that is filled with data derived based on the slot values of the prior
query.

[00110] Additionally, or alternatively, based on the selection of the prior query, S730
may revert back to S720 to configure and/or generate a second set of subroutines for
handling the slot values of the successive, cognate user query. Once the prior query is known
or selected, S720 may be enabled to identify the relevant user data sources for user data
collection for generating one or more response values based on the one or more slot values
of the successive, cognate user query. The relevant user data sources may include the one or
more user data sources accessed for generating a response to the prior query. For instance,

if the prior query was: “How much did I earn in my checking account last month?” and the
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successive, cognate query is: “What about last year?”, S720 may configure one or more
subroutines to perform one or more (or a combination) of accessing a data source having
checking account transaction data, filtering the transaction data, and performing one or
more additional operations (e.g., an aggregation or summation, etc.) against the transaction
data.

[00111] S740, which includes generating a response to the successive, cognate user
query, functions to update or reconstruct the response to the selected prior query based on
slot values and data acquired for the successive, cognate query. Specifically, S740 may
function to identify the response to the prior query and update one or more sections of the
response to the prior query with slot or output values for the successive, cognate query.
[00112] In a preferred embodiment, S740 identifies the response template used in the
response to the prior query and updates the one or more of the slot values for the prior
query within the response template with one or more slot values for the successive, cognate
query. That is, for any slot values that are generated for the successive, cognate user query
(as described in S730), S740 may function to inject the slot values for the successive,
cognate user query into the response generated for the prior query thereby replacing the
original slot values for the prior query with the new slot values for the successive, cognate
user query.

[00113] Preferably, S740 functions to update the one or more slot values of the prior
query response with the one or more slot values of the successive, cognate query having a
corresponding slot value type. That is, if the prior query response includes a slot value data
for a “Date Range” slot value type, S740 preferably functions to include slot value data for a
“Date Range” slot value type of the successive, cognate user query. For example, if the prior
response to the prior query of “How much did I earn in my checking account last month?”
was “You earned $24.00 [Income] in your checking account in March 2017 [Date Range].”,
for the successive, cognate query of “What about last year [Date Range]?”, S740 may
function to update the prior query response with slot values for “Income” and “Date Range”
for the successive, cognate query. In such example, if the Income for the last year
determined by a system implementing the method 700 is $100, then S740 may function to
replace the slot value for Income for last month of $24.00 with the slot value for Income of

$100.00 for the last year and also, replace the slot value for Date Range of March 2017 with
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the slot value for Date Range of March 2016 — March 2017, resulting in the reconstructed
response to the successive, cognate user query of: “You earned $100.00 in your checking

account in March 2016 - March 2017.

4. Method for Implementing an Artificially Intelligent Virtual Assistant to

Interact with a Deficient Query

[00114] As shown in FIGURE 8 the method 800 for implementing an artificially

intelligent assistant for interactions includes using machine learning to perform natural
language processing of a user query S805, configuring and executing one or more computer-
executable operations for generating a response to the deficient user query S810,
constructing one or more queries S820, and generating a response to the deficient user
query S830.

[00115] The method 800 functions to operate a mode of enabling an artificially
intelligent virtual assistant to interact with a user based on detecting a limited or deficient
user query (e.g., an incomplete query or query with partial information). A deficient user
query (or command) generally relates to a query (or command) that includes limited
information or fails to include required information to enable a successful and/or full
response to a request made within the query.

[00116] S805, which includes using machine learning to perform natural language
processing of a user query, functions to process a deficient user query using one or more
natural language processing techniques including the techniques described in S210-S24o0.
[00117] In a preferred embodiment, S805 functions to implement a competency
classification machine learning model that classifies the deficient user query according to, at
least, one of a plurality of competency classification labels. For instance, a user may pose the
query: “Increase my spending limit”, which the competency classification machine learning
model may function to classify with the competency label of “Limit Increase”. The
competency classification label for the deficient user query may function to define a general
area of comprehension of an artificially intelligent virtual assistant along with sets of tasks,
operations, functions, and the like that may be performed within the specific competency
area to fully address the user’s query.

[00118] Additionally, S805 may function to use the competency classification machine

learning model to identify a supplemental classification label for a deficient user query. The
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competency classification machine learning model preferably implements a trained machine
learning algorithm that is specifically trained to classify user queries (or commands) with at
least one competency classification label and if applicable, a supplemental classification
label. The supplemental classification label, as applied by the competency classification
machine learning model, may be applied to identify an additional mode of operating one or
more aspects of the system (e.g., the Al virtual assistant) implementing the method 800
(similarly, the methods 200 and 700). In a preferred embodiment, a supplemental
classification label as referred to herein with respect to a deficient user query generally
functions to indicate a likelihood or a probability that the deficient user query omits user
input data or lacks sufficient user input data to successfully process an intended request of
the deficient user query.

[00119] With respect to the method 800, the competency classification machine
learning model may have been trained using crowdsourced user input data and/or user
input data received during an operation of a system implementing one or more of the
methods described in the present application. The crowdsourced user input data (e.g.,
queries or commands) and other user input data preferably includes multiple samples (e.g.,
thousands of samples) of deficient user queries that typically require more information from
a user to successfully respond to or fulfill the deficient user query.

[00120] Asynchronously, S805 may additionally function to use a slot identification
machine learning model to identify one or more tokens or slot segments within the deficient
user query and suggest one or more slot classification labels for each token and/or slot
segment of the deficient user query.

[00121] Continuing with the foregoing example, a user may pose the query: “Increase
my spending limit?” to an artificially intelligent virtual assistant implemented at least in
part by the method 800. In such example, the slot identification classification machine
learning algorithm of the slot identification machine learning (ML) model may identify
[Increase], as a first slot (i.e., Slot 1, token 1, etc.), and [spending limit], as a second slot (i.e.,
Slot 2). S805 may additionally use the slot identification ML to classify specific slot
classification labels that suggest which of one or more categories known or recognized by

the artificially intelligent virtual assistant that the identified slots belong to. In such
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example, a slot classification label of “Credit Limit Increase” or “Debit Limit Increase” may
be applied to Slot 2 of the deficient user query.

[00122] Additionally, or alternatively, S8o5 may function to pass the identified slots
and corresponding slot labels to a slot value extractor. In a preferred embodiment, the slot
value extractor functions to attribute or assign a machine and/or program-comprehensible
value to each received slot and/or slot value of the deficient user query. Still continuing with
the above-example of S805, S805 may function to use the slot value extractor to specifically
attempt to identify a program-comprehensible object based on the application of the slot
classification label of “Credit Increase” for Slot 2: [spending limit] that maps to one or more
processes or subroutines that enable the system implementing the method 800 to perform
one or more tasks to increase a credit spending limit of the user.

[00123] S810, which includes configuring and executing one or more computer-
executable operations for generating a response to the deficient user query, functions to
collect output values derived in step S805 and use the output values, as input, to generate
one or more subroutines for handling the deficient user query.

[00124] In a preferred embodiment, S805 may function to pass to S810 the
competency classification label and the supplemental classification label for the deficient
user query. Based on the supplemental classification label of “Deficient Query”, S810 may
function to identify the one or more deficiencies of the deficient user query and construct
responses or computer-generated queries to the user that enables a resolution to the
identified one or more deficiencies. Accordingly, the supplemental classification label of
“Deficient Query” may trigger (or is mapped to) a deficient query resolution process at S810
that enables a determination and acquisition of necessary input to process and/or respond
to the deficient query. The deficient query resolution process may include a series of
subroutines and operations, as described further below, that enables a system implementing
the method 800 to determine data input that may have been omitted from a deficient user
query, construct suggestions and/or queries to the user to acquire the omitted data input,
and process and/or respond intelligibly to the deficient query in response to satisfactory
acquisition of the omitted data input from the user.

[00125] Specifically, S810 may function to use the competency classification label for

the deficient user query to identify a query response process and/or response template for
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the given competency classification label. The query response process may typically include
one or more program or computer-executable steps including functions and/or operations
to respond to a query. For example, if the competency classification label for a user query
comprises “Credit Limit”, S810 may function to identify a query response process for
increasing or changing a credit limit of a user’s account. An example process may include [1]
identifying a user’s credit account, [2] identifying an amount to change the credit limit to,
and optionally, [3] identifying a date for making the credit limit change to the user’s credit
account. Typically, when processing a proper query that is not deficient in any manner, the
example items [1]- [3] that may be required for affecting a credit limit change for a user’s
credit account are discoverable via the natural language processing at S805 (or comparably
S210-240). However, if the query is deficient in any manner, one or more of items [1]- [3]
may be omitted or lacking in specificity and thus, requiring a system implementing the
method 800 to determine the missing data items and acquire the missing data items.
[00126] In one variation, S810 may function to determine the missing or omitted
items in a deficient user query based on the identification of one or more omitted slot values
that are required for satisfying one or more slot value place holders for a response template
to a user query. That is, for each type of competency classification label may exist one or
more predetermined response templates in which exists placeholders for receiving one or
more slot values (response data). The one or more slot values of the response template
typically correspond to data derived based on the one or more slot values of a proper user
query (e.g., a user query that is not deficient). However, if one or more of the slot values of a
user query are omitted or missing, the system typically may not be able to derive or compute
a corresponding slot value to input into the predetermined response template based on the
user query, alone.

[00127] Accordingly, S810 may function identify the one or more slot value
placeholders in a predetermined response template in which slot values or response data are
omitted (following a natural language processing of the deficient query). For example, for
the competency classification label “Credit Limit”, a response template of “You have been
granted a credit limit change of $ Slot Value-1 for your Slot Value-2 credit account
beginning on the date of Slot Value-3”. In this example, each of slot values 1-3 may be

missing values because the deficient user query omitted a request amount for the credit

39



WO 2019/103738 PCT/US2017/063034

limit change, the specific credit account for the credit limit change, and an optional date to
affect the credit limit change.

[00128] S810 preferably passes to S820 one or more indications of the identified one
or more omitted slot values and/or response data. S820, which includes constructing one or
more queries, functions to generate one or more conversational queries based on the
identified one or more omitted slot values. In a preferred embodiment, each of the slot
values of a predetermined response template or slot items of a query response process is
mapped to one or more predetermined queries that may be used to specifically acquire the
data for generating a response data for an omitted slot value. In the example above, Slot
Value — 1 may be mapped to the predetermined query: “Do you have an amount in mind for
the credit limit increase?” that may be posed by the artificially intelligent virtual assistant to
the user. This example query is intended to elicit a response from the user regarding an
amount, such as “$500.”

[00129] Accordingly, for each identified omitted slot value, S820 may function to
identify the predetermined conversational query, via a mapping between the omitted slot
value and the predetermined conversational query, and pose the predetermined
conversational query or construct a query to the user to acquire a sufficient user response to
generate response data to satisfy the omitted slot value. That is, S820 may function to
update the array of unfilled slots of a response template or query response process with
response data from the queries posed to the user until a sufficient number of slots are filled
that enable the system implementing the method 800 to respond to or process the deficient
user query.

[00130] In one variation, S820 may function to propose response data or slot values
for the response templates or query response process. Specifically, S820 may function to
fetch or identify and analyze user data to suggest one or more likely or probable slot values
for filling the omitted slot values. Continuing with the example above, based on collected
user data, S820 may suggest increasing the user’s credit limit to $600 for their Special One
credit account. In such example, S820 may select the credit account that the highest or most
frequent usage and/or propose a credit limit change amount that the user may most likely

be eligible to be approved for.
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[00131] Accordingly, rather than posing one or more queries to obtain the missing slot
values, S820 may function to present one or more suggestions to the user to which the user
can confirm or propose a new value.

[00132] S830, which includes generating a response to the deficient user query,
functions to collect output values of the natural language processing of the deficient query
as well as output values derived from the deficient query resolution processes to generate
one or more subroutines (handlers) for handling or performing one or more tasks with user
data and generating a response to the deficient user query, as described in steps S250-S260,
for example.

[00133] The system and methods of the preferred embodiment and variations thereof
can be embodied and/or implemented at least in part as a machine configured to receive a
computer-readable medium storing computer-readable instructions. The instructions are
preferably executed by computer-executable components preferably integrated with the
system and one or more portions of the processors and/or the controllers. The computer-
readable medium can be stored on any suitable computer-readable media such as RAMs,
ROMs, flash memory, EEPROMs, optical devices (CD or DVD), hard drives, floppy drives,
or any suitable device. The computer-executable component is preferably a general or
application specific processor, but any suitable dedicated hardware or hardware/firmware
combination device can alternatively or additionally execute the instructions.

[00134] Although omitted for conciseness, the preferred embodiments include every
combination and permutation of the implementations of the systems and methods
described herein.

[00135] As a person skilled in the art will recognize from the previous detailed
description and from the figures and claims, modifications and changes can be made to the
preferred embodiments of the invention without departing from the scope of this invention

defined in the following claims.
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CLAIMS
What is claimed:
1. A system for implementing an artificially intelligent virtual assistant, the system
comprising:

a user interface that receives a successive, cognate user query comprising one or
more of an utterance input and a textual input provided by a user, wherein the successive,
cognate user query relates to a query posed by the user subsequent in time to a prior query
of the user, that is sufficiently related to the prior query, and that is stored in a storage
device accessible to the system;

a competency classification system comprising a competency classification machine
learning model that determines a competency classification label and a supplemental
classification label for the successive, cognate user query;

a slot identification and classification system that:

slots the successive, cognate query into a plurality of segments of text, and
determines, using a slot classification machine learning model, a slot label for
each of the plurality of segments of text;

a slot extraction system that generates one or more slot values for the successive,
cognate user query by mapping or converting each of the plurality of segments of text to a
program-comprehensible object or value;

an observables extraction system that uses, at least, each of the generated slot values
to:

identify one or more external data sources;

fetch data associated with the user from the one or more external data
sources;

apply one or more operations to the data to generate response data; and

wherein based on the supplemental classification label, the observables extraction

system:

identifies the priory query and extracts response data associated with the
priory query;

a response generating system that generates a response to the successive,

cognate query by updating one or more slot values of the response data of the prior query
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data associated with the response data generated based on the one or more slot values for
the successive, cognate user query.
2. The system of claim 1, wherein:
the successive, cognate query is sufficiently related to the prior query based on a
determined similarity between subject matters of and competency classifications labels of
the successive, cognate query and the prior query.
3. The system of claim 1, wherein:
the successive, cognate query is sufficiently related to the prior query based on the
determined supplemental classification label applied to the successive, cognate query by a
trained machine learning algorithm implemented by the competency classification model.
4. The system of claim 1, wherein:
the supplemental classification label triggers an additional query handling process
that involves identifying the prior query and updating the response data of the prior query
with slot values derived for the successive, cognate query.
5. The system of claim 1, wherein:
identifying the prior query includes configuring by the observables extraction
system:
a first subroutine that retrieves a history of prior queries of the user; and
a second subroutine that filters the history of prior queries based on the
competency classification label of the successive, cognate user query;
6. The system of claim 5, wherein:
identifying the prior query includes configuring by the observables extraction
system:
a third subroutine that filters the history of prior queries based on the one or
more slot labels of the successive, cognate user query;
after filtering the history of prior queries, populating one or more prior
queries candidates; and
selecting one of the one or more prior queries candidates as the prior query.
7. The system of claim 1, wherein:
the supplemental classification label indicates a likelihood or probability that the

successive, cognate query comprises a follow-on query to the prior query of the user.
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8. The system of claim 1, wherein:
the competency classification label corresponds to one competency of a plurality of
areas of competencies of the artificially intelligent virtual assistant, and wherein a
competency relates to a subject area of comprehension or aptitude of the artificially
intelligent virtual assistant for which the artificially intelligent virtual assistant functions to
interact with or provide the response to the user input data.
9. The system of claim 1, wherein:
the slot label relates to one of a plurality of predetermined slot labels that describes
the slot of the user input data.
10.  The system of claim 1, wherein:
the observables extraction system that uses, at least, each of the program-
comprehensible objects or values to generate a plurality of handlers, wherein each of the
plurality of handlers comprise one or more computer-executable subroutines for handling
user data based on the program-comprehensible objects or values for each of the slots of
user input data.
11. A method of implementing an artificially intelligent virtual assistant, the method
comprising:
at an artificially intelligent virtual assistant platform comprising one or more
computing servers that:
receives a deficient user query, wherein the deficient user query relates to a
query that includes omits user input data that is required to successfully process an
intended request of the deficient user query;
uses a competency classification machine learning model to generate a
competency classification label and a supplemental classification label for the deficient user
query;
uses a slot identification machine learning model to:
(i) identify one or more slots from a text of the deficient user query,
wherein each of the one or more slots comprises a segment or grouping of one or more data

elements of the text;
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(ii) generate a slot label for each of the one or more slots of the
deficient user query, wherein the slot label relates to one of a plurality of predetermined slot
labels that describes the slot of the user input data;

generates one or more slot values for each of the one or more slots by
converting or mapping the data elements of each of the one or more slots to a program-
comprehensible instance based on the slot label for each of the one or more slots, wherein
the slot value comprises the program-comprehensible instance;
identifies a predetermined response template for the deficient user query
based on the competency classification label of the deficient user query;
identifies one or more unfillable sections of the predetermined response
template based on the one or more slot values of the deficient query;
generates one or more query construction handlers for each of the one or
more unfillable sections of the predetermined response template by generating one or more
computer-executable subroutines for constructing one or more user queries for obtaining
additional user input from the user;
collects the additional user input based on the constructed one or more user
queries;
generating additional slot values based on the collected additional user input;
generate response data using (1) the one or more slot values of the deficient
user query and (2) the additional slot values of the collected additional user input; and
generating a response to the deficient user query based on the response data.
12. The method of claim 10, wherein:
the competency classification machine learning model is configured to generate a
plurality of distinct competency classification labels,
each of the plurality of distinct competency classification labels corresponds to one
competency of a plurality of areas of competencies of an artificially intelligent virtual
assistant, and
a competency relates to a subject area of comprehension or aptitude of the artificially
intelligent virtual assistant for which the artificially intelligent virtual assistant can interact

with or provide a response to the user input data,
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13. The method of claim 10, wherein:
using the competency classification label of the deficient user query to identify a
query response process and/or response template associated with the competency
classification label.
14. The method of claim 10, wherein:
the competency classification machine learning model comprises a single
competency classification deep machine learning algorithm that is trained to detect each of
the plurality of distinct competency classification labels, and
generating the competency classification label for the user input data includes
selecting the competency classification label having a highest probability of matching an
intent of the user input data.
15. The method of claim 10, wherein the artificially intelligent virtual assistant platform
further:
generates one or more handlers for each slot value of the deficient user query by
generating one or more computer-executable subroutines configured to process user data
into response data;
uses the one or more handlers to:
identify an external data source relevant to the deficient user query;
fetch the user data from the external data source;
apply one or more processing operations to the user data to generate
the response data.
16. The method of claim 11, wherein:
the competency classification machine learning model generates a probability of
intent matching of the deficient user query for each of the plurality of distinct competency
classification labels, and
generating the competency classification label for the deficient user query includes
selecting the competency classification label of the plurality of distinct competency

classification labels having a highest probability of matching an intent of the deficient user

query.
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17. The method of claim 11, wherein:
the competency classification machine learning model comprises an ensemble of
competency classification deep machine learning algorithms, wherein each competency
classification deep machine learning algorithm of the ensemble is trained to detect a distinct
competency classification label of the plurality of distinct competency classification labels,
and
generating the competency classification label for the deficient user query includes
selecting the competency classification label having a highest probability of matching an
intent of the deficient user query.
18. A method comprising:
receiving a successive, cognate user query comprising one or more of an utterance
input and a textual input provided by a user, wherein the successive, cognate user query
relates to a query posed by the user subsequent in time to a prior query of the user, that is
sufficiently related to the prior query, and that is stored in a storage device accessible to the
system;
determining a competency classification label and a supplemental classification label
for the successive, cognate user query using a competency classification machine learning
model;
slotting the successive, cognate query into a plurality of segments of text, and
determining, using a slot classification machine learning model, a slot label for each
of the plurality of segments of text;
generating one or more slot values for the successive, cognate user query by mapping
or converting each of the plurality of segments of text to a program-comprehensible object
or value;
using, at least, each of the generated slot values to:
identify one or more external data sources;
fetch data associated with the user from the one or more external data
sources;
apply one or more operations to the data to generate response data; and

wherein based on the supplemental classification label:
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identifying the priory query and extracts response data associated with the

priory query;
generating a response to the successive, cognate query by updating one or more slot
values of the response data of the prior query data associated with the response data

generated based on the one or more slot values for the successive, cognate user query.
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