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This invention relates generally to a system and method for solving for the
values of unknown variables, subject to desired objectives and relationships, wherein
some of the variable values may change over time and others cannot. This method
may be used to solve complex systems. In a preferred embodiment, the system and
method may be applied to computer graphics where it can be applied to force complex
animated mechanisms to satisfy certain constraints, or to match three dimensional,

animated elements to corresponding elements in a video or film clip.

In the past, there have been software applications which are designed to solve a
particular problem within a particular application. Thus, there are sofiware
applications which are designed to specifically solve computer graphics equations to
derive the output for the computer display. There are other software applications
which solve problems for other complex systems. These conventional software
applications may use similar strategies for solving the complex system such as using
various typical search algorithms. However, none of the conventional software
applications are general enough to be used to solve a variety of different complex
systems. Thus, it is desirable to provide a system and method for efficiently solving
complex systems of time-varying and time-invariant variables which may be used for a

variety of different applications and it is to this end that the present invention is

directed.
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Summary of the Invention

A system and method for solving complex system is described wherein the
solution of the complex system comprises values of unknown variables, subject to
desired objectives and relationships, and further where some of the variable values in
the complex system may change over time and others cannot. The system and method
efficiently solves these complex systems without limitation to the dependencies among
the variables. This method has application generally to solving various complex
systems. In a preferred embodiment as described below, the solving method may be
used -fdr computer graphics where it can be applied, for example, to force complex
animated mechanisms to satisfy certain constraints or to match three dimensional,

animated elements to corresponding two dimensional elements in a video or film clip.

Thus, in accordance with the invention, a system and method for solving
complex systems of time-varying and time-invariant variables is provided. The
method comprises explicitly identifying dependencies between variables, analyzing the
variable dependencies to identify groups of variables that are mutually interdependent
("loops™), ordering the loops, based on inter-loop dependencies, from most
independent to most dependent, and for any time of interest, applying a solving step to
each loop in turn, following the dependency ordering established above. A system is

also described.
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The method may further comprise clearing any previously computed solutions
if anything on which those solutions depend is changed. The steps of loop
identiﬁcation and loop ordering may be accomplished simultaneously. In accordance
with the invention, any variable or objective can be deactivated (excluded from
consideration in the solution) for specified time(s). In accordance with the invention,
any variable can be constrained to be invariant over its active times, and the solving
step may further comprise dividing the loop variables into two lists, one containing
time-invariant variables, and the other containing time-variant variables, identifying
the range of times that encloses the active times of the time-invariant variables
("invariant range"), recursively ensuring that all prior loops that this loop depends on
have been solved for all times in the invariant range, and, for the time of interest,
applying a solving step that simultaneously computes both the time-varying and the

time-invariant variable values.

The step of dividing the loop variables into two lists and identifying the
invariant range are accomplished once, possibly simultaneously with loop
identification and/or loop ordering, since this analysis is valid for solution at any time.

In solving the loops, a standard multivariate optimization method that systematically

explores potential variable values to optimize an objective function may be used.

Brief Descrintion of the Drawi

Figure 1 is a diagram illustrating a computer system that may include the solver

system and method in accordance with the invention;
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Figure 2 is a flowchart illustrating a preferred embodiment of a method for

solving complex computer graphics in accordance with the invention;

Figure 3 is a flowchart illustrating more details of the analysis steps of the

method of Figure 2;

5 Figure 4 is a flowchart illustrating more details of the solving steps of the

method of Figure 2;

Figure 5 is an example of simple problem that is solved using the solving

system in accordance with the invention; and

Figure 6 is an example of a more complex problem that is solved using the

10  solving system in accordance with the invention.

Detailed Description of 2 Preferred Embodi

The invention is particularly applicable to solving computer graphics complex
systems and it is in this context that the invention will be described. It will be
appreciated, however, that the system and method in accordance with the invention has

15  greater utility, such as to solving equations for other types of complex systems, such as
machine vision systems, user interface systems, and robotic systems. Prior to
describing a preferred embodiment of the invention, various definitions of terms that
will be used in this application will be described. These definitions may aid in the

understanding of the invention as described.
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Definiti

1. Actuator: An actuator is a component which outputs a designated value
or values. The actuator may be used in computer graphics applications to specify and
control aspects of a 2-D or 3-D scene, such as an object’s position, orientation, size,
color, etc. Actuators effectively represent the variables to be solved for wherein the
actuators may be normal actuators or steady actuators. A normal actuator has a value
that changes from frame to frame of the computer graphics whereas the steady
actuators have values that must be held constant throughout an mﬁe animation. In
other words, steady actuators produce the same value for all time values (for an entire
animation) while normal actuators produces a potentially different value for each time
(or each frame of the animation). The described method produces values to be output
by each actuator in the scene to meet designated objectives which are expressed as
comparators (described below). Each actuator references one or more comparators as

described below.

2. Steady Actuators: The steady actuators produce only a single value(s)
for every time in the animation sequence. Steady actuators have a user-defined time
range over which their comparators are evaluated in the process of determining the

optimal value.

3. Comparator: A comparator is a component expressing a desired
objective and/or relationship. Those desired relationship of objective may include for

example, a desired relationships among elements in a 3-D scene, such as that two
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objects be located at the same location in the 3-D scene or a 2-D image view, or that
several objects be co-linear. Each comparator produces one or more measurements,

which ideally are zero indicating that the desired relationship/objective has been

obtained.

4, Dependency: A first variable or other object depends on a second
variable or object if the second variable’s value must be known to compute the first

variable's value. For example, in the equation x = (y + 3)/z, x depends on y and z.

5. Loop: A loop is a collection of interrelated mutually dependent scene
objects or variables. For example, A’s value depends on B, B’s value depends on C,
and C’s value depends on A, where one or more of A — C are actuators. Loops can
become substantially more complex and a scene may contain any number of loops.
For example, a loop, L1, might depend on another loop, L2, but if L2 also depends on

L1, then L1 and L2 are not disjoint but are in fact a single loop.

6. Time of Interest: A loop must generally be solved only for a particular
time (the "time of interest") to update the software’s display windows. The user may
later request a solution for a different time of interest and we will attempt to do so with

a minimal expenditure of computer time.

7. Cache: A cache is a data storage area consisting of pairs of data (time,
value) wherein each pair defines an actuator’s output at a particular time as specified

by the data. The cache may contain no entries (after it is flushed), or any number of
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entries for unique times. If the cache contains an entry for a particular time, it is said
to be valid for that time. If the cache does not contain an entry for a particular time,
the cache is invalid at that time. A cache may be implemented by any means such as

linked lists, bit arrays, and so on as may be apparent to those skilled in the art.
Descrioti

Now, a preferred embodiment of the invention will be described in which a
complex system having time-varying and time-invariant actuators may be solved using
the method. In particular, the invention in the preferred embodiment may be applied to

solve a complex computer graphics system as will now be described.

Figure 1 is a diagram illustrating an example of a computer system 10 that may
ipcludé the solver system and method in accordance with the invention. The computer
system 10 may include a display 12 (any typical display such as a CRT or a LCD), a
processing unit 14 connected to the display 12 and one or more input/output peripheral
devices 16 connected to the processing unit such as a keyboard 18 and a mouse 20.
The display permits images to be displayed to the user of the computer system while
the input/output devices permit the user to interact with the software application being
executed by the computer system. For example, a computer graphics software
application may display an animation on the display and the animation may be

modified by the user inputting commands using the keyboard or mouse.
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The processing unit 14 may further include a central processing unit (CPU) 22,

a persistent storage device 24 and a memory 26. The persistent storage device, which
may be a hard disk drive, a tape drive, an optical drive or the like, may store one or
more software applications and an operating system that may be executed by the
computer system. To execute a software application, it is typically downloaded from
the persistent storage device into the memory and then the CPU 22 executes the
software application. The CPU may also control the operation of the computer system.
In the computer system shown in Figure 1, one or more software applications 28 are

shown already resident in the memory so that they may be executed by the CPU.

In this example, the one or more software application may include a graphics
package 30 and a suite of plug-in programs 32 that enhance the operation of the
graphics package. As described in more detail in a user manual which is attached to
this application as an appendix and is incorporated herein, in a preferred embodiment,
the graphics package may be Studio 3D Max , a commercially available graphics
package, and the suite of plug-ins may be referred to as the SceneGenie software
application. The SceneGenie software application 32 may include a solver 34 in
accordance with the invention which solves the complex systems generated by the
computer graphics package. Examples of the solution provided by the solver 34 in
accordance with ihe invention are provided with respect to Figures 5 and 6. Now, a
preferred embodiment of a method for solving complex systems in accordance with the

invention will be described.
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Figure 2 is a flowchart illustrating a preferred embodiment of a method 40 for
solving complex computer graphics in accordance with the invention. The disclosed
method shows how to determine values for the actuators of the graphics program when
the graphics scene consists of a mixture of steady and normal actuator types as defined
above. The presence of steady actuators makes this solving process substantially more
complex, but offers the user substantial benefits as more information can be extracted
from a scene. In step 42, the computer graphics scene is analyzed to identify the
normal and steady actuators as will be described below in more detail with reference to
Figure 3. The output of the analysis step is a list of loops in the scene and, for each
loop in the scene, a list of the steady and normal actuators. In step 44, the method
solves the steady and normal actuators for each loop for the steady actuator values and
the normal actuator values. This step is described in more detail below with reference
to Figure 4. Once the final steady and normal actuator values have been determined by
the solving step, those determined values may be applied to the computer graphics
scene to change the scene based on the changed steady and normal actuator values.
Now, more details of the analysis step in accordance with the invention will be

described.

Figure 3 is a flowchart 50 illustrating more details of the analysis steps of the
method of Figure 2. In particular, the analysis steps may include one or more steps in
which the scene is analyzed to extract the necessary information to determine the
current values of the steady and normal actuators. In step'52, the method begins by

analyzing the scene to locate all of the loops in the scene. For any element of the
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scene, the method posits that there exists a way to determine the other elements which
the element depends on. In particular, these dependencies are often listed explicitly,
but others may be deduced from the type of the element in an application-dependent
manner. Each actuator in the scene is located and its dependencies are enumerated,
starting from its comparators and proceeding to examine everything its comparators
depend on, everything they depend on, and so on recursively, until there are no
remaining unexamined dependencies. During this process, the actuator will generaily
be found to depend on other actuators or at least depend upon itself. The list of

dependent actuators for each actuator constitute the raw loop information.

In step 54, the generated raw loop information may then be further examined to
consolidate any loops and-order the loops. In particular, during the consolidation
process, each loop is repetitively compared to the other loops. If the two loops are
mutually interdependent (i.e., the dependents of one loop contains members of the
other loop and the dependents of the other loop contain members of the first loop), then
the two loops are not disjoint and are consolidated into a single loop. Otherwise, the

two loops are left as two separate loops which will be solved separately.

During the consolidation process, it becomes apparent when one loop depends
on another loop, but not the reverse. In this case, a reordering process may occur in
which the two loops are reordered so that the more independent loop immediately
precedes the dependent loop in the loop list. Thus, as the loop consolidation process

proceeds, the loops are simultaneously sorted such that non-dependent loops come

10
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early in the list, and the more dependent loops appear later in the list. The sorting
(ordering) and consolidation process continues until the loops are all disjoint, and until

no loop depends on a loop which comes after it in the list.

Once this has been done, one can see that the loop-solving process must start at
the beginning of the list of loops, solving each loop, and working through to the last
loop in step 56. During this process, the more independent loops are processed earlier
since they appear earlier in the list. Then, the more dependent loops, which depend on
the more independent loops already processed, may be processed efficiently since the
data from the independent loops is already available. Thus, the necessary data values
from the more independent loops on which the currently processed loops depends is

already available which makes the processing of the loops must faster.

Now, the processing of each loop is described. In particular, each loop may
consist of a mixture of steady and normal actuators. The loops must be solved for only
the single time of interest corresponding to the effective time the user is being shown
the display window, but the process can be iterated as required. Thus, the remainder of

the steps described below are repeated, in order, for each loop in the loop list.

In step 58, the method checks whether the loop does in fact need to be solved.
In particular, each actuator maintains a cache consisting of times and values at which
its optimal value has already been determined. Steady actuators are valid for either all
or no times, with a single optimal value. It may be convenient to consider this optimal

value to correspond to time zero for book-keeping purposes. In operation, the actuator

11
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caches are flushed (emptied of the values and times) when objects they depend on are
changed, typically by user action. Often a user action will affect only a small number
of loops, and we wish to avoid solving still-valid loops to save computer time. Thus,
the method checks whether a loop must be solved by checking the caches of each
actuator that is a member of the loop. If each actuator of the loop is still valid at the
time of interest, then the loop can be skipped with no further work and the method
loops back to step 56 to process the next loop. If the loop needs to be processed (i.e.,
some of the caches are invalid for one of the actuators in the loop), then the method

processes the current loop.

In step 60, the actuators of the current loop are sorted into two lists wherein one

-list consists of steady actuators and the other list consists of the normal actuators.

During this sorting process, it is convenient to determine a single loop time range
which encloses the range of all the steady actuators in the loop. In step 62, the method
determines if there are any steady actuators in the current loop. If there are no steady
actuators in the current loop, the method skips to step 70, solves the normal actuators

and loops back to step 56 to process the next loop.

If there are steady actuators in the loop currently being processed, the method
ensures, in step 64, that each loop that this loop depends on has been solved for at all
frames in this loop’s range (i.e., check to ensure that all precedent conditions have been
solved). Since only solutions at the time of interest are required as the method's

ultimate output, the earlier loops need only be guaranteed to have been solved at the

12
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time of interest. Solving for the current loop's values requires solutions for the prior
loops for all times within the present loop’s range. To achieve this, the method
examines the loops preceding the current loop in the loop list to see if the preceding
loop's members include any of this loop’s dependencies. Any steady actuators will
already have been solved for, by construction. For the normal actuators in the earlier
loop, the method iterates over each frame time and checks whether each actuator’s
cache is valid at that time. If not, a solve cycle must be initiated for that loop at that
time, as described below with reference to Figure 4. At the conclusion of this solving
process, it should be clear that at any time within the loop range, any actuator or object
within the present loop can be evaluated, and all other information required will

already be cached and available. This is crucial to successful and efficient

implementation. The loop may now be solved in step 66 for its steady actuators, as
described with reference to Figure 4, with the special objective function as described

below.

In step 68, the method determines if the normal actuators must be solved at the
time of interest by examining the validity of their caches. This may occur if the loop
did not contain any steady actuators (as described above) or if the range of the steady
actuators did not contain the time of interest. If the normal actuators are not being
solved, then the method loops back to step 56 to process the next loop in the list.
Otherwise, in step 70, the normal actuators are solved using the solving step described

below with reference to Figure 4.

13
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The steady and normal actuators in a loop are then solved in an efficient
manner since the loops are arranged and processed in dependency order. To optimize
the interactive performance of this method, it is possible to allow the user to specify
that the comparators of the steady actuators are evaluated only at spaced out intervals
so that the comparators are not evaluated as frequently. For example, the comparators
may be evaluated every N frames. As an example, this parameter may be set at 5 so
that only 1/5" of the number of frames must be solved for in step 66 and in evaluating
the objective function below, affording a significant speedup in processing time. Now,

the solving step in accordance with the invention will be described.

Figure 4 is a flowchart illustrating more details of the solving steps 80 of the
method of Figure 2. In particular, the solving steps are applied to both the steady
actuators and the normal actuators. In step 82, a list of actuators to be solved for is
received which are the input to the solving steps. The list received is either all steady
actuators or all normal actuators depending on whether steady actuator values or
normal actuator values are being solved for. In step 84, a solving technique is applied
to the list of actuators. In a preferred embodiment, the solving step implements a
standard multivariate optimization method, such as was described in A Variable Metric
Method (Numerical Recipes in C++: The Art of Scientific Computing, W.H. Press,
S.A.Teukolsky, W.T. Vetterling, B.P. Flannery, Cambridge University Press, 2™ Ed.,
1992). In using this optimization method, the actuators constitute the variables and the
optimization method systematically explores their potential values to optimize an

objective function as described below. The optimization method returns tentative

14
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values to the actuators which produce those values when the objective function is
evaluated. Once the optimal actuator values have been determined, they are entered
into the actuators’ caches, and the solving procedure terminates. Now, the objective

function in accordance with the invention may be determined as follows.

In the preferred embodiment, the objective function for normal actuators
consists of the sum of squares of the measurements of each comparator referenced by
the actuators. The comparators are typically referenced by more than one actuator in a
loop and these duplications must be detected so that each measurement counts only a
single time in the final objective function, to avoid inappropriate biasing. In the
preferred embodiment, the objective function for steady actuators consists of the sum
of the squares of the measurements, accumulated over each time in each actuator’s
range. The objective function evaluator iterates over each time in the range, and at
each time, it executes an entire Solve cycle for the normal actuators that are part of this
loop, with the steady actuators held at their tentative values. By reusing earlier

solutions as seed values, the normal-mode solve cycle generally converges rapidly.

With the tentative steady actuator values and the tentative-optimum normal
actuator values in place, each steady-actuator comparator is then evaluated, and the
results (squared) added up without duplication. Some comparators may be active
during only a portion of the range; inactive comparators may be skipped at this point.
In the preferred embodiment, the same computer code can handle both normal and

steady actuator solving, using C++ language features to redefine the objective function

15
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for each case. In a preferred embodiment, separate solver instances (of the same C++
class) may handle the steady-mode and normal-mode solving cycles since they happen
simultaneously. Now, two examples of problems that may be solved using the solver

system and method in accordance with the invention will be described.

Figure 5 is an example of simple problem that is solved using the solving
system in accordance with the invention. In particular, a rod, R, is shown that rotates
in three dimensions (3D) about a point, B, and the goal it to solve for the 3D rotation of
the rod that brings a point, A, as close as possible, in three dimensions, to a target
point, P. It is possible that point P may be moved or may be animated to follow a path.

For this problem, the variables are the 3D rotation of the rod and the goal is to

- minimize the distance between points A and P. In this simple example, there is only

one loop which is the rotation of R and the positions of P and A that are
interdependent. Using the solver in accordance with the invention, a solution is found

wherein, for any given time of interest, t, and therefore any known position of P, the

* rotation of R is determine that minimizes the distance between P and A. Now, another

example of a problem solved using the invention will be described.

Figure 6 is an example of a more complex problem that is solved using the
solving system in accordance with the invention. In this example, it is desirable to
solve for the 3D position and rotation of a head, H, that matches the appearance of the
head in image, I. Specifically, the 3D position and rotation of the head H should match

the 2D position of the 2D features, such as a first feature, F,, in a source image I with

16
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the 2D position that the corresponding features, such as F,, would occupy in an image
created when H is viewed through a camera, C. Since camera C may move, its
position or rotation must also be determined based on a background feature, B. In this
more complex example (which is still simpler than more complex examples that may

5  be solved with the solver in accordance with the invention), note the interrelationships
between the camera and the head. In this example, the position of the head and camera
and time-varying. If the camera was stationary, its position and rotation must still be

determined, but those variables are time-invariant.

While the foregoing has been with reference to a particular embodiment of the
10 invention, it will be appreciated by those skilled in the art that changes in this
embodiment may be made without departing from the principles and spirit of the

invention as defined by the appended claims.

17
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CLAIMS:

1 1. A method for solving complex systems of time-varying and time-invariant

2  variables to optimize the satisfaction of goals, comprising:
3 explicitly identifying dependencies between variables;

4 analyzing the variable dependencies to identify groups of variables that are

S mutually interdependent to identify one or more loops;

6 ordering the loops, based on inter-loop dependencies, from most independent to

7 most dependent; and

8 — — for any time of interest, applying a solving step to each loop in turn, following

9 the dependency ordering established above.

1 2. The method of claim 1 further comprising clearing previously computed

2  solutions if anything on which those solutions depend is changed.

1 3. The method of claim 1, wherein loop identification and loop ordering are

2  accomplished simultaneously.

1 4. The method of claim 1 further comprising excluding from solution one or

2 more of a variable and a goal for specified time(s).

1 5. The method of claim 4 wherein each goal is specified as a computation

2  ("comparator") yielding one or more measurements, which are optimally zero.

18
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1 6. The method of claim 5 further comprising constraining one or more variables
2  to be invariant over its active times, and wherein the solving step further comprises

3 dividing the loop variables into a list of time-invariant variables and a list of

4 time-variant variables, identifying a range of times that encloses the active times of the
5 time-invariant variables to generate an invariant range value, recursively ensuring that
6 all prior loops that this loop depends on have been solved for all times in the invariant
7  range, and for the time of interest, applying a solving step that simultaneously

8 computes both the time-varying and the time-invariant variable values.

1 7. The method of claim 6, wherein dividing the loop and identifying the
2  invariant range are accomplished at the same time as the loop identification and loop

3 ordering.

1 8. The method of Claim 7, wherein dividing the loop and identifying the
2  invariant range are accomplished simultaneously with the loop identification and loop

3  ordering.

1 9. The method of claim 7, wherein the solving comprising implementing a
2  multivariate optimization method that systematically explores potential variable values

3 to optimize an objective function.

1 10. The method of claim 9, wherein the objective function for time-varying
2  variables further comprises applying a sum of squares of the comparator values for

3 each goal referenced by the variables, without duplication.

19
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1 11. The method of claim 10, wherein the objective function for time-invariant
2 variables further comprises applying a sum of squares of the applicable comparator
3 values, summed, without duplication, over each time in the variables’ active range for

4  which the comparators are active.

1 12. The method of claim 11, wherein the solving further comprises iterating
2 between solving the time-varying variables for each time in the invariant range, with
3 tentative time-invariant values, and solving the time-invariant variables with tentative

4  time-varying variable values in place.

1 13. The method of claim 12, wherein the comparator values are calculated

2  every n-th time.

1 14. A system for solving complex systems of time-varying and time-invariant

2  variables to optimize the satisfaction of goals, comprising:
3 means for explicitly identifying dependencies between variables;

4 means for analyzing the variable dependencies to identify groups of variables

5 that are mutually interdependent to identify one or more loops;

6 means for ordering the loops, based on inter-loop dependencies, from most

7  independent to most dependent; and

8 means, for any time of interest, for applying a solving step to each loop in turn,

9 following the dependency ordering established above.

20
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1 15. The system of claim 14 further comprising means for clearing previously

2 computed solutions if anything on which those solutions depend is changed.

1 16. The system of claim 14, wherein loop identification and loop ordering are

2 accomplished simultaneously.

1 17. The system of claim 14 further comprising means for deactivating one or

2  more of a variable and a goal for specified time(s).

1 18. The system of claim 17 wherein each goal is specified as a computation

2 ("comparator") yielding one or more measurements, which are optimally zero.

1 19. The system of claim 18 further comprising means for constraining a

2  variable to be invariant over its active times, and wherein the solving means further

3 comprises means for dividing the loop variables into a list of time-invariant variables
4  and a list of time-variant variables, means for identifying a range of times that encloses
5 the active times of the time-invariant variables to generate an invariant range value,

6 means for recursively ensuring that all prior loops that this loop depends on have been
7  solved for all times in the invariant range, and for the time of interest, means for

8  applying a solving step that simultaneously computes both the time-varying and the

9 time-invariant variable values.

1 20. The system of claim 19, wherein dividing the loop and identifying the
2  invariant range are accomplished at the same time as the loop identification and loop

3  ordering.
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1 21.  The system of Claim 20, wherein dividing the loop and identifying the
2  invariant range are accomplished simultaneously with the loop identification and loop

3 ordering.

1 22. The system of claim 21, wherein the solving means comprising a
2  multivariate optimization system that systematically explores potential variable values

3 to optimize an objective function.

1 23. The system of claim 22, wherein the objective function for time-varying
2  variables further comprises applying a sum of squares of the comparator values for

3 each goal referenced by the variables, without duplication.

1 24. The system of claim 23, wherein the objective function for time-invariant
2 variables further comprises applying a sum of squares of the applicable comparator
3 values, summed, without duplication, over each time in the variable's active range for

4  which the comparators are active.

1 25. The system of claim 24, wherein the solving further comprises iterating
2 between solving the time-varying variables for each time in the invariant range and
3 solving the time-invariant variables with tentative time-varying variable values in

4 place.
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1 26. The system of claim 25, wherein the comparator values are calculated every

2 n-thtime.
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