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ENHANCEMENT OF UPLOAD AND/OR DOWNLOAD PERFORMANCE
BASED ON CLIENT AND/OR SERVER FEEDBACK INFORMATION

CROSS-REFERENCE TO RELATED APPLICATIONS AND EFFECTIVE
FILING DATE ENTITLEMENT

[0001] The present application claims priority to U.S. Patent Application Serial
No.13/969,474 titled "ENHANCEMENT OF UPLOAD AND/OR DOWNLOAD
PERFORMANCE BASED ON CLIENT AND/OR SERVER FEEDBACK
INFORMATION", filed on August 16, 2013, which claims priority to and benefit from
U.S. Provisional Patent Application Serial No. 61/684,781 titled “Client and/or Server
Feedback Information Enabled Real Time or Near Real Time Optimization and
Enhancement of Upload/Download Performance and User Experience”, filed on August
19, 2012; U.S. Provisional Patent Application Serial No. 61/694,466 titled
“Optimizations for Client and/or Server Feedback Information Enabled Real Time or
Near Real Time Enhancement of Upload/Download Performance”, filed on August 29,
2012; U.S. Provisional Patent Application Serial No. 61/702,154 titled “Optimizations for
Client and/or Server Feedback Information Enabled Real Time or Near Real Time
Enhancement of Upload/Download Performance”, filed on September 17, 2012; and U.S.
Provisional Patent Application Serial No. 61/703,699 titled “Optimizations for Client
and/or Server Feedback Information Enabled Real Time or Near Real Time Enhancement
of Upload/Download Performance”, filed on September 20, 2012. The content of each of
the aforementioned applications is hereby incorporated by reference in their entirety. This

application is therefore entitled to an effective filing date of August 19, 2012.

BACKGROUND

[0002] Many users upload/download files to/from file sharing and/or storage services.
The upload/download can take a long time depending on the size of the files being
uploaded or downloaded and/or the location of the servers of the file sharing and/or

storage services. The upload/download speed can be improved in some instances by



using acceleration services provided by content delivery networks. However,
uploading/downloading via the content delivery networks is not always faster than

uploading/downloading directly to the servers of the file sharing and/or storage services.

BRIEF DESCRIPTION OF THE FIGURES

[0003] FIG. 1 illustrates an example diagram of a system having a host server capable of

using feedback information to optimize or enhance upload (or download) performance.

[0004] FIG. 2 depicts an example diagram of a web-based or online collaboration
platform deployed in an enterprise or other organizational setting for organizing work

items and workspaces, accessible using a mobile site or using a mobile platform.

[0005] FIG. 3 illustrates an example diagram of a system having a host server, origin
server or content server capable of using feedback information to select an upload (or
download) pathway from a number of alternative pathways to optimize or enhance

upload (or download) performance.

[0006] FIG. 4 illustrates an example diagram of a feedback loop for optimizing or

enhancing upload (or download) performance.

[0007] FIG. 5A illustrates a block diagram depicting example components of a host
server capable of using feedback information to select a pathway from a number of
alternative pathways for a client device to upload (or download) data to optimize or

enhance upload (or download) performance.

[0008] FIG. 5B illustrates a block diagram depicting example components of a feedback
loop optimizer of FIG. 5A.

[0009] FIG. 6A illustrates a block diagram depicting example components of a user
device that provides some of the feedback information that is used by a host server to
sclect a pathway to upload/download files to optimize or enhance upload and/or
download performance. The user device can further use feedback information determined
client-side to select a pathway to upload/download files to optimize or enhance upload

and/or download performance.



[0010] FIG. 6B illustrates a block diagram depicting example components of a client-
side feedback loop optimizer of FIG. 6A.

[0011] FIG. 7A illustrates a block diagram depicting example components of a sync
client that can use feedback information to select a pathway to optimize or enhance

upload performance.

[0012] FIG. 7B illustrates a block diagram depicting example components of a sync

server that communicates with the sync client of FIG. 7A.

[0013] FIG. 8 illustrates an example flow diagram depicting a method implemented by a
host server for recommending an upload pathway for a given set of characteristics for a

user device to achieve enhanced upload performance.

[0014] FIG. 9A illustrates an example logic flow diagram depicting a method for
selecting a pathway from an array of pathways based on a set of weights to enhance

upload/download performance.

[0015] FIG. 9B illustrates an example logic flow diagram depicting a method for
selecting a pathway from an array of pathways based on a set of weights cached in a user

device.

[0016] FIG 10 illustrates an example logic flow diagram depicting a method for selecting

an optimal upload pathway by a user device based on client-side feedback information.

[0017] FIG 11 illustrates an example logic flow diagram depicting a method for using

feedback information to optimize data transfer performance.

[0018] FIG 12 illustrates an example logic flow diagram depicting a method for

optimizing file transfer performance to improve user experience.

[0019] FIG 13 illustrates an example logic flow diagram depicting a method for

enhancing the upload performance.



[0020] FIG. 14 illustrates a graphical diagram depicting uploads by pathways over time

generated using the information tracked or observed at the host server.

[0021] FIG. 15 shows a diagrammatic representation of a machine in the example form
of a computer system within which a set of instructions, for causing the machine to

perform any one or more of the methodologies discussed herein, may be executed.

DETAILED DESCRIPTION

[0022] The following description and drawings are illustrative and are not to be
construed as limiting. Numerous specific details are described to provide a thorough
understanding of the disclosure. However, in certain instances, well-known or
conventional details are not described in order to avoid obscuring the description.
References to one or an embodiment in the present disclosure can be, but not necessarily
are, references to the same embodiment; and, such references mean at least one of the

embodiments.

[0023] Reference in this specification to “one embodiment” or “an embodiment” means
that a particular feature, structure, or characteristic described in connection with the
embodiment is included in at least one embodiment of the disclosure. The appearances
of the phrase “in one embodiment” in various places in the specification are not
necessarily all referring to the same embodiment, nor are separate or alternative
embodiments mutually exclusive of other embodiments. Moreover, various features are
described which may be exhibited by some embodiments and not by others. Similarly,
various requirements are described which may be requirements for some embodiments

but not other embodiments.

[0024] As used herein, a “module,” a “manager,” a “tracker,” an “extractor,” an
“interface,” a “processor,” an “updator,” an “optimizer,” a “selector,” an ‘“engine,” a
“logger,” a “creator,” a “calculator,” a “reporter,” a “detector,” a “receiver,” or an
“invalidator” includes a general purpose, dedicated or shared processor and, typically,
firmware or software modules that are executed by the processor. Depending upon

implementation-specific or other considerations, the module, manager, tracker, extractor,



interface, processor, updator, optimizer, selector, engine, logger, creator, calculator,
reporter, detector, receiver or invalidator can be centralized or its functionality
distributed. The module, manager, tracker, extractor, interface, processor, updator,
optimizer, selector, engine, logger, creator, calculator, reporter, detector, receiver or
invalidator can include general or special purpose hardware, firmware, or software
embodied in a computer-readable (storage) medium for execution by the processor. As
used herein, a computer-readable medium or computer-readable storage medium is
intended to include all mediums that are statutory (e.g., in the United States, under 35
U.S.C. 101), and to specifically exclude all mediums that are non-statutory in nature to
the extent that the exclusion is necessary for a claim that includes the computer-readable
(storage) medium to be valid. Known statutory computer-readable mediums include
hardware (e.g., registers, random access memory (RAM), non-volatile (NV) storage, to

name a few), but may or may not be limited to hardware.

[0025] The terms used in this specification generally have their ordinary meanings in the
art, within the context of the disclosure, and in the specific context where each term is
used. Certain terms that are used to describe the disclosure are discussed below, or
elsewhere in the specification, to provide additional guidance to the practitioner regarding
the description of the disclosure. For convenience, certain terms may be highlighted, for
example using italics and/or quotation marks. The use of highlighting has no influence
on the scope and meaning of a term; the scope and meaning of a term is the same, in the
same context, whether or not it is highlighted. It will be appreciated that same thing can

be said in more than one way.

[0026] Consequently, alternative language and synonyms may be used for any one or
more of the terms discussed herein, nor is any special significance to be placed upon
whether or not a term is elaborated or discussed herein. Synonyms for certain terms are
provided. A recital of one or more synonyms does not exclude the use of other
synonyms. The use of examples anywhere in this specification including examples of
any terms discussed herein is illustrative only, and is not intended to further limit the
scope and meaning of the disclosure or of any exemplified term. Likewise, the disclosure

18 not limited to various embodiments given in this specification.



[0027] Without intent to limit the scope of the disclosure, examples of instruments,
apparatus, methods and their related results according to the embodiments of the present
disclosure are given below. Note that titles or subtitles may be used in the examples for
convenience of a reader, which in no way should limit the scope of the disclosure.
Unless otherwise defined, all technical and scientific terms used herein have the same
meaning as commonly understood by one of ordinary skill in the art to which this
disclosure pertains. In the case of conflict, the present document, including definitions

will control.

[0028] Users use collaboration or cloud storage platforms to share files of all sizes
around the world. However, upload/download speeds tend to decrease as users get farther
away from the location of data centers for the collaboration or cloud storage platforms.
Even with third-party content delivery networks (e.g., Akamai) to accelerate
uploads/downloads, some users cannot achieve speeds anywhere near what their Internet
connection is able to support. Furthermore, sometimes direct upload can be much faster
than an upload through an accelerator such as those provided by content delivery
networks. The disclosed technology solves these problems by using network optimization

and routing strategies to enhance data transfer performance and improve user experience.

[0029] Embodiments of the present disclosure include systems and methods for
enhancing or optimizing upload and/or download performance using feedback
information. The feedback information is collected by a client-side and/or server-side
feedback loop that can be used to appropriately gauge the speed for individual locations,
browsers and/or operating systems and select an upload/download pathway to obtain real
time or near real time enhancement and optimization of upload/download performance
(e.g., speed, reliability) and improvement in user experience. Further optimization for

uploading/downloading larger files can also be implemented.

[0030] FIG. 1A illustrates an example diagram of a system having a host server capable
of using feedback information to optimize or enhance upload (and/or download)

performance between a client device 102 and a host server 100.

[0031] The client devices 102 can be any system and/or device, and/or any combination



of devices/systems that is able to establish a connection, including wired, wireless,
cellular connections with another device, a server and/or other systems such as the host
server 100, a sync server 120 and/or notification server 150 directly or via hosts or
pathways such as one or more distributed edge nodes 105 and/or content delivery
networks (CDNs) 110. The client devices 102 will typically include a display and/or
other output functionalities to present information and data exchanged between among
the client devices 102 and/or the host server 100, the sync server 120 and/or the
notification server 150, and optionally the distributed edge nodes 105 and the third-party

content delivery networks 110.

[0032] For example, the client devices 102 can include mobile, hand-held or portable
devices or non-portable devices and can be any of, but not limited to, a server desktop, a
desktop computer, a computer cluster, or portable devices including, a notebook, a laptop
computer, a handheld computer, a palmtop computer, a mobile phone, a cell phone, a
smart phone, a PDA, a Blackberry device, a Treo, a handheld tablet (e.g. an iPad, a
Galaxy, Xoom Tablet, etc.), a tablet PC, a thin-client, a hand held console, a hand held
gaming device or console, an iPhone, and/or any other portable, mobile, hand held
device, etc., running on any platform or any operating system (e.g., Mac-based OS (OS
X, 108, ctc.), Windows-based OS (Windows Mobile, Windows 7, etc.), Android,
Blackberry OS, Embedded Linux platforms, Palm OS, Symbian platform). In one
embodiment, the client devices 102, the host server 100, the notification server 150, the
distributed edge nodes 105, and/or the content delivery networks 110 are coupled via a
network 106. In some embodiments, the client devices 102 and the host server 100 may

be directly connected to one another.

[0033] The input mechanism on the client devices 102 can include a touch screen keypad
(including single touch, multi-touch, gesture sensing in 2D or 3D, etc.), a physical
keypad, a mouse, a pointer, a track pad, a motion detector (e.g., including 1-axis, 2-axis,
3-axis accelerometer), a light sensor, a capacitance sensor, a resistance sensor, a
temperature sensor, a proximity sensor, a piezoelectric device, a device-orientation
detector (c.g., electronic compass, tilt sensor, rotation sensor, gyroscope, accelerometer),

or a combination of the above.



[0034] Signals received or detected indicating user activity at the client devices 102
through one or more of the above input mechanisms, or others, can be used in the
disclosed technology by various users or collaborators 175 (e.g., collaborators 108a,
108b) for accessing, through network 106, a web-based collaboration environment or
online collaboration platform or a cloud-based storage platform (e.g., hosted by the host

server 100).

[0035] The online collaboration platform or a cloud-based storage platform 1s utilized by
users to share files of all sizes with others around the world. Users can upload/download
files from physical datacenters. Depending on the location, a user may be located closer
or farther away from a physical datacenter where files are stored. Since upload/download
speeds tend to decrease as users become farther away from physical datacenters, hosts or
intermediary nodes (e.g., file uploader/downloader) can be utilized to accelerate

uploads/downloads.

[0036] The cloud-based storage platform can store work items uploaded by users, and
can allow download of work items by users. The collaboration platform or environment
hosts workspaces with work items that one or more users can access (e.g., view, edit,
update, revise, comment, download, preview, tag, or otherwise manipulate). A work item
can generally include any type of digital or electronic content that can be viewed or
accessed via an electronic device (e.g., client device 102). The digital content can include
.pdf files, .doc, slides (e.g., PowerPoint slides), images, audio files, multimedia content,
web pages, blogs, etc. A workspace can generally refer to any grouping of a set of digital
content in the collaboration platform. The grouping can be created, identified, or
specified by a user or through other means. This user may be a creator user or an

administrative user, for example.

[0037] In general, a workspace can be associated with a set of users or collaborators (e.g.,
collaborators 175) which have access to the content included therein. The levels of access
(e.g., based on permissions or rules) of each user or collaborator to access the content in a
given workspace may be the same or may vary among the users. Each user may have

their own set of access rights to every piece of content in the workspace, or cach user



may have different access rights to different picces of content. Access rights may be
specified by a user associated with a work space and/or a user who created/uploaded a

particular piece of content to the workspace, or any other designated user or collaborator.

[0038] In general, the collaboration platform allows multiple users or collaborators to
access or collaborate efforts on work 1tems such cach user can sce edits, revisions,
comments, or annotations being made remotely to specific work items through their own
user devices. For example, a user can upload a document to a work space for other users
to access (c.g., for viewing, editing, commenting, signing-off, or otherwise
manipulating). The user can login to the online platform and upload the document (or any
other type of work item) to an existing work space or to a new work space. The document

can be shared with existing users or collaborators in a work space.

[0039] A diagrammatic illustration of the online collaboration environment and the
relationships between workspaces and users/collaborators are illustrated with further

reference to the example of FIG. 2.

[0040] In onc embodiment, the host server 100 of the online or web-based collaboration
environment provides platform and application independent methods and features for
networked file access and editing by a remote device (e.g., by user devices 102).
Specifically, the host server 100 and components residing on a client side (e.g., on a user
device 102) enables a user to edit files or other work items on the host server 100 using
their own choice of applications, or any application that is available on the device 102
they are using to access/edit the file, and regardless of the device 102 platform (c.g.,

mobile, or desktop or operating system).

[0041] Furthermore, the user can edit the file accessed from the host server 100 without
the additional process of manually downloading and storing the file locally on the user
device 102. For example, the file may be ready for the user to edit locally without
informing that the file is stored or prompting the user for a directory in which to store the

file, to streamline the access/edit process to enhance user experience.



[0042] Functions and techniques performed by the host server 100, the client side
components on a user device 102, a sync client on a user device 102, a sync server 120
and other related components therein are described, respectively, in detail with further

reference to the examples of FIGs. SA-7B.

[0043] In one embodiment, the client devices 102 communicate with the host server 100
and/or notification server 150 over network 106. In general, network 106, over which the
client devices 102, the host server 100, and/or notification server 150 communicate, may
be a cellular network, a telephonic network, an open network, such as the Internet, or a
private network, such as an intranet and/or the extranet, or any combination thereof. For
example, the Internet can provide file transfer, remote log in, email, news, RSS, cloud-
based services, instant messaging, visual voicemail, push mail, VoIP, and other services
through any known or convenient protocol, such as, but is not limited to the TCP/IP
protocol, Open System Interconnections (OSI), FTP, UPnP, iSCSI, NSF, ISDN, PDH,
RS-232, SDH, SONET, etc.

[0044] The network 106 can be any collection of distinct networks operating wholly or
partially in conjunction to provide connectivity to the client devices 102 and the host
server 100 and may appear as one or more networks to the serviced systems and devices.
In one embodiment, communications to and from the client devices 102 can be achieved
by an open network, such as the Internet, or a private network, such as an intranet and/or
the extranct. In one embodiment, communications can be achieved by a secure
communications protocol, such as secure sockets layer (SSL), or transport layer security

(TLS).

[0045] In addition, communications can be achieved via one or more networks, such as,
but not limited to, one or more of WiMax, a Local Arca Network (LAN), Wircless Local
Arca Network (WLAN), a Personal area network (PAN), a Campus arca network (CAN),
a Metropolitan area network (MAN), a Wide area network (WAN), a Wireless wide arca
network (WWAN), enabled with technologies such as, by way of example, Global
System for Mobile Communications (GSM), Personal Communications Service (PCS),

Digital Advanced Mobile Phone Service (D-Amps), Bluctooth, Wi-Fi, Fixed Wircless
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Data, 2G, 2.5G, 3G, 4G, IMT-Advanced, pre-4G, 3G LTE, 3GPP LTE, LTE Advanced,
mobile WiMax, WiMax 2, WirclessMAN-Advanced networks, enhanced data rates for
GSM evolution (EDGE), General packet radio service (GPRS), enhanced GPRS, iBurst,
UMTS, HSPDA, HSUPA, HSPA, UMTS-TDD, 1xRTT, EV-DO, messaging protocols
such as, TCP/IP, SMS, MMS, extensible messaging and presence protocol (XMPP), real
time messaging protocol (RTMP), instant messaging and presence protocol (IMPP),
instant messaging, USSD, IRC, or any other wircless data networks or messaging

protocols.

[0046] FIG. 2 depicts an example diagram of a web-based or online collaboration
platform deployed in an enterprise or other organizational setting 250 for organizing
work items 215, 235, and 255 and workspaces 205, 225, and 245, accessible using a

mobile site or using a mobile platform.

[0047] The web-based platform for collaborating on projects or jointly working on
documents can be used by individual users and shared among collaborators. In addition,
the collaboration platform can be deployed in an organized setting including, but not
limited to, a company (c.g., an enterprise sctting), a department in a company, an
academic institution, a department in an academic institution, a class or course setting, or

any other types of organizations or organized setting.

[0048] When deployed in an organizational setting, multiple workspaces (e.g., workspace
A, B C) can be created to support different projects or a variety of work flows. Each
workspace can have its own associate work items. For example, work space A 205 may
be associated with work items 215, work space B 225 can be associated with work items
235, and work space N 245can be associated with work items 255. The work items 215,
235, and 255 may be unique to cach work space but need not be. For example, a
particular word document can be associated with only one work space (e.g., work space
A 205) or it may be associated with multiple work spaces (¢.g., work space A 205 and
work space B 225).

[0049] In general, each work space has a set of users or collaborators associated with it.

For example, work space A 205 is associated with multiple users or collaborators 206. In
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some instances, work spaces deployed in an enterprise may be department specific. For
example, work space B may be associated with department 210 and some users shown as
example user A 208 and workspace N 245 can be associated with departments 212 and

216 and users shown as example user B 214.

[0050] Each user associated with a work space can generally access the work items
associated with the work space. The level of access will depend on permissions
associated with the specific work space, and/or with a specific work item. Permissions
can be set for the work space or set individually on a per work item basis. For example,
the creator of a work space (e.g., one of user A 208 who creates work space B) can sct a
permission setting applicable to all work items 235 for other associated users and/or users
associated with the affiliate department 210. Creator user A 208 may also set different
permission settings for each work item, which may be the same for different users, or

varying for different users.

[0051] In each work space A, B...N, when an action is performed on a work item by a
given user or any other activity is detected in the work space, other users in the same
work space may be notified (e.g., in real time or in near real time, or not in real time).
Activities which trigger real time notifications can include, by way of example but not
limitation, adding, deleting, or modifying collaborators in the work space, uploading,
downloading, adding, deleting a work item in the work space, creating a discussion topic

in the work space.

[0052] Specifically, items or content downloaded or edited in accordance with the
techniques described in the present disclosure can cause notifications to be generated.
Such notifications can be sent to relevant users to notify them of actions surrounding a
download, an edit, a change, a modification, a new file, a conflicting version, or an

upload of an edited or modified file.

[0053] A workspace in an online or web-based collaboration environment is accessible
by multiple collaborators through various devices, including via a mobile site or mobile

platform associated with the collaboration environment.
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[0054] Each user can individually use multiple different devices to access and/or
manipulate work items in a work space with which they are associated with. For example,
users can be collaborators on a project to which certain work items are relevant. Since the
work items arc hosted by the collaboration environment (e.g., a cloud-based
environment), each user can access the work items anytime, and from any physical
location using any device (e.g., including devices they own or any shared/public/loaner

device).

[0055] Work items to be edited or viewed can be accessed from the workspace in
accordance with the platform and/or application independent mechanisms disclosed
herein. Users can also be notified of access-, edit-, modification-, and/or upload-related
actions performed on work items by other users or any other types of activities detected
in the work space. For example, if a user modifies a document, associated collaborators
can be notified of the modification in real time, or near real time, or not in real time. The
notifications can be sent through any of all of the devices associated with a given user, in
various formats including, one or more of, email, SMS, or via a pop-up window in a user
interface which the user uses to access the collaboration platform. In the event of
multiple notifications, each notification can be depicted preferentially (e.g., ordering in
the user interface) based on user preferences and/or relevance to the user (e.g., implicit or

explicit).

[0056] For example, a notification of download-, access-, read-, write-, edit-, or upload-
related activities can be presented in a feed stream among other notifications through a
user interface on the user device according to relevancy to the user determined based on

current or recent activity of the user in the web-based collaboration environment.

[0057] FIG. 3 illustrates an example diagram of a system having a host server, origin
server or content server 300 (e.g., the host server 100 in FIG. 1) capable of using
feedback information to select an upload (or download) route or pathway from a number
of alternative pathways for a client or user device 302 (e.g., client device 102 in FIG. 1)
to optimize or enhance upload (or download) performance between the user device 302

and the host server 300.
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[0058] Time to upload/download a file to/from a remote host (e.g., host server 300)
depends on various factors. Usually, the time 1s limited by a user’s upload bandwidth. For
example, if the user 375 pays for Internet service that advertises 2MB/s upload speed,
then the user might expect a 20 MB file to upload in 10 seconds. However, the user can
usually only approach that speed if he or she is connected to a remote host that is nearby,
since factors such as network congestion, the “TCP window,” and latency to the remote
host usually reduces the upload speed performance. To approach the user’s theoretical
maximum upload speed, the connection between a client device (e.g., client device 302)
and the remote host (¢.g., the host server 300) usually needs to have low latency. Latency
18 the time it takes for packets to make a “round trip” between the client device (e.g.,

client device 302) and the remote host (e.g., the host server 300).

[0059] Users who are further away from the remote host upload slower because of the
way TCP (Transport Control Protocol) attempts to guess the bandwidth of a connection.
When the user starts to send data, the TCP stack on the client device sends a few packets
at first, followed by more packets as it hears back from the remote host that data is
arriving successfully. The success messages from the remote host are called
“acknowledgements” or “ACKs.” TCP does not speed up at all until it receives ACKs.
As a result, when it takes a long time to get the ACKs, TCP spends a longer time making
the client device wait, rather than sending data. Thus TCP, inherently, underutilizes one’s
Internet connection early in the connection. Furthermore, TCP backs off fast when it
detects congestion, and then speeds up slowly again limited by the round trip time or
latency. As packets traverse more systems, TCP is likely to have to retransmit the packets

(because of packets being lost or dropped), which can also slow down the connection.

[0060] The disclosed technology, in an embodiment, distributes edge nodes or edge
servers to regions around the world to reduce the latency in round trips that the TCP
protocol causes users to experience when they are uploading or downloading files from
remote hosts such as the host server 300. The distributed edge nodes can utilize two
individual connections. The distributed edge node can be close to the end user such that
the latency of the connection is small. After the low latency connection between the end

user and the edge node terminates, a second connection between the edge node and the
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backend can be created. This significantly reduces the latency since the client device
spends less time waiting on the TCP window being saturated. In other embodiments, the
disclosed technology includes virtual machines on Amazon EC2, Microsoft Azure and
other cloud infrastructures that can effectively act as another option for accelerating

uploads and/or downloads.

[0061] As illustrated in FIG. 3, a request from the client device 302 associated with the
user 375 to upload (or download) files can be routed to an edge node 305 that is in
geographic proximity to the client device 302 to obtain latency reduction and
improvement in the user experience. Data uploaded to the distributed edge nodes 305
still have to be sent to the host server 300. However, the connection from the edge nodes
305 to the host server 300 can be a good connection, or at least can be a connection that is

free from bandwidth throttling or other limitations.

[0062] As depicted in FIG. 3, in addition to the direct upload route 312 whereby the user
375 can upload files directly to the host server 300 and upload via the distributed edge
nodes 305, the disclosed technology, in an embodiment, provides the user 375 an
additional route 310 to upload/download files to/from the host server 300. The additional
route 310 can be one or more content delivery networks (CDNs) such as the CDNs
provided by commercial CDNs (e.g., Akamai Technologies, Limelight Networks), Telco
CDNs (e.g., AT&T Inc., Verizon), and the like. Thus, the user 375 can upload files to the
host server 300 directly or via an edge node 305 near the user or a third-party content
delivery network 310. In an embodiment, the client device 302 and/or the host server 300
can make a determination regarding the optimal path available and then utilize the
optimal path to upload or download files to or from the host server 300. The optimal path
can be a path that optimizes certain attributes associated with upload/download for a
given set of client device characteristics. For example, the optimal path can include the
fastest path when speed is the factor being optimized. Similarly, the optimal path can
include the most reliable path when reliability is the factor being optimized. In some

embodiments, more than one factor can be optimized to determine the optimal path.
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[0063] In an embodiment, the client device 302 can determine the optimal path (e.g., the
fastest path from the options available (e.g., path 305, 312 and 310) independent of the
host server 300 based on upload feedback 314b. For example, the client device 302 can
perform an upload speed test (e.g., via an upload Ul or in the background) to each of the
servers 305, 310 and 300. The client device 302 can then compare the results of the
upload speed test to determine and select the fastest upload path. The client device, in an
embodiment, further caches the results so that the upload speed test need not be repeated
before cach upload. However, since a path that is determined to be fast at a given time
can change and not remain fast at a later time, the cache can be managed or invalidated
periodically so that the selection of the upload path is based on results that are valid. This
client-side feedback loop allows optimization or enhancement of the upload/download

performance.

[0064] Sclection of the optimal (e.g., fastest) path can be based on upload feedback 314a
from the host server 300. The determination of the fastest path does not interfere with the
user experience and adapts to dynamic conditions of the connection (e.g., Internet), but
still allows uploads to flow through the fastest path from the options available. The host
server 300 can dynamically route uploaded files along the fastest paths, taking advantage
of the edge nodes 305, CDNs 310 and the upload route 312 direct to the host server 300,
collect upload speed data from every upload location, and use that data to suggest a path
for future uploads. Thus, the server-side feedback loop allows optimization or

enhancement of the upload/download performance.

[0065] FIG. 4 illustrates an example diagram of a feedback loop for optimizing or

enhancing upload (or download) performance.

[0066] In an ecmbodiment, the feedback loop is a mechanism that collects
upload/download speed data from every upload/download location or server (e.g., the
edge servers, the CDNG, the host server such as the cloud-based collaboration platform
server 100 in FIG. 1) and uses the collected data to suggest a pathway for future
uploads/downloads. As described with reference to FIG. 3, the feedback loop can be a

client-side feedback loop or a server-side feedback loop. The client-side feedback loop
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and the server-side feedback loop can each be implemented on its own or in conjunction

with each other in various embodiments of the disclosed technology.

[0067] The feedback loop recognizes that data transfer speeds can be highly variable and
sensitive to the environment and the context. Factors such as the Internet Service
Provider (ISP) that a user device is connected to, the operating system of the user device
and the exact browser (for browser- based uploads) can influence the speed of the
upload/download. Such internal factors, routes, latency and packet loss characteristics
between the user device and the upload server can affect the upload speed, making the

task of predicting which route might be the fastest difficult.

[0068] The feedback loop clocks the speed of real uploads through every pathway,
aggregates the upload information based on a combination of factors and when a user is
about to upload, based on a given combination of factors, it chooses a pathway with a
probability such that the faster pathways are reused much more often, and the slow ones
are retried just frequently enough to not penalize them. This method allows for selection
of a faster pathway much more often than a slower path. In other words, the bulk of the
traffic is sent through faster pathways but the slower pathways can be retried occasionally
to validate that their performance has not changed. This retry mechanism allows the
system to reassess the pathways and avoid making a poor choice if other pathways

improve. The same is true if the speed recorded for a slow pathway was anomalous.

[0069] As illustrated in FIG. 4, in an embodiment, uploads 405 from client devices (e.g.,
client device 302 in FIG. 3) via various pathways are received at the backend 410 (e.g.,
the host server 300 in FIG. 3). As an upload is received at the backend 410, the
timestamps when the first and last bytes of the upload reach the server- side are recorded.
The host server then uses the timestamp information to compute or estimate the upload
speed 415 at which the upload occurred. The upload speed 415 and other signals,
indications, attributes or characteristics about the user, the upload and/or the client device
from where the upload originated are recorded in an analytics datastore 430. The logged
information is used to perform analysis after the fact about signals that can be used in the

future to make decisions in real time.
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[0070] The feedback loop includes an aggregator that aggregates upload speeds for each
pathway using a combination of factors (or a set of characteristics or attributes). The
aggregate upload speeds are stored in a key/value store 420, where the combination of
factors 1s the key or identifier to a record that holds as value an array of pathways or hosts
and upload speeds associated with the pathways. The key/value store 420 provides fast
access to recent information about the speed of uploads via each pathway. Further, since
the upload speeds are aggregated using a combination of factors, users that are likely to
perform similarly are grouped together. This allows one user’s experience about an
upload to influence the upload choices of other users in the same grouping. For example,
when two users at the same location, who have the same operating system and browser
combination, are uploading files to the same host server (e.g., using the same Wi-Fi
connection), their uploads will influence the aggregator. This means that when the next
user having the same location, browser and operating system characteristics is about to
upload a file, the information from the two users can be used to determine where the next
user should upload to. While doing so, the feedback loop remains entirely decoupled
from individual users. For example, when a user uploads from his or her home
connection, the user is using a different set of aggregates compared to when the user is
uploading from their work connection, and upload data from the “home” connection is

aggregated in a bucket separate from the “work” connection.

[0071] Tables 1 and 2 below provide examples of two aggregators. Table 1 shows a first
aggregator after 21 files have been uploaded from a location in Virginia using client
devices having a specific combination of browser and operating system platform. As
depicted in Table 1, after an initial observation period during which pathways were tried
using round robin selection, most of the uploads were through the “DC Edge Node”

which has significantly higher upload speed than the CDN or the direct to host server.

Table 1 Aggregator with optimization using real-time feedback loop

Upload Route Aggregate Upload Speed  Upload Count
DC Edge Node 25,816 kbps (3,227 KB/s) 16
CDN 9,839 kbps (1,230 KB/s) 3
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Direct to Host Server 1,222 kbps (153 KB/s) 2

[0072] Table 2 below shows a second aggregator after 5 files have been uploaded from a
location in Connecticut using a client device. As depicted in Table 2, the upload speeds
across each of the pathways are comparable, indicating that the Internet connection was
throttled, and thus there is no optimization to be provided. The upload count indicates

that upload route is selected using round robin.

Table 2 Aggregator without Optimization

Upload Route Aggregate Upload Speed  Upload Count

CDN 2,082kbps (260 KB/s) 1
Direct to Host Server 2,070 kbps (259 KB/s) 2

DC Edge Node 2,049 kbps (256 KB/s) 2

[0073] The key/value store 420 can be implemented as a non-persistent datastore such as
memcache or other caching system. The key/value store 420 can store, as an array,
information such as an aggregate upload/download speed for cach pathway and a
frequency with which each pathway was used for upload/download in association with a
key that can comprise a set of client device/user characteristics such as an IP address
(e.g., first three or any number of octets), an operating system version, a browser version,
a time period, and/or a combination of any of the above. For example, all upload data for
a given day from client devices having I[P addresses 24.24.24. XX, Windows 7 and
Internet Explorer v. 8.0 are aggregated and stored under the key (24.24.24. XX, Windows
7, Internet Explorer v. 8.0). The value stored under each key is updated as new

upload/download data becomes available.

[0074] In a web application, for example, a web client (or mobile client) can send a
request to get an upload host suggestion from the feedback loop at upload time. When the

upload request is detected, the feedback loop accesses the key/value store 420 to review
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key/values for a given time period (e.g., 7 days), and selects a pathway that has the

maximum or higher normalized sum of speeds over the given time period.

[0075] The key/value store 420 can be configured to have a certain size, depending on
the size of cach entry in the key/value store, the number of possible keys, number of
operating system versions, number of browser versions and number of days’ worth of
data. For example, if each entry in the key/value store 420 is estimated to have a size of
250 bytes, the number of keys possible is 2** (i.c., first three octets of the IP address), and
if 3 OS versions and 6 browser versions are being recorded for 7 days, the theoretical

maximum size of the key/value store 420 can be determined to be:

2% x3x6x250Bx 7 ~492GB

[0076] In addition to recent data being stored in the memcache key/value store 420, the
system also includes the persistent analytics cluster or datastore 430 that stores all
analytics data. In one embodiment, data stored in the analytics cluster 430 can include,
but is not limited to: IP address (e.g., unsigned int), upload/download session id (or
connection diagnostics ID), user ID, enterprise ID, upload/download size (bytes),
upload/download duration (milliseconds), upload/download speed (e.g., in kbps),
upload/download start timestamp (epoch seconds), upload/download proxy (maps to class
constants), platform and/or major version, browser and/or major version,
upload/download type (¢.g., HTMLS, AJAX, connection diagnostic test, class constants),
country, region, and/or the like. When the information in the key/value store 420 expires,
or when a total memcached flush occurs (unintentional or otherwise), the data stored in

the analytics cluster 430 can be used to repopulate the entries in the key/value store 420.

[0077] FIG. 5A illustrates a block diagram depicting example components of a host
server 500 capable of using feedback information to select a pathway from a number of
alternative pathways for a client device to upload (or download) data to optimize or

enhance upload (or download) performance.

[0078] In an embodiment, the host server 500 of the web-based or online collaboration

environment can generally be a cloud-based service (e.g., the host server 100 in FIG. 1).
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In an alternate embodiment, the host server 500 can be any host server or content server
from where data can be downloaded or to where data can be uploaded. The host server
500 can include, for example, a network interface 505, an upload request processor 506
having a drag-drop manager 508, an upload session tracker 510 and an upload request
data extractor 512, an upload engine 514 having a multi-file upload manager 516 and a
folder upload manager 518, a notification engine 520 having a feed stream updator 522
and a recipient selector 524, a user interface module 526 having a navigation manager
528 and an uploaded content access module 530, a feedback loop optimizer 550, and an
upload analytics engine 532 having an upload data analysis module 534 and an admin
user interface 536. One or more components of the host server 100 can be in
communication with or coupled to a persistent analytics cluster or datastore 502, and one

or more memcached key/value store 504.

[0079] The network interface 505 can be a networking module that enables the host
server 500 to mediate data in a network with an entity that is external to the host server
500, through any known and/or convenient communications protocol supported by the
host and the external entity. The network interface 505 can include one or more of a
network adaptor card, a wireless network interface card (e.g., SMS interface, Wi-Fi
interface, interfaces for various generations of mobile communication standards including
but not limited to 1G, 2G, 3G, 3.5G, 4G, LTE), Bluctooth, a router, an access point, a
wireless router, a switch, a multilayer switch, a protocol converter, a gateway, a bridge, a
bridge router, a hub, a digital media receiver, and/or a repeater. The external entity can be
any device capable of communicating with the host server 500, and can include client
devices 102, sync server 120, notification server 150, distributed edge nodes 105, content

delivery networks 110, and the like illustrated in FIG. 1.

[0080] An embodiment of the host server 500 includes the upload request processor 506
which can receive, detect, process, identify, parse, extract, translate, and/or determine an
upload start request or notification and/or an actual upload from a client device. The
upload request can be submitted by a user (e.g., through a user interface of a web-based
or mobile application) to upload one or multiple items. The upload start request (or

initial request for upload pathway) can be a runmode request that reaches the host server
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prior to the actual upload. The upload start request can inform the host server of the
upload and provide information such as the IP address, browser version, platform version
of the client device, or the like. The upload start request can allow the host server to keep
track of failures or other problems with the upload. The upload start request can also act
as a request to the host server to provide an optimal upload pathway for the client device
to upload files. The host server can determine the optimal upload pathway via the
feedback loop optimizer 550 and provide the optimal upload pathway to the client device.
The feedback loop optimizer 550 is described in detail in FIG. 5B. The client device can
then upload the selected file or files to the optimal upload pathway. In some
embodiments, instead of an optimal upload pathway, the host server can provide the
client device a weighting or other information using which the client device can itself
select an optimal upload pathway using an algorithm (¢.g., random weighted selection

method).

[0081] When the upload start request is detected by the upload request processor 506
(c.g., using a Perl script), information such as the IP address, browser and platform
information (e.g., name, version), and the like in the upload start request (e.g., HTTP or
HTTPS request) can be parsed and extracted by the upload start request data extractor
512, and a new entry for the upload can be created in the analytics cluster 502 and/or the
memcached servers 504 to store the upload data. In an embodiment, a session ID can be
created by the upload session tracker 510. The session ID can be provided to the client
device and may be stored along with the IP address in the analytics cluster 502 and/or the
memcached servers 504. The session ID allows the host server 500 to associate an upload
to the corresponding IP address. This can be advantageous in cases where an upload
pathway via which the upload is routed wipes out the IP address of the client device.
When a session ID i1s included in the upload, even if the IP address is wiped out, the host

server 500 can use the session ID to determine the IP address associated with the upload.

[0082] The user can identify the files, content, or items to be uploaded to the host server
500 one-by-one and queue up multiple items (e.g., including but not limited to files,
folders, documents, images, audio) to be uploaded in a single request. The user can also

select all of the items to be uploaded in a single action (e.g., via highlighting or otherwise
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selecting of icons corresponding to cach of the items). In one embodiment, the upload
request is generated via a drag-and-drop action of the multiple work items to be uploaded
to the host server into a portion of the user interface. Drag-and-drop activated uploaded
requests can be detected, handled, received, processed, and/or otherwise managed by the

drag-drop manager 508.

[0083] In an embodiment, the upload request is generated via a drag-and-drop action of a
single folder which includes the multiple work items to be uploaded to the host server
500. For example, the upload request can be generated when a folder having the multiple
items on a client device that is to be uploaded is identified through the user interface. In
some instances, the folder can include additional folders in a folder hierarchy of multiple
items. In some instances, the user can generate an upload request by activating the upload
feature in a tab on the user interface and initiate uploading by selecting (e.g., clicking on
or otherwise activating) the button/tab. Once selected, another user interface or a pop-up
window may appear allowing the user to navigate through files or folders to select the

items to be uploaded.

[0084] Once upload requests have been detected and processed, the upload engine 514
can upload the requested item or multiple requested items. The upload engine 514, in an
embodiment, uploads a single item or multiple items (e.g., sequentially or
simultaneously) to the host server 500 via the server-selected (or client-selected) upload
pathway. A multiple item upload may be initiated via a single-step or multi-step user
request. A multi-file upload request can be handled, processed, and executed, for

example, through the multi-file upload manager 516.

[0085] In one embodiment, the multi-file upload manager 516 receives an identification
of each of the multiple files to be uploaded (e.g., from the upload request processor 506)
and sequentially prepares ecach individual file for uploading and uploads ecach file
independently. For example, the multi-file upload manager 516 can compress one of the
multiple files individually, upload it to the host server 500 and decompress the file when
uploaded and proceed to perform the same steps with the next file. Preprocessing a file

can include, for example, analyzing the file size and type to determine if it is
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acceptable/valid and/or to identify how best to compress the file. Post-processing can
include, for example, performing one or more of, decompressing the file, validating the
file size and name, checking permissions, potentially scanning for malicious software,
and/or moving to permanent storage. The step of moving to storage can further include,
one or more of, adding the file metadata to the database, creating thumbnails, creating
previews, indexing for search, encrypting the file, and/or storing in multiple locations for
redundancy. Note that the above processes can occur in any order or synchronously in
any combination with one another. The process continues until all items in the request
have been uploaded to the host server 500. The upload may automatically progress from
one file when completed to the next one in sequence when the user initiates a multi-file

upload request.

[0086] In one embodiment, the upload engine 514 uploads multiple items in a folder
hierarchy based on a single request to upload a folder which has a hierarchy of folders
inside, for example, via the folder upload manager 518. In one embodiment, the folder
upload manager compresses the multiple items in the folder hierarchy in a single process
into a single item and uploads the single item in a single upload process (rather than one
by one) to the host server 500. After the merged file of multiple items has been uploaded,
the folder upload manager 518 can decompress and subsequently parse the single upload
of the single item into the original individual files that were stored as multiple items in
the folders in the hierarchy. By merging multiple files into one and performing a single
compression, and decompression step, the uploading process can be expedited since the
overhead in time to compress and decompress multiple files is mostly eliminated. Some
additional benefits of bulk uploading allow the following overhead to be partially or
wholly eliminated: repeatedly creating TCP connections for each upload, repeatedly
checking the same permissions and storage quotas when processing the files on the

SCrver.

[0087] One embodiment of the host server 500 includes the user experience/user
interface module 526, which preserves or enhances user experience before, during, or
after an upload request. For example, the user experience/user interface module 526

(UE/UI module) can allow the user to engage in other activities in the collaboration
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platform while an upload is in progress so as to prevent the user from having to wait for

the completion to work in the platform.

[0088] In one embodiment, during the upload of a single file (before completion), the
user can generally navigate away from the user interface through which the upload
request was submitted, for example, via the navigation manager 528 in the user
experience/user interface module 526. In other words, while a file or item upload is in
progress, the user can navigate to other pages to perform other actions or initiate
additional actions on the current page without interrupting (stopping or pausing) the in-

progress upload.

[0089] Similarly, when a multi-file or multi-item upload request is in progress, the user
can also navigate away from the user interface which the upload request was submitted
prior to completion of the uploading of each of the multiple items to the host server 500
via an accelerator node. Navigation between pages during an upload of multiple files can
also be managed by the navigation manager 528. For example, the upload of the multiple
items can continue to proceed and is not interrupted if the user accesses a link on the user
interface causing another user interface to launch in a browser. To enable bulk uploading,
a new browser window is opened so it operates independently of user navigation. In
addition, the web application for uploading and access of the collaboration environment
1s "pageless," meaning it can be updated asynchronously without a browser page
refresh. This allows navigation and to start new uploads in other folders, which can be

added to the upload queue.

[0090] In addition, during a multi-file upload, an item of the multiple items that has been
uploaded to the host server 500 available for access through the user interface, even when
some of the multiple items have not yet been uploaded to the host server, via the upload
content access module 530, for example. Thus, during an active upload, individual files
which have completed uploading can be accessed or interacted with by the user in the

collaborative environment without having to wait for the full upload to complete.

[0091] In some instances, the item which has been uploaded to the host server is

manipulable by the user through the user interface, without a need for browser refresh.
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This enhances the user experience by allowing the user to work on the file or otherwise
interact with it once it has been uploaded without waiting for other files to finish
uploading. For example, the user can view, edit, preview, or comment on the item that
has been uploaded, prior to completion of uploading all of the multiple items in an upload
request. In one embodiment, buffer space in memory for storage of the individual work
items are created in response to the upload request such that when individual items have
been uploaded, they can be moved into the created buffer space, and subsequently
permanent storage. When the file is in permanent storage, the user can then access and
work on the individual item, while others are still being uploaded. In one embodiment,
metadata for the file can be created before it is fully uploaded or processed, allowing
faster user interaction. However, to actually interact with the file content (full content
search, download or preview) the file generally needs to be processed as usual and be

stored in permanent storage.

[0092] In one embodiment, a progress bar indicating upload progress of the upload
request is depicted in the user interface. The progress bar indicates the progress of the
upload of the full request, typically. For example, if the request is a multi-file upload
request, the progress bar indicates the progress of uploading all of the files. In addition,
the progress bar can further indicate the total size of upload, time elapse, completed
upload file size, time remaining, average speed of upload, and/or total files that have
completed upload. Upload progress can be determined since at any moment the uploader
knows the total bytes that have been transferred, the time elapsed, and total size of the
upload. In one embodiment, the time elapsed can be determined to count only the time
that files are being transferred, and not the time files are being processed. In one
embodiment, the progress bar is depicted even when the user navigates away from the

user interface to another user interface during the upload process.

[0093] One embodiment of the host server 500 includes a notification engine 520. The
notification engine 520, can for example, update a feed stream to include an updated feed
indicating that an item or multiple items have been uploaded, for example, via the feed
stream updator 522. The users that are notified can be selected, for example, by the

recipient selector 524, and can include collaborators or the user, or other users meeting a
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criterion. In some instances, the feed stream is updated in real time or near real time
relative to when the upload of the item completed. For real- time updating, the
notification engine 520 can utilize another server, or another engine in the same server

which provides push functionality.

[0094] The notification engine 520 can generally inform or notify users, which can be
collaborators of the user who performed the activity in the work space via one or more of
many mechanisms, including but not limited to, email, SMS, voice-message, text-based

message, RSS, feed, and the like.

[0095] In one embodiment, the notification is depicted through a web-browser used by
the other user to access the web-based collaboration environment, for access in real time
or near real time to when the activity was performed by the user. When notifying a user
in real time through a web-browser, the notification engine 520 can utilize a push-enabled
service to ensure real time notification. In one embodiment, the notification is sent by a
component or another server which implements push technology. The push-enabled
service can be implemented via long poll or HTTP streaming, for example, by a device
which may be internal to or external to the host server 500. In addition, the host server
500 could utilize other push servers including third party push servers to implement push
technology including but not limited to mobile platform push systems and services (¢.g.,
via smart phones or tablets or other portable devices such as iPhone, Android phones,

Blackberry, iPad, Galaxy or other tablets)

[0096] The upload analytics engine 532 can parse, process, and/or analyze data relating
to uploads/downloads stored in the analytics cluster 502. The upload data analysis
module 534 can perform analytics operations, including statistical analysis, on the stored
data. For example, the upload data analysis module 534 can analyze upload information
to determine the ecffectiveness of the memcached speed aggregator, determine
adjustments that can be made (¢.g., change the time over which data is aggregated,
determine if any characteristics are more/less relevant, and the like) and make the
adjustments. By way of another example, the upload data analysis module 534 can

determine percentage of users (¢.g., total users, enterprise account users, free account
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users) that map to edge nodes, CDNs and/or the host server. Similarly, the upload data
analysis module 534 can further determine for each region mapped to an edge server, the
percentage of users who are benefitting the edge server at any given time, percentage of
users who are instead experiencing faster uploads via a CDN server or directly to the host
server. These examples are merely illustrative, and additional analyses on the

upload/download data may be performed.

[0097] FIG. 14 illustrates a graphical diagram depicting uploads by pathways over time
generated using the information tracked or observed by the upload analytics engine 532.
As depicted, depending on the time, the number of uploads through pathways varies. At 8
pm, a large number of uploads are through CDN servers 1410, while a smaller number of
uploads are through other pathways. Just after 8 am, a larger number of uploads are
through pathway 1425 (e.g., Washington DC edge server). This type of observational
data can assist in determining how effective pathways are in accelerating uploads (or

downloads) at various times of day.

[0098] The administrator user interface 536 allows the admin to specify, adjust, add
and/or delete various parameters and settings of the upload pathway feedback loop
optimizer. For example, via the admin user interface, types of upload data to be logged
can be modified. The admin user interface can also be used to perform the example

analyses via the upload data analysis module 534.

[0099] FIG. 5B illustrates a block diagram depicting example components of the
feedback loop optimizer 550 of FIG. 5A. The feedback optimizer 550 may include a
feedback aggregator engine 552 having an aggregation profile creator 554, an
aggregation profile updator 556, a feedback aggregator filter module 558 and/or an
aggregate data invalidator module 560. The feedback optimizer 550 may also include a
speed calculator 562, an optimization parameter configuration module 564, a pathway
selection engine 566 having a probability-based pathway sclection engine 568, a
weighted random choice based pathway selection engine 570, a mode change trigger
module 571, and/or a data logger 572. More or less components may be present in the

feedback loop optimizer 550 in some embodiments. One or more of the components of
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the feedback loop optimizer 550 may be consolidated into a single component, in some

embodiments.

[00100] The data logger 572 can log data relating to uploads/downloads via each
pathway. The data logger 572 can further recognize and extract information relating to
uploads/downloads for recording. The upload/download data logged by the data logger
572 can be stored in the analytics cluster 502. The data logger 572 can store various
fields of upload/download data such as, but not limited to: the IP address,
upload/download session ID, user id (for personal account), enterprise id (for enterprise
account), upload/download size, upload/download duration, upload/download speed,
upload/download start timestamp, upload/download host or pathway, platform, platform
major version, browser, browser major version, upload/download type (e.g., HTMLS,
AJAX, Connection Diagnostic Test), geographic information (e.g., country, region, zip

code), and the like.

[00101] In an embodiment, the upload/download speed can be calculated server-
side via the speed calculator 562 and stored in the analytics cluster 502. The speed
calculator 562 can determine the upload/download speed for each upload/download
through each pathway. For example, the speed calculator 562 can use the timestamp for
the first byte and the last byte of an upload to determine an upload duration. The speed
calculator 562 can then use the upload duration and the upload size to determine the
upload speed. In an embodiment, the speed can be calculated on the client-side (e.g.,
using upload/download speed test). The host server 500 can accept the results of the
speed test performed client-side and can insert the result in its datastore (e.g., analytics
cluster 502 and/or the memcache 504 along with speed determined server-side. In some
instances, the host server can set the upload type for the speed reported by a client device
to describe the method that was used to determine the speed (e.g., connection diagnostic
test). The feedback loop optimizer 550 can use both types of speed data when selecting a

pathway to recommend.

[00102] The feedback aggregator engine 552 includes the memcache 504 (or
key/value store). The feedback aggregator engine 552 can aggregate and store in the
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memcache 504, recent and/or relevant data relating to uploads/downloads through
various pathways. The feedback aggregator engine 552 can aggregate upload/download
data based on a combination of factors such that users or client devices that are likely to
perform similarly and/or have similar set of characteristics, features or attributes are
grouped together. The data from the feedback aggregator engine 552 can be processed
and/or analyzed to determine optimal pathways for a given uploader for

uploading/downloading files.

[00103] In an embodiment, the feedback aggregator engine 552 can aggregate or
group upload/download data associated with uploads/downloads through each pathway
into aggregation profiles via the aggregation profile creator 554. Each aggregation
profile is defined by a combination of factors such as the IP address (e.g., first 3 octets),
OS version, browser version and/or time period. For example, the feedback aggregator
engine 552 can aggregate or group together upload data for uploads from the same IP
address (e.g., 67.123.129.XX), same browser major version (c.g., Google Chrome
Version 27.0) and same OS major version (e.g., Windows 7 Enterprise) through the same
upload pathway (e.g., Chicago edge server). A structure of an aggregation profile defined
by IP address, OS, browser and time period information that comprises corresponding
upload information (e.g., upload speed, upload count) associated with an array of

pathways is illustrated below:

Key (IP/24, 0S, Browser, Day) => array
aggregate edge node upload speed,
number of edge node uploads,
aggregate CDN upload speed,
number of CDN uploads,
aggregate direct upload speed,
number of direct uploads,

)

[00104] In an embodiment, the aggregation profile updator 556 can update or
recalculate the aggregate upload/download speed and upload/download count (i.c.,
number of uploads or downloads) as new uploads/downloads corresponding to an

aggregation profile are received. For example, the host server 500 receives an upload via
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the Portland edge server and having a given combination of IP address, browser and OS
(e.g., 123.43.234. XX, Chrome, MacOSx). The speed calculator 562 determines the
upload speed to be 8,000 kbps. The aggregation profile updator 556 then looks up the
aggregation profile for the given combination of factors and updates the aggregate upload
speed and the upload count for the given combination of IP address, browser and OS
from a previous value (e.g., aggregate edge node upload speed = 5375 kbps and number
of edge node uploads = 10) to a new or updated value (¢.g., aggregate edge node upload
speed = 5613.64 and number of edge node uploads = 11). The new aggregate may be

determined using a method substantially similar to the method illustrated below:

new aggregate=[ (aggregate speed*number of uploads)+new uplo
ad speed]/
(number of uploads+l)

new number of uploads=number of uploads+l

[00105] In an embodiment, the feedback aggregator filter module 558 can include
one or more filters to ensure that the feedback aggregator engine 552 does not accept
upload/download data that are unusable. For example, a file size filter can be
implemented when aggregating data that is used for selecting a upload/download
pathway. The file size filter can require uploads/downloads to be over a certain size in
order to influence the feedback loop. If the uploads/downloads are too small, the TCP
window does not have the opportunity to grow sufficiently and the benefits of the edge
servers and/or CDN servers cannot be leveraged fully or at all. A threshold for
determining which upload/download speeds are outliers can be determined based on
empirical or other analysis for example. Another filter that can be used is a filter that puts
a limit on the derived upload/download speed. For example, if a file is too small, the file
can land in the OS buffers and can cause the host server 500 (or the speed calculator 562)
to clock the speed as unreasonably fast (e.g., above a threshold). The derived upload
speed filter can filter out or mark the data as being unusable to prevent such data from
influencing the feedback loop. In one implementation, an upload speed threshold or size
threshold for filtering out outliers can be established and/or periodically adjusted based
on analysis of historical upload/download data, determination of the theoretical

maximum upload/download speed, and the like, for example.
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[00106] In an embodiment, the information (e.g., the aggregation profiles) in the
memcache 504 that 1s used to select pathway to upload/download data is marked with an
expire time and can become invalid or evicted from the memcache 504 after a certain
time, as new information associated with more recent uploads/downloads is added to the
memcache 504. The aggregate data invalidator 560 can track a timing attribute (e.g., TTL
value) associated with the information in the memcache and can invalidate the
information in the memcache 504 that is out of date or expired to avoid such out of date
data from being used in the feedback loop. In an embodiment, the aggregate data
invalidator 560 maintains x number of days (or any unit of time, such as 24 hours) of data

for use in selecting a pathway for upload/download.

[00107] In an embodiment, the feedback loop optimizer 550 optimizes
upload/download speed in selecting a pathway for upload/download for a given set of
characteristics (e.g., IP address, browser information and OS information). The feedback
loop optimizer 550 can also optimize other parameters, in addition to or instead of the
upload speed in some other embodiments. The optimization parameter configuration
module 564 can configure the pathway selection engine 566 to select a pathway based on
onc or more parameters. For example, the pathway selection engine 566 can be
configured via the optimization parameter configuration module 564 to provide an array
of pathways and corresponding upload/download speeds (e.g., “Denver Edge node: 7284,
CDN: 3905, Direct: 5932”), the best pathway by upload/download speed (e.g., “Denver
Edge node”), the best pathway by votes (¢.g., “CDN”), and the like in response to a

request for an upload/download pathway.

[00108] In an embodiment, the pathway selection engine 566 receives specific
types of requests for recommendations. For example, the pathway selection engine 566
can receive a request for best pathway by speed (e.g., get best hosts by speed() with
IP/24 address, OS version and browser version as parameters for the request). In
response, the pathway selection engine 566 provides, for the given set of characteristics,
an array of hosts and corresponding speeds (e.g., “Chicago Edge node: 7284, CDN: 3905,
Direct: 5932”). Similarly, the pathway selective engine 566 can receive a request for the

best pathway for an upload/download (e.g., get best host() with IP/24 address, OS
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version and browser version as parameters for the request). In response, the pathway
selection engine 566 provides the best pathway by speed for the given set of
characteristics (e.g., “Chicago Edge node” based on the above example). Other modes of
recommendation such as recommendation by votes, upload type, connection type, file
size, criticality of upload data, type of account (¢.g., personal or enterprise account), type
of account (e.g., free or paid), and/or the like may be implemented by the optimization

parameter configuration module 564 and/or the pathway selection engine 566.

[00109] In an embodiment, the pathway selection engine 566 selects a pathway
using feedback information to optimize or enhance upload and/or download performance.
In other embodiments, the pathway selection engine 566 provides feedback information
(e.g., pathway options) to a client device to use in selecting a pathway to optimize or
enhance upload and/or download performance. The selection of a pathway is based on
information from the feedback aggregator engine 552 stored in the memcache 504. The
pathway selection engine 566 can sclect an upload/download pathway based on various
methods or algorithms. In an embodiment, the pathway selection engine 566 implements
a weighted random selection algorithm via the weighted random selection-based engine
570. The weighted random selection-based engine 570 can select a faster pathway more
frequently than a slower pathway based on the weights associated with the pathways. As
an example, the upload speed through pathway A is 2 mbps and the upload speed through
pathway B is 1 mbps. The weighted random selection-based engine 570 can select
pathway A with a probability of (2/(2+1)) or 2/3 and pathway B with a probability of
(1/(2+1)) or 1/3. Thus the faster pathway is selected more frequently than the slower
pathway, but once in a while the slower pathway is also tried to check if the speed has
improved. This effect can be enhanced by increasing the exponent for the weights. For
example, when the speed of pathways A and B are each squared, the weighted random
selected-based engine 570 can select pathway A (2°) or 4 out of (2%+1%) or 5 times, and
pathway B, (1%) out of (2*+1%) or 5 times. Similarly, when using a cubed factor, the
speed of pathway A and pathway B can be cubed and added together to determine the
total weight of (2*+1%) or 9. The weighted random selection-based engine 570 can have
(2% or 8 out of 9 files be upload through pathway A, and (1%) or 1 out of 9 files be
uploaded through pathway B. This method keeps most uploads pointed to the fastest or
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faster known pathways, while collecting data from other pathways. When network shifts,
the weighted-random selection-based engine 570 can detect any change in upload speeds

associated with the pathways and adjust its recommendation accordingly.

[00110] In an embodiment, the size of the file to be uploaded or downloaded can
be factored in when computing the weights such that the higher weights are associated
with increasing file sizes. The weighting can be configured and tweaked such that files
over a certain size would approach utilization of the currently fastest known host at near
100% of the time. In some instances, a file size threshold can be set such that files
reaching or exceeding the threshold size get uploaded or downloaded via the fastest
known host. In general, the threshold size is configurable based on the client, customer,

subscription or other criteria.

[00111] In an embodiment, the pathway selection engine 566 can select a pathway
based on equal probability via the equal probability based pathway selection engine 568.
In other words, this method accords each of the pathways equal weight, such that each

pathway has an equal probability of being selected for an upload or download.

[00112] In an embodiment, a mode change trigger detector 571 can switch between
the equal probability based pathway selection enging 568 and the weighted random
selection-based engine 570 based on one or more criteria such as availability of data. For
example, when a given set of characteristics (i.e., [P/platform/browser) lacks a minimum
number of data points (e.g., upload speeds for at least two hosts), the pathway selection
engine 566 does not have enough information to determine which host is faster or better
pathway. The pathway selection engine 566 then uses a round-robin method to select a
pathway, which may or may not be the optimal pathway. The mode change trigger
detector 571 can detect when enough information or minimum number of data points has
accumulated (e.g., in the memcache) and can shift the pathway selection methodology
from the equal probability based selection to weighted random selection. In another
embodiment, the mode change trigger detector 571 can include a throttling detector (not
shown) that can detect whether a connection being throttled or has a bandwidth cap or

other limitations that can prevent optimization of the upload/download performance. If
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the throttling detector detects that a connection is throttled (e.g., based on speed test
results reported by the client device), the mode change trigger detector 571 can trigger
the equal probability-based pathway selection engine 568.

[00113] In an embodiment, the feedback loop optimizer 550 includes the pathway
selection configuration module 574. The configuration module 574 can include several
options for configuring or customizing the pathway selection engine 566. For example,
the configuration module 574 can be used to set the minimum number of data points for a
given set of characteristics needed to shift from equal probability-based pathway
selection method (via engine 568) to weighted random choice-based selection (via engine
570). The configuration module 574 can also be used to define an analysis window. An
analysis window defines the number of days (e.g., 7 days or any other time period such as
24 hours) of data that can be considered when the pathway selection engine 566 is
recommending a best host for a client matching a given set of characteristics. The data
corresponding to the analysis window can then remain in the memcache, making access
to the data much faster. The configuration module 574 can also be used to configure the
exponent setting for determining the weights for nodes. Any exponent including a
square, a cube, and so on may be utilized by the weighted random choice-based selection
engine 570 in determining an optimal host for upload/download. The configuration
module 574 may also be used to configure a recommendation time to live (TTL) value.
The recommendation TTL value can specify how long the recommendations or selections
from the pathway selection engine 566 can be cached and reused by clients. For
example, an array of hosts and corresponding weights for the array of hosts provided as
recommendation by the pathway selection engine 566 can have a TTL value of 24 hours.
The client device can use the cached weights during the 24-hour period to determine an
upload host each time a file 1s to be uploaded, obviating the need to request the host
server to provide a recommendation before cach upload.  Thus caching of
recommendations or selections can help avoid expensive recalculations, or the need to

request a pathway or weights for pathways each time a file is to be uploaded/downloaded.

[00114] In an embodiment, the pathway selection configuration module 574

includes an opt out (or opt in) module (not shown). Using the opt out module, certain
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users can opt out of certain classifications of host or accelerator nodes. For example,
certain users can opt out of Akamai CDN. Thus, for those users, the Akamai CDN is
removed from the eligible hosts list prior to running the pathway selection engine 566. In
one implementation, opt out can be a preference that is specified by the user (e.g., via a
user request when requesting for a host recommendation). In another implementation, the
opt out may be system configured. For example, users who pay for the services provided
by the host server can be recommended a host from a first list of hosts that includes direct
pathway, CDN servers and edge servers. Similarly, users who do not pay for the services
provided by the host server can be recommended a host from a second list of hosts (¢.g., a
shorter or different list of hosts). For example, “free users” can be recommended a host
from a list that includes direct pathway and edge servers. In some embodiments, opt
in/opt out configuration may be based on other attributes such as type of user account
(e.g., enterprise or personal), geography, membership duration (e.g., users for 6 months),

promotions, and the like.

[00115] FIG. 6A illustrates a block diagram depicting example components of a
user device 602 (e.g., user device 102 in FIG. 1) that provides some of the feedback
information that is used by a host server (e.g., host server 500 in FIG. 5A) to sclect a
pathway to upload/download files to optimize or enhance upload and/or download
performance. FIG. 6B illustrates a block diagram depicting example components of a

client-side feedback loop optimizer of FIG. 6A.

[00116] In an embodiment, the user device 402 includes components such as a
network interface 604, a browser engine 606, a cache manager 610, a user request
manager 612, an upload manager 614 having an upload start request module 616 and an
upload module 618 and/or a client-side feedback loop optimizer 622. Additional or less
components may be included in the user device in other embodiments. It should be noted
that the user device 602 can process upload requests, download requests and/or both
upload and download requests via the illustrated components or separate components that

are similar to the illustrated components.

[00117] The network interface 604 may be a networking module that enables the
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user device 602 to mediate data in a network with an entity that is external to the host
server, through any known and/or convenient communications protocol supported by the
host server and the external entity. The network interface 604 can include one or more of
a network adaptor card, a wireless network interface card (e.g., SMS interface, Wi-Fi
interface, interfaces for various generations of mobile communication standards including
but not limited to 1G, 2G, 3G, 3.5G, 4G, LTE), Bluctooth, a router, an access point, a
wireless router, a switch, a multilayer switch, a protocol converter, a gateway, a bridge, a

bridge router, a hub, a digital media receiver, a repeater, and/or the like.

[00118] As used herein, a “module,” a “manager,” a “optimizer,” an “interface,” an
“engine” or a “‘system” includes a general purpose, dedicated or shared processor and,
typically, firmware or software modules that are executed by the processor. Depending
upon implementation-specific or other considerations, the module, manager, receiver,
interface, selector, engine or system can be centralized or its functionality distributed.
The module, manager, receiver, interface, selector, engine or system can include general
or special purpose hardware, firmware, or software embodied in a computer-readable
(storage) medium for execution by the processor. As used herein, a computer-readable
medium or computer-readable storage medium is intended to include all mediums that are
statutory (e.g., in the United States, under 35 U.S.C. 101), and to specifically exclude all
mediums that are non-statutory in nature to the extent that the exclusion is necessary for a
claim that includes the computer-readable (storage) medium to be valid. Known
statutory computer-readable mediums include hardware (e.g., registers, random access
memory (RAM), non-volatile (NV) storage, to name a few), but may or may not be

limited to hardware.

[00119] The user request manager 612 can detect, receive, manage, process,
identify any request to upload one or more files/folders to the host server (or another
remote device or server) and/or download remotely hosted or stored files/folders at the
user device 602. Detection of the upload/download request can cause other components
to request and receive identification of a suitable host through which the files can be
uploaded from the user device 602 to the host server or downloaded from the host server

to the user device 602.
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[00120] In an embodiment, the upload manager 614 can receive information
regarding a pathway or an array of pathways from the host server, and upload one or
more files to the identified pathway. The upload start request module 616 can send a
request or a message to notify the host server that an upload is about to start. In an
embodiment, the upload start request can also serve the purpose of notifying the host
server regarding the upload about to occur so that the host server can track the upload for
any failures. In an embodiment, the upload start request module 616 may make an
explicit request for a host recommendation so that the user device can upload to the
recommended host and obtain better upload performance and user experience. The
upload start request module 616 may generate and send the request in the form of an
HTTP, API or other request. The request may include information about the user device
602 and/or the upload itself. For example, the upload start request can include an IP
address of the user device, OS name and version and/or the browser name and version.
In some implementations, the upload start request can further include number of files
selected for upload, size of files (total size and/or size per file) selected for upload, user
device make and/or model, user details (¢.g., user/enterprise ID), and the like. The host
server can receive the upload start request and in response, can recommend a host to
upload to or provide information that the user device can use to select a host to upload to.
The feedback information from the host server can be received by the feedback
information receiver 624 of the client-side feedback loop optimizer 622 illustrated in
FIG. 6B. The feedback information can include an identification of the pathway to
which the user device can upload to and/or weights (or ratios) for an array of pathways to
use in selecting a pathway to upload to. In an embodiment, the feedback information
from the host server can be associated with a timing attribute (e.g., TTL value) that
indicates how long the information is considered valid or usable. For example, the
feedback information can remain valid or usable for up to 2 hours, 12 hours, 24 hours, 2
days, 7 days, etc. The timing attribute for the feedback information can be configured by
the host server and/or the user device. The feedback information along with the timing
attribute can be stored in a local cache 608 by the cache manager 610. Caching the
feedback information from the host server means that the user device does not have to

request and/or wait for a recommendation before ecach upload. In an embodiment,
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whenever there is a change in network conditions (e.g., upload speed at host B has
changed such that host B is now faster than host A), updated feedback information can be
pushed by the host server to the user device 602. The updated feedback information can

also be received by the feedback information receiver 624.

[00121] In an embodiment, the feedback information identifies a specific host or
pathway to which files are to be uploaded by the user device. For example, assuming that
speed is the factor being optimized and the user device has a choice of three pathways A,
B and C for uploading files, the host server can determine that pathway A is the fastest of
the available options for upload, and can thus recommend pathway A (e.g., IP address or
a URL such as upload.xyz.com) for use by the user device in uploading files. In this
example, the upload module 618 can upload the files to pathway A recommended by the

host server.

[00122] In an embodiment, the feedback information does not identify a specific
pathway to upload to, but includes weights or weighting information that the pathway
selector 626 of the client-side feedback loop optimizer 622 can utilize to select a pathway
to upload to. For example, using a web application, the user device 602 can send a
request to get an upload host suggestion from the feedback loop of the host server.
Assuming that speed is the factor being optimized, and for a given combination of IP
address/browser/OS factors, the user device has a choice of three pathways A, B and C
for uploading files. The host server can then provide upload speeds clocked at pathways
A, B and C as a response to the request from the user device. An example of the
response from the host server can be substantially similar to: “A: 7284, B: 3905, C:
5932” where the speeds are in kbps. The pathway selector 626, in an example
implementation, can normalize, square and round off the upload speeds at the nodes to
obtain weights for the array of pathways substantially similar to: “A: 3, B: 1, C: 2”. The
pathway selector 626 can then select pathway A for uploading files 3 out of 6 times (sum
of 3, 1 and 2), select pathway B 1 out of 6 times and pathway C 2 out of 6 times. The
upload module 618 can then upload the files through the selected pathways.
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[00123] In an embodiment, instead of speed, an array of pathways with weights
may be received as feedback information by the feedback information receiver 624. For

example, the feedback information may appear substantially similar to:
upload.xyz.com => 7/

fuploadl.xyz.com => 1

fupload-ord.xyz.com => 2

[00124] The pathway selector 626 can use the random weighted selection method
described with reference to the weighted random choice-based selection engine 570 of
the server-side feedback loop optimizer 550 in FIG. 5A. Using the random weighted
selection method, the pathway selector 626 can select the host upload.xyz.com to upload
most of the files (72 or 49 out of 7*+1%+27%, or 54). Similarly, the pathway selector 626
can select the host fupload-ord.xyz.com for uploading some of the files (2% or 4 out of

54), and host fupload1.xyz.com for uploading at least one file (1%, or 1 out of 54).

[00125] In an embodiment, when a web application is being used to upload files,
the JavaScript in the web application can include an array of hosts with weights instead
of a single host. The browser engine 606 can execute the JavaScript to select a host
according to the weights to upload a file. For example, on each upload, the browser
engine 606 can perform an operation substantially similar to the example below to select

a host according to the weights for upload:
rand(0 to 1)*(sum of weights)

[00126] The array and/or the weights can have an associated expiration timestamp
(c.g., TTL value) and a new set of hosts and corresponding weights can be fetched from

the host server before an upload when the array of hosts/weights expires.

[00127] In an embodiment, instead of using feedback information from the host
server to determine a pathway to upload to, the user device can utilize client-side
feedback loop optimizer to select a pathway to enhance upload performance. The client-

side feedback loop optimizer 622 can obtain client-side feedback information by
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conducting a synthetic upload speed test via a synthetic upload speed test module 646.
The synthetic upload speed test module 646 can include a connection diagnostic tool
(e.g., tools similar to those provided by speedtest.net, Comscore, Akamai) that generates
random data (dummy data) and uploads the dummy data to an array of hosts including a
server that is local (or in geographically proximity) to the user device to determine upload
speeds associated with the array of hosts. Uploading of dummy data to a local server
allows the synthetic upload speed test module 646 to determine the theoretical maximum
upload speed for the user device and/or connection. The synthetic upload speed test can
be run in the background when triggered. The synthetic upload speed test module 646
may be browser-based or may be part of an application or client installed on the user

device.

[00128] A synthetic upload speed test configuration module 644 can determine
when to initiate a synthetic upload speed test. In embodiments where the pathway
selector 626 relies only on client-side feedback information, the synthetic upload speed
test module 646 may perform speed tests periodically and cache the results for some time
for reuse, or may perform a speed test before cach upload and provide the results to the
pathway selector 626 to select a pathway that optimizes upload performance. In other
embodiments, the synthetic upload speed test configuration module 644 may be
configured to trigger the synthetic upload speed test module 646 to obtain upload speed
data associated with uploads to the array of hosts when the host server does not have
enough data for a given combination of characteristics to compute a recommendation.
The upload speed measured by the synthetic upload speed test module 646 can then be
reported to the host server via the upload speed reporter 648. The upload speeds reported
by the user device can be aggregated by the host server. For example, the host server can
insert the upload speed measured client-side into the memcache and/or analytics datastore
along with the upload speed measured server-side. The client-side reported upload speed
may have a connection diagnostic speed test or other identifier for an upload speed type.
The host server can use both types of upload speeds (i.¢., measured by the host server and

measured by the user device) to determine recommendations.
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[00129] In an embodiment, the pathway selector 626 can determine the best or
fastest pathway for upload based on the synthetic upload speed test results from the
synthetic upload speed test module 646. For example, synthetic upload speed test results
may indicate that pathway A has an upload speed of 3000 KB/s, pathway B has an upload
speed of 1000 KB/s and pathway C has an upload speed of 100 KB/s, therefore the
pathway selector 626 can utilize a weighted random selection method or any suitable
method to select the best or fastest pathway for upload. In this example, the pathway
selector 626 can select pathway A with a probability of approximately 0.9, pathway B
with a probability of approximately 0.1 and pathway C with the lowest probability of
approximately 0.001, such that most of the uploads from the user device go through the
fastest or faster pathways, thereby enhancing the upload performance. Once an optimal
pathway is selected for upload, the upload manager 614 containing the upload module

618 can upload the file to the selected pathway.

[00130] In an embodiment, the client-side feedback loop optimizer 622 includes a
host reachability test module (not shown) that can detect or determine if an
upload/download pathway is unreachable. The host reachability module may detect the
unavailability of upload/download pathways when attempting to connect to the pathways,
performing a speed test, based on error messages (e.g., server unavailable message), and
the like. When an upload/download pathway is determined to be unreachable or
unavailable, the host reachability test module can report this information to the host
server. The host server, on receiving the report, can execute the pathway selection engine
566 to determine a new pathway or weights, with the unreachable or unavailable host
removed from the set of eligible hosts. For example, if the CDN pathway is down, the
host server can select a suitable pathway from remaining options available (e.g., the
direct pathway and edge servers) for upload. This feedback information regarding
unavailability of hosts ensures reliable uploads/downloads and preserves user experience
in instances where users are behind misconfigured or aggressive firewalls, or where there
1s a problem with an edge server or CDN server, or even when the host server is having
difficulties. In some instances, detection of the unavailability or unreachability of a host
can be a trigger for the client-side feedback loop optimizer to fetch new weights (taking

into account the host that is unavailable) to update the local cache. In some embodiments,
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the functions of the host reachability test module may be performed server-side by the

host server (e.g., host server 500).

[00131] In addition to web uploads/downloads, the feedback loop optimization
techniques can also be applied to uploads/downloads using sync clients, APIs, FTP, and
other communication methods. For example, any applications (e.g., mobile applications)
on the user device (e.g., mobile device) having files to be uploaded to the host server can
utilize API requests to directly request recommendation for the best host or the fastest

host from the host server and upload to the recommended host.

[00132] FIG. 7A illustrates a block diagram depicting example components of a
sync client 700 running on a user device (e.g., user device 102 of FIG. 1A or user device
602 of FIG. 6A) that synchronizes copies of work items stored on the user device with
copies of work items stored in a sync server 730, sync folder and/or a host server (e.g.,
host server 100 of FIG. 1) within a cloud-based collaboration environment. Example

components of the sync server 730 are illustrated in FIG. 7B.

[00133] The sync client 700 can include, for example, a conflicts manager 704, a
triggering event module 710, a copying manager 712, a state module 714, and/or a state
database 718. The conflicts manager 704 can include a rules engine 706 and/or an error
notification module 708. The sync client 700 can also include a sync feedback loop
optimizer 716 (e.g., upload route via client-side feedback loop optimizer 622 in FIG. 6A).
Additional or fewer components/modules/engines can be included in the sync client 700

and each illustrated component.

[00134] One embodiment of the sync client 700 includes the triggering event
module 710 which determines when synchronization of folders should occur. There are
two types of triggering events for synchronization. The first type of triggering event
occurs when a change has been made to the server sync folder. As a result of this event, a
notification is sent from the notification server 150 to the triggering event module 710. In
some instances, when a user has an application open and edits a file in the server sync
folder, editing of the file causes the notification server 150 to send a notification to the

triggering event module 710, causing the change to be downloaded to the local sync
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folders of other collaborators as part of the synchronization function. The download can
occur via a pathway that provides the best download performance for a given set of
characteristics associated with the user device and/or connection of the collaborators of
the folders. In some instances, the notification is sent to the triggering event module 710

after the user has saved the file and closed the application.

[00135] The notification server 150 can provide real time or near real- time
notifications of activities that occur in a particular server sync folder. In one embodiment,
the triggering event module 710 can subscribe to a real- time notification channel
provided by the notification server 150 for a particular server sync folder to receive the

notifications.

[00136] In one embodiment, the notifications provided by the notification server
150 inform the triggering event module 710 that a change has occurred in the server sync
folder. In this case, the state module 714 requests from the current state manager 732 in
the sync server 730 the current state of the folder/file tree for the server sync folder that

the local sync folder is synchronized to.

[00137] The state module 714 also accesses the last known state of the folder/file
tree stored in the state database 718 and compares the current state with the last known
state to determine which file and/or folder has changed. Once the changed files and/or
folders have been identified, the copying manager 712 downloads the changed file(s)
from the server sync folder to the local sync folder. The downloading can be through a
pathway recommended by the host server for a given set of characteristics or determined
by the sync feedback loop optimizer 716. The second type of triggering event occurs
when a change has been made to a local sync folder on a collaborator's computer or user
device. In one embodiment, a Windows operating system of the collaborator's computer
provides file/folder monitoring on the computer and notifies the triggering event module
710. Other operating systems or programs running on collaborators' computer systems
can provide a similar type of notification to the triggering event module 710. Once the
triggering event module 710 has been notified of the change to the local sync folder, a

notification is sent to the sync server 730,

44



[00138] When the second type of triggering event occurs, the copying manager
712 uploads the changed file to replace the copy of the file stored in the server sync
folder. The changed file can be uploaded through a pathway that is recommended by the
host server and/or the user device based on feedback information for a set of
characteristics that are applicable to the user device (e.g., via the sync feedback loop
optimizer 716). Once the file has been uploaded to the server sync folder, the local copy
of the file stored on the computers of other collaborators in the workspace whom have
enabled the synchronization function are updated in a similar manner as described above

for the first type of triggering event.

[00139] An embodiment of the sync client 700 includes the conflicts manager 704
which can identify when a conflict has occurred (i.c., a file or work item has been
changed at both the server sync folder and the local sync folder) and determine how to
resolve the conflict. If the triggering event module 710 receives a notification from the
notification server 150 and the local file/folder monitoring system of the changes, the
conflicts manager 704 identifies the changes made to the file/folder at each location. In
one embodiment, the conflicts manager 704 calls the rules engine 706 to determine what
action to take to resolve the conflict. The rules engine 706 stores rules for resolving
conflicts. Rules are predefined but can be changed without changing the software
implementing the rules engine. The rules engine 706 takes as input the types of changes
that have occurred at the various synchronized folders such as edits to a work item,
renaming of a work item, or moving of a work item to a different location. Then the rules

engine 706 provides the action to be performed for the particular conflict.

[00140] There are two types of conflicts: a soft conflict and a hard conflict. A hard
conflict occurs when the same operation occurs on both copies of the file, and a soft
conflict occurs when a different operation occurs on each of the two copies of the file. In
the case of a hard conflict, for example, when copies of a work item have been changed
at the server sync folder and at a local sync folder, the conflicts manager 704 is not able
to merge the changed files. In one embodiment, the conflicts manager 704 makes a copy
of the changed work item in the local sync folder and renames the copy with the original

file name and an identifier of the collaborator associated with the local sync folder. Next,
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the conflicts manager 704 downloads (e.g., via an optimal pathway suggested or
determined by the sync feedback loop optimizer 716) the changed work item from the
server sync workspace to the local sync folder, and then uploads (e.g., via an optimal
pathway suggested or determined by the sync feedback loop optimizer 716) the copy of
the work item with the modified file name to the server sync folder. Thus, two versions of
the file are stored at the server sync folder and the local sync folder. Then, the error
notification module 708 sends a message to the user to notify him that the changes in his
version of the work item were not accepted but were uploaded to the server sync folder as
a new version of the file with a new file name and requests the user to merge the two files
manually. In the case of a soft conflict, for example, when a file is moved on the server
and edited locally, the conflicts manager 704 can merge these two changes so that the file
is moved locally to the new location and the local edits are uploaded to the server copy of
the file.

[00141] In some embodiments, the sync server 730 may also include a feedback
loop optimizer performing functions similar to the feedback loop optimizer 550 in FIG.
SB.

[00142] FIG. 8 illustrates an example flow diagram depicting a method
implemented by a host server 804 (¢.g., host server 100 of FIG. 1; host server 500 of
FIG. 5A) for recommending an upload pathway for a given set of characteristics for a
user device 802 (e.g., user device 102 of FIG. 1) to upload to enhance upload

performance.

[00143] The user device 802 sends an upload start request 812 to the host server
804. The upload start request 812 can be a request that serves the dual purpose of
informing the host server 804 regarding an upload about to start and requesting a
recommendation for an upload pathway to upload a file. In some implementations,
instead of the upload start request 812, a recommendation request can be made. The
upload start request 812 can be an HTTP request (e.g., an HTTP GET/POST request or
an API request) or similar request and can include attributes or characteristics of the user

device 802. Example characteristics can include a complete or partial IP address (IPv4 or
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IPv6 address formats), browser name/version, OS name/version, file type, file size, user
ID, account type, and the like. The host server 804 receives the upload start request 812
and extracts the user device characteristics from the request to identify a key at block
814. The key corresponds to a set of characteristics such as “01.102.103.XXX, Windows
XP SP2, Firefox 4.0”. The host server 804, at block 816, determines whether there 1s
sufficient data aggregated to select an upload pathway for the identified key. In some
implementations, there may not be sufficient data aggregated to determine that one
upload pathway is definitively better or faster than another. For example, upload
pathway 1 may have an aggregate speed of 2 MB/s but upload pathways 2 and 3 may
have no aggregate speed values. In such an instance, the host server 804 can select an
upload pathway with equal probability or round robin method at block 818. The host
server 804 can then send a response 822 to the upload start request 812, The response
822 includes an identification of an upload pathway selected without any optimization,
using equal probability method. The response 822 can include information such as a
session ID, selected upload pathway’s URL, IP address, or other identifier or address. In
the illustrated example, the host server 804 selected upload pathway 808 (e.g., host server
804). The user device 802 then uploads the data files 824 to the upload pathway 808,

which is the host server 804 in this particular example.

[00144] Alternately, at block 816, if the host server 804 has sufficient data
aggregated to recommend an upload pathway, the host server can select the
recommended upload pathway and provide information regarding the recommended
upload pathway to the user device 802 in the response 822. Once again, the user device
can then upload a file to the recommended upload pathway (pathway 808 in this
example). If the selected host pathway 808 is not the host server 804 (i.e., not a direct
upload), but a CDN node for example, in such an instance the CDN node can receive the
uploaded files. The CDN node can perform a network address translation 826 to route
the uploaded data files 828 to the host server 804. In other words, the upload from the
user device is initially pointed to the IP address of the CDN node, and the CDN node, on
receiving a data packet, rewrites the source IP address and destination IP address to

forward the data packet to the host server 804. Since the IP address of the user device 802
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can get wiped during network address translation, the session ID can be used to

determine the IP address associated with data files 828 received at the host server 804.

[00145] The host server 804 upon receiving the data files can calculate the upload
speed at block 830 based on the timestamps corresponding to receipt of a first byte and a
last byte. In some instances, the calculated upload speed can be unusable or an outlier.
The host server 804 can filter out the unusable/outlier upload speed at block 832, At
block 834, the host server 804 can update the aggregate upload speed for the selected
upload pathway and the key in a memcache. Further at block 836, all the data associated

with the upload is stored in association with the key in an analytics datastore.

[00146] FIG. 9A illustrates an example logic flow diagram depicting a method for
selecting a pathway from an array of pathways based on a set of weights to enhance

upload/download performance.

[00147] The method starts at block 902. At block 904, a user device (c.g., user
device 102, 602) detects a user request to upload a file or files. In some instances, the
request to upload a file or files may be automatically generated (e.g., via sync client 700
for syncing files on the user device with those in the host server). The user device sends
a request to a host server (e.g., host server 100 in FIG. 1 or host server 500 in FIG. 5A)
for information regarding upload pathways at block 906. The information regarding
upload pathways can be used by the user device to select an upload pathway from the
group to upload a file. In some implementations, the user device can request the host
server to recommend an upload pathway to which the user device should upload a file.
The request can include information such as an IPv4 or IPv6 address, browser version,
OS version, user ID, file size, file type, and the like. In some implementations, the
request can also specify one or more factors to be optimized (e.g., upload speed, upload
speed for file size or type, and the like). Alternately, the host server can determine which
optimization factor or factors are considered in recommending an upload pathway or an

array of upload pathways for upload.

[00148] At block 908, the user device receives a session ID and a set of weights

corresponding to an array of pathways from the host server as feedback information. The
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user device then randomly selects a pathway based on the set of weights at block 910. In
some instances, the selection of the pathway can be made server-side. In an embodiment,
the decision to implement the selection server-side or client-side may be based on various
factors such as security, avoiding caching on the user device, use of most current
information, and the like. The user device then uploads a file to the selected pathway at
block 912. If there are multiple files to be uploaded as determined at block 914, the user
device performs another random selection operation to select a pathway based on the sct
of weights at block 910. Via the random weighted selection approach, the user device
achieves upload performance improvement by selecting a pathway that is faster more
frequently than a pathway that is slower. At the same time, since the user device can end
up trying all the pathway options, any change in the upload speed of any pathways can be
detected and taken into account by the host server such that a different set of weights can

be provided to the user device for the next upload.

[00149] FIG. 9B illustrates an example logic flow diagram depicting a method for
selecting a pathway from an array of pathways based on a set of weights cached in a user

device.

[00150] The method starts at block 920. A user device (e.g., user device 102 of
FIG. 1; user device 602 of FIG. 6A) detects a user request to upload a file or files at
block 922. At block 924, the user device determines if the weights for an array of
pathways are available in a local cache of the user device. In one implementation, the
user device, when looking for weights in the local cache can look for weights
corresponding to a set of user device characteristics. In some instances, it is possible for
a user to use his or her user device at home (e.g., IP address 123.12.13.XX) and at a
coffee shop in another part of the town (e.g., IP address 123.14.15.XX). Since the IP
octet part of the set of characteristics can be different for the same user device, the
pathways and the corresponding weights for upload from home can be different from the
weights for upload from another location. Consequently, consideration of the “home” set
of characteristics can lead to a selection of pathway different from consideration of the
“office” set of characteristics. If the weights are not available in the local cache, the user

device can fetch new weights for an array of pathways at block 928. However, if weights
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are available, the user device can determine whether the weights in cache are expired at
block 926. If the weights are expired, the user device can fetch new weights for an array
of pathways for a set of user device characteristics at block 928. The user device then

stores the fetched weights in the local cache, replacing the expired weights at block 930.

[00151] At block 932, the user device using the new weights fetched from the host
server or the weights in the cache that are still usable randomly selects a pathway from an
array of pathways. At block 934, the user device uploads a file to the selected pathway.
If more than one file is to be uploaded during the same session as determined at block
936, the user device repeats the process at block 932. When there are no other files to be

uploaded, the process terminates at block 940.

[00152] FIG 10 illustrates an example logic flow diagram depicting a method for
selecting of an optimal upload pathway by a user device (e.g., user device 102 in FIG. 1;

user device 602 in FIG. 6A) based on client-side feedback information.

[00153] In an embodiment, the client-side feedback information for selecting an
optimal pathway for an upload/download can be aggregated by performing synthetic
speed tests (web-based or via a local client on a user device). A synthetic speed test may
start as a background process at block 1002. At block 1004, the user device sends
dummy data to an edge server located nearby. At block 1006, the user device sends
dummy data directly to a host server (e.g., the host server 100 in FIG. 1; host server 500
in FIG. 5A). Similarly, at block 1008 and 1010, the user device sends dummy data to a
CDN node and a local server located in geographic proximity to the user device,
respectively. The dummy data that is sent to these pathways are the same size/type and
may be sent at approximately the same time. At block 1012, the user device determines
upload speed through cach of the pathways based on the total size of the data uploaded
and duration of the upload. The upload speed to the local server can be taken as the
theoretical maximum upload speed possible for the given connection. The upload speeds
at the edge server, the host server and the CDN node will generally be lower than the
upload speed at the local server. The theoretical maximum upload speed can thus be used

to identify upload speeds measured at other pathways that may be outliers or erroncous.

50



In one implementation, the upload speed that is calculated at block 1012 can be an
aggregate or average speed (e.g., test can be repeated a number of times and an average
of the results may be considered). Alternately, other methodology for determining
upload/download speeds can be used. For example, the upload speed (or connection
speed) can be first estimated by sending dummy data to a pathway. Based on the
estimated speed, appropriately sized chunks can be pushed to the pathway. The chunks
can be sorted by speed and speeds corresponding to a range (e.g., 30th percentile to 90th

percentile) can be selected and averaged to determine the upload speed.

[00154] At block 1014, the user device receives a user request (or an automated
request) to initiate an upload. In an embodiment, the user device can detect throttling or
bandwidth capping. When the speeds across multiple pathways are similar, the user’s
Internet connection is likely subject to upload throttling or bandwidth capping, causing
the uploads to be limited to the same speed, regardless of the pathway selected. At block
1016, if the user device detects upload throttling, the user device can select an upload
pathway using round robin method at block 1020. Alternately, if there is no upload
throttling, the user device can select an upload pathway that has the fastest aggregate
upload speed at block 1018. In some implementations, the user device can also select an
upload pathway based on weights determined from the upload speeds from the upload
pathways. At block 1022, the user device uploads data to the selected upload pathway.
Further, at block 1024, the user device can report the aggregate upload speeds determined

for each upload pathway to the host server.

[00155] FIG 11 illustrates an example logic flow diagram depicting a method for
using feedback information to optimize data transfer performance. In an embodiment, a
user device and/or a host server can detect that a data transfer event is about to occur at
block 1105. The data transfer event may be an upload event or a download event. Based
on a set of characteristics associated with the data transfer event, the user device and/or
the host server can select a host from a group of hosts as a pathway to transfer the data to
optimize data transfer performance at block 1110. At block 1115, the data associated
with the data transfer event transferred to the selected host can be received at the host

server and/or the user device. At block 1120, a speed with which the data associated with
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the data transfer event is transferred through the selected host is determined by the host
server and/or the user device. An aggregation profile corresponding to the set of
characteristics associated with the data transfer event can be updated at block 1125, The

aggregation profile may be stored at the host server and/or the user device.

[00156] FIG 12 illustrates an example logic flow diagram depicting a method for
optimizing file transfer performance to improve user experience. In an embodiment, a
request for a host recommendation to transfer a file is received by a host server (e.g., host
server 100 in FIG. 1; host server 500 in FIG. S5A) at block 1205. At block 1210, a host
server can use the combination of attributes as a key to determine aggregate speed
information of an array of hosts. At block 1215, the host server can further use the
aggregate speed information relating to the array of hosts to select a host to recommend
for the transfer of the file. For example, the host server can select a host that has the
fastest speed among the array of hosts. At block 1220, the host server can provide the
sclected host to a client device for use in transferring the file. The client device can use
the selected host to upload the file. At block 12235, the host server can receive the file
uploaded to the selected host. For example, when the selected host is a CDN server or an
edge server, the uploaded file is forwarded by the CDN server or the edge server to the
host server. When the selected host is the host server, the host server can receive the file
directly. At block 1230, the host server measures an upload speed for the upload of the
file. For example, the host server can measure the duration between receiving of the first
byte and the last byte of the file and the size of the file to determine the upload speed. At
block 1230, the host server can update the selected host’s aggregate speed information for
the combination of attributes. For example, the host server can log all of the data relating
to the upload in an analytics datastore, and use the upload speed information to update the
aggregate speed and upload count associated with the corresponding host and

combination of attributes.

[00157] FIG 13 illustrates an example logic flow diagram depicting a method for
enhancing the upload performance. In an embodiment, a host server (e.g., host server
100 in FIG. 1; host server 500 in FIG. 5A), observes the upload of files through multiple

pathways at block 1305. Based on the observation, the host server identifies a pathway
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from the multiple pathways that is fastest (or most reliable, best, etc.) for a given set of
characteristics at block 1310. At block 1315, the host server aggregates some of
information from the observation into groups defined by a set of characteristics and stores
the aggregated information in a memcache. The memcache is periodically flushed to
remove information that is out of date at block 1320. At block 1325, host server can
aggregate all of the information from the observation in a persistent datastore. In the case
of an accidental flush of the memcache, before the information in the memcache is out of
date, the host server can retrieve information from the persistent datastore to repopulate

the memcache.

[00158] FIG. 15 shows a diagrammatic representation of a machine in the example
form of a computer system within which a set of instructions for causing the machine to

perform any one or more of the methodologies discussed herein, may be executed.

[00159] In the example of FIG. 15, the computer system 1500 includes a
processor, main memory, non-volatile memory, and an interface device. Various
common components (€.g., cache memory) are omitted for illustrative simplicity. The
computer system 1500 is intended to illustrate a hardware device on which any of the
components depicted in the examples of FIGs. SA-7B (and any other components
described in this specification) can be implemented. The computer system 1500 can be
of any applicable known or convenient type. The components of the computer system
1500 can be coupled together via a bus or through some other known or convenient

device.

[00160] The processor may be, for example, a conventional microprocessor such
as an Intel Pentium microprocessor or Motorola power PC microprocessor. One of skill
in the relevant art will recognize that the terms "machine-readable (storage) medium" or
"computer-readable (storage) medium" include any type of device that is accessible by

the processor.

[00161] The memory is coupled to the processor by, for example, a bus. The
memory can include, by way of example but not limitation, random access memory

(RAM), such as dynamic RAM (DRAM) and static RAM (SRAM). The memory can be
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local, remote, or distributed.

[00162] The bus also couples the processor to the non-volatile memory and drive
unit. The non-volatile memory is often a magnetic floppy or hard disk, a magnetic
optical disk, an optical disk, a read-only memory (ROM), such as a CD-ROM, EPROM,
or EEPROM, a magnetic or optical card, or another form of storage for large amounts of
data. Some of this data is often written, by a direct memory access process, into memory
during execution of software in the computer 1500. The non-volatile storage can be
local, remote, or distributed. The non-volatile memory is optional because systems can
be created with all applicable data available in memory. A typical computer system will
usually include at least a processor, memory, and a device (e.g., a bus) coupling the

memory to the processor.

[00163] Software is typically stored in the non-volatile memory and/or the drive
unit. Indeed, for large programs, it may not even be possible to store the entire program
in the memory. Nevertheless, it should be understood that for software to run, if
necessary, it is moved to a computer readable location appropriate for processing, and for
illustrative purposes, that location is referred to as the memory in this paper. Even when
software is moved to the memory for execution, the processor will typically make use of
hardware registers to store values associated with the software and local cache. Ideally,
this serves to speed up execution. As used herein, a software program is assumed to be
stored at any known or convenient location (from non-volatile storage to hardware
registers) when the software program is referred to as "implemented in a computer-

"

readable medium." A processor is considered to be "configured to execute a program"
when at least one value associated with the program is stored in a register readable by the

Pprocessor.

[00164] The bus also couples the processor to the network interface device. The
interface can include one or more of a modem or network interface. It will be
appreciated that a modem or network interface can be considered to be part of the
computer system. The interface can include an analog modem, isdn modem, cable

modem, token ring interface, satellite transmission interface (e.g., "direct PC"), or other
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interfaces for coupling a computer system to other computer systems. The interface can
include one or more input and/or output devices. The I/O devices can include, by way of
example but not limitation, a keyboard, a mouse or other pointing device, disk drives,
printers, a scanner, and other input and/or output devices, including a display device. The
display device can include, by way of example but not limitation, a cathode ray tube
(CRT), liquid crystal display (LCD), or some other applicable known or convenient
display device. For simplicity, it is assumed that controllers of any devices not depicted

in the example of FIG. 15 reside in the interface.

[00165] In operation, the computer system 1500 can be controlled by operating
system software that includes a file management system, such as a disk operating system.
One example of operating system software with associated file management system
software is the family of operating systems known as Windows® from Microsoft
Corporation of Redmond, Washington, and their associated file management systems.
Another example of operating system software with its associated file management
system software is the Linux operating system and its associated file management
system. The file management system is typically stored in the non-volatile memory
and/or drive unit and causes the processor to execute the various acts required by the
operating system to input and output data and to store data in the memory, including

storing files on the non-volatile memory and/or drive unit.

[00166] Some portions of the detailed description may be presented in terms of
algorithms and symbolic representations of operations on data bits within a computer
memory. These algorithmic descriptions and representations are the means used by those
skilled in the data processing arts to most effectively convey the substance of their work
to others skilled in the art. An algorithm is here, and generally, conceived to be a self-
consistent sequence of operations leading to a desired result. The operations are those
requiring physical manipulations of physical quantities. Usually, though not necessarily,
these quantities take the form of electrical or magnetic signals capable of being stored,
transferred, combined, compared, and otherwise manipulated. It has proven convenient
at times, principally for reasons of common usage, to refer to these signals as bits, values,

clements, symbols, characters, terms, numbers, or the like.
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[00167] It should be borne in mind, however, that all of these and similar terms are
to be associated with the appropriate physical quantities and are merely convenient labels
applied to these quantities. Unless specifically stated otherwise, as apparent from the
following discussion, it is appreciated that throughout the description, discussions
utilizing terms such as “processing”, ‘“‘computing”, “calculating”, “determining”,
“displaying”, or the like, refer to the action and processes of a computer system, or
similar electronic computing device that manipulates and transforms data represented as
physical (electronic) quantities within the computer system's registers and memories into
other data similarly represented as physical quantities within the computer system
memories or registers, or other such information storage, transmission, or display

devices.

[00168] The algorithms and displays presented herein are not inherently related to
any particular computer or other apparatus. Various general purpose systems may be
used with programs in accordance with the teachings herein, or it may prove convenient
to construct more specialized apparatus to perform the methods of some embodiments.
The required structure for a variety of these systems will appear from the description
below. In addition, the techniques are not described with reference to any particular
programming language, and various embodiments may thus be implemented using a

variety of programming languages.

[00169] In alternative embodiments, the machine operates as a standalone device
or may be connected (¢.g., networked) to other machines. In a networked deployment, the
machine may operate in the capacity of a server or a client machine in a client-server
network environment, or as a peer machine in a peer-to-peer (or distributed) network

environment.

[00170] The machine may be a server computer, a client computer, a personal
computer (PC), a tablet PC, a laptop computer, a set-top box (STB), a personal digital
assistant (PDA), a cellular telephone, an iPhone, a Blackberry, a processor, a telephone, a
web appliance, a network router, switch or bridge, or any machine capable of executing a

set of instructions (sequential or otherwise) that specify actions to be taken by that
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machine.

[00171] While the machine-readable medium or machine-readable storage medium
is shown in an exemplary embodiment to be a single medium, the term "machine-
readable medium" and "machine-readable storage medium" should be taken to include a
single medium or multiple media (e.g., a centralized or distributed database, and/or
associated caches and servers) that store one or more sets of instructions. The term
"machine-readable medium" and "machine-readable storage medium" shall also be taken
to include any medium that is capable of storing, encoding or carrying a set of
instructions for execution by the machine and that cause the machine to perform any one

or more of the methodologies of the presently disclosed technique and innovation.

[00172] In general, the routines executed to implement the embodiments of the
disclosure, may be implemented as part of an operating system or a specific application,
component, program, object, module, or sequence of instructions referred to as
“computer programs.” The computer programs typically comprise one or more
Instruction sets at various times in various memory and storage devices in a computer,
and that, when read and executed by one or more processing units or processors in a
computer, cause the computer to perform operations to execute elements involving the

various aspects of the disclosure.

[00173] Moreover, while embodiments have been described in the context of fully
functioning computers and computer systems, those skilled in the art will appreciate that
the various embodiments are capable of being distributed as a program product in a
variety of forms, and that the disclosure applies equally regardless of the particular type

of machine or computer-readable media used to actually effect the distribution.

[00174] Further examples of machine-readable storage media, machine-readable
media, or computer-readable (storage) media include but are not limited to recordable
type media such as volatile and non-volatile memory devices, floppy and other
removable disks, hard disk drives, optical disks (e.g., Compact Disk Read-Only Memory
(CD ROMS), Digital Versatile Disks, (DVDs)), among others, and transmission type

media such as digital and analog communication links.

57



[00175] Unless the context clearly requires otherwise, throughout the description

29

and the claims, the words “comprise,” “comprising,” and the like are to be construed in
an inclusive sense, as opposed to an exclusive or exhaustive sense; that is to say, in the
sense of “including, but not limited to.” As used herein, the terms "connected,"
"coupled,” or any variant thereof, means any connection or coupling, either direct or
indirect, between two or more clements, and the coupling of connection between the
clements can be physical, logical, or a combination thercof. Additionally, the words

bR IN1Y

“herein,” “above,” "below," and words of similar import, when used in this application,
shall refer to this application as a whole and not to any particular portions of this
application. Where the context permits, words in the above Detailed Description using
the singular or plural number may also include the plural or singular number respectively.
The word "or," in reference to a list of two or more items, covers all of the following
interpretations of the word: any of the items in the list, all of the items in the list, and any

combination of the items 1n the list.

[00176] The above detailed description of embodiments of the disclosure is not
intended to be exhaustive or to limit the teachings to the precise form disclosed above.
While specific embodiments of and examples for, the disclosure are described above for
illustrative purposes, various equivalent modifications are possible within the scope of
the disclosure, as those skilled in the relevant art will recognize. For example, while
processes or blocks are presented in a given order, alternative embodiments may perform
routines having steps, or employ systems having blocks in a different order, and some
processes or blocks may be deleted, moved, added, subdivided, combined, and/or
modified to provide alternative or subcombinations. Each of these processes or blocks
may be implemented in a variety of different ways. Also, while processes or blocks are at
times shown as being performed in series, these processes or blocks may instead be
performed in parallel, or may be performed at different times. Further any specific
numbers noted herein are only examples: alternative implementations may employ

differing values or ranges.

[00177] The teachings of the disclosure provided herein can be applied to other

systems, which are not necessarily the system described above. The elements and acts of
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the various embodiments described above can be combined to provide further

embodiments.

[00178] Any patents and applications and other references noted above, including
any that may be listed in accompanying filing papers, are incorporated herein by
reference.  Aspects of the disclosure can be modified, if necessary, to employ the
systems, functions, and concepts of the various references described above to provide yet

further embodiments of the disclosure.

[00179] These and other changes can be made to the disclosure in light of the
above Detailed Description. While the above description describes certain embodiments
of the disclosure, and describes the best mode contemplated, no matter how detailed the
above appears in text, the teachings can be practiced in many ways. Details of the system
may vary considerably in their implementation, while still being encompassed by the
subject matter disclosed herein. As noted above, particular terminology used when
describing certain features or aspects of the disclosure should not be taken to imply that
the terminology is being redefined herein to be restricted to any specific characteristics,
features, or aspects of the disclosure with which that terminology is associated. In
general, the terms used in the following claims should not be construed to limit the
disclosure to the specific embodiments disclosed in the specification, unless the above
Detailed Description section explicitly defines such terms. Accordingly, the actual scope
of the disclosure encompasses not only the disclosed embodiments, but also all

equivalent ways of practicing or implementing the disclosure under the claims.

[00180] While certain aspects of the disclosure are presented below in certain
claim forms, the inventors may contemplate the various aspects of the disclosure in any
number of claim forms. For example, while only one aspect of the disclosure is recited as
a means-plus-function claim under 35 U.S.C. §112, 413, other aspects may likewise be
embodicd as a means-plus-function claim, or in other forms, such as being embodied in a
computer-readable medium. (Any claims intended to be treated under 35 U.S.C. §112,

913 will begin with the words “means for”). Accordingly, the applicant reserves the right
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to add additional claims after filing the application to pursue such additional claim forms

for other aspects of the disclosure.
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CLAIMS

L. A method of using feedback information to optimize data transfer
performance, comprising:
detecting that a data transfer event is about to occur; and
based on a sct of characteristics associated with the data transfer event,
selecting a host from a group of hosts as a pathway for transferring
data associated with the data transfer event to optimize data transfer

performance.

2. The method of claim 1, wherein the data transfer event comprises a request

to upload the data to a cloud-based environment or a collaboration platform.

3. The method of claim 1, wherein the data transfer event comprises a request

to download the data from a cloud-based environment or a collaboration platform.

4. The method of claim 1, wherein the data comprises at least one of a file or a
folder.

5. The method of claim 1, wherein the selected host is the fastest host among
the group of hosts.

6. The method of claim 1, wherein the selected host is the most reliable host

among the group of hosts.

7. The method of claim 1, wherein the data transfer event originates at a client
device and wherein the set of characteristics associated with the data transfer event
comprises a partial or full Internet Protocol (IP) address and an operating system name

associated with the client device.
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8.

The method of claim 7, wherein the set of characteristics associated with the

data transfer event further comprises a browser name.

9.

The method of claim 1, wherein selecting the host from the group of hosts

further comprises:

10.

11.

retrieving an aggregation profile corresponding to the set of characteristics;
wherein the aggregation profile is one of a plurality of aggregation
profiles; and
wherein each aggregation profile is defined by a set of characteristics
and comprises an aggregate speed and a data transfer count

for each of the group of hosts.

The method of claim 9, further comprising:
randomly selecting the host from the group of hosts based on weights,
wherein each host in the group of hosts is accorded a weight

corresponding to the host’s aggregate speed.

The method of claim 10, wherein a host having the highest aggregate speed

is selected more frequently than a host having the lowest or lower aggregate speed.

12.

13.

The method of claim 9, further comprising:

determining a speed with which the data associated with the data transfer
cvent 18 transferred via the selected host; and

updating the aggregation profile corresponding to the set of characteristics

associated with the data transfer event.

The method of claim 12, wherein updating the aggregation profile includes

updating an aggregate speed and a data transfer count for the selected host.

14.

The method of claim 9, wherein each aggregation profile includes data

aggregated from multiple users over a period of time.
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15. The method of claim 9, wherein the plurality of aggregation profiles are

stored in a memcache.

16. The method of claim 14, wherein the data in each aggregation profile

becomes out of date after a period of time.

17. The method of claim 1, wherein the group of hosts comprises at least two of:
an edge server, a content delivery network server or a server hosting a cloud-based
collaboration platform where the data associated with the data transfer event is stored or

18 to be stored.

18. A method of using feedback information to optimize upload performance,
comprising;
receiving feedback information regarding a path to upload a file;
uploading the file to one of an array of paths based on the feedback
information; and
wherein the feedback information is specific to a combination of factors

associated with a client device.

19. The method of claim 18, wherein the feedback information is received from
a host server hosting a cloud-based collaboration platform where the file is to be stored in

response to a request from the client device.

20. The method of claim 19, wherein the array of paths includes the host server

and at least one of: a content delivery network server or an edge server.

21. The method of claim 18, wherein the feedback information identifies a path
to upload the file.
22. The method of claim 18, wherein the feedback information comprises the

array of paths and corresponding weights.
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23. The method of claim 22, further comprising:
using the weights corresponding to the array of paths to randomly select the
one of the array of paths to upload the file, wherein the fastest path

corresponds to the most heavily weighted path.

24. The method of claim 18, further comprising:
caching the feedback information such that the cached feedback information
is used to determine a path to upload another file, wherein the cached

feedback information expires after a period of time.

25. The method of claim 18, wherein the feedback information is received in

response to previously cached feedback information becoming out of date.

26. The method of claim 18, wherein the combination of factors comprises at

least partial Internet Protocol (IP) address and operating system information.

27. The method of claim 26, wherein the combination of factors further

comprises one or more of: browser information, account type or file information.

28. The method of claim 18, further comprising:
detecting bandwidth throttling or bandwidth capping of a connection

associated with the client device; and
selecting a path from the array of paths based on equal probability to upload

cach subsequent file.

29. A mobile device for optimizing upload performance, comprising;
a memory;
a processor disposed in communication with the memory, and configured to
execute instructions stored in the memory to:
perform an upload speed test to measure an upload speed associated

with each of multiple servers;
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detect a user request to upload a file to a host server, wherein the
host server is one of the multiple servers;
based on results from the upload speed test, select one of the

multiple servers to upload the file.

30. The mobile device of claim 29, wherein the upload speed test is performed

when the host server has insufficient data to recommend a server to upload the file.

31 The mobile device of claim 30, wherein the upload speed test is performed

periodically in anticipation of a user request to upload a file.

32. The mobile device of claim 29, wherein the one of the multiple servers

selected is the fastest server based on the results from the upload speed test.

33. The mobile device of claim 29, wherein the upload speed test is a
background process.
34 The mobile device of claim 29, further configured to report results from the

upload speed test to the host server.

35. The mobile device of claim 34, wherein the reported upload speeds
associated with a combination of factors are aggregated along with upload speeds

measured by the host server and associated with the same combination of factors.

36. The mobile device of claim 29, wherein the multiple servers further
comprise at least one of a content delivery network server or an edge server that is in

geographic proximity of the mobile device.
37. A system for optimizing file transfer performance to improve user

experience, comprising;

means for receiving a request for a host recommendation to transfer a file;
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means for using the combination of attributes as a key to determine
aggregate speed information of an array of hosts;

means for using the information relating to the array of hosts to select a host
to recommend for the transfer of the file; and

means for providing the selected host to transfer the file.

38. The system of claim 37, wherein the array of hosts comprises at least two of:
an edge server located near a user device generating the request for a host
recommendation, a host server where the file is being uploaded to or is being downloaded

from or a content delivery network server.

39. The system of claim 38, wherein the host server is a cloud-based

collaboration server.

40. The system of claim 37, wherein each of the array of hosts has an equal
probability of being selected when aggregate speed information for at least two hosts

from the array of hosts is not available.

41. The system of claim 40, wherein a host from the array of hosts has a higher
probability of being selected when the aggregate speed information indicates that the host

has a higher aggregate speed compared to other hosts in the array of hosts.

42. The system of claim 37, wherein the combination of attributes comprises a

combination of Internet Protocol (IP) address, operating system and browser information.

43. The system of claim 37, further comprising:
means for receiving the file uploaded to the selected host;
means for measuring an upload speed for the file; and
means for updating the selected host’s aggregate speed information for the

combination of attributes.
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44. A method for enhancing upload performance, comprising:
observing upload of files through multiple pathways; and
identifying a pathway from the multiple pathways that is fastest for a given

sct of characteristics.

45. The method of claim 44, wherein the upload of files through the multiple
pathways originates from multiple client devices, each of which has an associated set of

characteristics.

46. The method of claim 44, wherein the set of characteristics comprises a
partial or full Internet Protocol (IP) address, browser information and operating system

information.

47. The method of claim 46, further comprising:
aggregating some of information from the observation into groups, wherein
cach group is defined by a set of characteristics, wherein the

aggregated information is stored in a memcache.

48. The method of claim 47, wherein the aggregated information stored in the

memcache becomes invalid after a period of time.

49. The method of claim 47, further comprising:
aggregating all of the information from the observation in a persistent

datastore.
50. The method of claim 49, wherein the information in the persistent datastore

18 used to repopulate the memcache in the event that the aggregated information stored in

the memcache is lost.
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