ACCESSING A TEST CONDITION FOR
MULTIPLE SUB-OPERATIONS USING A
TEST REGISTER

Inventor: Sophie Wilson, Cambridge (GB)
Assignee: Broadcom Corporation, Irvine, CA (US)

Notice: Subject to any disclaimer, the term of this patent is extended or adjusted under 35 U.S.C. 154(b) by 0 days.

Filed: Sep. 13, 1999
App. No.: 09/395,296

Foreign Application Priority Data
Jul. 21, 1999 (GB) 9917126

Int. Cl.8  G06F 15/00; G06F 9/00;
G06F 9/30
U.S. Cl. 712/221; 712/233; 712/5;
712/1; 712/220
Field of Search 712/221, 235,
712/24, 22, 1, 5, 10, 21, 233, 236, 223,
220

References Cited
U.S. PATENT DOCUMENTS
5,555,428 A 9/1996 Radigan et al. 395/800
5,906,106 A * 11/1999 Yang et al. 712/221
6,041,399 A * 3/2000 Terada et al. 712/24
6,173,393 B1 1/2001 Palanca et al. 712/224

OTHER PUBLICATIONS

Primary Examiner—Thomas Lee
Assistant Examiner—James K. Trujillo
Attorney, Agent or Firm—Darby & Darby

ABSTRACT
A method and system of executing computer instructions is described. Each instruction defines first and second operands and an operation to be carried out on said operands. Each instruction also contains an address field of a predetermined bit length which identifies a test register holding a plurality of test bits greater than the predetermined bit length. The test register holds a test code defining a test condition. The test condition is checked against at least one condition code and the operation is selectively carried out in dependence on whether the condition code satisfies the test condition. In one embodiment, the condition codes are set on a lane-by-lane basis for packed operands.
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### Fig. 3

<table>
<thead>
<tr>
<th>Bit</th>
<th>00</th>
<th>(1)</th>
<th>(2)</th>
<th>(3)</th>
</tr>
</thead>
<tbody>
<tr>
<td>M</td>
<td>31</td>
<td>SRC 1</td>
<td>DST</td>
<td>DST</td>
</tr>
<tr>
<td>G</td>
<td>30</td>
<td>SRC 2</td>
<td>DST</td>
<td>DST</td>
</tr>
<tr>
<td>S</td>
<td>29</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>TST</td>
<td>28</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>IMMED</td>
<td>27</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

### Fig. 5

```
CC7|CCY6|CCY5|CCY4|CCY3|CCY2|CCY1|CCY0|CCX7|CCX6|CCX5|CCX4|CCX3|CCX2|CCX1|CCX0
N | Z  | C  | V  | 3  | 2  | 1  | 0  |
```
ACCESSING A TEST CONDITION FOR MULTIPLE SUB-OPERATIONS USING A TEST REGISTER

FIELD OF THE INVENTION

The present invention relates to accessing a test condition, and in particular to a method of conditionally executing computer instructions, a computer system and a computer program product.

BACKGROUND TO THE INVENTION

Computer systems are known where execution of an instruction is predicated on some value identified or addressed in the instruction. According to one proposal, a multibit test code is defined in each instruction, the multibit test code indicating a certain test condition. That condition is checked against a condition code held in the computer system and set by an earlier instruction. If the condition defined in the test code is satisfied by the condition code, the instruction is executed. If it is not, the instruction is not executed.

In that arrangement, the number of test conditions which can be identified is restricted by the available length of the address field addressing the test register in the instruction. More test conditions can be defined, but at the expense of using up more bits in the instruction.

SUMMARY OF THE INVENTION

According to one aspect of the present invention there is provided a method of executing computer instructions each of which define first and second operands and an operation to be carried out on said operands, each instruction containing an address field of a predetermined bit length which identifies a test register holding a plurality of test bits greater than said predetermined bit length, the method comprising: accessing said first and second source operands; accessing the test register identified in the address field and deriving from that test register a test code defining a test condition; checking the test condition against at least one condition code; and selectively carrying out the operation defined in the instruction in dependence on whether the condition code satisfies the test condition.

Some instructions operate on so-called packed operands, each of which contain a plurality of packed objects in respective lanes. In that case, the method can comprise checking the test condition against a condition code set for each lane of the operand and carrying out the operation only in those lanes for which the condition code satisfies the test condition.

The test register can contain a condition code selector wherein the method comprises checking the test condition against the condition code selected by the condition code selector in the addressed test register and selectively carrying out the operation in dependence on whether the condition code satisfies the test condition.

In the described embodiment, the address field in the instruction is 5 bits long, and the test register contains 8 bits, a 4 bit test code, a 3 bit condition code selector and a single side field bit. The side field bit is used in computer systems which have first and second execution channels with corresponding first and second associated sets of condition codes. The side field bit denotes which set of condition codes is to be accessed. It is possible to arrange the computer system such that an instruction executed on one of the execution channels updates its associated set of condition codes which is then accessible by an instruction executing on the other execution channel.

The invention further provides a computer system for conditionally carrying out an operation defined in a computer instruction, the computer system comprising: fetch and decoding circuitry for fetching and decoding a sequence of instructions from a program memory; at least one execution unit for conditionally executing said instructions and including means for accessing a test register defined in an address field of the instruction; a condition code register for holding a set of condition codes used in determining whether or not the instruction is to be executed; and a test register holding a test code defining a test condition to be checked against at least one condition code in the set of condition codes to determine whether or not the instruction is to be executed.

The invention further provides a computer program product comprising program code means in the form of a sequence of computer instructions each of which define first and second operands and an operation to be carried out on said operands, each instruction further including an address field of a predetermined bit length which identifies a test register holding a plurality of test bits greater than said predetermined bit length, the computer program product being loadable into a computer system and cooperating with the computer system to cause the test register identified in the address field to be accessed, a test condition held in the test register to be checked against at least one condition code, and the operation to be selectively carried out in dependence on whether the condition code satisfies the test condition.

For a better understanding of the present invention and to show how the same may be carried into effect, reference will now be made by way of example to the accompanying drawings.

BRIEF DESCRIPTION OF THE DRAWINGS

Fig. 1 is a schematic block diagram illustrating a processor;

Fig. 2 is a diagram illustrating the encoding of two "packed" instructions;

Fig. 3 illustrates a number of different 32 bit instruction formats;

Fig. 4 illustrates the contents of a test register;

Fig. 5 illustrates the contents of a condition code register;

Fig. 6 is a diagram illustrating setting of condition codes; and

Fig. 7 is a diagram illustrating use of condition codes.

DESCRIPTION OF THE PREFERRED EMBODIMENT

The computer system described herein is schematically illustrated in Fig. 1 is a schematic diagram of the system. In Fig. 1, reference numeral 2 denotes a program memory which holds programs in the form of a plurality of instructions. The program memory 2 is connected to an instruction cache 3 which is connected to instruction fetch/decode circuitry 4. The fetch/decode circuitry issues addresses to the program memory and receives on each fetch operation a 64 bit instruction from the program memory 2 (or cache 3). Each 64 bit instruction can define two operations or a single operation. The decode unit 4 evaluates the opcode and transmits the appropriate control signals along X and Y channels 5, 5a. Each channel comprises a SIMD execution unit 8, 8a, which includes three data processing units, MAC,
INT and FPU and a load/store unit LSU 6. Each data processing unit MAC, INT and FPU and the load/store units LSU operate on a single instruction multiple data (SIMD) principle according to the SIMD lane expressed in the instruction according to the following protocol which defines the degree of packing of objects for packed data processing operations:

(B)—8 bit objects (b₀, ... b₇)
(H)—16 bit objects (h₀, ... h₇)
(W)—32 bit objects (w₀, ... w₇)
(L)—64 bit objects (l)
(S)—32 bit floating point
(D)—64 bit floating point

For each channel 5, 5, if the instruction defines a data processing operation it is supplied to the appropriate data processing unit MAC, INT or FPU and if it defines a load/store operation it is supplied to the load/store unit LSU. Data values are loaded to and from the MAC data processing units into and out of a common register file 10 which includes sixteen 64 bit special purpose registers along register access paths 12, 12. Data values are loaded to and from the INT and FPU data processing units and the load/store units LSU into and out of a second register file 11 which includes sixty-four 64-bit general purpose registers. Register access paths 14, 14, are provided for these accesses. The program counter PC which indicates the current instruction can be read via one of the general purpose registers (the PC register). Another one of the general purpose registers constitutes a control and status register.

The general purpose registers also include a condition code register (CCreg) and a test register TSTreg which are discussed in more detail in the following.

Each register access path 12, 14 carries three addresses from the accessing unit, two source addresses SRC1, SRC2 and a destination address DST. In the case of data processing operations, the source addresses SRC1, SRC2 define registers in the register files 10, 11 which hold source operands for processing by the data processing unit. The destination address DST identifies a destination data processing unit into which the result of data processing will be placed. The operands and results are conveyed between the register file 10 or 11 and the respective data processing unit via the access paths 12, 14. In the case of load/store operations, the instruction formats allow memory access addresses A₀, A₁ to be formulated from data values held in the registers as described in our copending Application No. (PWF Ref: 92472) as described later. The load/store units access a common address space in the form of a data memory 16 via a dual ported data cache DCACHE 15. For this purpose, each load/store unit has a 64 bit data bus Dₓ, Dᵧ and a 64 bit address bus Aₓ, Aᵧ.

The architecture supports two types of instruction, so called “long instructions” and “dual operation instructions”. Each 64 bit dual operation instruction defines two 32 bit operations in the manner illustrated in FIG. 2. That is, each 64 bit sequence contains two 32 bit instruction portions labelled INST1 and INST2. Each instruction also includes a designated set of identification bits which identify the type of each operation. There are two such bits in FIG. 2 at bit locations 31 and 63 denoted ID1 and ID2 in FIG. 2. In this embodiment operations are divided into data processing (DP) types or a load/store (LD/ST) types. The allowed combinations are two data processing operations (ID1, ID2 both set to “0”), two load/store operations (ID1, ID2 both set to “1”) or one data processing and one load/store operation (ID1=0, ID2=1).

FIG. 3 illustrates a number of basic formats for the 32 bit data processing portions of dual operation instructions. Each 32 bit operation requires the resources of one load/store unit, or one or more of the SIMD data processing units (MAC, INT, FPU) to execute. Thus, normally, two 32 bit operations can execute simultaneously, one in each of the X and Y channels. In the following, the X and Y channels are sometimes referred to as the right and left sides of the processor.

Format (1) defines register-register operations. Format (2) defines register-immediate operations. Format (3) defines a memory access operation. Memory access operations are not discussed further herein but it is noted that they are used to load data from memory into the register files and to provide store operations for the reverse.

The data processing instruction formats have the following fields in common. There are three identification bits, M (bit 31) and G (bits 29 and 30) which denote the nature of the data processing operation. An opcode field (bits 22 to 28) which defines the nature of the operation to be carried out, a condition setting field S (bit 21), a test register field (bits 18 to 20) and fields defining two source registers Src1, Src2 and a destination register Dst. If course, format (2) does not include a field identifying a second source register, but instead holds an immediate value. As mentioned above, the registers in the register files 10, 11 can hold a number of packed objects and in that case, normally, the operation defined in the opcode of the instruction will be carried out on each “lane” of the operand, that is on each pair of corresponding packed objects in respective source registers Src1, Src2 or source register and immediate value as the case may be.

As mentioned above, the general purpose registers 11 include CC registers and test registers. The test register holds a plurality of test bytes with each byte having a format as in FIG. 4, and the least significant byte set to zero. Each of these byte will be referred to as a Treg byte [1 ... 7]. The Treg bytes are programmable and are set to the required values prior to instruction execution. The test register is used to allow conditional execution of instructions. Each instruction format contains a 3 bit TST field which allows a Treg byte [1 to 7] to be specified. If a Treg byte is not specified in the instruction, the TST field in the opcode is set to 0, and the instruction executes unconditionally. A specified byte can be modified using an ADL instruction of format (2) which adds a byte value specified in the immediate field to a specified SIMD lane defined in the TST field (Treg byte [1 ... 7]).

The 8-field of each Treg is as shown in FIG. 4. The Condition field (bits 0 to 3) applies to all predicated instructions. It holds a 4 bit test code to allow for conditions to be tested. As discussed in more detail later, for instructions on packed objects, the condition applies to all the lanes on a per lane basis.

The four condition flags are:

N (Negative flag—bit 3)
Z (Zero flag—bit 2)
C (Carry flag—bit 1)
V (Overflow flag—bit 0)

These four bits give rise to 16 test conditions (see Table 1).
The CC-Selector field (bits 4 to 6) applies only to instructions on non-packed objects. The CC-Selector field designates the condition code (in the CC register discussed later) which is to be compared with the code in the Treg Byte.

In described embodiment, the Side field (S-bit, X=0, Y=1) applies only to non-SIMD 64-bit instructions. For 32-bit operations the side is decided according to the channel in which the instruction is being executed, irrespective of the side field is set to. For non-SIMD 64-bit instructions, the side field designates either left or right (X or Y) condition codes in the CC register.

The Condition code register is 64 bits long and the bit fields are defined in FIG. 5. Each condition code is four bits long (a nibble).

Each CC[{X, Y}...{7}] nibble has the four condition flags (NZCV) in that order. The condition codes can be set and used on a per lane basis.

SIMD byte (B) operations update 8 condition codes, X or Y depending on the side of the machine.

SIMD halfword (H) operations update four pairs of condition code as follows (again depending on the sides of the machine). That is, two condition codes are updated with the same value for each operation.

CCX0 = CCX1 = CCX2 = CCX3 = CCY0 = CCY1 = CCY2 = CCY3
CCX4 = CCX5 = CCX6 = CCX7 = CCY4 = CCY5 = CCY6 = CCY7

SIMD word (W) operations update two quads of condition codes, as follows (depending on the side of the machine). That is four condition flags are updated to the same value for each operation.

CCX0 = CCX1 = CCX2 = CCX3 = CCY0 = CCY1 = CCY2 = CCY3
CCX4 = CCX5 = CCX6 = CCX7 = CCY4 = CCY5 = CCY6 = CCY7

SIMD longword (L) operations update all eight condition codes as follows (depending on the side of the machine).

CCX0 = CCX1 = CCX2 = CCX3 = CCX4 = CCX5 = CCX6 = CCX7 = CCY0 = CCY1 = CCY2 = CCY3 = CCY4 = CCY5 = CCY6 = CCY7

Use of the test register and condition code register will now be described with reference to the following examples.
For the above explanation it has been assumed that the addition operation was carried out. It is possible to predicate the ADD instruction itself on condition codes which have been set by an earlier instruction or instruction sequence. For this purpose, the instruction format contains a test register field TST (bits 18 to 20). These three bits allow one of the test register bytes Treg (1.7) to be addressed. If a test register byte is specified in the TST field of the instruction, then each condition code on the side of the machine where the instruction is being executed is checked against the condition code specified in the addressed Treg byte. If the TST field is set to zero, such that no Treg byte is specified, then the instruction always executes.

After comparing the test code specified in the addressed Treg byte with each of the condition codes CCX0 . . . CCX7 (assuming the operation is being executed on the X side of the machine), then the specified operation is carried out on the SIMD lanes where there is a match, and is not carried out on the SIMD lanes where there is no match. An example is illustrated in Fig. 7. Assume that the operation illustrated in Fig. 6 and described above has been carried out and that condition codes CCX0 to CCX7 have been set as described above, then the condition code register of the arithmetic unit of each of the SIMD lanes b0 . . . bL. It is assumed for this example that the condition codes are b0 0100, b1 0101, b2 0011, b3 0010, b4 0010, b5 0100 etc. This is illustrated in the condition code register in Fig. 7. Let us also assume that the addressed test register byte in the TST field of the instruction holds the condition code 0011. This denotes the condition Carry Set C. SIMD lane b, satisfies this condition. Assume that the subsequent operation to be carried out is also an ADD instruction operating on the byte packed contents of two source registers SRC1, SRC2 with the results to be loaded into a destination register DST. Because a test register byte has been specified, the addition operation is only affected on the SIMD lanes where the condition code set for that lane (CCX0 . . . CCX7) satisfies the condition defined by the test code set in the addressed Treg byte. This is determined by a condition code checker 50. The output of the condition code checker 50 controls a set of switches S2, one for each SIMD lane b0 . . . bL. These switches control whether or not the results of the addition operation recited in the instruction update the values in the corresponding lane in the destination register DST. This is shown diagrammatically in Fig. 7, with a cross arrow illustrating that the result of the addition operation does not get loaded into the destination register, and a through arrow illustrating that it does. This is denoted in the destination register by DST denoting an original byte in the destination register (that is prior to execution of the instruction), and RES denoting a result byte which, following execution of the instruction is a result of the arithmetic operation on that lane.

As mentioned above, when an instruction is to be executed on less densely packed objects, for example H or W, eight condition codes are still set, in pairs or quads as mentioned above. Assume for example that an operation is carried out on halfword packed objects h0 . . . hL. The condition register 48 determines condition code values by setting the N,C,Z and V flags as before for each SIMD lane. Thus, four condition code values are generated. These are used to set eight condition codes in the condition code register as condition code pairs as mentioned above. Once the condition codes have been set in the condition code register they can be used in subsequent instructions operating on any degree of packing. For halfword packed objects, the first condition code CCX0 and every alternate condition code thereafter is checked against the test code in the addressed Treg byte to determine whether or not the instruction executes on that SIMD lane. For word packed objects, the first condition code and the fourth condition code is checked against the test code in the addressed Treg byte to determine whether or not the operation should be executed on that SIMD lane.

For long word operations, the first condition code CCX0 is evaluated. As described above, all condition codes for one side of the machine will have the same value set. For non-SIMD instructions, that is instructions where the operands are not packed, the condition codes can still be used to determine whether or not the instruction is executed. In that case, the TST field of the instruction again identifies a Treg byte. The condition selector in the Treg byte identifies one condition code which can be on the right or left sides. The side bit S denotes which side of the machine (X or Y). That is, any condition code out of the sixteen condition codes CCX0 . . . CCX7, CCY0 . . . CCY7 can be identified by the condition selector. The code held in the condition bits 0 to 3 of the Treg byte is then tested against the selected condition code to determine whether or not the instruction is executed. If the test condition is satisfied the instruction is executed. If not, the instruction is not executed.

From the above description it will be appreciated that although the processor has right and left sides (X and Y channels), the condition code register is accessible from both sides. For 32 bit operations, condition codes are set and accessed according to the side of the processor which is actually processing the 32 bit operation. Thus, 32 bit operations processed in the X channel 5X update the condition codes for the X channel CCX0 . . . CCX7, and are executed conditionally only on the X channel codes CCX0 . . . CCX7. Similarly, for 32 bit operations being executed in the Y channel 5Y. However, 64 bit operations have greater flexibility. 64 bit instructions also include a TST field for accessing a Treg byte in a manner similar to the 32 bit operations discussed above. In that case, the side field S in the accessed Treg byte determines which condition codes (X or Y) are used. That is, the side field S determines both which condition codes are set pursuant to a 64 bit instruction being executed and, also, on which condition codes (X or Y) operation of the 64 bit instruction is predicated. Thus, this considerably increases the option’s available on the execution of 64 bit instructions.

It will be understood that a number of variations are possible to the embodiment described above. For example, the Side bit S in the Treg byte can be used always to denote the required set of condition codes (X or Y), rather than only in non-SIMD 64-bit instructions as mentioned above. Also, there is no need for a specific condition set flag S in the instruction—whether or not condition codes are to be set can be defined in the opcode or the instruction semantics can be such that condition codes are always set.

Considering Fig. 7, it is possible to implement conditional lane-by-lane execution in a number of ways. Another alternative to that described would be to perform the operation (and power-up the respective operators) only when the test condition is satisfied for that lane.

What is claimed is:
1. A method of executing computer instructions each of which define first and second operands and an operation to be carried out on said operands, each instruction containing an address field of a predetermined bit length which identifies a test register holding a plurality of test bits greater than said predetermined bit length, the method comprising:
   - accessing said first and second source operands;
   - accessing the test register identified in the address field and deriving from that test register a test code defining a test condition;
checking the test condition against at least one condition code; and
selectively carrying out the operation defined in the instruction in dependence on whether the condition code satisfies the test condition.

2. A method according to claim 1, wherein the first and second operands each contain a plurality of packed objects in respective lanes wherein the method comprises checking the test condition against a condition code set for each lane of each operand and carrying out the operation only in those lanes for which the condition code satisfies the test condition.

3. A method according to claim 1, wherein the test register contains a condition code selector wherein the method comprises checking the test condition against the condition code selected by the condition code selector in the addressed test register and selectively carrying out the operation in dependence on whether that condition code satisfies the test condition.

4. A method according to claim 1, wherein the address field is three bits long, and the test register contains eight bits.

5. A method according to claim 1 when carried out in a computer system comprising first and second execution channels with corresponding first and second associated sets of conditions, wherein an instruction executed on one of the execution channels updates its associated set of condition codes which is accessible by an instruction executing on the other execution channel.

6. A method according to claim 4, wherein the test register contains a side field which denotes a set of condition codes that is to be accessed.

7. A computer system for conditionally carrying out an operation defined in a computer instruction, the computer system comprising:
fetch and decoding circuitry for fetching and decoding a sequence of instructions from a program memory;
at least one execution unit for conditionally executing said instructions and including means for accessing a test register defined in an address field of the instruction;
a condition code register for holding a set of condition codes used in determining whether or not the instruction is to be executed; and
a test register holding a test code defining a test condition to be checked against at least one condition code in the set of condition codes to determine whether or not the instruction is to be executed.

8. A computer system according to claim 7, wherein the test register holds a condition code selector identifying one of said condition codes to be checked against with the test condition.

9. A computer system according to claim 6, wherein the test register holds a condition code selector identifying one of said condition codes to be checked against the test condition.

10. A computer system according to claim 9, wherein the test register contains a side field holding an indicator indicating which set of condition codes is to be accessed.

11. A computer program product comprising program code means in the form of a sequence of computer instructions each of which define first and second operands and an operation to be carried out on said operands, each instruction further including an address field of a predetermined bit length which identifies a test register holding a plurality of test bits greater than said predetermined bit length, the computer program product being loadable into a computer system and cooperating with the computer system to cause the test register identified in the address field to be accessed, a test condition held in the test register to be checked against at least one condition code, and the operation to be selectively carried out in dependence on whether the condition code satisfies the test condition.

* * * * *

* * * * *