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METHOD AND SYSTEM FOR PROVIDING
THIRD PARTY AUTHENTICATION OF AUTHORIZATION

BACKGROUND OF THE INVENTION

1. Field of the Invention

The present invention relates generally to network security, and more specifically to a method and system for providing authentication of authorization for access to content and/or services from an application server.

2. Discussion of the Related Art

The Internet is an insecure network. Many of the protocols used on the Internet do not provide any security. Data that is transmitted over the Internet without using encryption or any other type of security scheme is said to be transmitted "in the clear." Tools are readily available that allow hackers to "sniff" data, such as passwords, credit card numbers, client identity and names, etc., that is transmitted over the Internet in the clear. Thus, applications that send unencrypted data over the Internet are extremely vulnerable.

Kerberos is an example of a known network authentication protocol that is designed to provide authentication for client/server applications by using secret-key cryptography. The Kerberos protocol, which is available from the Massachusetts Institute of Technology, uses cryptography so that a client can purportedly prove its identity to a server (and vice versa) across an insecure network connection. After a client and server have used Kerberos to prove their identity, they can also encrypt all
of their communications to purportedly assure privacy and data integrity as they conduct their business.

It is with respect to these and other background information factors relevant to the field of network security that the present invention has evolved.

SUMMARY OF THE INVENTION

The present invention provides a method and apparatus for providing third party authentication when requesting content and/or services from an application server. The method includes the steps of: requesting authenticated access information from third party server that may be utilized to authorize the client; receiving access information from the third party server; receiving authentication from the third party server; generating a key request including the access information received from the third party server and accompanying authentication using tickets; forwarding the key request (KEY_REQ) to an application server; and receiving a key reply (KEY_REP) if the third party server information is authenticated using the tickets and the client authorization is verified by the application server.

In another embodiment, the invention provides a method for third party application server authentication comprising the steps of: a client submitting a request to a third party server; the third party server generating requested information; the third party server generating authentication; the third party server forwarding the requested information and authentication to the client; the client submitting a key request to an application server wherein the key request includes the requested information and authentication; the first application server verifying the
authentication of the third party server information using tickets and verifying client authorization; and the application server returning a key reply to the client if the third party server information is authenticated using tickets and client authorization is verified.

In another embodiment, the invention provides a method comprising the steps of: receiving a request from a client for information used by an application server in authorizing the client to access content; generating information utilized by the client to access the desired content from a first application server; generating authentication of the requested information for the client to access the content from the first application server; and forwarding the requested information and authentication to the client.

In another embodiment, the invention provides a method comprising the steps of: receiving a key request from a client; extracting a third party server information; extracting a third party server authentication; verifying third party information; verifying a third party authentication; and issuing a key reply if the third party server information is authenticated using tickets and client authorization is verified.

In another embodiment, the invention provides a method comprising the steps of: receiving a request for content from a client; generating requested information for the client to access the content; generating authentication of the information for the client to access the content; sending the requested information and authentication to the client; receiving a key request for the content from the client that includes requested information and authentication; verifying the authentication of the requested information using tickets and verifying client authorization; and sending a key reply to the client.
In another embodiment, the invention provides a method comprising the steps of: receiving a selection for services; issuing access information for the services; issuing authentication of the access information; receiving a key request; verifying the authentication of the access information; verifying the client authorization; and issuing a key reply if the access information and client authorization are verified.

In another embodiment, the invention can be characterized as a computer program product providing third party server authentication of authorization to access content and/or services from a first application server. The computer program product comprising: mediums for embodying computer programs for input to computers; and computer programs embodied in the mediums for causing the computers to perform the following functions: submitting a request to a third party server from a client; the third party server generating access information; the third party server generating authentication; the third party server forwarding the access information and authentication to the client; the client submitting a key request to an application server wherein the key request includes the access information and authentication; the first application server verifying the authentication of the access information and client authorization; and the application server returning a key reply to the client if the access information and client authorization are verified.

In another embodiment, the invention can be characterized as a system for providing third party server authentication of access information. The system includes: a client coupled with a third party application server, wherein the client submits a request for content from the third party application server and the third party application server returns access information and authentication to the client; and the client further coupling with a first application server wherein the client
submits a key request including the access information and authentication to the first application server and the first application server verifies the access information and the client and the first application server returns a key reply if the access information and client are verified.

In another embodiment, the invention can be characterized as an apparatus for providing authentication of a message exchange from a third party server not involved in the message exchange. The system includes: a client being coupled with a first server, wherein the client being configured to perform a message exchange with the first server; the client being coupled with a third party server configured to issue access information to the client for the message exchange and to provide authentication of the access information; and the client being further configured to submit the access information and authentication to the first server during the message exchange.

A better understanding of the features and advantages of the present invention will be obtained by reference to the following detailed description of the invention and accompanying drawings which set forth an illustrative embodiment in which the principles of the invention are utilized.

BRIEF DESCRIPTION OF THE DRAWINGS

The above and other aspects, features and advantages of the present invention will be more apparent from the following more particular description thereof, presented in conjunction with the following drawings wherein:
FIG. 1 is a block diagram illustrating a system made in accordance with an embodiment of the present invention;

FIG. 2 is a flow chart illustrating a method of providing authentication of third party information when a client requests content from a first application server in accordance with an embodiment of the present invention; and

FIG. 3 is a flow chart illustrating a method of providing authentication of third party information when a client requests content from a first application server in accordance with an embodiment of the present invention.

DETAILED DESCRIPTION OF THE INVENTION

Previous authentication protocols, including Kerberos, do not provide mechanisms for ensuring authorization rights for access and use, including viewing, receiving, downloading, implementing and other such access, to third party information, data, media, applications, processes, services, programs and other such content and/or services provided over a distributed network. For example, if a client or viewer desired to gain access to a third party's content, for example a digitally stored movie, the client selects purchase options and obtains the corresponding authenticator and possibly additional content rules from the third party. The client then requests the content (i.e., the digitally stored movie) to be delivered from a caching server.

The present invention provides a method, process, system, apparatus, computer program, and computer program product that utilizes an authentication of third party access information prior to allowing a client to gain access to the third
party's content or services that are distributed by an alternate network entity, such as a caching server.

The present invention is well-suited to key management protocols that utilize the concept of tickets. A ticket is a validation token that is given out to a client by a key distribution center (KDC). Typically, a ticket contains at least the name of the client, name of a specific server and a session key (a symmetric encryption key). The session key and in one embodiment, the client name, are kept secret and are encrypted with another key, called a service key. The service key is a secret key that is known only to the KDC and a particular server named in the ticket. Because the client does not also possess this service key, it does not have the ability to decrypt the ticket and change its contents. Normally, the client also needs to know the session key and since it can't get it out of the ticket, the KDC sends to this client a separate copy of the same session key.

In order to validate a message with a ticket (e.g., Key Request message described in more detail below), a client would include in this message both a ticket and a checksum that is keyed with the session key. When the server named in the ticket receives this message from the client, it is able to decrypt the ticket with its service key, verify the client name and obtain the session key. The session key is then subsequently used to verify the keyed checksum and thus validate the whole message.

A ticket-based validation similar to the one just described is utilized in previous protocols, including Kerberos as defined in the Kerberos IETF standard (RFC 1510). In one embodiment, the present invention is implemented in an ESBroker protocol developed by the Motorola Corporation, which additionally utilizes this ticket based validation. A ticket may have other information as well,
including a validity period (start time and expiration time), various flags, client authorization data, etc. However, previous protocols, such as Kerberos, do not provide for a mechanism to authenticate the third party server access information utilized in verifying the client authorization to access content and/or services.

In accordance with an embodiment of the present invention, a third party application server, such as a content provider, provides services to clients and other entities of a network through one or more alternate application servers, for example one or more caching servers. As such, clients gain access to the services and/or content provided by the third party application server by accessing one of the alternate application servers. Therefore, the third party server is actually a third party to the interaction between the client gaining access to the services or content through the alternate application server. To gain access to the content and/or services through the alternate servers, the third party server provides a client with access information, such as selected purchase options, payment information and additional information related to the content and/or services provided by the third party.

The third party server additionally supplies an authentication to the client. The alternate application server utilizes the authentication to verify the access information from the third party server when the client attempts to obtain the content and/or services through the alternate application server. This avoids the need for an additional interface between the third party and the alternate server. Further, supplying the additional information from the third party to the alternate application server through the client when the client attempts to gain access to the content and/or services, the alternate server does not need to compile the additional information and match it with the client request.
The present invention adds new functionality not available with previous protocols, such as standard Kerberos, where standard Kerberos does not provide mechanisms to pass third party server information and associated authentication from a client to an alternate network component, such as an alternate application server. Additionally, the present invention reduces network communication traffic and interfacing by allowing additional information to be forwarded through a client to the alternate server.

In one embodiment, the present invention additionally allows a client to access one or more third party servers without the need to obtain a service ticket to those third party servers. Because no proprietary or secret information is communicated between the client and the third party server and because the third party server does not itself authorize the client to receive content, the client does not need a service ticket. The client simply uses a service ticket for an alternate application server to gain access to the alternate network component. In one embodiment, the actual client authorization is performed by the alternate network component based on the authenticated third party server information that it receives through the client.

FIG. 1 depicts a simplified block diagram of a system 100 implemented in accordance with an embodiment of the present invention: The system 100 uses an authentication key management protocol that provides security and privacy on a network, such as the Internet, an intranet and other types of networks, and that can scale, for example to millions of users. In general, the system 100 involves one or more clients 102 interacting with one or more centralized Key Distribution Centers (KDC) 104 using both public key and symmetric key algorithms, as well as with individual application servers, such as the first and second application servers 106 and
107. The protocol is generic and can easily be adapted to different applications that utilize authentication in a distributed environment. Furthermore, the system 100 can be interfaced with one or more centrally administered user databases. For simplicity, the embodiment shown in FIG. 1 includes only one client 102 and two application servers 106, 107; however, it will be apparent to one skilled in the art that the network 100 can include numerous clients, application servers and other network components without departing from the novelty of the present invention.

The client 102 may comprise a process or device that makes use of a network service on behalf of a user. By way of example, the client 102 may comprise any type of server, computer, microprocessor, process and program. In one embodiment, the client 102 may comprise a "thin client" such as a wireless telephone, pager, personal digital assistant (PDA), home appliance having a low-end microprocessor or other device having limited processing capabilities. Note that in some cases a server may itself be a client of some other server (e.g., a print server may be a client of a file server). The application servers 106, 107 provide resources to network clients. In one embodiment, the second application server 107 provides services and/or content to the client 102 through the first application server 106. The second application server 107 provides access information utilized to authorize the client to gain access to the services and/or content. The client 102 uses this third party server information to gain authorization and initiate the first application server 106 to deliver the services and/or content. As such, the second application server 107 is a third party to the client's interaction with the first application server 106 to gain access to the services and/or content.
In one embodiment, the KDC 104 provides application server service tickets (ST ticket) to the client 102 and the third party server 107. The ST tickets are an end service ticket that the client 102 and the third party application server 107 present to the first application server 106 when the client 102 and/or third party application server requests service. The first application server 106 provides various services and/or content authorized with related access information from the third party application server 107 to the client 102, when the client 102 authenticates itself using the ST tickets and a third party authentication (TPAuth) supplied by the second application server 107 to the client.

Examples of the basic message types used by one embodiment of the system 100 for providing TPAuth and services and/or content to the client 102 are as follows:

(A) Authentication Server Request message (AS_REQ): Message from the client 102 (or the third party application server 107) to request Ticket Granting Ticket (TGT) tickets from the KDC 104;

(B) Authentication Server Reply message (AS_REP): Reply message to the client 102 (or the third party application server 107) from the KDC 104 with the TGT tickets;

(C) Ticket Granting Server Request message (TGS_REQ): Message from the client 102 (or third party application server 107) to request an ST ticket from the KDC 104;

(D) Ticket Granting Server Reply message (TGS_REP): Reply message from the KDC 104 to the client 102 (or third party application server 107) with the ST tickets;
(E) Content Selection (CON_SEL): Message sent from the client to the third party application server 107 to select services and/or content. The services and/or content are to be supplied to the client 102 through the first application server 106. In one embodiment, the CON_SEL includes a payment option(s) that is used by the client to designate a form of payment for those services or content selected. The CON_SEL message typically does not require authentication and is not a specific protocol (e.g., ESBroker or Kerberos) key management message. The present invention does not depend on a specific format of this message. For example, the CON_SEL message can be implemented using standard HTTP;

(F) Session Rights and Third Party Authorization (TPAuth): Message sent from the third party server 107 to the client 102 providing authorization and authentication of the authorization to allow the client 102 to access the services and/or content provided through the first application server 106. The TPAuth message is not a specific protocol (e.g., ESBroker or Kerberos) key management message. The present invention does not depend on a specific format of this message. However, the message typically includes the requested third party information and an associated ticket-based authenticator. It could, for example, be implemented using standard HTTP;

(G) Key Request message (KEY_REQ): Message sent from the client 102 to the first application server 106 to request security (key management) parameters; and

(H) Key Reply message (KEY_REP): Reply message from the first application server 106 to the client 102 with sub key and application specific data.

In one embodiment, each of the messages typically includes a header followed by the body of the message. By way of example, the header may include a message
type field, a protocol version number field, and checksum. The message type field
indicates the message type, such as AS_REQ, AS_REP, etc. Following the message
header is the body of the message having the list of attributes. In one embodiment,
the attributes are in type-length-value (TLV) format.

As an example, the client 102 and third party server 107 generate AS_REQ
messages to initiate the authentication service exchange between the client 102 and
the KDC 104, and the third party application server 107 and the KDC 104 when the
client 102 and third party server 107 wish to obtain TGT tickets. The TGT tickets are
tickets to initiate the generation of ST tickets from the KDC 104 for the first
application server 106 (or other servers, not shown). In other words, the AS_REQ
message is sent by the client 102 and third party application server 107 to the KDC
104 to obtain the TGT ticket which is used by the client and third party application
server to request ST tickets for specific application servers, such as the first
application server 106.

By way of example, the AS_REQ message may include the client’s identity
(e.g., name) (or third party server’s identity), the KDC’s identity, and a nonce to tie
the request to a response. The AS_REQ may also include a list of symmetric
encryption algorithms that are supported by the client 102. To check against replays,
this message may also include a timestamp, as well as a signature for message
integrity. The signature may be a keyed checksum or a digital signature.

The public key to verify a signature is preferably kept in the user database.
Digital certificates can be optionally included in the AS_REQ message and may be
utilized instead of the stored public keys to verify digital signatures. The client 102’s
permanent symmetric key for verifying a keyed checksum is preferably kept in the
same user database. The AS_REQ message may also include public key information that is used for key agreement (e.g., Elliptic Curve Diffie-Hellman parameters). By way of example, Elliptic Curve may be used for public key encryption because of its processing speed. The elliptic curve encryption can be one or two orders of magnitude faster than other encryption techniques, such as RSA. The Rijndael encryption standard may be used with the 128-bit key length.

The KDC 104 processes the AS_REQ message in order to verify it. If the AS_REQ processing does not generate errors, the KDC 104 generates an AS_REP message in response to the AS_REQ message. Specifically, the KDC 104 looks up the KDC's and client 102's keys in the database and generates a random session key, for subsequent authentication with the KDC 104. The KDC 104 generates a TGT ticket, which can include a clear part and an encrypted part. For example, the KDC 104's identity and the ticket validity period may be provided in the clear inside the issued TGT ticket. The encrypted part of the ticket contains the client 102's (or third party server 107's) name, session key and any other data to be kept private. The ticket preferably also provides a list of encryption types and checksum types supported by the KDC 104. The encrypted part of the ticket may be encrypted using the KDC 104's secret key.

The AS_REP message should preferably be signed by the KDC 104 using an algorithm that is identical to the one used by the client 102 (or third party server 107) to generate a signature for the AS_REQ message. This signature can be either a digital signature or a keyed checksum using the client 102's secret key. The public key information is the KDC 104's public part of the key agreement parameters and should indicate the same key agreement algorithm as the one selected by the client.
102. Finally, the AS_REP message preferably contains the nonce that was copied from the AS_REQ message, to prevent replays.

The encrypted part of the AS_REP message typically contains the same information as is in the TGT ticket so that the client 102 (or third party server 107) has read-only access to its own authorization-data (if it is present in the TGT), but this is not a requirement of the present invention. This optional feature provides a convenience to the user because if the client 102 knows its own authorization data, it is not going to attempt actions that are later going to be rejected by an application server anyway, since an application server trusts only the copy of the client information that is encrypted inside the ticket. Also, for clients with hardware security that prevents a user from hacking and changing its own authorization data, this optional feature could be a security advantage because readable authorization data might also authorize the client for some local actions, for example the right to save and replay movies on local disk. In one embodiment, the encrypted part of the AS_REP message preferably also contains the client 102's identity to verify that this reply was originally constructed by the KDC 104 for this particular client 102. The data is preferably encrypted with a symmetric key derived from the key agreement algorithm.

The client 102 (or third party server 107) processes the AS_REP message to verify its authenticity and to decrypt the private ticket part in the message to obtain the TGT ticket. If the authenticity of the AS_REP message cannot be verified, the client 102 preferably does not send an error message back to the KDC 104. In some cases, the client may retry with another AS_REQ message.

The present invention optionally allows the passing of digital certificates in both the AS_REQ and AS_REP messages, to allow the client 102 (or third party
server 107) and the KDC 104 to authenticate each other with digital certificates. Without certificates, it is expected that the client 102 is already provisioned with the KDC public key and that the KDC 104 already has the client 102's (or third party server's) public key in its database. A digital signature on an AS_REQ is verified by the KDC 104 with a client public key that it looks up in its database. The client 102 verifies a digital signature on an AS_REP with a pre-provisioned KDC public key.

After the client 102 (or third party server 107) has obtained a TGT ticket via the KDC 104 exchange, the client 102 initiates the TGS_REQ message exchange between the client 102 and the KDC 104 when the client 102 (or third party server 107) wishes to obtain authentication credentials for a given or particular application server, such as the first application server 106. The TGS_REQ message is generated and sent by the client 102 to the KDC 104 to obtain an application server service ticket (ST ticket) that can be used in a KEY_REQ message. The client 102 presents the TGT ticket obtained from the AS_REP message as part of the TGS_REQ message. The TGS_REQ message specifies the first application server 106's identity as well as the client 102's identity (which is inside the TGT ticket). In one embodiment, the client 102's identity is protected because it is in the encrypted part of the TGT ticket and is not included in the clear part of the message. The session key from the TGT ticket may be used for the encryption and decryption in the TGS_REQ exchange. Thus, a snooper is unable to detect which services the client (i.e. user) is requesting.

After the client 102 sends out the TGS_REQ message it preferably saves a nonce value included in the TGS_REQ in order to later validate the matching TGS_REP message from the KDC 104. The client 102 preferably keeps the nonce
value until a configurable time out value expires. After the time out, the client 102 no longer is able to process the corresponding TGS_REP and must retry.

The KDC 104 verifies the TGS_REQ message and processes the TGT ticket. The KDC 104 then generates the TGS_REP message in response to the TGS_REQ message. The TGS_REP message includes the ST ticket (which is the end service ticket) issued by the KDC 104, which the client 102 (or third party server 107) presents to the application server 106 when it wants to request a service and/or content. The application server 106’s identity and the ticket validity period may be provided in the clear inside the issued ST ticket. The encrypted part of the ST ticket can contain the client 102’s name and a session key encrypted with a key shared by the application server 106 and the KDC 104. Any additional client data that is to be kept private could be included as part of the encrypted part of the ST ticket. Client data inside ST ticket may include client authorization-data as in the case of a TGT.

An encrypted part of a TGS_REP message preferably contains the same information as in the ST ticket so that the client 102 (or third party server 107) has read-only access to its own authorization-data, but this is not a requirement of the present invention. Client read-only access to its own authorization-data inside an ST ticket has the same advantages as the client access to its own authorization data inside a TGT. The TGS_REP message is signed by the KDC 104 with a keyed checksum using the TGT ticket session key. Finally, the TGS_REP message contains the nonce that was copied from the TGS_REQ message to prevent replays.

By way of example, the KDC 104 may generate the TGS_REP message using the following procedure. First, the nonce from the TGS_REQ message is included in the TGS_REP message to tie it to the request. Next, the KDC 104 assigns the type of
the random (service ticket) session key. If more than one encryption algorithm is available, the KDC 104 preferably selects the strongest one. The KDC 104 then generates the ST ticket. The application server 106's secret key is used to encrypt the encrypted ticket part and also generate a keyed checksum over the whole ST ticket. The end time of the ST ticket is preferably determined by the KDC 104. The client 102 may specify a shorter lifetime, if it wishes. The encrypted part of the ST ticket contains the client 102's identity, session key and other private data. The TGT ticket session key is used to generate the encrypted data portion of the TGS_REP message, and a keyed checksum (using the TGT session key) is added over the TGS_REP message. Again, this is just one example of a procedure that the KDC 104 may use to generate the TGS_REP message.

The TGS_REQ and TGS_REP messages are sent and received by the client 102 (or third party server 107) when the client has yet to receive an ST ticket for the server, e.g., the client 102 has not yet received an ST ticket for the first application server 106. Additionally, the client 102 can issue a TGS_REQ if the client has an ST ticket that has expired. Otherwise, the steps to obtain an ST ticket are not necessary.

When the client 102 wishes to obtain access to services and/or content with related information generated by the third party application server 107 and distributed by the first application server 106, the client 102 determines what services and/or content is desired. For example, if the third party server 107 is a content provider providing pay-per-view movies, the client 102 initiates a review of the potential movies supplied by the third party server 107. Once the desired service and/or content is determined, the client generates the CON_SEL message exchange between the client 102 and the third party server 107 to obtain access information.
corresponding to the desired service and/or content, which is utilized later for

authentication of client authorization by the first application server 106. The

CON_SEL message is generated and sent by the client 102 to the third party server
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After the client 102 sends out the CON_SEL message it preferably saves the
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message from the third party server 107. The client 102 preferably keeps the session
ID until a configurable time out value expires. After the time out, the client 102 is no longer able to process the corresponding session rights and TPAuth and must retry.

Upon receipt, the third party server 107 verifies the CON_SEL message. If the CON_SEL message is encrypted and/or authenticated, the third party server decrypts the CON_SEL message using the previously established link key. Once the CON_SEL message is verified, the third party server 107 generates the session rights and TPAuth messages in response to the CON_SEL message. In one embodiment, the third party server 107 generates a domain of interpretation (DOI) object which is authenticated by the third party server 107. The DOI object includes the session rights which are typically sent by the client with the KEY_REQ message when the client 102 requests a secure session from the first application server 106 to receive the desired services and/or content.

The present invention does not depend on a particular method used to optionally authenticate and/or decrypt the CON_SEL message. As an example, this message can be authenticated and decrypted using a shared link key that was established earlier between the client and the third party server using the KEY_REQ/KEY_REP exchange.

In one embodiment, the DOI object designates a DOI_Type identifying the DOI object as providing session rights. In the third party server access information the session ID is included to allow the client 102 to verify the session rights. This same session ID may be used to identify a secure streaming session once the key management is complete and the security parameters are established. The same security parameters with this session ID can be applied to RTP, RTCP and RTSP protocols associated with the same streaming session. An end time is included in the
session rights to designate a time after which the session rights are no longer valid. The third party server 107's and the client's identification are additionally included in the session rights. A ContentID is included to designate the desired content and/or services. In one embodiment, the ContentID is a URL, such as an RTSP URL. The first application server 106 saves this URL and associates it with the session ID. The ContentID is used to verify the requested URL via the RTSP protocol. The session rights can also optionally include a purchase option designating the payment and payment type of the desired services and/or content.

Additional parameters that the session rights optionally include are restrictions to distribution, such as country blackouts restricting the distribution of the desired content to a specific country or countries; geographic blackouts restricting distribution to a specific geographic area or areas; and subscription ID which provides service IDs under which the desired content is offered for subscription.

The session rights are accompanied by the TPAuth to authenticate that the third party server 107 generated the session rights and the TPAuth, and that the session rights and the TPAuth were not generated by another entity of the network 100, such as the client, an alternate client or an alternate server. In one embodiment, the TPAuth includes: a third party server ST ticket that the third party server 107 previously received for the first application server 106; a third party server signature; and an elapse time. The session key in the third party server ST ticket to the first application server is used to generate the signature of the access information. In one embodiment, the generation of the TPAuth is independent of the generation of the access information, authorization and session rights. In one embodiment, the signature is generated with a symmetric key and a signature generated with a
symmetric key, is generally known as MAC (Message Authentication Code). An example of a MAC algorithm is a HMAC (Hashed Message Authenticated Code). A MAC is also known as a keyed checksum.

In one embodiment, the session rights and authentication can be encrypted using a session key known to both the third party server and the client, where the client has previously obtained a service ticket for the third party server. The session rights and authentication are forwarded from the third party server 107 to the client 102. The client verifies the session rights and authentication to a CON_SEL message using at least the sessionID (for identifying a session) included within the session rights.

The KEY_REQ and KEY_REP messages are used for key management and authentication between the client 102 (or third party server 107) and the first application server 106. The KEY_REQ message is sent by the client 102 to the application server 106 in order to establish a new set of security parameters. The KEY_REQ message can also be used by the client 102 to periodically establish new keys with the first application server 106. The client 102 starts out with a valid ST ticket, previously obtained from the KDC 104. The first application server 106 starts out with its service key that it can use to decrypt and validate tickets. The KEY_REQ message includes the ST ticket for the first application server and a signature comprising a checksum keyed with the session key over the contents of the KEY_REQ needed to authenticate the client 102. The KEY_REQ message preferably also contains a nonce (to tie it to the response KEY_REP message) and the client timestamp (to prevent replay attacks). In one embodiment, the client nonce is a
pseudo random number generated by the client 102, where the client verifies that the
nonce does not correspond to outstanding KEY_REQ messages.

The KEY_REQ further includes an encrypted DOI, and as such, includes the
third party information that may be used to authorize a client. The contents of the
encrypted DOI are application dependent. It is defined by the application. In general,
it contains one or more target protocol-specific identifiers that distinguish this
particular target protocol session from other sessions that might exist between the
client 102 and the first application server 106. Other information may also be
included in the encrypted DOI. The DOI may be encrypted by the client and in some
cases is encrypted using null encryption algorithm (when client privacy is not
desired). The session key inside the ST ticket is issued to encrypt the data.

The KEY_REQ additionally includes the TPAuth. In one embodiment, the
TPAuth contains the third party server 107's ST ticket for the first application server
106, the third party server signature and a time limit. The first application server 106
verifies the third party server ST ticket, the third party server signature using the
session key and ensures the time limit has not been exceeded.

In one embodiment, when the client 102 generates the KEY_REQ message,
the client 102's identity is in the encrypted part of the client 102's ST ticket for the
application server 106 so it is not included in the clear part of the message. After the
client 102 sends out the KEY_REQ message, it saves the client nonce value in order
to later validate the matching KEY_REP message from the application server 106.
The client 102 keeps the client nonce value until a configurable time out value
expires. After the time out, the client 102 is no longer able to process the

The client 102 may retry after this time out.
The following is one example of the processing of the KEY_REQ. Initially, the first application server 106 parses the message header. If the header parsing fails, the application server 106 drops the message and does not return an error. The first application server 106 then verifies the protocol version number in the header. If the protocol version is not supported, the application server 106 drops the message and does not return an error. The application server 106 then verifies the ST ticket for the client 102 to gain access to the service and/or content from the first application server 106.

In verifying the client ST ticket, in one embodiment, the first application server 106 parses the ST ticket. If the format of the ST ticket does not match the specification, the verification fails. If the first application server 106 does not support the ticket version number, the verification fails; if the server name and realm name in the ST ticket do not match that of the first application server 106, verification fails; if the version of the service key used to encrypt the ST ticket is not the current version used by the first application server 106, the first application server 106 decrypts the ST ticket if the first server 106 still has the service key version number specified in the ST ticket, otherwise the verification fails. The first application server 106 decrypts the private part of the ST ticket with the first application server service key and then parses the decrypted data. If the decryption or parsing fails, the verification fails. The first application server 106 verifies the keyed checksum over the ST ticket using the same service key that is also used to decrypt the private part of the ST ticket. If the verification of the checksum fails or the first application server 106 does not support the checksum type, the verification fails. The first application server 106 further verifies the validity period (ticket start and end times) and if the ticket is either
expired or not yet currently valid, the verification fails. If there are no errors the first
application server 106 verifies the ST ticket.

If the verification of the ST ticket fails with a non-recoverable error code, the
application server 106 reports an error and aborts further processing of the
KEY_REQ. The signature attribute is verified next. If the verification fails, the
KEY_REQ is dropped and an error is not returned. If the ST ticket verification above
resulted in a recoverable error code, the application server 106 attempts to utilize an
old service key to extract the session key from the ST ticket for verifying the
signature.

The first application server 106 next checks the client time to ensure that the
KEY_REQ has not expired. The first application server 106 also decrypts the
encrypted DOI using the session key from the ST ticket to obtain the DOI object. The
application server 106 then verifies the TPAuth. If the TPAuth is not recognized or it
is determined that the TPAuth was tampered with, the first application server 106
returns an error to the client 102. Otherwise, the application server 106 further
processes the DOI object, which is application specific. If there are errors the errors
are returned. If there are no errors in the processing of the DOI object, the client
authorization is verified the first application server 106 generates the appropriate
KEY_REP based on the contents of the DOI object.

In processing the TPAuth, the first application server 106 extracts the third
party server 107's ST ticket from the TPAuth. The first application server 106 then
verifies the ST ticket. If there are errors in verifying the third party server 107's ST
ticket, the errors are returned to the client 102 and the authentication fails. The first
application server 106 further decrypts the private ticket part of the third party server
107's ST ticket using the service key and extracts the session key. The third party server 107's signature is parsed. The first application server 106 further generates a signature of the DOI object using the session key obtained from the decrypted third party server 107's ST ticket. The generated DOI object signature is verified with the signature of the TPAuth to verify the authentication of the access information. If the verification fails, the first application server 106 returns an error to the client 102. In one embodiment, during the processing of the DOI object, the first application server 106 proceeds to verify the authorization of the client. This is accomplished by matching the information returned in the DOI object with the client authorization that may be present inside the ticket and also matching against additional information affecting authorization that may be locally stored on the application server 106. For example, the application server might have additional restrictions for all clients that connect to the internet using a particular ISP.

The KEY_REP message is sent by the first application server 106 in response to the KEY_REQ message. The first application server 106 processes the KEY_REQ, and if conditions are met and the third party application server 107's access information and authentication are verified returns the KEY_REP. By way of example, the KEY_REP message may include a randomly generated subkey, encrypted with the session key shared between the client 102 and the application server 106. Similar to a KEY_REQ, for the symmetry of the protocol, KEY_REP could also contain a DOI object and corresponding authenticator (TPAuth) in the case when the client needs to obtain some additional information that is authenticated by a third party server. The TPAuth in the KEY_REP includes an ST ticket, signature and expiration time, where the ST ticket belongs to the third party application server 107.
and not the client 102. The session key in the third party server 107's ST ticket is used to generate the signature included in an encrypted DOI reply. The KEY_REP message may also include additional information that is needed to establish security parameters.

FIG. 2 depicts a simplified flow diagram of one implementation of one embodiment of a process 220 for providing third party application server 107 information and authentication to a client 102 request for access to applications, processes, services and/or content supplied by the third party application server 107 through a first application server 106. In step 222 the third party application server 107 obtains an ST ticket to the first application server 106. In step 224, the client 102 obtains an ST ticket to the first application server 106. In step 226, the client 102 submits a request to the third party application server 107 to access the applications, programs and/or content. In step 230, the third party application server 107 issues session rights and TPAuth to the client 102. In step 232, the client 102 submits a KEY_REQ to the first application server 106, where the KEY_REQ includes the session rights and the TPAuth. In step 236, the first application server 106 verifies the client authorization based on the session rights and any other locally stored information that may be relevant to client authorization and TPAuth. In step 240, the first application server 106 returns a key reply, including subkeys, to the client 102 if the client authorization and TPAuth are verified.

FIG. 3 depicts a simplified flow diagram of one implementation of one embodiment of a process 320 for providing third party application server 107 information and authentication to a client 102 request for access to services and/or content supplied by the third party application server 107 through a first application.
server 106. In step 322 the third party application server 107 submits an AS_REQ for a ticket-granting-ticket (TGT) to the KDC 104. In step 324 the KDC 104 issues an AS_REP proving a TGT to the third party application server 107. In step 326 the third party application server 107 submits a TGS_REQ to the KDC requesting an ST ticket to the first application server 106. In step 328, the KDC 104 returns a TGS_REP with an ST ticket for the first application server 106. In step 330 the client 102 submits an AS_REQ for a ticket-granting-ticket (TGT) to the KDC 104. In step 332 the KDC 104 issues an AS_REP proving a TGT to the client 102. In step 334 the client 102 submits a TGS_REQ to the KDC 104 requesting an ST ticket to the first application server 106. In step 336, the KDC 104 returns a TGS_REP to the client 102 with an ST ticket for the first application server 106.

In step 335 the client 102 submits a TGS_REQ to the KDC 104 requesting an ST ticket to the third party application server 107. In step 337, the KDC 104 returns a TGS_REP to the client 102 with an ST ticket for the third party application server 107. In step 340 the client 102 submits a request to the third party application server 107 to access and select the applications, programs and/or content. In one embodiment, the client 102 encrypts at least a portion of the request, using a session key inside the client 106's ST ticket for the third party application server 107. In step 344 the third party application server 107 returns session rights accompanied with TPAuth to the client 102.

In step 350, the client 102 submits a KEY_REQ to the first application server 106, where the KEY_REQ includes the session rights and the TPAuth. In step 354, the first application server 106 verifies the client authorization based on the session rights and any other locally stored information that may be relevant to client
authorization and TPAuth. In step 358, the first application server 106 returns subkey(s) to the client 102. However, it will be apparent to one skilled in the art that some of the steps described above may be rearranged without departing from the novelty of the present invention. For example, steps 330-336 could alternately occur between steps 344 and 350, where the client would obtain the identity of the caching server in step 344, and the client would then obtain the caching server service ticket (on-demand).

As discussed above, the first application server 106 may provide a service and/or content to the client 102 after the client obtains information needed for client authorization from a third party (e.g., second application server 107) to receive the service or content. As one example, the third party server 107 may be a pay-per-view movie supplier which utilizes one or more caching servers (e.g., the first application server 106) to actually distribute the movie content to one or more authorized clients. This allows the content to be distributed across the network 100 to locations closer to the clients to reduce network traffic and routing complexities, and to optimize other network considerations. To gain access to the content, a movie for example, the client 102 initially accesses the third party server 107 or other listing (such as a listing provided through a content directory shared between multiple content providers) and selects one or more desired movies. The third party server 107 then returns access information later used in client authorization by the caching server 106 for the client 102 to access the movie from the caching server 106. In one embodiment, third party access information is supplied as session rights. The third party server 107 additionally issues an authentication with or as part of the session rights.
The client 102 forwards these session rights and authentication to the caching server (i.e., first application server 106) when attempting to obtain access to the desired content, in this example the desired movie. This authentication is used by the caching server 106 to verify that the third party information was actually generated by the third party server 107 (i.e., the pay-per-view supplier) as opposed to an alternate network entity, such as the client or other entity forging third party information.

Thus, the present method and system provide third party service and/or content providers with an efficient method for allowing clients to obtain services and/or content from an alternate application server while still obtaining information from a third party service and/or content provider and securely including this information inside a ticket-based key management protocol. This method of including third party authentication based on tickets is considerably more efficient (requiring less processing power) than other previous methods and systems that utilize digital signatures and digital certificates. The client obtains some information from a third party server that may be relevant to a client authorization and that information is efficiently authenticated using a ticket. This third party information may also include content rules that in other prior art systems are normally sent directly from a third party server to an alternate application server thus disadvantageously requiring an additional network interface. The present invention provides for client-server key management and client authorization that are not provided by previous ticket-based key management systems such as Kerberos.

For example, the third party server access information can include a name, location, and/or network address for a billing system that is used to bill for access to client requested content and/or services. Because the first application server 106
cannot trust the client to specify the billing system, the first application server
authenticates the billing system information.

The present invention allows key requests that include third party information
(for example a domain of interpretation (DOI) object), where the key request is
generated by a first component or party such as a client, to be authenticated by a third
party that is not involved in that message exchange process. This authenticator is
useful where the originator of the third party information is not the sender of the key
request, but some other third party.

The present invention can be implemented and applied to substantially any
distributed rights management system using key exchange. Additionally, the present
invention is further capable of being implemented in substantially any ticket-based
key management protocol. In one embodiment, the present invention is implemented
through client and server ends of secure multimedia content exchange systems, video-
on-demand systems, multicast content distribution systems, and other such systems
where content and/or services are exchanged between components of a network, such
as a client and server.

The exchange of multimedia content is not limited to audio or video only and
it is not limited to streamed content. The exchange applies to other exchanges, such
as downloads of secure documents, e-books, software distribution, programs,
applications, upgrades, music files, and other such exchanges.

The present invention can be implemented and applied to other key
management protocols based on tickets and a trusted ticket distributor (i.e., one or
more KDCs), such as Kerberos. Additionally, the authentication can be implemented
and applied to substantially any such key management protocol where the separation
of data and authentication is utilized. In one embodiment, the present invention makes third party authentication of the third party information a part of the key management protocol and is handled by the key management daemon, independent of the application-specific contents of the third party information. In one embodiment, the present invention is implemented in an electronic security broker (ESBroker) protocol developed by Motorola, Inc., and as part of an IP rights management system also developed by Motorola, Inc.

Separating the processing of the third party information from the authentication enables the present invention to be more generic and applicable to a plurality of key management systems and a plurality of protocols. The present invention provides for a sender of a message exchange, such as a key request, to attach an authentication to third party information without the sender knowing the format of the third party information. The subject invention is capable of being implemented in substantially any ticket-based key management system where information communicated between two parties, which is not generated by one of the two parties and instead is generated by a third party, can be authenticated as being generated by the third party. Further, the subject invention is capable of being implemented in substantially any distributed rights management system ticket-based protocol for key exchange. The subject invention provides separation of third party server data and its corresponding authentication, allowing additional flexibility to reuse the same key management daemon to establish keys for multiple and possibly unrelated secure applications, some of which may include digital rights management.

While the invention herein disclosed has been described by means of specific embodiments and applications thereof, numerous modifications and variations could
be made thereto by those skilled in the art without departing from the scope of the
invention set forth in the claims.
CLAIMS

What is claimed is:

1. A communication authorization method, comprising the steps of:
   
   receiving a request for access information to access content;

   generating the access information to access the desired content from a first application server;

   generating authentication of the access information using a first service ticket;

   and

   sending the access information and authentication to a client.

2. The method as claimed in claim 1, wherein the step of generating authentication including generating a third party server signature using the first service ticket, wherein the first service ticket is a third party server service ticket to the first application server.

3. The method as claimed in claim 1, wherein the step of generating the access information including generating session rights and encrypting at least a portion of the session rights using a third party server service key for the first application server.

4. The method as claimed in claim 1, further comprising the step of:

   encrypting at least a portion of the authentication using the first service ticket.

5. The method as claimed in claim 4, further comprising the steps of:
requesting a ticket granting ticket (TGT ticket);
receiving a TGT ticket;
requesting the third party server service ticket for the first application server;

and

receiving the third party server service ticket for the first application server.

6. The method as claimed in claim 1, further comprising the steps of:
receiving a key request including the access information and authentication;
extracting the access information and authentication;
verifying the authentication of the access information using the first service
ticket, and client authorization; and
issuing a key reply if the authentication of the access information and client
authorization are verified.

7. The method as claimed in claim 6, further comprising the steps of:
a client generating a key request including the access information and the
authentication;

sending the key request to the first application server; and

receiving the key reply (KEY_REP) if the authentication of the access
information and client authorization are verified by the first application server.

8. A method for verifying authorization for a client to gain access to
content and/or services, comprising the steps of:

receiving a key request;
extracting third party server access information and third party server authentication from the key request;

verifying an authentication of the third party access information and a client authorization; and

issuing a key reply if the authentication of the third party access information and the client authorization are verified.

9. The method as claimed in claim 8, further comprising the step of authenticating the third party server access information using the third party server authentication.

10. The method as claimed in claim 9, wherein the step of authenticating includes extracting a first service ticket from the authentication and authenticating the third party server access information using the first service ticket.

11. The method as claimed in claim 8, wherein the step of extracting the third party server authentication, further comprising the steps of extracting a session key from the key request; and

the step of authenticating the access information including verifying a third party server signature using the session key.

12. The method as claimed in claim 11, wherein the step of extracting the session key including decrypting at least a portion of the key request using an application server service key and extracting the session key.
13. The method as claimed in claim 8, further comprising the steps of:
   receiving a request for the access information to access content;
   generating the third party server access information to access the desired
   content from a first application server; and
   generating the third party server authentication of the access information.

14. The method as claimed in claim 13, wherein the step of generating the
   third party server authentication including incorporating a third party server service
   ticket for the first application server.

15. The method as claimed in claim 14, wherein the step of generating the
   authentication including generating a signature utilizing a session key of the third
   party server service ticket.

16. The method as claimed in claim 14, wherein the steps of verifying the
   authentication of the access information including extracting the third party server
   service ticket and verifying the third party server service ticket.

20 17. A method for providing secure communication when distributing
    services, comprising the steps of:
    receiving a selection for services;
    issuing access information for the services;
    issuing authentication of the access information;
    receiving a key request;
verifying an authentication of the access information and a client authorization 
utilizing, at least in part, a first service ticket; and 
issuing a key reply to a client if the authentication of the access information 
and the client authorization are verified.

18. The method as claimed in claim 17, further comprising the steps of: 
receiving a first service ticket request from a third party server for a first 
server;
issuing the first service ticket to the third party server for the first server; and 
the steps of issuing access information and authentication including generating 
the access information and authentication using the first service ticket.

19. The method as claimed in claim 17, further comprising the steps of: 
receiving a second service ticket request for the first server; 
issuing a second service ticket for the first server; and 
the step of receiving a key request wherein the key request includes the second 

20. The method as claimed in claim 17, wherein: 
the step of verifying the authentication of the access information including: 
extracting the first service ticket; 
decrypting the first service ticket; 
extracting a session key from the first service ticket; 
generating a signature using the session key; and
verifying the signature with the authentication.
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