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METHOD AND SYSTEM FOR MANAGING INFORMATION USING A RELATIONAL
DATABASE

Field of the Invention

The invention relates generally to a method and system for information management and more

specifically to a method and system for storing object data in a relational database.

Backeround of the Invention

Known systems for managing information include object databases and relational databases.
Object databases store information as objects. An object includes a set of related data elements and a set of
routines (termed “methods”) for operating on the data elements. For example, an object named “tire” may
include data elements such as radius, width and tread. The object named “tire” may also include a method
such as a program that calculates the weight of the tire based on information known about the tire (i.e.
radius, width, material). Object databases also allow for objects to “inherit” attributes from other objects.
For example, if a user wanted to create objects named “bias tire” and “radial tire,” the user could create
these objects by having them inherit the attributes of the existing object “tire” and then provide additional
attributes which make the objects distinct. Inheritance allows a user to create an object that has the
qualities of another existing object without having to redefine all of the characteristics of the existing
object.

In a relational database, data items are organized according to relations. A relational database
stores the data items in tables. The rows of each table represent records or collections of information
regarding a particular item and the columns represent fields or attributes of the records. Relationships
among the data items stored in the different tables are built by including corresponding fields in more than
one table. For example, a data item of a record in one table may be linked to a data item of a record in
another table by including an identical field in both data tables and having the information stored in the
corresponding field be the same for both records. For example, a relational database for storing tire
information may contain a separate table for storing the values of each of the tire characteristics (i.e.
separate tables for radius, width, tread, etc.) and pointers defining the relationships between the tables.
Relational databases are more well known and accepted in commercial database environments than are
object databases.

‘What is desired then is a system which manages information by storing object data in a relational

database. The present invention permits such functionality.



10

15

20

25

30

WO 99/13419 PCT/US98/18767

-2

Summary of the Invention

The invention relates to a method for managing information by storing object data in a relational
database. The method includes the steps of storing a separate data table in a relational database for each of
a plurality of data types; associating a unique object identifier (OID) to an object; and defining the object
using a plurality of data items. Each of the plurality of data items is one of the plurality of data types.
After the object has been assigned an OID, the OID is associated with each of the plurality of data items
defining the object. Each of the plurality of data items and the associated OID are stored in respective ones
of the data tables according to data type. In one embodiment, the method includes the steps of storing a
method for acting upon the data items in a data table and associating the method with the object. In
another embodiment, the method includes the step of creating an additional object by type inheriting the
attributes of the existing object type and defining additional attributes for the new object.

The invention also relates to an apparatus for managing information by storing object data in a
relational database. The apparatus includes a first memory which stores an object and a unique object
identifier (OID) which is associated with the object and a second memory which stores a separate data table
in a relational database for each of a plurality of data types. The object is defined by a plurality of data
items. Each of the plurality of data items is associated with a respective one of the plurality of data types.

Each of the plurality of data items is stored in a respective one of the plurality of data tables in association

with the OID.

Brief Description of the Drawings

This invention is pointed out with particularity in the appended claims. The above and further
advantages of this invention may be better understood by referring to the following description taken in
conjunction with the accompanying drawings, in which:

FIG. 1 is a schematic diagram of a computer network system of the type used to practice the
nvention;

FIG. 2 is a simplified functional block diagram of file servers and workstations on the network
system of FIG. 1;

FIGS. 3A and 3B are a block diagram of an embodiment of the data structures of the
administrative vault of the present invention;

FIG. 4 is a block diagram of an embodiment of the data structures of the user vault of the present
nvention;

FIG. 5 1s a block diagram of an embodiment of the inheritance of a data structure as practiced with

the present invention; and
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FIG. 6 is a block diagram of an embodiment of the relationship data structure of the present

invention.

Like reference characters in the respective drawn figures indicate corresponding parts.

Detailed Description of the Invention

Referring to FIG. 1, a distributed computer system 10 with which the present invention may function
includes one or more workstations 12, 14 and file servers 16, 18 connected by a network 20. An
information and document management system according to the invention operates in the environment of
the distributed computer system 10. The information and document management system provides a place
to store information, ways to move information to and from that place, means for graphically visualizing
the information, and control over who may access, use, and modify particular information at a given time.

In general, the file servers 16, 18 provide shared access to data to the workstations 12, 14.

Users 22, 24 interface with the workstations 12, 14, and the workstations 12, 14 request and receive data
from the file servers 16, 18 which have one or more storage devices (not shown) such as hard disks or tape
drives. The workstations 12, 14 and file servers 16, 18 can be computers running any operating system
supported by the architecture of the distributed system 10.

Referring to FIG. 2, each file server 16, 18 typically includes an internal bus 26 electrically
connecting and allowing communication between a central processor 28, a main memory 30, an
mput/output controller 32, and a fixed disk 34. In addition to the components of a file server, each
workstation typically includes a mouse 36, a keyboard 38. and a display monitor 40 which allow a user to
interface with the workstation (i.e., enter information into and receive information from the workstation).
In the disclosed embodiment, these components of the workstations and servers operate cooperatively
(under the direction of one or more computer programs executed thereby) to store, access, and process data
and perform all functions described herein.

The information and document management system according to the invention operates in a
homogeneous and/or heterogeneous environment of workstations and file servers connected by a network.
In general, any combination of workstations and file servers can be mixed on the network, and although the
system with which the present invention may function is described as a distributed system, the invention
may also function with a stand alone computer system having data storage capabilities.

The information and document management system according to the invention mainly executes on the
workstations; the file servers perform relatively little processing. In the operation of the disclosed
information and document management system, the workstations (the "clients") perform most of the

processing such as the interfacing (e.g., menu handling, graphical presentation) and database manipulation.
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while the file servers (the "servers") store the database information (e.g., meta-data, files) and provide
"pages" of the information when requested to do so by the workstations.

The information and document management system according to the invention operates under the
assumption that users have "private" space in which they run their applications and store their files. This
private space usually is in a user's workstation. It further assumes that users share information (files and
the information about them) in "shared" space. Almost all system processes run on the workstations, and
the servers provide access to the meta-data, files, and other application-dependent services.

The architecture shown in FIGS. 1 and 2 results in an information and document management system
which is relatively insensitive to the number of users on the system. That is, performance of the
information and document management system generally does not suffer due to the number of workstations.
Performance is primarily a function of the complexity of queries or requests made by the workstations
and/or the size of the files or data pages moved by the file servers in response to the queries or requests.

In one embodiment, the information and document management system according to the invention is
implemented by one or more computer programs which execute on the workstations and servers described
herein. The management system can be implemented in a variety of other ways including with the use of
specially-designed electronic hardware.

The information and document management system has a distributed architecture which allows it to
be used by individual work groups as well as entire business organizations. The management system is
based on a relational database structure. With the management system, information can be widely
distributed on the various processors (e.g., workstations and file servers) on the network. Individual
databases can be anywhere on the network to suit system management and performance requirements. The
workstations and file servers typically maintain exclusive control of files and applications resident therein
and thereon, unless files are given over to the management system for management. In general, interactive
processes (e.g., menu handling, graphics) of the management system and database manipulation processes
of the management system run on each participating workstation while the file servers provide data storage.
The management system can coexist and work with applications that operate in the environment of the
distributed system 10.

The management system employs a graphical user interface for ease of defining and navigating
through a database. A mouse 36 (FIG. 1) is the primary means for a user to interact or interface with the
management system. Use of dialogs and keyboard entries are minimized by techniques such as providing
on-screen lists of selectable options to users, allowing users to set preferences, and remembering input
values from session to session. The management system's graphical interface can include a primary list of
menu options with pull-down menus and input dialogs, and a toolbar can provide frequently-used functions

as buttons with icons. Users can define their own toolbars to suit their particular activities.
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The management system allows construction and exploration of the database via graphical "browser"
screen displays that present database objects (defined below) and relationships in a variety of formats. The
primary browser screen shows objects (e.g., that have been discovered by initiating a Find operation) in a
uniform grid arrangement. Each object is represented by an icon and an object type name, and is labeled
with a unique object instance name and a revision identifier. The database also can be explored by
selecting an object and thus requesting and receiving in graphical format the objects related to it. In
addition to representing objects by icons, the graphical browser screens also can display objects in
"thumbnail sketch" form in which a small, raster image of the object is presented.

The management system can be modified or customized by a user to address a variety of business and
professional needs. For example, a user can define business or information "objects" as well as "policies"
that govern access to and modification of the objects. The management system also provides full control
over revisions of objects. It also can provide control over versions of objects.

An object is an element of information, such as a document, which can include, for example, a report,
a manual, a schematic, a drawing, or a chart. In the management system, an object is uniquely identified
by its type, name, revision, and version identifiers. The object typically contains sub-documents such as
pages of text, tables of parts, lists of raw materials required to make the parts, and/or references to a final
product which is made by assembling the parts. The sub-documents are computer files generated by one or
more application programs.

In one embodiment, the management system can manage objects containing information and files
related to and created by computer-aided design (CAD) application programs. Such information and files
can define various mechanical components and assemblies in drawing and/or part-list format. The
management system can manage objects containing information and files created by one or more
application programs such as CAD programs, word processing programs, spreadsheet programs, database
programs, and generally any other kind of application program which creates computer files.

The information management system of the present invention requires two types of administration. A
first type is for managing the objects stored in the relational database of the information management
system. This first type is called "business administration." A second type is for managing the computer
systems themselves (i.e., the workstations and servers). This second type is called "system administration."
The management system is flexible, it allows users to define objects such that they correspond to the
particular business of those users. The administration functions of the management system provide users
with a graphical means to create the objects and organization elements that model their particular business.
Users do not need any knowledge of computer programming languages to utilize the administration
functions provided by the management system. The management system provides a graphical interface

which makes administrative functions easy and simple to perform. However, there are some elements of



10

15

20

25

30

WO 99/13419 PCT/US98/18767

-6 -
the system that do require programming and system knowledge to set up and modify. These include the
tasks of setting up the computers and software, and they must be performed by people with knowledge of
computer languages and/or computer science.

Business administration involves defining objects, the policies that govern the behavior of the objects,
and the relationships that link the objects together. Business administration is designed to be performed by
people (called "business administrators") with an understanding of their business and the practices the users
will wish to follow. Business administrators need not have programming or computer science skills.

Business administrators create the object types, the associated policies, and the relationships that
together constitute the model of how the users' business operates. With the information management
system, the data or information model used in a business is completely modifiable by the business
administrator. The management system provides some primitive types of objects from which any number
of object types can be defined by the business administrator in the organization's own terms. For each
object type, policies are defined in which the behavior of the object is specified. These policies include
access rules, states, and approval requirements. Relationships define the different ways objects can be
connected. The combination of objects, their associated policies, and permitted relationships is in effect the
customer's data and process model for the items under control. To ease start-up, the management system
offers optional "profession templates" which provide models of typical objects, policies, and relationships
for various types of business activity. These templates can be loaded in a customer's system and can either
be used as-is or modified to meet the customer's needs.

The business administrator also is responsible for creating and managing the model of the
customer's organization. People, the groups to which they belong, and the roles they play are defined. The
people also are issued the appropriate type of access license to the various objects in the management
system. Thus, the business administrator can create and define objects and the rules that control them.

FIGS. 3A, 3B and 4 show one embodiment of a relational database structure for storing object
data in accordance with the present invention. The relational database structure includes an administrative
vault 50 and one or more user vaults 52. As used herein, a “vault” is defined as a set of related data tables.
‘While only one user vault 52 is shown, a system according to the invention typically includes a plurality of
user vaults 52. In general, the administrative vault 50 is used to define the different types of objects and
the user vaults 52 contain instances of actual objects. Thus the administrative vault 50 is used, for
example, to define the object “tire” and the user vault would contain the actual data for various specific
tires.

In brief, the administrative vault 50 allows the structure of the relational database (i.¢., the various

pieces of information to be contained therein and the relationships among these pieces of information) to be
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defined. This module allows objects to be created and their inter-relationships to be defined. The actual
instances of the objects in the database are not, in general, of importance to the administrative vault 50.

The administrative vault 50 is created by a business administrator and contains the definitions of
the types of objects which may be created and stored in the relational database. The administrative vault
50 may not be modified by actual users. The user vaults 52 are also created by the business administrator
and may be accessed and modified by actual users of the system. The business administrator may create a
separate user vault 52 for each physical location in which the system is used. For example, if a business
has several offices, a user vault 52 may be created for each office. The business administrator alternatively
may also create a separate user vault 52 for each project to be stored in the relational database.

In the tables illustrated in the administrative vault 50, the definition of the data that is stored in an
entry is indicated in the left side of each entry and example of what the data may be is indicated in brackets
in the right side of each entry.

The administrative vault contains a master Object Identifier (mxOID) table 54, a plurality of data
type tables (generally 55), and a plurality of tables which interrelate the data type tables (generally 57).
Each object created by the business administrator is assigned a unique object identifier (OID) which is
stored in the mxOID table 54 of the administrative vault 50. The mxOID table 54 includes an OID field 56
and a Data Type field 58. Each of the OIDs of the objects created by the business administrator are stored
in the OID field 56 of the mxOID table 54. Each OID will only have one entry in the mxOID table 54.
For example, the entry OID1 59 will only appear once in the mxOID table 54. The Data Type field 58
indicates what kind of data type the object is. The different tvpes of data which may be stored in the
administrative vault 50 include Attribute Types, Business Types, Policy Types, State Types, Relationship
Types, and Method Types. Other object types may be defined. The administrative vault 50 contains a
separate table for each data type which may appear in the mxOID table 54. For example, in one
embodiment, the administrative vault contains an Attribute Type table 60, a Business Type table 62, a
Policy Type table 64, and a State Type table 66. Other object tables corresponding to other object types
may also be defined. Each of these data type tables will be described in detail below. The OIDs stored in
the mxOID table 54 are used to refer objects in the mxOID table 54 to the data type tables 60, 62, 64, and
66 which are used to define the objects. While the references between the tables are indicated with arrows
in the figures, the arrows do not indicate real pointers and are only used for illustration purposes.

The Attribute Type table 60 provides a definition for each of the attribute type objects listed in the
mxOID table 54. As used herein, an “attribute” is a characteristic or quality which a business object
(defined below) may have. The Attribute Type table 60 contains a Name field 67, an OID field 68 which
contains the OID of the attribute type object from the mxOID table 54 and an attribute definition field 70.
Each of the names stored in the Name field 67 is unique. The OID field 68 is used to link the mxOID table
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54 to the Attribute Type table 60. For example, OID1 59 is listed as an attribute type object in the mxOID
table 54. OID1 59 also appears in the OID field 68 of the Attribute Type table 60 along with a definition
72 of the attribute type. The attribute type may be defined as an integer, a real number, a Boolean, a
string, or a date and time. Other attributes are contemplated. In another embodiment, the Attribute Type
table 60 also includes a field for a default value of the attribute. Other fields are also contemplated.

The Business Type table 62 provides a definition for each of the business type objects listed in the
mxOID table 56. A business type object defines something that the user’s business is involved with. For
example, a business type object could be a “tire” if the business were involved with selling tires. Such a
business type object is just generally a name of the object of interest and contains no information about a
real object. For example, the object “tire” does not contain any information about tires. The Business
Type table 62 includes a Name field 73, an OID field 74 which contains one of the OIDs from the mxOID
table 54 and a definition field 76. Each of the names stored in the Name field 73 is unique. The OID field
74 is used to link the meID table 54 to the Business Type table 62. The definition field holds the
definition of the object. Each of the OIDs from the mxOID table 54 identified as a business type data type
in the Data Type field 58 appear only once in the Business Type table 62.

An attribute type object describes a characteristic of a business type object. For example,
characteristics of a tire include the radius of the tire, the width of the tire, and whether the tire has tread.
These characteristics are implemented in the administrative vault 50 by associating the business type object
“tire” with attribute type objects “radius,” “width,” and “tread.”

Business types may have associated attribute types, policy types, and method types. The Business
Type table 62 is linked to the Attribute Type table 60 through a Derived Information Table 78. The
Derived Information Table 78 includes a Business Type OID field 80 for storing the OIDs of the business
types listed in the OID field 74 of the Business Type table 62, a definition field 82 which lists the definition
of the attribute being associated with the business type object, and an Attribute Type OID field 84 for
storing the OID of the attribute type being associated with the business type object. For example, OID2
86, the OID for the object “tire”, appears once in the OID field 74 of the Business Type table 62 but
several times in the Business Type OID field 80 of the Derived Information Table 78. A separate entry is
present in the Business Type OID field 80 of the Derived Information Table 70 for each attribute the
business type object includes. For example, in Derived Information Table 78, OID2 86 appears three times,
once for each attribute object (radius, OID1; width, OID3; and tread, OID2000) which the business type
object needs for its description.

In one embodiment, the administrative vault 50 also contains an mxVault table (not shown). The
mxVault table has a structure similar to the structure of the Attribute Type table 60 and the Business Type
table 62. The mxVault table stores the OIDs of each user vault 52. One purpose of the mxVault table is to



10

15

20

25

30

WO 99/13419 ' PCT/US98/18767

-0.
allow users to access objects stored in any of the user vaults and to create relationships between business
objects located in different user vaults.

As described above, policies govern access and modification of the business type objects. Policies
may include access rules, states, and approval requirements. The Policy Type table 64 provides a definition
of each of the policy types listed in the mxOID table 54. The Policy Type table 64 works in conjunction
with the State Type table 66 to impose state transitioning requirements on business type objects. In one
embodiment, all business type objects reference policy type objects. The Policy Type table 64 includes a
Name field 87, an OID field 88 which contains one of the OIDs from the mxOID table 54, and a policy
definition field 90. The Policy Type table 90 is linked to the Business Type table 62 and the State Type
table 66 through a Policy Information table 92. The Policy Information table 92 includes a Policy Type
OID field 94 for storing the OIDs of the policy type objects, a Data Type field 96 which defines the data
type table being linked to (i.e. the Business Type table 62 or the State Type table 66), and a Data Type
OID field 98 which stores the OID of the related data type object being associated with the policy type
object. For example, the first row 100 of the Policy Information table 92 relates the policy type object
identified by OID60 to the business type object identified by OID?2.

The State Type table 66 provides a definition of the different states that may be associated with a
business object. State types are used to define the status of an object within its life-cycle. Examples of
state types include planned, working, reviewed, released and obsolete. The State Type table 66 includes a
Name field 101, an OID field 102 which contains one of the OIDs form the mxOID table 54, a Policy OID
field 104 which refers to the Policy Type table 64, and a descriptor field 106 which provides a definition of
the state, i.e. planned, working, reviewed, released or obsolete. The descriptor field may also contain a
field for the date and time the state is scheduled to be entered and a field for the date and time the state is
actually entered. Business objects move from one state to the next when the conditions for state transition
defined in the policy and state type are met. Thus in the present example, the “tires policy” OID60 is
related to the business type object “tire” OID2 and has the state types “proposed tire” OID3000 and
“released tire” OID3001. Such a “tire policy” would be used, for example, to change a specified tire from
a proposed design to a released design for manufacture.

The conditions for state transition include the completion of electronic approvals, the presence of
files, the presence of related business objects, and other controls. The conditions are associated with the
state types through a State Requirement table 108 and a Signature Requirement table 110. The State
Requirement table includes a State Type OID field 112 which stores the OID of the State Type being
associated with the state requirement, and a state requirement definition field 114 which stores the
definition of the state requirement. Each state type may reference to several state requirements in the State

Requirement table 108. The Signature Requirement table 110 includes a State Type OID field 116 which
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stores the OID of the state type being associated with the signature requirement, and a User field 118 which
defines what kind of user may provide the signature to fulfill the signature requirement. In one
embodiment, the User field 118 contains an OID which links the Signature Requirement table 118 to a User
Type table (not shown). The user type is another data type which may be stored in the administrative vault
50. Thus in the present example a “tire” object may transition from a “proposed tire” to a “released tire”
upon the completing of a “testing” state requirement 110 and the completion of the signatures requirement
by the engineering manager.

As described above, business types may have associated methods. Methods are computer
programs which may be associated with a bﬁsiness type object. An example of a method is a program
which displays a picture of a business object on the user’s computer screen. Continuing the tire example
from above, this program would display a picture of a selected tire instance (i.e. XYZI tire) on the user’s
screen.

In one embodiment, the administrative vault 50 stores methods as a data type and includes a
separate Method Type table. The Method Type table has a structure similar to the Attribute Type table 60
and the Business Type table 62 described above. Two types of methods that may be associated with a
business type object are internal and external. An internal method is a computer program that is stored in
the relational database system. An external method is a computer program that is external to the relational
database system, but may be executed by the user’s computer. Examples of external methods include
Microsoft Word and Word Perfect. For example, if the business object is a document, the user may invoke
Microsoft Word to edit the document. The Method Type table stores a reference to the external method.

In one embodiment, to invoke a method, the user instructs the system to run a specific method
against a specific business object. In another embodiment, the user is accessing a business object and then
specifies a method to be run against the business object. In one such embodiment, the user specifies the
name of the method to be executed. The system searches the Method Type table in the administrative vault
50 for the OID associated with the method name and then executes the method. For example, if the user is
accessing the business object “XYZ1 tire”, the user may execute a method named “circumference” to
calculate the circumference of the XYZ1 tire. The system searches the Method Type table for the OID
associated with the method “circumference” to locate the program and obtains the data needed for the
circumference calculation from the data stored in the user vault 52 for the “XYZ1 tire”. The user does not
need to specify the value for the radius of the “XYZ1 tire” for the circumference calculation because this
value is already stored in the Attribute Instance table 146 for the “XYZ1 tire”.

Thus, to further illustrate the relationships between the tables in the administrative vault 50, using
the example of a business type object “tire” created by the business administrator is now described. The

tire company may want to create a database of different tires. To do this, the business administrator



10

15

20

25

30

WO 99/13419 PCT/US98/18767

-11 -
creates a business type object named “Tire.” Generally, the business administrator decides what qualities
of the tires the database will contain; defines the policies which govern the tires; and defines the different
states of development a tire may go through. After the business object is created, a database including
particular types of tires may be built using the requirements for a tire defined by the business administrator.

In more detail and referring to the administrative vault 50, a business type object “Tire” is stored in
the tables of the administrative vault 50. The business type object “Tire” is assigned a business type OID
(OID2 86) in the mxOID table 54. This OID is also entered in the Business Type table 62. The mxOID
table 54 also contains the OIDs of several attribute data types which are associated with the business type
OID (OID2) to define the characteristics that tires have. For example, a tire may be defined by its radius,
width, and whether or not it has a tread. These attributes are each assigned an OID in the mxOID table 54
and an entry is formed the Attribute Type table 60. For example, the attribute “radius” is assigned OID 1,
the attribute “width” is assigned OID3 and the attribute “tread” 1s assigned OID2000. The definition field
70 of the Attribute Type table 60 provides a definition of each of the attribute objects. For example, the
attribute “radius” is defined as an integer, the attribute “width” 1s defined as a real number, and the
attribute “tread” is defined as a Boolean value, that is the tire either has tread or does not have tread. The
attributes are associated with the business type object “Tire” through the Derived Information Table 78.
For example OID2 assigned to the business object type “Tire” appears in the Business Type OID field 80
and OID1 assigned to the attribute type “radius” appears in the Attribute Type OID field 84, thereby
associating the attribute “radius” with the business object “Tire.” The Derived Information Table 78 also
includes entries linking OID2 to the OIDs of the width and tread attributes (OID3 and OID2000
respectively.)

The business type object “Tire” is also associated with a policy and states which define the life
cycle of such a tire. In the Policy Type table 90, OID 60 refers to the policy associated with the tire. The
tire policy is linked to the business object type “Tire” through the Policy Information table 92. For
example, the first row of the Policy Information table 92 contains the policy OID (OID 60) in the Policy
Type OID field 94 and the OID of the business object type “Tire” (OID2) in the Data Type OID field 98,
thereby associating the tire policy with the business object type “Tire”. The different states the tire may
transition through are defined by the State Type table 66. The Policy Information table 92 also links the
OIDs of the state types (i.e. OID3000 assigned to the state “proposed” and OID3001 assigned to the state
“released”) to the tire policy (OID 60). Once all the object definitions have been created in the
administrative vault, a user vault 52 is then defined to create a database of specific tires based upon these
definitions.

FIG. 4 is a diagram illustrating the tables located in the user vault 52. As described above, the

user vault 52 contains actual instances of object types defined in the administrative vault 50. Continuing
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the tire database example above, the user vault 52 contains instances of particular tires. The user vault 52
includes an 1xOID table 130, data type tables and instance tables. The 1xOID table 130 contains the OIDs
of every object stored in the user vault 52. Each object created by a user is assigned a unique object
identifier (OID). The IxOID table 130 includes an OID field 132 for storing the OIDs of the objects and a
data type field 134 which defines what type of object the OID refers to. The data types stored in the user
vault 52 include business types and relationship types. The user vault 52 contains a separate table for each
data type which may appear in the IxOID table 130. For example, the user vault 52 contains a Business
Object table 136 for the business object data type.

Continuing the example from above, the IxOID table 130 contains OIDs assigned to instances of
tires. For example, OID6 is assigned to the XYZ1 brand tire. The Business Object table 136 includes
references to other tables which are used to instantiate the instances of the business objects. The Business
Object table 136 includes an OID field 138 which stores the OIDs of each business type object listed in the
1xOID table 130, an OID Type field 140, a Policy type field 142 and other administrative ficlds 144.
Administrative fields are used to control which users have access to different business objects and to store
information regarding the history of the business object. The stored information may include information
regarding the creation date of the business object, the user which created the business object, the dates the
object was modified. The administrative fields 144 also contain a Name field which stores the name of the
business objects, 1.e. “XYZ1 tire”. The OID Type field 140 links the Business Object table 136 to the
Business Type table 62 located in the administrative vault 50. In the example shown, the business object
“XYZ1 tire” identified by OID6 is linked to the business type identified by OID2 which provides the
definition of a tire and is linked to the attributes a tire has (i.e. radius (OID1), width (OID3), and tread
(OID2000)). Each business object has a unique name and a unique OID associated with the business
object. The Policy type field 142 links the Business Object table 136 to the Policy Type table 64 located in
the administrative vault 50. In the example shown, OID6 assigned to the business object “XYZ1 tire” is
linked to the policy identified by OID60 which provides the policy for tires.

A series of “instance” tables are created in the user vault 52 using the references to the
administrative vault 50. For example, an Attribute Instance table 146 is generated using the link from the
Business Object table 136 in the user vault 52 to the Business Type table 62 in the administrative vault 50.
The Attribute Instance table 146 includes a Business Object OID field 148 which stores the OID of the
mstance of the business object, an Attribute OID field 150 which stores an OID of the attribute in the
administrative vault 50 which is included in the Business Type definition of the business object, and a value
field 152 which contains the actual parameter value for the specific tire. For example, the first row of the
Attribute Instance table 152 contains the OID of the business object “XYZ1 tire” (OID6), the OID of the
attribute “radius” (OID1), and a value for the radius (32 inches). The Attribute Instance table 146
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contains an entry to store a value corresponding to each of the attributes defined for the object in the
administrative vault. For example, the tire attributes also include the width and tread attribute types of the
Attribute Type table 60.

In one embodiment, the user vault 52 contains a separate Attribute Instance table 146 for each
attribute type. For example, in one such embodiment, the user vault 52 contains a separate Attribute
Instance table for attributes which are integers, real numbers, strings, Boolean values, and date and time
values. In another embodiment, the user vault 52 only contains an Attribute Instance table 146 for each
attribute type which exists in the Attribute Type table 60 in the administrative vault 50. For example, if
the Attribute Type table 60 only contains integer and real number type attributes, the user vault 52 will
contain two Attribute Instance tables 146, one table for the integers and one table for the real numbers.

A State Instance table 154 is generated using the link from the Business Object table 136 in the
user vault 52 to the Policy Type table 66 in the administrative vault 50. The State Instance table 154
includes a Business Object OID field 156 which stores the OID of the business object to which the policy
refers, a State Type OID field 158 which stores an OID of a state in the administrative vault 50 which is
included in the Policy Type definition, and an information field 160. F or example, the first row of the State
Instance table 154 contains the OID of the business object “XYZ1 tire” (OID6), the OID of the state
“proposed” (OID3000), and information regarding whether the “XYZ1” tire has satisfied all of the
requirements for the “proposed” state. The State Instance table 154 contains similar entries to store
information for the “released” state.

Referring to FIG. 5, in one embodiment, the business administrator can derive attributes for a new
type object from the attributes of an existing type object. In another embodiment, the business
admunistrator can derive methods for a new type object from the methods associated with an existing type
object. Deriving a new type object from an existing type object requires all the attributes associated with
the existing type object to be nherited by the new type object. It is possible to add other attributes to the
"Inherited Attributes". In this embodiment, the Business Type table 62’ located in the administrative vault
50 includes an additional Parent field 162. The Parent field 162 stores the OID of the business type object
from which the attributes are to be inherited. As described above, the Derived Information Table 78’

references the Business Type table 62’ to the Attribute Type table 60’

For example, the Business Type table 62’ may include a business type object named “round
object” (identified by OID5000) which includes the attribute “radius” (identified by OID1) in its definition.
The business administrator may wish to create two types of round object which include all of the attributes
of the business type object “round object” (OID5000). For example, the business administrator may wish
to create a business type object named “tire” (OID5001) and a business type object named “gear” (OID
5002) which include all of the attributes, in this case “radius”, of “round object” (OID5000). The
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inheritance is accomplished by storing the OID of the “round object” (OID5000) in the Parent field 162 of
the “tire” entry (OID5001) and “gear” entry (OID5002) in the Business Type table 62’. Thus both objects
“tire” and “gear” now have the attribute “radius” inherited from the parent “round object”. If a new
attribute is later associated with the “parent” object, all of the objects which inherit from the parent object
will automatically inherit the additional attribute.

The business administrator may also add attributes specific to the new business type objects “tire”
(OID5001) and “gear” (OID5002). For example, the business administrator may want to add the attribute
“tread” to the tire business type object (OID5001) and the attribute “number of teeth” to the gear business
type object (OID5002). These additional attributes are added in the same manner that an attribute is
associated with a business type object in the first instance, an entry in the Derived Information table 78’ is
made which links the business type object to the additional attribute. For example, in the second row of the
Derived Information table 78’, the business object type “tire” (OID5001) is associated with the attribute
type “tread” (OID2000).

In one embodiment, the business administrator may alter the objects stored in the administrative
vault 50. For example, the business administrator may add an attribute type object named “price” to the
Attribute Type table 60 and associate this attribute with the business type “Tire” (OID2) in the Business
Type table 62. Once this association is made, all business objects in the Business Object table 136 in the
user vault 52 which are defined by the business object type “Tire” will have the additional attribute “price”.
For example, the business object “XYZ1 tire” (OID6) would have the additional attribute “price”. In one
embodiment, the default value for the attribute “price” would be associated with the business object
“XYZ1 tire”. In another embodiment, the business object “XYZ1 tire” would have a blank entry for the
attribute “price” which later may be provided by the user.

In one embodiment, the changes to objects in the administrative vault 50 may be made dynamically
without interfering with users that may be accessing the system. The changes are made to the objects such
that the next time the user invokes the object, the change will be present. This is possible because the
system is interpretive and the characteristics of an object are established each time the object is accessed.

In one embodiment, the business administrator can create relationships between different objects.
In this embodiment, the administrative vault 50 includes a Relationship Type table (not shown). The
Relationship Type table has a structure similar to the Attribute Type table 60 and the Business Type
table 62. The Relationship Type table defines the relationships between different object types. FIG. 6
shows an instance of a Relationship in the user vault 52. The Relationship Object table 164 includes an
OID field 166 which contains one of the OIDs from the 1xOID table 130, a definition field 168 which
defines the type of relationship, a From OID field 170 and a To OID field 172. The OID field 166 is used
to correspond the IxOID table 130 to the Relationship Object table 164. The From OID field 170 contains
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the OID of one of the two business objects being related and the To OID field 72 contains the OID of the
second of the two business objects being related. For example, the user may desire to create a relationship
between a business object named “XYZ1 Tire” (OID6) and a business object named “XYZ2 tire”
(OID100) to define the relationship that both of these tires can be used on the same types of cars. A
relationship object could also be used to create a relationship between a business object named “XYZ1”
tire and a business object named “ABC1 car” to define the relationship that the XYZ]1 tire is a component
of the ABC1 car. A single business object may be related to more than one business object by creating
several relationship objects which include that business object in the From OID field 170 or the To OID
field 72. In another embodiment, relationship objects are used to create a hierarchy of objects.

In one embodiment, a relationship object may relate a business object in a first user vault 52 with a
business object in a second user vault 52. In this embodiment, the From OID field 170 is comprised of two
fields, a field for the OID of the business object being related and a field for the OID of the vault in which
the business object is located. Similarly, the To OID field 172 is comprised of two fields, a field for the
OID of the business object being related and a field for the OID of the vault in which the business object is
located. For example, if the business object “XYZ1 tire” is located in a different vault than the business
type object “XYZ2 tire,” the From OID field 170 would contain a field for the OID of the vault of the
business object “XYZ1 tire” and a field for the OID of the business object “XYZ1 tire”, i.e. OID6.
Similarly, the To OID field 172 would contain a field for the OID of the vault of the business object
“XYZ2 tire” and a field for the OID of the business object “XYZ2 tire,” i.e. OID100.

In one embodiment, to create a new business object, the user specifies the name of the business
object type that the user wishes to create and the name of the policy that will govern the business object.
For example, to create a new business object for the “XYZ2” brand tire, the user enters the business object
type name “Tire” and the policy type name “Tire Policy.” The system searches the Business Type table 62
in the administrative vault 50 for the OID associated with the business object type “Tire” (OID2). Once
the system has located the OID for the business object type “Tire”, the system uses the OID to determine
which attributes from the Attribute Type table 60 the new business object “XYZ2 tire” will have. The
process for determining which attributes are associated with a business object type was described above in
the discussion of FIGS. 3A and 3B. Similarly, the system searches the Policy Type table 64 in the
administrative vault 50 for the OID associated with the policy type name “Tire Policy” and uses this OID
to determine the policy and state requirements for the new business object “XYZ2 tire.”

The system assigns a unique OID to the new business object “XYZ2 tire” and creates a new entry
in the 1xOID table 130 and the Business Object table 136 for this OID. The system also creates entries in
the Attribute Instance table 146 and the State Instance table 154 for the new business object “XYZ2 tire”

using the information retrieved from the tables in the administrative vault 50. In one embodiment, the user
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is prompted to enter values for the different attributes associated with the business object. For example, in
creating the business object “XYZ2 tire” the user is prompted to enter values for radius, width and tread,
as these are the attributes associated with the business object type “Tire” (OID2). In another embodiment,
if the user does not enter a value for an attribute, a default value is entered by the system.

In another embodiment, to retrieve information regarding a specific business object, i.e., “XYZ1
tire”, the user enters the name of the business object. As described above, each business object has a
unique name. The system searches the Business Object table 136 in the user vault 52 for the OID
associated with the business object. For example, the system would search the Business Object table 136
in the user vault 52 for the OID associated with the business object name “XYZ1 tire” and find OID6.
Once the system has found the OID associated with the business object, the system may retrieve all the
information regarding the business object that is stored in the database (i.e., the radius, width and tread of
the XYZ1 tire).

Having described preferred embodiments of the invention, it will now become apparent to one of
skill in the art that other embodiments incorporating the concepts may be used. It is felt, therefore, that
these embodiments should not be limited to disclosed embodiments but rather should be limited only by the

spirit and scope of the following claims.
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CLAIMS

What is claimed is:

L. A method for managing data, comprising the steps of:

storing a separate data table in a relational database for each of a plurality of data types;

associating a first unique object identifier to a first object;

defining the first object using a plurality of data items, each of the plurality of data items being one

of the plurality of data types;
associating the first unique object identifier with each of the plurality of data items; and

storing each of the plurality of data items and the associated object identifier in respective ones of

the data tables according to data type.

2. The method of claim 1, further comprising the steps of:

defining the first object using an additional data item, the additional data item being one of the

plurality of data types;
associating the first unique object identifier with the additional data item; and

storing the additional data item and the associated object identifier in one of the data tables

according to data type.

3. The method of claim 1, further comprising the step of:

generating, subsequent to the storing of the plurality of data items, a representation of the first

object by collecting each data item having the first unique object identifier.

4. The method of claim 1, further comprising the steps of:
associating a second unique object identifier to a second object;

defining the second object using a plurality of data items, each of the plurality of data items being
one of the plurality of data types;

associating the second unique object identifier with each of the plurality of data items; and

storing each of the plurality of data items and the associated object identifier in respective ones of

the data tables according to data type.

S. A method for managing data, comprising the steps of:



10
11

WO 99/13419 PCT/US98/18767

-18 -

storing a separate data table in a relational database for each of a plurality of data types;

associating a unique object identifier to each of a plurality of objects;

defining each of the plurality of objects using a plurality of data items, each of the plurality of data
items being one of the plurality of data types;

for each of the plurality of objects, associating the unique object identifier associated with the

object with each of the plurality of data items defining the object; and
storing each of the plurality of data items and associated unique object identifiers in respective ones

of the data tables according to data type.

6. A method of building a hierarchy of objects in a relational database, comprising the steps of:
storing a separate data table in a relational database for each of a plurality of data types;
associating a unique object identifier to each of a plurality of objects;

defining each of the plurality of objects using a plurality of data items, each of the plurality of data

items being one of the plurality of data types;

for each of the plurality of objects, associating the unique object identifier associated with the

object with each of the plurality of data items defining the object;

storing each of the plurality of data items and associated unique object identifiers in respective ones

of the data tables according to data type; and

defining a relationship between selected ones of the plurality of objects to create a hierarchy of

objects.
7. An apparatus for managing data, comprising:
a first memory storing a first object and an associated object identifier; and

a second memory storing a separate data table in a relational database for each of a plurality of

data types;

wherein the first object is defined by a plurality of data items, each of the plurality of data items

being associated with a respective one of the plurality of data types; and

wherein each of the plurality of data items is stored in a respective one of the plurality of data

tables in association with the object identifier.

8. The apparatus of claim 7, further comprising:
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a processor in electrical communication with the first memory and the second memory, the

processor generating a representation of the first object by accessing each data item associated with the

object identifier.

9. The apparatus of claim 7 wherein the first memory further stores a second object and an indicia of

relationship with the first object.
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