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COMPUTER SYSTEMS AND METHODS FOR THE QUERY AND
VISUALIZATION OF MULTIDIMENSIONAL DATABASES

This invention was supported in part by Defense Advanced Research Projects
Agency ("Visualization of Complex Systems and Environments"), ARPA Order Number
E269 as well as the Department of Energy ASCI Level 1 Alliance with Stanford University
(“Center for Integrated Turbulence Simulation”) contract LII.-B523583. The U.S.

Government may have rights in this invention.

1. FIELD OF THE INVENTION

This invention relates generally to an interactive visual exploration tool that

facilitates exploratory analysis of databases having a hierarchical structure.

2. BACKGROUND OF THE INVENTION

In the last several years, large databases have become common in a variety of
applications. Corporations are creating large data warehouses of historical data on key
aspects of their operations. Corporations are also creating many small databases using
desktop applications that are created to examine some specific aspect of their business.
International research projects such as the Human Genome Project and the Sloan Digital
Sky Survey are generating massive scientific databases. One challenge with these databases
is the extraction of meaning from the data they contain: to discover structure, find patterns,
and derive causal relationships. The sheer size of these data sets complicates this task.
Interactive calculations that require visiting each record are not plausible. It is also not
feasible for an analyst to reason about or view the entire data set at its finest level of detail.
Moreover, even when the data sets are small, their complexity often makes it difficult to
glean meaning without applying aggregations or creating simplifying summaries.

Imposing meaningful hierarchical structure on databases provides levels of
abstraction that can be leveraged by both the computer and the analyst. These hierarchies
can come from several different sources. Some hierarchies are provided by the inherent
nature of the database. Data mining algorithms, such as decision trees and clustering
techniques that classify the data and thereby automatically derive hierarchies can be used to

determine database hierarchy. Part of the analysis task when dealing with automatically
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generated hierarchies is an understanding and trusting the results. See, for example, 2001,

Thearling et al., “Visualizing Data Mining Models” in Information Visualization in Data
Mining and Knowledge Discovery, Fayyad, Grinstein and Wierse eds., Morgan Kaufman,
which is hereby incorporated by reference in its entirety.

Fig. 9 illustrates the hierarchy for a time dimension 100. Within time dimension
100, there are four levels 110. They are “All”, year, quarter, and month. Simple
hierarchies, like the one shown in Fig. 9, are commonly modeled using a star schema. The
entire dimension hierarchy is represented by a single dimension table joined to the base fact
table. In this type of hierarchy, there is only one path of aggregation. However, there are
more complex dimension hierarchies where the aggregation path can branch. For example,
a time dimension might aggregate from “day” to both week and “month”. \

To provide another illustration of the concept of a star schema, consider the case in
which one wishes to analyze monthly total product sales for a department store by breaking
down the data by region and store. Raw data can come in the form of product managers’
(Fig. 1) and regional managers’ (Fig. 2) quarterly sales reports. Once the data has been
collected and refined, it may reside in a large base table. In addition, there may be adjunct
lookup tables. A star schema for this base data is shown in Fig. 3. The table schema of Fig.
3 is called a star schema because the central fact table is depicted as surrounded by each of
the dimension tables that describe each dimension. In this example, the base sales data table
is the fact table and each lookup table is a dimension table.

The stores, weeks, and products columns in the fact table in Figure 3 contain
numeric values. Fact tables can grow to huge numbers of rows. The lookup tables contain
hierarchy information relating each store, week, and product with its higher-level
aggregations. For example store 1 in the base table of Figure 3 connects with the “Store
Lookup” table where it has the name Ridgewood and rolls up to the Northeast region.
Product 2 in the base table connects with the “Product Lookup” table where it has the name
olive oil soap and rolls up into the product type soap in the skin care products group.
Thomsen, 1997, OLAP Solutions: Building Multidimensional Information Systems, Wiley
Computer Publishing, New York, which is hereby incorporated by reference in its entirety.

‘The most common schemata found in databases are the star schema and snowflake
schema. Each schema has a fact table containing data items of interest (measures) in the
analysis for which the database is built. These data items might be transaction amounts
such as the amount invested in a mutual fund or the profit on a sales transaction. The fact

table is surrounded by dimension tables containing detailed information used to summarize

2
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the fact table in different ways. An illustration of a star schema has been provided (Fig. 3).

Fig. 4 illustrates a snowflake schema that includes hierarchy. The snowflake and star
schema provide a conceptual multidimensional view of the database. The database is a core
set of measures characterized by a number of dimensions rather than a set of interrelated
tables. This organization correlates directly with the typical analysis query that summarizes
a few quantitative attributes (or measures) such as profit or sales by several characterizing
attributes (or dimensions) such as product, location, or date over a large number of tuples.
The primary differences between the star and snowflake schema arise in how they model
hierarchical structures on the dimensions.

When referring to values within a dimension hierarchy, a dotted notation can be
used to specify a specific path from the root level “All” (Fig. 9) of the hierarchy down to the
specified value. Specifically, to refer to a value on level m of a hierarchy, the dimension
name is first optionally listed, then zero or more of the (m-1) intermediate ancestor values,
and then finally the value on the m™ level, all separated by periods. For example, the Jan
node on the Month level in the time hierarchy that corresponds to January, 1998, can be
referred to as 1998.Qtrl.Jan. When this notation is used, the reference is called a qualified
value. When a value is simply described by its node value (without any path to the root

node) the reference is called an unqualified value.

2.1 Types of Databases

One form of database is a relational warehouse, such as a structured query language
(SQL) database. Relational warehouses organize data into tables. Each row in a table
corresponds to a basic entity or fact and each column represents a property of that entity.
See, for example, Thomsen, 1997, OLAP Solutions: Building Multidimensional Information
Systems, Wiley Computer Publishing, New York. For example, a table may represent
transactions in a bank, where each row corresponds to a single transaction. As such, each
transaction may have multiple properties, such as the transaction amount, the account
balance, the bank branch, and the customer. As used herein, a row in a table is referred to
as a tuple or record, and a column in the relation is referred to as a field. Such tables are
also referred to as relations. As such, a relation is defined as a database table that contains a
set of tuples.

It is possible to create dimension tables and star schemas in relational warehouses.

A single relational warehouse will contain many heterogeneous but interrelated tables. The
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fields (columns) within a table can be partitioned into two types: dimensions and measures.

Dimensions and measures are similar to independent and dependent variables in traditional
analysis. For example, the bank branch and the customer would be dimensions, while the
account balance would be a measure.

Multidimensional databases are structured as n-dimensional data cubes. Each
dimension in the data cube corresponds to one dimension in the relational schema (e.g., in
the star schema, snowflake schema etc.). Each cell in the data cube contains all the
measures in the relational schema corresponding to a unique combination of values for each
dimension. The dimensions within a data cube are often augmented with a hierarchical
structure. This hierarchical structure can be derived from the semantic levels of detail
within the dimension or generated from classification algorithms. Using these hierarchies,
the analyst can explore and analyze the data cube at multiple meaningful levels of
aggregation calculated from a base fact table (e.g., a relation in the database with the raw
data). Each cell in the data cube now corresponds to the measures of the base fact table
aggregated to the proper level of detail.

The aggregation levels are determined from the hierarchical dimensions. Each
dimension is structured as a tree with multiple levels. Each level corresponds to a different
semantic level of detail for that dimension. Within each level of the tree there are many
nodes. Each node corresponds to a value within the domain of the level of detail that the
node is in. The tree forms a set of parent-child relationships between the domain values at

each level of detail.

2.2 Data Exploration of Databases

Visualization is a powerful tool for exploring large data, both by itself and coupled
with data mining algorithms. However, the task of effectively visualizing large databases
imposes significant demands on the human-computer interface to the visualization system.
The exploratory process is one of hypothesis, experiment, and discovery. The path of
exploration is unpredictable, and analysts need to be able to easily change both the data
being displayed and its visual representation. Furthermore, the analyst must be able to first
reason about the data at a high level of abstraction, and then rapidly drill down to explore
data of interest at a greater level of detail. Thus, the interface must expose the underlying

hierarchical structure of the data and support rapid refinement of the visualization.
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One tool known in the art is Polaris. See, for example, Stolte, Tang, and Hanrahan,
© 2002, IEEE Transactions on Visualization and Computer Graphics 8. Polaris is built upon
an algebraic formalism for constructing visualizations of relations. The state of the user
interface is a visual specification. This specification is interpreted according to the
formalism to determine both the series of queries necessary to retrieve the requested data, as
well as the mapping and layout of the resulting tuples (rows of data in the database) into
graphical marks. However, the original form of Polaris does not make use of the structure
of hierarchically structured dimensions that are found in a hierarchical database. Therefore,
the original form of Polaris does not provide a satisfactory means for the exploratory
analysis of databases having a hierarchical structure.
Other known art in the field can be broken down into two categories (i) the visual
exploration of databases and (ii) the use of data visualization in conjunction with data

mining algorithms. These two categories will be considered in turn.

2.2.1 Visual data exploration of databases

Visual query tools such as VQE (Merthick ez al., 1997, “An Interactive
Visualization Environment for Data Exploration,” Proc. of Knowledge Discovery in
Databases, p. 2-9), Visage (Roth et al. 1996, “Visage: A User Interface Environment for
Exploring Information” in Proceedings of Information Visualization, p. 3-12), DEVise
Livny et al., 1997, “DEVise: Integrated Querying and Visual Exploration of Large
Datasets” in Proc. of ACM SIGMOD), and Tioga-2 (Woodruff et al., 2001, Journal of
Visual Languages and Computing, Special Issue on Visual Languages for End-user and
Domain-Specific Programming 12, p. 551-571) have focused on building visualization tools
that directly support interactive database exploration through visual queries. Users can
construct queries and visualizations directly through their interactions with the interface.
These systems have flexible mechanisms for mapping query results to graphs and support
mapping database tuples to retinal properties of the marks in the graphs. Of these systems,
only Tioga-2 provides built-in support for interactively navigating through and exploring
data at different levels of detail. However, the underlying hierarchical structure must be
created by the analyst during the visualization process. These visual query tools do not
leverage the hierarchical structure that is already encoded in the database. Because of this
drawback, VQE, Visage, DEVise, and Tioga-2 are not satisfactory tools for facilitating

exploratory analysis of databases having a hierarchical structure.
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Tools such as XmdvTool (Ward, 1994, “XmdvTool: Integrating multiple methods

for visualizing multi-variate data,” Proceedings of IEEE Visualization, pp. 326-336),
Spotfire (BioNorth, Ottawa, Ontario, Canada, November, 2002) and Xgobi (Buja et al., 1-
996, Journal of Computational and Graphical Statistics 5, p. 78-99) provide the analyst with
a set of predefined visualizations such as scatterplots and parallel coordinates. These
systems are augmented with extensive interaction techniques (e.g., brushing and zooming)
that can be used to refine the queries. However, such methods do not provide tools to
interactively construct and refine a wide range of displays to suit the analysis process.
Furthermore, of these systems, only XmdvTool supports the exploration of hierarchically
structured data. XmdvTool has been augmented with structure-based brushes (see Fual et
al., Proc. of Information Visualization, October 1999, pp. 58-64) that allow the user to
control the display's global level of detail (based on a hierarchical clustering of the data) and
to brush records based on their proximity within the hierarchical structure. However, such
an approach limits the user, in this case to viewing a single hierarchical structuring of the
data and a single ordering of that hierarchy to make proximity meaningful. For this reason,
XmdvTool, Spotfire, and Xgobi are not satisfactory tools for facilitating exploratory
analysis of databases having a hierarchical structure.

Another known visualization system, VisDB (Keim and Kriegel, 1994, IEEE
Computer Graphics and Applications 14, p. 40-49) focuses on displaying as many tuples
(rows of data) as possible to provide f;edback as users refine their queries. This system also
displays tuples that do not satisfy the query, indicating their “distance” from the query
criteria using spatial encodings and color. This approach helps the user avoid missing
important data points that fall just outside of the selected query parameters. However,
VisDB fails to take advantage of the hierarchical structure of databases. For example,
VisDB does not provide an extensive ability to drill down and roll up data, thereby allowing
the analyst to get a complete overview of the data set before focusing on detailed portions of
the database. For this reason VisDB is not a satisfactory tool for facilitating exploratory

analysis of databases having a hierarchical structure.

2.2.2 Visualization and data mining

Many research and commercial systems use visualization in conjunction with
automated data mining algorithms. One common application of visualization together with

data mining is in helping analysts understand models generated by the data mining process.
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For example, several researchers have developed techniques specifically for displaying

decision trees, Bayesian classifiers, and decision table classifiers (Becker, 1998, Proc. of
Information Visualization, p.102-105), and these visualization techniques have been
incorporated into products such as SGI's MineSet (Brunk e al., “MineSet: an integrated
system for data mining,” Proceedings of the 3™ International Conference on Knowledge
Discovery and Data Mining, p. 135-138). 7

Other approaches to coupling visualization and data mining have traditionally been
employed within focused domains. One approach is to use visualization to gain an initjal
understanding of a database and then apply algorithmic analysis to the identified areas of
interest. See, for example, Kohavi, “Data Mining and Visualization,” Frontiers of
Engineering: Reports on Leading-Edge Engineering from the 2000 NAE symposium on
Frontiers of Engineering, National Academy Press, 2001 as well as Therling et al., 2001,
“Visualizing Data Mining Models,” Information Visualization in Data Mining and
Knowledge Discovery, Fayyad, Frinstein, and Wierse, eds., Morgan Kaufman. The other
major approach is to use data mining to compress the size and dimensionality of the data
and then use focused visualization tools to explore the results. See, for example, Healey,
1998, Proc. Graphics Interface, pp. 177-184 as well as Welling and Derthick, 2000,
“Visualization of Large Multi-dimensional datasets,” Proceedings of Virtual Observatories
of the Future.
The drawback with the approaches described in this section is that they are focused

on a particular algorithm or a single phase of the discovery process. For these reasons,
known visualization and data mining tools do not provide a satisfactory way to explore and

analyze databases that have a hierarchical structure.

2.2.3 Table based displays

Another area of related work is visualization systems that use table-based displays.
Table displays such as scatterplot matrices (Hartigan, Journal of Statistical Computation and
Simulation, 4, pp. 187-213) and Trellis displays (Becker,
Displays: A Multi-Dimensional Data Visualization Tool for Data Mining, Third Annual
Conference on Knowledge Discovery in Databases, August 1997) have been used
extensively in statistical data analysis. However, the drawback of such visualization
systems is that they present static graphics that the user cannot interact with in order to

refine database queries or otherwise explore database content.
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Interactive table displays have also been developed. Pivot tables allow analysts to
explore different projections of large multi-dimensional datasets by interactively
specifying assignments of fields to the table axes. However, pivot tables are limited to text-
based displays.

The Table Lens (Rao and Card, The Table Lens: Merging Graphical and Symbolic
Representations in an Interactive Focus+Context Visualization for Tabular In-formation, In
Proc. of SIGCHI 1994, pp. 318-322) and FOCUS (Spenke et al. FOCUS: The Interactive
Table for Product Comparison and Selection. In Proc. of the ACM Symposium on User
Interface Software and Technology, November 1996) visualization system provide table
displays that present data in a relational table view, using simple graphics in the cells to
communicate quantitative values. However, the Table Lens does not support queries. In

addition, FOCUS is limited to object-attribute tables that do not have hierarchical structure.

2.3 Formal Graphical Presentations

In addition to various software programs, the known art further provides formal
graphical presentations. Bertin’s Semiology of Graphics, 1983, University of Wisconsin
Press, Madison Wisconsin is an early attempt at formalizing graphic techniques. Bertin
developed a vocabulary for describing data and the techniques for encoding the data into a
graphic. Bertin identified the retinal variables (position, color, size, efc.) in which data can
be encoded. Cleveland (The Elements of Graphing Data, 1985, Wadsworth Advanced
Books and Software, Pacific Grove, California; Visualizing Data, 1993, Hobart Press) used
theoretical and experimental results to determine how well people can use these different
retinal properties to compare quantitative variations.

Mackinlay’s APT system (ACM Trans. Graphics, pp. 110-141, April 1986) is one of
the first applications of formal graphical specifications to computer generated displays.
APT uses a set of graphical languages and composition rules to automatically generate two-
dimensional displays of relational data. The Sage system (Roth et al., 1994, Proc. SIGCHI
"94, pp. 112-117) extends the concepts of APT, providing a richer set of data
characterizations and generating a wider range of displays.

Livny et al. (Proc. ACM SIGMOD, May 1997) describe a visualization model that
provides a foundation for database-style processing of visual queries. Within this model,
the relational queries and graphical mapping necessary to generate visualizations are

defined by a set of relational operators. The Rivet visualization environment (Bosch et al.,
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2000, Computer Graphics, pp. 68-73) applies similar concepts to provide a flexible
database visualization tool.

Wilkinson (The Grammer of Graphics, New York, Springer, 1999; United States
Patent 6,492,989) have developed a language for describing traditional statistical graphs.
Further, Wilkinson proposes an interface for generating a subset of the specifications
expressible within his language.

The drawback with these known formal graphical specifications is that they do not
provide any tools for generating a database query. Furthermore, Bertin’s work is purely
theoretical and was never implemented as a computer program. APT assumes a given
database structure and automatically generates a graphic with no user involvement or
support for user involvement. As such, these known formal graphical specifications do not

provide a satisfactory way to analyze databases.

2.4 State of the Known Art

Programs used to visually explore databases have been described. From this survey,
it is apparent that known visualization and data mining tools do not provide a satisfactory
way to explore and analyze databases that have a hierarchical structure. Thus, given the
above background, what is needed in the art is an interactive visual exploration tool that

facilitates exploratory analysis of databases having a hierarchical structure.

3. SUMMARY OF THE INVENTION

The present invention addresses the shortcomings of the known art. An interactive
visual exploration tool that facilitates exploratory analysis of databases is provided. The
systems and methods of the present invention are not focused on a particular algorithm, a
single phase of the discovery process, or a narrow application domain. Rather, the systems
and methods of the present invention can be used to gain an initial understanding of a
database, to visually explore the database, to understand relationships between the fields of
the database, to understand algorithm output, or to interactively explore a mining model.
The systems and methods of the present invention provide an ability to encode a large
number of dimensions in a table layout in order to help an analyst gain an initial
understanding of how different dimensions relate as a precursor to automated discovery.

Furthermore, the systems and methods of the present invention can be used directly as a
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visual mining tool. By integrating the decision trees and classification networks into the
database as dimension hierarchies, the present invention can be used by analysts to gain an
understanding of how these models classify the data.

The present invention takes advantage of the hierarchical structure of a database in
order to provide extensive ability to drill down and roll up data. In instances where the
database does not have an explicitly defined hierarchical structure, the present invention
allows for construction of database hierarchy. In some cases, this is accomplished with user
input. The methods of the present invention provide a novel formalism that allows an
analyst to get a complete overview of the data set before focusing on detailed portions of the
database. The present invention further supports both the simultaneous exploration of
multiple hierarchies (derived from semantic meaning or algorithmic analysis) and the ability
to reorder the hierarchy as needed.

One aspect of the invention provides a method for producing graphics. In the
method a hierarchical structure of a first database is determined. Then, a visual table,
comprising one or more panes, is constructed by providing a specification that is in a
language based on the hierarchical structure of the first database. The first database is
queried to retrieve a set of tuples in accordance with the specification and a subset of this set
of tuples is associated with a pane in the one or more panes. In some embodiments the
method further comprises encoding a tuple in the subset of the set of tuples in the pane as a
graphical mark.

In some embodiments, the specification organizes the one or more panes into a
plurality of rows and a plurality of columns that are optionally organized in a hierarchical
manner. In some embodiments, specification organizes the one or more panes into a
plurality of layers that are optionally hierarchically organized. In some embodiments the
specification organizes the one or more panes into separate pages that are hierarchically
organized.

In some embodiments, the specification comprises an algebraic expression that
includes an operand and the algebraic expression represents an operation on the hierarchical
structure of said first database. This operand can be, for example, a type that appears in the
hierarchical structure. The algebraic expression is evaluated thereby obtaining an ordered
set of tuples. The ordered set of tuples are then mapped to a row, a column, or a layer in the
visual table. In such instances, the row, the column, or the layer is presented in the same
order that is in the ordered set of tuples. In some instances, the algebraic expression

includes a relational operator such as cross product, union, selection or sorting. In some

10
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instances, a precedence of the relational operator is specified by a nesting operation (e.g.,
by the used of parentheses).

In some embodiments of the invention, the specification organizes the one or more
panes into a plurality of rows and a plurality of columns and the specification comprises a
first algebraic expression for the plurality of rows and a second algebraic expression for the
plurality of columns. In such embodiments, at least one of the first algebraic expression and
the second algebraic expression represents an operation on the hierarchical structure of the
first database. In some embodiments, the specification further organizes the one or more
panes into a plurality of layers and the specification further comprises a third algebraic
expression for the plurality of layers.

In one aspect of the invention a hierarchical structure of a second database is
determined. In this aspect of the invention, the specification comprises an element of the
hierarchical structure of the first database and an element of the hierarchical structure of the
second database. Further, the specification includes an operand encoded as a type tuple that
is derived from the first database or the second database.

In another aspect of the invention, a tuple in the subset of tuples associated with a
pane in the visual table comprises a field. In some instances the field is mapped to a
graphical attribute such as a color, a value, a size, a shape, a phrase, or a symbol. In some
instances the field is classified as quantitative or ordinal. The field is mapped to a first
graphical attribute when the field is classified as quantitative. The field is mapped to a
second graphical attribute when the field is classified as ordinal. In still other instances, the
field is classified as independent or dependent. The field is mapped to a first graphical
attribute when the field is classified as independent. The field is mapped to a second
graphical attribute when the field is classified as dependent. Here, the first graphical
attribute and the second graphical attribute are each independently a color, a value, a size, a
shape, a phrase, or a symbol.

In still another aspect of the invention, a group is created with all or a portion of the
tuples in the set of tuples and a graphic is formed based on the group. This graphic can be,
for example, a line that connects each tuple in the group. In another example, the graphic is
an area that encloses each tuple in the group. In some embodiments multiple-tuple marks
(e.g., for lines and polygons) are created in step 616. In such instances a single mark that is
based off multiple tuples is created. For example, a polygon representing a U.S. state can

be treated as a single mark.

11
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In yet another aspect of the invention, the first database is queried with a query that
is based upon the specification. In some embodiments in accordance with this aspect of

the invention, the querying further comprises mapping the query to a relational algebra
operator such as a structured query language (SQL) query or a datacube query (e.g., an
MDX query). In some instances, the specification is processed thereby reducing a number
of queries that are performed by the querying process of the invention. In one example, the
query is processed by crossing an expression in the specification, converting an expression
in the specification to a sum-of-terms, and forming a query from a term in the sum-of-terms.

In one aspect of the invention the hierarchical structure of each database in a
plurality of databases is determined. Further, the specification is written in a language
based on a hierarchical structure of one or more databases in the plurality of databases. In
this aspect of the invention, the querying comprises accessing all or a portion of the
databases in the plurality of databases.

In another aspect in accordance with the invention, a hierarchical structure of each
database in a plurality of database is determined. Further, the language is based on a
hierarchical structure of all or a portion of the databases in the plurality of database. All or
a portion of the plurality of databases is queried. Further, the set of tuples includes tuples
derived from all or a portion of the plurality of databases. In one embodiment in accordance
with this aspect of the invention, the specification organizes the one or more panes into a
plurality of layers and each layer in the plurality of layers is assigned to a tuple from a
different database in the plurality of databases. In another embodiment in accordance with
this aspect of the invention, the specification organizes the one or more panes into a
plurality of columns and a plurality of rows and each column in the plurality of columns is
assigned to a tuple from a different database in said plurality of databases. In still another
embodiment in accordance with this aspect of the invention, the specification organizes the
one or more panes into a plurality of columns and a plurality of rows and each row in the
plurality of rows is assigned to a tuple from a different database in the plurality of
databases. In yet another embodiment in accordance with this aspect of the invention, the
specification organizes the one or more panes into a plurality of pages and each page in the
plurality of pages is assigned to a tuple from a different database in the plurality of
databases. V

In yet another aspect of the invention, the hierarchical structure of the first database
includes a plurality of schema fields. In this aspect of the invention, construction of the

visual table further comprises assigning a schema field in the plurality of schema fields to a
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pane in the one or more panes based on the specification. Further, the subset of the set of

tuples associated with the pane is determined by a selection function. In some
embodiments, the selection function uses an identity of the schema field. In some
embodiments, the selection function uses a relational operator (e.g., a selection operator or a
grouping operator) to form the subset. In some embodiments, the selection function uses a
relational operator (e.g., a sorting operator, an aggregation operator, a transforming
operator, efc.) to create a new tuple from the subset of tuples that is associated with the
pane.

In another aspect of the invention, the constructing a visual table, the querying of the
database, and the associating of a subset of tuples to a pane is repeated using a specification
that is determined by the subset of the set of tuples associated with the pane. In some
instances these steps are repeated using one or more tuples in the subset of tuples that are
selected by a user.

In still another aspect of the invention, the first database has a schema and the
language comprises a plurality of fields in this schema. Further, the visual table comprises a
plurality of axes and each axis in the plurality of axes is represented by a shelf. The
specification comprises one or more algebraic expressions. One such algebraic expression
is created by dragging a field in the plurality of fields in the database schema onto a shelve
that represents an axis of the visual table thereby constructing an algebraic expression in the
specification.

In still another aspect of the invention, the specification is stored (e.g., as a
bookmark, an undo operation, a redo operation, etc.). In some embodiments, the first
database is a flat file, a relational database, or an on-line analytical processing database. In
some embodiments, the first database is a hierarchical on-line analytical processing data
cube. In some embodiments, the first database does not have an explicitly defined
hierarchy. When this is the case, data fields in the first database are analyzed to determine
hierarchical structure within the database. In some embodiments, the first database has a
star schema that is analyzed to determine the hierarchical structure of the database. In some
embodiments, the first database is hosted by remote computer.

Yet another aspect of the invention provides a computer program product for use in
conjunction with a computer system. The computer program product comprises a computer
readable storage medium and a computer program mechanism embedded therein. The
computer program mechanism comprises (i) a first database, (ii) a database hierarchy

module comprising instructions for determining a hierarchical structure of the first database,
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(iii) a user interface module comprising instructions for constructing a visual table,

comprised of one or more panes, by obtaining from a user a specification that is in a
language based on the hierarchical structure of the first database, (iv) a data interpreter
module comprising instructions for querying the first database to retrieve a set of tuples in
accordance with the specification, and (v) a visual interpreter module comprising
instructions for associating a subset of the set of tuples with a pane in the one or more
panes.

Still another aspect of the invention provides a computer system for producing
graphics. The computer system comprises a central processing unit and a memory coupled
to the central processing unit. The memory stores (i) a first database, (ii) a database
hierarchy module comprising instructions for determining a hierarchical structure of the first
database, (iii) a user interface module comprising instructions for constructing a visual
table, comprised of one or more panes, by obtaining from a user a specification that is in a
language based on the hierarchical structure of the first database, (iv) a data interpreter
module comprising instructions for querying the first database to retrieve a set of tuples in
accordance with the specification, (v) and a visual interpreter module comprising
instructions for associating a subset of the set of tuples with a pane in the one or more

panes.

4. BRIEF DESCRIPTION OF THE DRAWINGS

Fig. 1 illustrates raw data in the form of product managers’ quarterly sales reports in

accordance with the prior art.

Fig. 2 illustrates raw data in the form of regional managers’ quarterly sales reports in

accordance with the prior art.

Fig. 3 illustrates a star schema for a database in accordance with the prior art.

Fig. 4 illustrates a snowflake schema for a database in accordance with the prior art.

Fig. 5 illustrates a computer system that facilitates exploratory analysis of databases having

a hierarchical structure in accordance with one embodiment of the present invention.
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Fig. 6 illustrates processing steps in accordance with one embodiment of the present

invention.

Fig. 7 illustrates a user interface for creating a visual specification in accordance with one

embodiment of the present invention.

Fig. 8 illustrates examples of the set interpretations and resulting table structures for

representative expressions in accordance with one embodiment of the present invention.

Fig. 9 illustrates a hierarchy for time.

Fig. 10 illustrates a table in accordance with the present invention.

Fig. 11 provides an exemplary view of processing steps in accordance with one embodiment

of the present invention.

Fig. 12 illustrates the configuration for a table that has been generated from the normalized
set form of a visual specification in accordance with one embodiment of the present

invention.

Fig. 13 illustrates a data cube for a hypothetical coffee chain in which each axis in the data
cube corresponds to a level of detail for a dimension (product, location, time) in a database

schema, in accordance with the prior art.

Fig. 14 illustrates a lattice of data cubes for a particular database schema in which each

dimension has a hierarchical structure, in accordance with the prior art.
Fig. 15 illustrates the projection of a 3-dimensional data cube thereby reducing the
dimensionality of the data cube by aggregating across dimensions that are not of interest to

an analysis, in accordance with the prior art.

Fig. 16 illustrates the construction of a slice of a data cube by filtering the members of one

or more dimensions of the cube, in accordance with the prior art.
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Fig. 17 illustrates the layering of multiple data sources and the partitioning of layers in

accordance with one embodiment of the present invention.

Fig. 18 illustrates the association of a subset of tuples with a pane in one or more panes in a

visual table in accordance with one embodiment of the present invention.

Figs. 19A-19C illustrate an analysis of network usage in accordance with an embodiment of

the present invention.

Figs. 20A-20C illustrate an analysis of the results of the 2000 presidential election in

accordance with an embodiment of the present invention.

Figs. 21A-21C illustrate an analysis of sales data for a hypothetical coffee chain in

accordance with an embodiment of the present invention.

5. DETAILED DESCRIPTION OF THE INVENTION

The present invention provides a method for exploiting the hierarchical information
present in databases in order to facilitate ekploration of such databases. The present
invention uses a novel formulism to accomplish this task. A user is allowed to enter a
search query that is consistent with the novel formalism of the present invention. When
such a search query is constructed, the systems and methods of the present invention take
advantage of the formalism and the hierarchical information associated with the target
database to service the query using fewer existence scans and other time consuming
database functions than are found in known data exploration programs and techniques.
Additional features and advantages of the present invention are disclosed in the following
sections.

5.1 Overview of an Exemplary System

FIG. 5 shows a system 500 that facilitates exploratory analysis of databases, such as
data warehouses, in accordance with one embodiment of the present invention.
System 500 preferably comprises a computer 502 that includes:

* acentral processing unit 522;
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* amain non-volatile storage unit 534, preferably including one or more hard
disk drives, for storing software and data, the storage unit 534 typically
controlled by disk controller 532;

* asystem memory 538, preferably high speed random-access memory
(RAM), for storing system control programs, data, and application programs,
including programs and data loaded from non-volatile storage unit 534;
system memory 538 may also include read-only memory (ROM);

® auser interface 524, including one or more input devices, such as a mouse
526, a keypad 530, and a display 528;

* an optional network interface card 536 for connecting to any wired or
wireless communication network; and

e aninternal bus 533 for interconnecting the aforementioned elements of the

system.

Operation of computer 502 is controlled primarily by operating system 540, which is
executed by central processing unit 522. Operating system 540 can be stored in system
memory 538. In addition to operating system 540, a typical implementation of system
memory 53{8 includes:

o file system 542 for controlling access to the various files and data structures
used by the present invention;

e database hierarchy module 544 for interpreting the hierarchy of a database
558 (e.g., by interpreting the database schema);

¢ user interface module 546 for obtaining a visual specification (specification)
from the user (for constructing a visual table, comprised of one or more
panes, by obtaining from a user a specification that is in a language based on
the hierarchical structure of database 558);

¢ data interpreter module 552 for formulating database queries based on the
specification (for querying database 558 to retrieve a set of tuples in
accordance with the specification); and

® visual interpreter module 556 for processing database query results and
displaying these results in accordance with the specification (for associating

a subset of the set of tuples with a pane in the one or more panes).
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In a preferred embodiment, user interface module 546 includes:
e adatabase hierarchy 548 that corresponds to the hierarchy of a database 558; and
¢ avisual specification 550 that specifies a formalism that can be used to determine

the exact analysis, query, and drawing operations to be performed by the system.

In a preferred embodiment, data interpreter module 552 includes:
* one or more query descriptions 554 that are used to query databases;
e aquery cache 555 that is used to store database query results; and
¢ apane-data-cache 557 that is used to store a separate data structure for each pane

722 (Fig. 7) in a visual table 720 that is displayed by visual interpreter module 556.

System 500 includes one or more databases 558. In one embodiment a database 558
is OLAP data that can be viewed conceptually as a multidimensional data cube. See, for
example, Section 5.3. More generally, database 558 is any form of data étorage system,
including but not limited to a flat file, a relational database (SQL.), and an OLAP database
(MDX and/or variants thereof). In some specific embodiments, database 558 is a

~hierarchical OLAP cube. In some specific embodiments, database 558 comprises star
schema that is not stored as a cube but has dimension tables that define hierarchy. Still
further, in some embodiments, database 558 has hierarchy that is not explicitly broken out
in the underlying database or database schema (e.g., dimension tables are not hierarchically
arranged). In such embodiments, the hierarchical information for the respective database
558 can be derived. For example, in some instances, database hierarchy module 544 reads
database 558 and creates a hierarchy representing data stored in the database. In some
embodiments, this external program is run with user input. In some embodiments, there is
only a single database 558.

In typical embodiments, one or more of databases 558 are not hosted by computer
502. Rather, in typical embodiments, databases 558 are accessed by computer 502 using
network interface 536. In some embodiments an attribute file 580 is associated with each
database 558. Attributes are discussed in Section 5.3.6, below.

It will be appreciated that many of the modules illustrated in Fig. 5 can be located on
a remote computer. For example, some embodiments of the present application are web
service-type implementations. In such embodiments, user interface module 546 can reside

on a client computer that is in communication with computer 502 via a network (not
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shown). In some embodiments, user interface module 546 can be an interactive web page

that is served by computer 502 to the client computer. Further, some or all of the
components of visual interpreter module 556 can reside on the client computer so that the
results of a query are displayed on the client computer. Thus, the present invention fully
encompasses a broad array of implementations in which one or more users can explore one
or more databases 558 using the techniques and methods of the present invention from a
remote site. The illustration of the modules in Fig. 5 in a single central computer is merely
presented to concisely illustrate certain software modules and data structures that are used in
various embodiments of the present invention and in no way is limiting. Those of skill in
the art will appreciate that numerous other configurations are possible and all such
configurations are within the scope of the present invention.

Now that an overview of a system 500 in accordance with one embodiment of the

present invention has been described, various advantageous methods in accordance with the

present invention will now be disclosed in the following sections.

5.2 Exemplary Method

Referring to Fig. 6, an exemplary method in accordance with one embodiment of the
present invention is illustrated.

Step 602. In step 602, the hierarchy for each selected database 558 is characterized.
In embodiments in which selected databases 558 have a schema 560 that includes such
hierarchical information, the schema 560 can be read directly by database hierarchy module
544 and the database hierarchy 562 in this schema 560 can be characterized. Section 5.3
discusses illustrative types of database hierarchy 562 and database organization. In some
embodiments, a plurality of databases 558 is analyzed concurrently. In such embodiments,
database schema 560 of each of the plurality of databases 558 is read directly by database
module 544 and characterized. In some embodiments, selected databases 558 do not have
hierarchy that is explicitly defined in the underlying respective databases 558. In such
embodiments, database hierarchy module 544 analyses each selected database 558 and
constructs database hierarchical information for each of the respective databases. In some
instances, this analysis is assisted by input from a user and/or requires an analysis of the
data stored in the database.

In some embodiments, the hierarchical structure of a database 558 is derived form a

database schema for the database 558. This database schema comprises schema fields. In
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some embodiments each schema field has a type (e.g., a base type or an array type).

Representative base types include, but are not limited to, character strings, integer, short
integer, double integer, single precision floating number, double precision floating point
number, and object handle. Representative array types include, but are not limited to an
array of long integers, an array of short integers, an array of single precision floating point
numbers, an array of double precision floating point numbers and an array of object
handles.

Step 604. In step 604, a visual specification (specification) 550 is obtained from the
user by user interface module 546. In a preferred embodiment, visual specification 550 is
created using a drag-and-drop interface provided by user interface module 546. An
exemplary user interface module 546 is illustrated in Fig. 7. A user creates the visual
specification by dragging operand names from schema box 702 to various shelves 708
throughout the interface. These operand names are derived from the hierarchical structure
of each selected database 558 that was characterized in step 602. For example, one of the
dimensions available for exploration in the database could be “time.” Then, likely operand
names available in schema box 702 would be “year”, “quarter”, “month”, and “day”. Each
of these operand names is referred to as a type tuple. In some embodiments, more than one
database 602 is characterized in step 602. Further, specification 550 can comprise a first
element of the hierarchical structure of a first database 558 characterized in step 602 and a
second element of the hierarchical structure of the second database characterized in step
602. The first element comprises a type tuple that is derived from the first database 558 and
the second element comprises a type tuple that is derived from the second database 558.

Schema box 702 of Fig. 7 includes a representation of the database schema for each
of the one or more databases 558 being analyzed. Schema box 702 includes each dimension
704 represented in each schema 560 of each database 558 that is being analyzed. For
example, in Fig. 7, a single database that includes the dimensions “time” 704-1, “products”
704-2, and “location” 704-3 is analyzed. An ordered list of the dimension’s levels is placed
below each dimension. For example, in the case of time 704-1, the ordered list includes the
dimension levels “year”, “quarter”, and “month”. In the case of products, the ordered list
includes the dimension levels “producttype” and “product”. In the case of location, the
ordered list includes the dimension levels “market” and “state”.

A user can drop any dimension level into the interface of shelves 708. However, the
dimensions 704 cannot be dragged into the shelves. Shelves 708-4 and 708-5 are the axis
shelves. The operands placed on shelves 708-4 and 708-5 (e.g., year, quarter, month,
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productype, product, market, state) determine the structure of visual table 720 and the

types of graphs that are placed in each pane 722 of visual table 720. For example, in Fig.
7, the value “sales”, which belongs to the dimension “Producttype” has been placed on shelf
708-4. Therefore, the y-axis of visual table 720 is a breakdown of the sales of each
“producttype”. Valid product types include “coffee”, “espresso”, “herbal tea”, and “tea.”
Thus, the y-axis of visual table 720 represents the sale of each of these products. In Fi g7,
the value “profit”, which belongs to the operand “Quarter” (which is part of the dimension
“time”) has been placed on shelf 708-5. Thus, the x-axis of visual table 720 represents
profit. Level of detail shelf 708-2 has been set to state. Accordingly, each mark in each
pane 722 in visual table 720 represents data for a particular state.

The configuration of operands on shelves 708 (Fig. 7) forms the visual specification
550 (Fig. 5). Ata minimum, a visual specification 550 includes an x-axis expression and a
y-axis expression. More typically, a visual specification 550 further includes a z-axis
expression, which is placed on shelf 708-1, and a level of detail expression 708-2. A
representative visual specification 550 is provided in Fig. 11 (element 550). The visual
specification includes the following expressions: .

x: C¥*(A+B)
y: D+E
z. F
and the level of detail within each pane 722 is set to:
level of detail: G

In some embodiments, a user can specify any of the algebra (e.g., ordinal
concatenation, efc.) described in Section 5.4. In some embodiments, a user types in the
algebra directly using a user interface such as the one illustrated in Fig. 7, includes it in a
file that is then interpreted, or uses some other form of data entry known in the art.

In some embodiments, the each shelve 708 that represents an axis of visual table 720
is translated into corresponding expressions in an automated manner. For example the
contents of the shelf 708 that represents the x-axis is translated into an expression that
represents the x-axis of visual table 720, the shelf 708 that represents the y-axis is translated
into an expression that represents the y-axis of visual table 720, and the shelf 708 that
represents layers is translated into an expression that represents the z-axis of visual table
720. The contents of each axis shelve 708 is an order list of database field names. In some
embodiments, the order of the database field names is constrained such that all nominal and

ordinal fields precede all quantitative fields in the shelf. Exemplary nominal fields include,
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but are not limited to products, regions, account numbers or people. Exemplary ordinal

fields include, but are not limited to dates or priority rankings. Exemplary quantitative
fields include, but are not limited to profit, sales, account balances, speed or frequency. In
embodiments where the order of the database field names is constrained such that all
nominal and ordinal fields precede all quantitative fields in the shelf 708, the nominal fields
are assigned an ordering and treated as ordinal. This ordering is either a natural ordering
(e.g., alphabetic, numeric) or an ordering specified by the user. Then, the list of fields in a
respective shelf are transformed into an expression of the form

(01x02...x0p)x(Q1xQz2 ... x Qn)
In addition, if any two adjacent categorical fields represent levels of the same dimension
then the cross “x” operator (see Section 5.4.22) between them is replaced with a dot “.”
operator (see Section 5.4.2.4). The specification is used to map data values from a database
558 to visual properties by visual interpreter module 556. Further shelves labeled “Group in
panes by” (not shown) and “Sort in panes by” (708-3, Fig. 7) define the “Group” and “Sort
Order” components of the visual specification.

In some embodiments, the specification is written in a language that is based on the
metadata (e.g., hierarchical structure) of the one or more databases 558 that were
characterized in step 602. At a minimum, this language comprises all or a portion of the
dimension levels that make up the hierarchies of the one or more databases 558. Examples
of dimension levels (e.g., year, quarter, month, ezc.) have been described. Typically, these
dimensional levels are displayed on user interface 524 as illustrated in Fig. 7. In some
embodiments, the language further includes a table algebra, such as the algebra described in
Section 5.4 below, that allows the user to form complex visual tables comprised of one or
more panes 722 (Fig. 7). In embodiments where the specification 550 makes use of the
table algebra in the form of an algebraic expression, the specification includes at least one
operand. An operand is a dimension level or a measure/quantitative variable from the
database schema (or other database metadata) that has been selected for inclusion in the
algebraic expression. In addition to the at least one operand, the algebraic expression
includes one or more operators that represent operations on the metadata of the one or more
databases 558 that were characterized in step 602. Examples of such operators include, but
are not limited to, relational operators such as cross product (Section 5.4.2.2), union,
selection or sorting. Other examples of operators include, but are not limited to, the nest
operator (Section 5.4.2.3) and the dot operator (Section 5.4.2.4). The nest operator analyzes

a fact table within a database whereas the dot operator analyses a dimension table (or
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equivalent data structure) associated with a database 558 that defines the database 558

hierarchy. Analysis of the fact table by the nest operator (Section 5.4.2.3) or the
dimensional table (or equivalent data structure) by the dot operator (Section 5.4.2.4)
represents an operation on the hierarchical structure of the associated database 558. The
operations and operators within the algebraic expressions can be nested. For example, in
one embodiment, parentheses are used to alter the order in which operators are considered.

In a preferred aspect of the present invention, visual specification 550 organizes
panes 722 into a plurality of rows and a plurality of columns. In embodiments in
accordance with this aspect of the invention, visual specification 550 includes a first
algebraic expression for the plurality of rows and a second algebraic expression for the
plurality of columns. Both the first algebraic expression and the second algebraic
expression each represent an operation on the metadata of a database 558 (e.g., hierarchical
structure) that was characterized in step 602. In some instances in accordance with this
aspect of the invention, the specification further organizes one or more panes 722 into a
plurality of layers. To accomplish this, the specification 550 further comprises a third
-algebraic expression for the plurality of layers. The third algebraic expression represents an
operation on the metadata of one or more of the databases 558 that were characterized in
step 602. For example, the first two algebraic expressions could cover revenue for all
products whereas the third algebraic expression could add the dimension “State” such that
each layer represents the revenue by product for each state.

Using the methods of the present invention, each visual specification 550 can be
interpreted to determine the exact analysis, query, and drawing operations to be performed
by system 500. In a preferred embodiment, drawing operations are performed
independently in each pane 722 of visual table 720.

Visual table 720 includes three axes. The x and y axes are respectively determined
by shelves 708-5 and 708-4, as discussed above. The z axis is determined by shelf 708-1
(Fig. 7). Each intersection of the X, y, and z-axis results in a table pane 722. Each pane 722
contains a set of records, obtained by querying a database 558, that are visually encoded as
a set of marks to create a visual table. While shelves 708-1, 708-4, and 708-5 determine the
outer layout of visual table 720, other shelves 708 in display 700 determine the layout
within a pane 722. In some embodiments, this inner layout includes the sorting and filtering
of operands, the mapping of specific databases 558 to specific layers in the z axis of visual
table 720, the grouping of data within a pane 722 and the computation of statistical
properties and derived fields, the type of graphic displayed in each pane 722 (e.g., circles,
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bars, glyphs, ezc.), and the mapping of data fields to retinal properties of the marks in the
visual tables (e.g., mapping “profit” to the size of the mark and mapping “quarter” to
color).

Step 606. In step 606, a set of efficient queries is formed by data interpreter module
552 based on specification 550. Before generating database specific queries, data
interpreter module 552 generates a set of one or more abstract query descriptions 554 that
describe the required queries using the values specified in visual specification 550 (e. g,
values placed on shelves 708-1, 708-4, and 708-5). Query descriptions 554 precisely
describe the desired filtering, sorting, and grouping of tuples from database 558.

The number of distinct query descriptions 554 that are generated for a single visual
specification 550 is determined by the level of detail specified in visual specification 550.
For example, visual table 720 (Fig. 10) shows a simple-text based visual table 720 that
requires two separate queries to generate because of the use of the concatenation operator in
the y-axis expression. In some embodiments, the level of detail within a pane 722 in a
visual table 720 is determined by both the level of detail shelf 708-2 and the table al gebra
expressions formed in shelves 708-1, 708-4, and 708-5 (Fig. 7).

Although it is possible for each pane 722 to correspond to a different level of detail,
and thus a different query, the common situation is for a larger number of panes 722 (Fig. 7)
to correspond to the same level of detail and differ only by how the tuples are filtered. For
efficiency, it is preferred to considered panes 722 that require the same level of detail as a
group and send a single query to a database 558 requesting the appropriate tuples. The
tuples can then be partitioned into panes 722 locally in subsequent processing steps.
Accordingly, in one aspect of the invention, database queries are grouped. In some
embodiments, this is accomplished by algebraically manipulating visual specification 550 in
order to determine the queries that are required for a given visual table 720. Of all the
algebraic operators used in the algebra of the present invention (see, for example, Section
5.4, below), the operator that can produce adjacent panes 722 with differing projections or
level of detail is the concatenate operator. Nest, cross, and dot, described in more detail in
Section 5.4, below, include all input dimension levels in each output p-tuple. Concatenate
does not. Thus, if each axis expression in the visual specification 550 is reduced to a sum-
of-terms form, the resulting terms will correspond to the set of queries that need to be
retrieved from one or more databases 558.

To illustrate the sum-of-terms reduction of each axis, consider exemplary visual

specification 550 in Fig. 11, in which:
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x: C*(A+B)
y: D+E
z:F
and the level of detail within each pane 722 is set to G. Crossing these expressions, in
accordance with the table algebra specified in Section 5.4, below, and then reducing to a
sum-of-terms form yields:
(A*C*D*F*G) + (A*C*E*F*G) + (B*C*D*F*G) + (B*C*E*G)

Thus, in this example, the following four database queries are made:

(A*C*D*F*G) Query 1
(A*C*E*F*QG) Query 2
(B*C*D*F*G) Query 3
(B*C*E*G) Query 4

Most typical multidimensional query languages provide a mechanism for generating
queries of the form found in queries 1-4. For example, each of queries 1-4 can be a single
multidimensional expressions (MDX) query. MDX (Microsoft, Redmond Washington), is a
syntax that supports the definition and manipulation of multidimensional objects and data.
MDX is similar to the structured query language (SQL) syntax, but is not an extension of
the SQL language. As with an SQL query, each MDX query requires a data request
(SELECT clause), a starting point (FROM clause), and a filter (WHERE clause). These and -
other keywords provide the tools used to extract specific portions of data from a hierarchical
database (e.g., a cube) for analysis. In summary, each query can map to a relational algebra
operator such as an SQP query or to a datacube query (e.g., an MDX query).

Now that an overview of how visual specification 550 is reduced to an efficient set
of queries has been presented, a detailed algorithm used in one embodiment of the present

invention will be described. The algorithm is set forth in the following pseudo code:

101: x-terms = List of terms from the sum-of-terms form of the x-axis expression
102: y-terms = List of terms from the sum-of-terms form of the y-axis expression

103: z-terms = List of terms from the sum-of-terms form of the z-axis expression

104: for each layer {

105: for each x-term in x-terms {

106: for each y-term in y-terms {
107: for each z-term in z-terms {
108: p-lookup = PaneLookupDescriptor(x-term, y-term, z-term)
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109: p-spec = The PaneSpecification that applies to p-lookup
110: qd = new QueryDescription
111: Add to gd all fields in x-term
112: Add to qd all fields in y-term
113: Add to qd all fields in z-term
114: Add to qd all level of detail fields in p-spec
115: Add to qd all drawing order fields in p-spec
116: Add to qd all encoding fields in p-spec
117: Add to qd all selection (brushing / tooltips) fields in p-spec
118: Add to qd all filters in the visual specification involving the fields in qd
119: if (qd matches data in data-cache)
120: results = retrieve data from data-cache
121: else
122: results = retrieve data from database server
123: add results to data-cache indexed by qd
124: group-tsf = create GroupingTransform
125: run group-tsf
126: Add each output data structure from group-tsf to pane-data-cache }}}}

Lines 101 through 103 of the pseudo code represent the case in which each axis of
visual specification 550 is reduced to the sum-of-terms. Then, lines 104 through 107 are
used to individually consider each of the terms i. Individually, each term i describes either a
set of rows, a set of columns, or a set of layers in visual table 720. Together, the terms
define a set of panes 722 that are all at the same level of detail 708-6 (Fig. 7). Thus, lines
104 through 107 can be read as “for each x-term, y-term, z-term combination".

Lines 108 and 109 are used to find the pane specification, which defines the marks,
encodings, etc., for the panes 722 defined by a particular x-term, y-term, z-term
combination. This is done by testing p-lookup against the selection criteria predicate in
each pane specification in the visual specification.

Lines 110 through 118 build a query for the particular x-term, y-term, z-term
combination. Line 110 creates the variable “qd” to hold the query and lines 111 through
113 adds all the fields in the x-term, the y-term, and the z-term in the particular x-term, y-
term, z-term combination. Lines 114 through 118 add additional terms from visual

specification 550, such as level of detail, to the query.
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Next, in lines 119 through 122, a determination is made as to whether a query of

the form built by lines 110 through 118 already exists in the data-cache (query cache 555,
Fig. 5). If so, the result is retrieve from the data cache (line 120, from query cache 555, Fig.
5). If not, the server that hosts the target database 558 is queried (line 122) using the query
built by lines 110 through 118. If such a database query is made, data interpreter module
552 will formulate the query in a database-specific manner. For example, in certain
instances, data interpreter module 552 will formulate an SQL query whereas in other
instances, data interpreter module 552 will formulate an MDX query. In line 123, the
results of the query is added to the data-cache (to query cache 555, Fig. 5).

The data retrieved in the processing steps above can contain data for a set of panes
722. When this is the case, the data is partitioned into a separate data structure for each
pane 722 using a grouping transform (lines 124-125) that is conceptually the same as a
“GROUP BY” in SQL except separate data structures are created for each group rather than
performing aggregation. In line 126, each output data structure from group-tsf is added to
pane-data-cache 557 (Fig. 5) for later use by visual interpreter module 556.

Step 608. In step 608, the queries developed in step 608 are used to query one or
more databases 558. Such databases 558 can be stored in memory 548. However, in a
more preferred embodiment, these databases 558 are stored in a remote server.

Step 610. In step 610, visual interpreter module 556 processes queries that have
been generated by data interpreter module 552. A number of steps are performed in order to
process these queries. An overview of these steps is illustrated in Fig. 11. In step 612,
visual specification 550 is reduced to a normalized set form 1104. In step 614, visual table
720 is constructed using the normalized set form. In step 616, the query results are
partitioned into tuples corresponding to the panes 722 in visual table 720. Each of these
steps will now be described in further detail so that the advantages of the present invention
can be appreciated.

Step 612 — reduction of the visual specification to the normalized set form. In step
604, visual specification 550 was obtained by user interface module 546. The visual
specification 550 comprises the values of shelves 708 that have been populated by the user.
In step 612, visual specification 550 is used to construct algebraic expressions that define
how visual table 720 is partitioned into rows, columns, and layers, and additionally defines
the spatial encodings within each pane 722 of visual table 720. In this way, visual
specification 550 organizes one or more panes 722 into a plurality of rows and a plurality of

columns. In some embodiments, the plurality of rows and plurality of columns is
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hierarchically organized. Further, in some embodiments specification 550 also organizes

the one or more panes 722 into a plurality of layers that are optionally hierarchically
organized. Further still, in some embodiments, the specification organizes the one or more
panes 722 into separate pages that are optionally hierarchically organized.

A complete algebraic expression of visual table 720 is termed a “table
configuration.” In other words, in step 612, the three separate expressions of visual
specification 550 that respectively define the x, y, and z axes of visual table 720 are
normalized to set form (set interpreted) in order to partition the row, columns and layers of
visual table 720. To produce the normalized set form, each operand in the three separate
expressions is evaluated to set form. The operators in each expression define how to
evaluate each set within an expression. Thus, normalization to set form results in a single
set (the normalized set form), where each element in the normalized set form corresponds to
a single row, column, or layer of visual table 720. In some embodiments, this normalization
process is extended to yet another dimension, terms “pages”.

Recall that each expression in the three separate expressions of visual specification
550 that define the x, y, and z axis are drawn from operands (e. 8., fields) in the database
schema. The algebra used to produce the normalized set form characterizes each of the
operands in a database schema (or some other representation of database structure) into two
types: dimension levels and measure. Whether an operand is a dimensional level or a
measure depends on the type of the operand. The set interpretation of an operand consists
of the members of the order domain of the operand. The set interpretation of the measure
operand is a single-element set containing the operand name. For example, the set
interpretation of the “Profit” operand is {Profit}.

The assignment of sets to the different types of operands reflects the difference in
how the two types of operands are encoded into the structure of visual table 720.
Dimensional level operands partition the table into rows and columns, whereas measure
operands are spatially encoded as axes within table panes. Examples of the set
interpretations and resulting table structures for representative expressions is illustrated in
Fig. 8.

A valid expression in the algebra used in the present invention is an ordered
sequence of one or more operands with operators between each pair of adjacent operands.
The operators in this algebra, in order of precedence are cross (x), nest (/), and
concatenation (+). Parentheses can be used to alter the precedence. Because each operand

is interpreted as an ordered set, the precise semantics of each operator is defined in terms of
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how they combine two sets (one each from the left and right operands) into a single set, as
illustrated in Fig. 8.

Thus, every expression in visual specification 550 can be reduced to a single set,
with each entry in the set being an ordered concatenation of zero or more dimension level
values followed by zero or more measure operand names. For example, the normalized set
form of the expression “month x profit” is {(Jan, Profit), (Feb, Profit),..., (Dec, Profit)}.
The normalized set form of an expression determines one axis of visual table 720. The table
axis is partitioned into columns (or rows or layers) so that there is a one-to-one
correspondence between columns and entries in the normalized set.

Now that an overview of step 612 has been described, an example will be given.
Consider the exemplary visual specification 550 of Fig. 11:

x: C*(A+B)

y: D+E

z: F
Computation of the normalized set form of this visual specification, in accordance with step
612 provides:

x: {(c1,a1)...(cx,by)}

y: {(d1),...,(d1), (€1),-...(em)}

z: {(f1),...(f)}

Advantageously, the algebraic formalisms of the present invention can make use of
an operator, termed the dot operator, that is specifically designed to work with dimension
levels. Thus, the algebraic formalisms provide direct support for the use and exploration of
database hierarchy in the present invention. One of the advantages of the dot operator is
that it can deduce hierarchical information without analyzing database fact tables. Further
advantages of the dot operator are discussed in Section 5.4.2.4, below.

Step 614 — construction of visual table 720 using the normalized set form. In step
614 (Fig. 6, Fig. 11), visual interpreter 556 constructs visual table 720 using the normalized
set form of the expressions for the X, y, and z-axis obtained from visual specification 550.
Each element in the normalized set form of the expressions for the x, y, and z-axis
corresponds to a single row, column or layer.

Fig. 12 illustrates the configuration for a visual table 720 that has been generated
from the normalized set form of a visual specification. Figure 12 displays Profit

information for the coffee chain data set (COFFEE). The y-axis is defined by the
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expression Profit+(Market x ProductType) and the x-axis is defined by the expression
(Quarter / Month). The z-axis is not illustrated in Figure 12.

As illustrated in Figure 12, expressions 1202 and 1204 are composed of operands
connected by operators. Each operand is evaluated to a mathematical sequence of p-tuples
(the set interpretation). A mathematical sequence is an ordered list of elements that allows
duplicate members. The operators between each operand define how to combine two
sequences. Thus, each expression can be interpreted as a single sequence (the normalized
set form), where each element in the sequence corresponds to a single row, column, or
layer.

In some embodiments, the normalized set form generated in step 612 is more
formally defined as p-entries and p-tuples. The set interpretation of an operand is a finite
(possibly empty) sequence of heterogeneous p-tuples. Each p-tuple in a set interpretation
defines a row (or column or layer) of visual table 720. In other words, each p-tuple maps to
arow, a column, or a layer in visual table 720. A p-tuple is a finite sequence of p-entries.
A single p-tuple defines a single row (or column or layer). The entries of a p-tuple define
the spatial encoding (axis) within the row and the selection criteria on the fact table of a
database 558. A p-entry is an ordered “tag-value” pair where the tag defines the meaning
and possible values of the value member of the pair. A p-entry will be written as tag:value;
e.g., field:Profit. A tag can be a field, constant, or field name, as discussed in further detail
in Section 5.4. In some embodiments, the panes 722 of the row, column, or layer to which
an ordered set of tuples (p-tuple) is mapped are ordered within the row, column, or layer in
visual table 720 in the same order that is presented in the p-tuple.

In summary, each axis of visual table 720 is defined by an expression from visual
specification 550 that has been rewritten in normalized set form. The cardinality of this
normalized set determines the number of rows (or columns or layers) along the axis, with
the exception of when the normalized set is the empty sequence. In a preferred
embodiment, when the normalized set is an empty sequence, a single row or column is
created rather than zero rows or columns. Each p-tuple within the normalized set defines a
row (or column or layer). The p-entries within each p-tuple define both a selection criterion
on the database 558 fact table, selecting tuples to be displayed in the row, and the spatial
encoding in the row, defining the positions of the graphical marks used to visualize the
database tuples. More information on the set interpretation is found in Section 5.4, below.

In some embodiments visual table 720 is presented as a web interface. In some

embodiments, all or portions of user interface module 546 are run and displayed on a
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remote user computer in order to facilitate the presentation of visual table 720 as a web
interface.

Step 616 - partition query results into tuples corresponding to panes 722 in visual
table 720. In step 616 (Fig. 6, Fig. 11) visual interpreter module 556 processes query
results that are returned by data interpreter module 552. These query results are referred to
as tuples. In some embodiments of the present invention visual interpreter module 556

performs the following algorithm:

201: x-set = compute normalized set form of x-axis expression
202: y-set = compute normalized set form of y-axis expression

203: z-set = compute normalized set form of z-axis expression

204: for each x-entry in x-set {
205: for each y-entry in y-set {

206: for each z-entry in z-set {

207: p-lookup = new PaneLookupDescriptor(x-entry, y-entry, z-entry)

208: p-spec = The PaneSpecification that applies to p-lookup

209: create the pane graphic

210: create the primitive object for rendering tuples

211: create the encoding objects for the visual properties and add to primitive
212: create the per-pane transform that sorts tuples into drawing order

213: retrieve the data from the pane-data-cache using p-lookup

214: bind the data from the pane-data-cache using p-lookup

215: bind the pane to the data }}}

Lines 201 through 203 are performed in step 612 (Fig. 6). Lines 204 through 206 are a
triple “for” loop to individual consider each pane 722 in visual table 720. For each pane i,
lines 207-214 are performed.

In lines 207 and 208, the pane specification for pane i is located. The pane
specification is ultimately derived from visual specification 550. The pane specification for
pane i defines the mark, encodings, etc., for the pane.

In lines 209-212, the pane graphic of pane i is created using the pane specification
that applies to pane i. In line 210, primitive objects for rendering tuples within pane i is

created. An example of a pane primitive object is a bar in a bar chart. In line 211, the
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encoding objects for the visual properties of each respective primitive object created in line

210 are created and added to the corresponding primitive objects. Exemplary encoding
objects in the case of a bar are color and size of the bar. In line 212, the per-pane transform
that sorts tuples into drawing order is applied. In other words, the per-pane transform is
used to describe how tuples will be displayed in pane i.

In line 213, the data for pane i is retrieved from pane-data-cache 557 using p-lookup.
In lines 214-215, the data (e.g., a subset of the set of tuples that were retrieved from a query
of database 558) for pane i is bound to pane i. In this way, data from a query of database
558 is bound to visual table 720 by visual interpreter module 556.

In other words, in lines 209-212 a tuple in a subset of tuples associated with pane i is
encoded as a graphical mark. In some instances the tuple in the subset of tuples comprises a
field that is then mapped to a graphical attribute (e.g., a color, a value, a size, a shape, a
phrase, or a symbol). In some embodiments the field is classified as quantitative or ordinal
and (i) when the field is classified as quantitative, it is mapped to a first graphical attribute
and (ii) when the field is classified as ordinal it is mapped to a second graphical attribute. In
some embodiments the field is classified as independent or dependent and (i) when the field
is classified as independent, it is mapped to a first graphical attribute and (ii) when the field
is classified as dependent it is mapped to a second graphical attribute. The first and second
attribute are each independently a color, a value, a size, a shape, a phrase or a symbol.

In some embodiments, the subset of tuples associated with pane i is determined by a
selection function. In some embodiments, the selection function uses an identity of a
schema field that is present in the metadata of the database 558 characterized in step 602 to
form the subset of tuples. For example, the specification may assign all tuples that belong
to a specific schema field type to pane i. In some embodiments, the selection function uses
a relational operator (e.g., a selection operator or a grouping operator) to form the subset of
tuples associated with pane i. Further, the ordering of rows and columns in visual table 720
can be controlled and filtered as well.

The algorithm described in lines 201 through 215 assumes that each query of 558 is
available in a pane-data-cache 557. Recall that an important advantage of the present
invention is that queries are typically grouped across several panes. Thus, queries need to
be partitioned into a separate table for each pane and then placed in the pane-data-cache
557. While the present invention imposes no limitation on which software module performs
this grouping transformation, in one embodiment of the present invention, the grouping

transformation is performed by data interpreter module 552 as part of a generalized
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algorithm for querying databases 558. See, for example, the algorithm described in step
606, above.

In some embodiments of the present invention, step 608 returns a set of tuples.
Next, in step 610 a new tuple is derived from the set of tuples. This new tuple is then
incorporated into the set of tuples for possible association with one or more panes 722 in the
graphic that is specified by visual specification 550. In some instances a relational operator
(e.g., a sorting operator, an aggregation operator, or a transforming operator) is used to
create the new tuple. An example of this is an additional transformation that is performed to
augment the query language. For example, it is known that an MDX query can easily
aggregate all twelve months of a year into year total and then, say, aggregate multiple years
into a multi-year total because this aggregation occurs up and down the hierarchy. But
MDX cannot easily aggregate across a hierarchy (e.g., the totals for all Januaries regardless
of the year). The present invention allows for aggregation across a hierarchy by applying
one or more local transformations to a set of returned tuples (e.g., a set of tuples returned
from one or more MDX queries). For example, in order to obtain totals for all Januaries
regardless of year, one or more MDX queries are made to obtain the relevant tuples and
then the month of January is aggregated across respective years in the MDX query results.

In some embodiments of the present invention, step 608 returns a set of tuples. A
group is formed using all or a portion of the tuples in the set of tuples. Then a graphic based
on the group is formed. Such embodiments are useful in instances where a multi-pane
graphic is constructed. Examples of such graphics include a line that connects each tuple in
a group or an area that encloses each tuple in the group.

In some embodiments, specification 550 organizes one or more panes 722 into a
plurality of layers and each layer in the plurality of layers is assigned a tuple from a
different database 558 that was characterized in step 602. In some embodiments, the
specification 550 organizes one or more panes 722 into a plurality of columns and a
plurality of rows and each column in the plurality of columns is assigned a tuple from a
different database 558 that was characterized in step 602. In still other embodiments, the
specification organizes the one or more panes into a plurality of columns and a plurality of
rows and each row in the plurality of rows is assigned to a tuple from a different database
558 that was characterized in step 602. In still further embodiments, the specification
organizes the one or more panes into a plurality of pages and each page in the plurality of

pages is assigned to a tuple from a different database 558 that was characterized in step 602.
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An overview of the steps performed in accordance with one embodiment of the

present invention has been provided. The invention is highly advantageous because it
takes advantage of the underlying hierarchy of one or more target database 558 in order to
allow a user to more efficiently explore databases 558. A user can rapidly drill down
hierarchical layers within each target database 558. For example, in one embodiment of the
invention, the interface includes a “ V¥ icon 708-6 (Fig. 7). When the user presses the “¥”
icon 708-6, the user is presented with a listing of all the levels of the dimension (including
diverging levels in complex dimensional hierarchies in the target databases). When a new
level is selected, this is interpreted as a drill down (or roll up) operation along that
dimension and the current level is automatically replaced with the selected level (with the
same qualification). Thus, the present invention allows the user to rapidly move between
different levels of detail along a dimension, refining the visual specification 550 as the user
navigates. At each level, the present invention forms efficient database queries using the
novel table algebra of the present invention. Another advantage of the present invention is
that a subset of tuples associated with a pane in step 616 can be used as a visual
specification 550 in a new iteration of steps 605 through 616. For example, the user can
select one or more tuples in the subset of the tuples associated with the pane as a basis for a
new specification. Then, steps 606 through 616 can be repeated using the new
specification. Still another advantage of the present invention is that each specification 550
can be expressed in a form that can be stored for later usage. Storage of specifications 550
allow for services such as the bookmarking of favored specifications as well as support for
specification “undo” and “redo”. In a specification “undo”, for example, the specification
550 that was used in a previous instance of step 604 is obtained and used to perform steps
606 through 616.

5.3 Illustrative Types of Database Hierarchy and Database Organization

The present invention provides visualization techniques for the exploration and
analysis of multidimensional analytic data stored in databases 558. One form of databases
558 is a data warehouse. Data warehouses are typically structured as either relational
databases or multidimensional data cubes. In this section, aspects of relational databases
and multidimensional data cubes that are relevant to the present invention are described.
For more information on relational databases and multidimensional data cubes, see Berson

and Smith, 1997, Data Warehousing, Data Mining and OLAP, McGraw-Hill, New York;
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Freeze, 2000, Unlocking OLAP with Microsoft SQL Server and Excel 2000, IDG Books

Worldwide, Inc., Foster City, California; and Thomson, 1997, OLAP Solutions: Building
Multidimensional Information Systems, Wiley Computer Publishing, New York. In
addition, it will be appreciated that in some embodiments database 558 does not have a
formal hierarchical structure. In such embodiments, hierarchical structure for the database

is derived by analyzing the database using user interface module 544.

5.3.1 Data organization

Databases have typically been used for operational purposes (OLTP), such as order
entry, accounting and inventory control. More recently, corporations and scientific projects
have been building databases, called data warehouses or large on-line analytical processing
(OLAP) databases, explicitly for the purposes of exploration and analysis. The “data
warehouse” can be described as a subject-oriented, integrated, time-variant, nonvolatile
collection of data in support of management decisions. The key aspect of the data
warehouse is that it is a repository for analytic data rather than transactional or operational
data. The data contained in the data warehouse usually represents historical data, e.g.,
transactions over time, about some key interest of the business or project. This data is
fypically collected from many different sources such as operational databases, simulations,
data collection tools (e.g., tqdump), and other external sources.

Data warehouses are built using both relational databases and specialized
multidimensional structures called data cubes. In this subsection, the organization of the
data within these databases, such as the database schemas, the use of semantic hierarchies,
and the structure of data cubes, is explained. In the next subsection, the difference between

the organization of OLAP databases and OLTP databases is described.

5.3.2 Relational databases

Relational databases organize data into tables where each row corresponds to a basic
entity or fact and each column represents a property of that entity. For example, a table may
represent transactions in a bank, where each row corresponds to a single transaction, and
each transaction has multiple attributes, such as the transaction amount, the account balance,
the bank branch, and the customer. The table is referred to as a relation, a row as a tuple,

and a column as an attribute or field. The attributes within a relation can be partitioned into
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two types: dimensions and measures. Dimensions and measures are similar to independent

and dependent variables in traditional analysis. For example, the bank branch and the
customer would be dimensions, while the account balance would be a measure. A single
relational database will often describe many heterogeneous but interrelated entities. For
example, a database designed for a coffee chain might maintain information about
employees, products, and sales. The database schema defines the relations (tables) in a
database, the relationships between those relations, and how the relations model the entities

of interest.

5.3.3 Hierarchical structure

Most dimensions in a databases have a hierarchical structure. This hierarchical
structure can be derived from the semantic levels of detail within the dimension or
generated from classification algorithms. The systems and methods of the present invention
use these hierarchies to provide tools that an analyst can use to explore and analyze data at
multiple levels of detail calculated from the fact table. For example, rather than having a
single dimension “state”, a hierarchical dimension “location” that has three levels, one each
for country, state, and county, can be used. Then, the analyst can aggregate the measures of
interest to any of these levels. The aggregation levels are determined from the hierarchical
dimension, which is structured as a tree with multiple levels. The highest level is the most
aggregated and the lowest level is the least aggregated. Each level corresponds to a
different semantic level of detail for that dimension. Within each level of the tree, there are
many nodes, with each node corresponding to a value within the domain of that level of
detail of that dimension. The tree forms a set of parent-child relationships between the
domain values at each level of detail. These relationships are the basis for aggregation, drill
down, and roll up operations within the dimension hierarchy. Figure 9 illustrates the
dimension hierarchy for a Time dimension. Simple hierarchies, like the one shown in
Figure 9, are commonly modeled using a star schema. The entire dimensional hierarchy is
represented by a single dimension table. In this type of hierarchy, there is only one path of
aggregation. However, there are more complex dimension hierarchies in which the
aggregation path can branch. For example, a time dimension might aggregate from Day to
both Week and Month. These complex hierarchies are typically represented using the
snowflake schema, as described in Section 2, which uses multiple relations (tables) to

represent the diverging hierarchies.
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5.3.4 Data cubes

A data warehouse can be constructed as a relational database using either a star or
snowflake schema and will provide a conceptual model of a multidimensional data set.
However, the typical analysis operations such as summaries and aggregations are not well
supported by the relational model. The queries are difficult to write in languages such as
SQL and the query performance is not ideal. As a result, typically, the fact tables and
dimension tables are not used directly for analysis but rather as a basis from which to
construct a multidimensional database called a data cube.

Each axis in the data cube corresponds to a dimension in the relational schema and
consists of every possible value for that dimension. For example, an axis corresponding to
states would have fifty values, one for each state. Each cell in the data cube corresponds to
a unique combination of values for the dimensions. For example, if there are two
dimensions, “State” and “Product”, then there would be a cell for every unique combination
of the two, e.g., one cell each for (California, Tea), (California, Coffee), (Florida, Tea),
(Florida, Coffee), etc. Each cell contains one value per measure of the data cube. So if
product production and consumption information is needed, then each cell would contain
two values, one for the number of products of each type consumed in that state, and one for
the number of products of each type produced in that state. Fig. 13 illustrates a data cube
for a hypothetical nationwide coffee chain data warehouse. Each cell in the data cube
summarizes all measures in the base fact table for the corresponding values in each
dimension.

Dimensions within the data warehouse are often augmented with a hierarchical
structure. The systems and methods of the present invention use these hierarchies to
provide tools that can be used to explore and analyze the data cube at multiple meaningful
levels of aggregation. Each cell in the data cube then corresponds to the measures of the
base fact table aggregated to the proper level of detail. If each dimension has a hierarchical
structure, then the data warehouse is not a single data cube but rather a lattice of data cubes,
where each cube is defined by the combination of a level of detail for each dimension (Fig.
14). In Fig. 14, the hierarchical structure of each dimension (time, product, location)
defines the lattice of cubes. Within the lattice, each cube is defined by the combination of a
level of detail for each dimension. The cubes at the bottom of the lattice contain the most

detailed information whereas the cubes at the top of the lattice are the most abstract.
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5.3.5 OLAP versus OLTP

The previous section described how both relational databases and data cubes could
be organized and used for analytical purposes (OLAP). Traditionally, however, relational
databases have been used for day-to-day operational purposes. These OLTP databases
address different issues than OLAP databases or data warehouses and, as a result, have
schemas and usage patterns that are quite different. It is necessary to understand the
differences between these two types of databases in order to understand the issues affecting
the design of OLAP visualization tools.

OLTP databases are optimized for performance when processing short transactions
to either query or modify data, possibly interfacing with more then one system and
supporting many simultaneous connections. Furthermore, query performance is typically
secondary to issues like avoiding data redundancy and supporting updates. Typical OLTP
queries retrieve a few dozen tuples from only a few relations and then update some of the
tuples. For example, a typical query might retrieve a single customer’s record based on
their account number, or add a single transaction to a sales relation when a sale occurs.
Database schema definitions for operational databases focus on maximizing concurrency
and optimizing insert, update, and delete performance. As a result, the schema is often
normalized, resulting in a database with many relations, each describing a distinct entity set.

In contrast, rather than being used to maintain updateable transaction data, users
need to be able to interactively query and explore OLAP databases. The queries for OLAP
are very different in that they typically retrieve thousands of rows of information and
modify none of them. The queries are large, complex, ad hoc, and data-intensive. Because
an operational schema separates the underlying data into many relations, executing these
analytical queries on a database based on an operational schema would require many
expensive join computations. Since analysis databases are typically read-only, and because
query performance is the primary concern, OLAP databases sacrifice redundancy and
update performance to accelerate queries, typically by denormalizing the database into a
very small number of relations using a star or snowflake schema. External tools can

typically view an OLAP database as either a data cube or a single large relation (table).

5.3.6 Multidimensional analysis operations
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In some embodiments database 558 is typically quite large, consisting of many
dimensions each with hierarchical structure and often many members. To navigate the
resulting lattice of data cubes and perform dimensional reduction to extract data for
analysis, there are a number of multidimensional analysis operations that are used. This
section describes such operations.

Drill down refers to the process of navigating through the lattice of data cubes in the
direction of more detail. It is the technique used to break one piece of information into
smaller and more detailed parts. Roll up is the inverse of drill down, aggregating detailed
data into coarser elements. Projection (illustrated in Fig. 15) reduces the dimensionality of
an n-dimensional data cube to (n - 1) by aggregating across a dimension. For example, in
Fig. 15, the first projection summarizes across “Location”, reducing the 3-dimensional cube
to a 2-dimensional cube.

Where projection reduces dimensionality via aggregation, slicing (illustrated in Fig.
16) reduces dimensionality by filtering a dimension to a single value. In other words, one
dimension is held constant to generate a slice across that dimension. In the example
illustrated in Fig. 16, a 2-dimensional slice éorresponding to data for “Qtr 2 has been taken

from the “Time” dimension.

5.3.7 Data characterization for visualization

Having described how the OLA data used by some embodiments of the present
invention is organized, additional data characterization used to support some visualization
processes of the present invention is now discussed. For the purposes of visualization, more
about an attribute than is usually captured by a database system is needed. Databases
typically provide limited information about a field, such as its name, whether a field is a
dimension or measure, and its type (e.g., time, integer, float, character).

In some embodiments of the present invention, a determination is made as to
whether a database field (operand) is nominal, ordinal, or quantitative in order to determine
how to encode the field in a visual table using visual properties. Representative visual
properties include, but are not limited to, color, size, or position. This characterization is
based on a simplification of Stevens’ scales of measurement. See Stevens, On the theory of
scales of measurement, In Science, (103), pp. 677-680. In some embodiments, this
characterization is further simplified depending on if the context emphasizes the difference

between discrete data and continuous data or if the context emphasizes whether the field has
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an ordering. In one example, when encoding a field spatially, the emphasis is on whether a

field has discrete values. Furthermore, when a field is assigned to an axis, it has an
ordering. Thus, in this context, nominal fields that do not normally have an ordering are
assigned one and then treated as an ordinal field in some embodiments of the present
invention. The resulting characterization is called categorical. In contrast, when assi gning
visual properties such as color to a field, then the important distinguishing characterization
is order. In this context, the ordinal and quantitative fields are treated as a single
characterization and nominal fields are considered separately, in some embodiments of the
present invention. In addition, attributes have associated units and semantic domains. For
example, attributes can encode time, geographic units such as latitude, or physical
measurements. If this information is available, it can also be used to generate more
effective visual encodings and aid in determining the geometry (e.g., aspect ratio) of a
visual table 720. For example, knowing that the x and y axis of a visual table 720
correspond to latitude and longitude, rather than profit and sales, will affect the
determination of the appropriate geometry.

Databases also typically only store the current domain of a field-the values that
currently exist within the database-without any ordering. However, for analysis it is
important to understand the actual domain of a field, such as the possible values and their
inherent (if applicable) ordering. To encode an attribute as an axis of a visual table 720, all
possible values and their ordering need to be determined so that an indication of when data
is missing can be made and to present data within its semantic context rather than using
some arbitrary ordering, e.g., alphabetic. In some embodiments, this additional data
characterization is captured in an attributed file 580 (e.g., an XML document) that is

associated with database 558 (Fig. 5).

5.4 Algebra

As discussed above, a complete table configuration consists of three separate
expressions. Two of the expressions define the configuration of the x- and y-axes of a
visual table 720, partitioning the table into rows and columns. The third expression defines
the z-axis of visual table 720, which partitions the display into layers of x-y tables that are
composited on top of one another. This section sets forth an algebra, including its syntax
and semantics, that is used in these three expressions in some embodiments of the present

invention. As discussed above, each expression in the algebra used in some embodiments
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of the invention is composed of operands connected by operators. Operands and operators

will be discussed in turn in the following sections.

5.4.1 Operands

The operands in the table algebra described in this section are the names of the fields
(field operands) of the database 558 and the names of predefined constant sequences of p-
tuples (constant operands). In some embodiments, the categorization of field types is
reduced to ordinal and quantitative by assigning a default alphabetic ordering to all nominal
fields and then treating them as ordinal. Thus, in such embodiments, there are three classes
of operands: (1) ordinal field operands, (2) quantitative field operands, and (3) constant
operands. Throughout the remainder of this section, the terms A and B represent ordinal
field operands, P and Q represent quantitative field operands, C represents a constant
operand, and X, Y, and Z

represent expressions.

5.4.1.1 Set interpretations

Set interpretations are assigned to each operand symbol in the following manner.
Ordinal fields are assigned the members of the ordered domain of the field. Quantitative
fields are assigned the single element set containing the field name. Constant operands are
assigned their predefined set interpretation.

A=domain(A)=<(A:a),...,(A:a)>
P=<(field: P)>
C=<(constant: c), ..., (constant : c,,) >

For simplicity of exposition, tags are not included in the remaining set
interpretations within this section except where necessary.

The assignment of sets to field operands reflects the difference in how the two types
of fields will be encoded in the structure of visual tables 720. Ordinal fields partition visual
table 720 (and the database tuples) into rows and columns, whereas quantitative fields are

spatially encoded as axes within panes 722.

5.4.1.2 Constant operands

41



WO 2004/111786 PCT/US2004/018217

Constant operands define neither selection criteria nor spatial encodings. Instead,

they can be used to generate additional rows without partitioning database tuples. This
facilitates the layering of heterogeneous databases. In some embodiments, constant
operands are treated as ordinal field operands by defining a virtual fact table and then
defining operators relative to this virtual fact table. Let (C, ..., C,) be a set of constant
operands, R¢ be a relation with a single attribute (C;) whose domain corresponds to the
predefined set interpretation of C;, and FT be the fact table for database 558. The virtual
fact table VFT is defined relative to the given set of constant operands as:

VFT = FTXRq,..-XRc,

This algebra contains one predefined constant operand, the empty sequence.

5.4.1.3 Filtering and sorting of field operands

If a field is to be filtered (or sorted), the filtered and sorted domain is listed directly
after the field operand in the expression, in effect specifying a set interpretation for the
operand. Given an ordinal field A with domain (A) =< (a), ..., (a,) >, the operand can be
filtered and sorted within an expression by stating the filtered and sorted domain (<5, . . .,
b; >, b; € domain (A)) directly after the ordinal operand and the set interpretation is the
listed domain:

Ab,....bl=<(b),...,(b)>
Similarly, a filtered domain can be specified for a quantitative field by listing the minimum
and maximum values of the desired domain. This information is included in the generated
set interpretation:
P[min, max] = < ( field: P [min, max]) >
Having defined the operands and the generation of their set interpretations, the four

operators in the algebra of the present invention can be defined.

5.4.2 Operators

As stated above, a valid expression in the algebra is an ordered sequence of one or
more operands with operators between each pair of adjacent operands. The operators in this
algebra, in order of precedence, are dot (.), cross (x), nest (/), and concatenation (+).
Parentheses can be used to alter precedence. Because each operand is interpreted as a

sequence, the precise semantics of each operator is defined in terms of how it combines two
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sequences (one each from the left and right operands) into a single sequence. Definitions
of the dot, cross, nest and concatenation operators are provided below. The exact
definitions provides below are merely exemplary and other definitions that are consistent

with the features of each operator are within the scope of the present invention.

5.4.2.1 Concatenation

The concatenation operator performs an ordered union of the set interpretations of
the two operands and can be applied to any two operands or expressions:
A+B =<(a),.. (an>u<®), .., by >
=<(@),.. a)><®),.. by >

P+0Q =<P)>v<(Q)>
= <(P),(Q)>

A+P =<(a),... (an>uU<(P)>
=<(a),...(a,), (P)>

P+A =<P)>u<(a),...(a)>
=<(P),@),...(a)>

X+Y =<@,. . 0Xi)s oo G o X)) > U< Gy oo Y - oo Vs - v Yno) >
= <Xy XD s (G XD s s Yo v s Oy v e os Vo) >
The only algebraic property that holds for the concatenation operator is

associatively:

(G X (s X)) > U< Gy e o Yo v s D v vy Vo) >) U

S A 4 I ¢ AR o B

= <(x,...,x,-),...,(xj,...,xik)>U
KO eI o O e ey Yno) > U <@se e s Zp)ye e gy v ey Xgr) >)
=X+ (Y +2)

The concatenation operator is not commutative because the ordered union of two

sequences is not commutative.
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5.4.2.2 Cross

The cross operator performs a Cartesian product of the sets of the two symbols:
AXB=<(a),...(a)>%xX<(®),. .., (bn)>
=<(a,b),....(a,by),....(ayDb),...,(a, by >

AXP=<(@),...(a)>x<(P)>
=<(a,P),...(a,P)>

XXY = <(x,...,xi),...,(xj,...,x,-k)>><<(y,...,ym),...,(y,l,...,y,w)>

= <@, XY Yme o (e X Vi e e ey Vo)

CGsee XY s Y (X5, .., Xjko Yy - + s Yno) >
Quantitative fields and expressions may appear only as right-hand side operands
when the cross operator is applied. The cross operator is also associative but not
commutative (because the ordered Cartesian product is not commutative):
XxYVxZ =
(K@, X) e Gy XD > X<y e e oy Yoo o or Vs - s Yno) >) X

<@ s Zp)oe o gy o e oy Xgr) >

<@, XD (K, o x) > X

(KOs Ve Onr oY) > X <2y Zp)se - s (2go - - o> Xgr) >)
=X+ x2)

5.4.2.3 Nest

The nest operator is similar to the cross operator, but it only creates set entries for
which there exist database tuples with the same domain values. If VFT is defined to be the
virtual fact table of the database being analyzed relative to all constant operands in the
expressions X and Y, 7 to be a tuple, and #(X . . . X,,) to be the values of the fields X through
Xy, for the tuple #, then the nest operator can be defined as follows:

AlB =<a,b)|3te VFT st

=((a) € A) & (H(A)=a) & (b) € B) & (1(B) =b) >

XIA =<(x,...,xy,0a)|3teVFTst
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=0 o) € XN &EX, .. X)) =, 1) &
= (@) € 4) & (1A) = a)) >

AlY =<a,y,...,ym)|E|tEVFTst
=((a) € A) & (t(A) =(a)) &
=@ YW EN&QY, .. . Y=, . ym) >

XY =<@.. %Y ..., ym) |It € VFT st
=% .. o) eXN&UEX, ... X)=C, ... %) &
=0 oy e D&Y, ... Y=, .., ym) >

The ordering of the p-tuples in a sequence generated by application of the nest
operator is the same as it would be in the sequence generated by the application of the cross
operator to the same operands.

The intuitive interpretation of the nest operator is “B within A”. For example, given
the fields Quarter and Month, the expression Quarter / Month would be interpreted as those
months within each quarter, resulting in three entries for each quarter (assuming data exists
for all months in the fact table). In contrast, Quarter x Month would result in 12 entries for
each quarter. The nest operator may only be applied to ordinal operands and expressions.

Nest is an associative operator.

5.4.2.4 Dot

The cross and nest operators provide tools for generating ad hoc categorical
hierarchies. However, data warehouses often contain dimensions with explicit semantic
hierarchies. The dot operator provides a mechanism for exploiting these hierarchical
structures in the algebra of the present invention. The dot operator is similar to the nest
operator but is “hierarchy-aware”.

If DT is defined to be a relational dimension table defining a hierarchy that contains
the levels A and B, and A precedes B in the schema of DT, then:

AB=<(a)b) |3t € DT stt(A)=a &t (B)=b>

Similarly, dot can be defined relative to an expression X involving only the dot
operator and levels from the same dimension hierarchy. DT is defined to be the relational
dimension table defining the dimension that contains all levels in X and the dimension level
A. In addition, all levels in X must appear in the schema of DT in the order they appear in X

and they must precede A in the schema of DT. Then:
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XA=<(x,...,%p,a) |3t € DTsttX... X)) =(x,...,x) &tA)=a>
The dot operator is also associative but not commutative.

Nest could be used for drilling down into a hierarchy but this usage would be
flawed. The nest operator is unaware of any defined hierarchical relationship between the
dimension levels; instead, it derives a relationship based on the tuples in the fact table. Not
only is this approach inefficient, as fact tables are often quite large, but it can also yield
incorrect results. For example, consider the situation where no data was logged for
November. Application of the nest operator to Quarter and Month would result in an
incorrectly derived hierarchy that did not include November as a child of Quarter 4.

The dot operator provides a particularly advantageous method for working with
database 558 hierarchy. This is because the dot operator uses the hierarchical information
that is either (i) defined in database 558 dimension tables or (ii), in instances where database
558 does not have dimension tables, is constructed by database hierarchy module 544 (with
possible user intervention). In contrast, the nest operator is unaware of the defined
hierarchical relationship between dimension levels and/or the hierarchy that is constructed
by database hierarchy module 542. Instead, the nest operator works by deriving hierarchical
type relationships within the database based on existence scans of tuples in database 558
fact tables. This is an inefficient way of deriving hierarchical information because the fact
tables can be quite large. Advantageously, the dot operator does not derive hierarchical
type relationships within the database based on existence scans. Rather, the dot operator
uses the metadataxassociated with the database 558 that defines the database hierarchy. The
form of this metadata will be dependent upon the exact nature of databases 558. In some
instances the metadata will comprise, for example a star schema. In instances where the
database 558 does not have such defined hierarchical relationships (for example in the case
where database 558 is a flat file) the metadata will be constructed by database hierarchy

module.

5.4.2.5 Summary

Using the above set semantics for each operator, every expression in the algebra can
be reduced to a single set with each entry in the set being an ordered p-tuple. We call this
set evaluation of an expression the normalized set form. The normalized set form of an
expression determines one axis of the table: the table axis is partitioned into columns (or

rows or layers) so that there is a one-to-one correspondence between set entries in the
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normalized set and columns. Figure 8 illustrates the axis configurations resulting from

several expressions.

5.4.3 Algebraic properties

In the present invention, an algebraic expression is interpreted as a set for two
purposes (i) to determine the underlying tabular structure of a visual table 720 and (ii) to
determine the tuples to be retrieved from database 558. In the former case, the ordering of
the p-tuples in the normalized set form is meaningful because it determines the ordering of
the columns, rows, and layers of visual table 720. As a result, the only algebraic property
that holds for our operators is associativity. Commutative or distributive operators would
allow algebraic manipulations that change the ordering of the normalized set form.
However, when performing interpretation to determine which database tuples to retrieve,
these constraints on the properties of the operators can be relaxed since the ordering of the
p-tuples in the set interpretation is not meaningful in the context of database queries.
Specifically, for this purpose only, the set interpretations is treated as bags instead of

sequences (thus discarding ordering) and allow the following algebraic properties:

Associative
(A+B)+C=A+(B+C)
(AB).C=A.(B.O
(AXB)xC=Ax(BxC)
(A/B)/IC = A/(BIC)
Distributive

AXB+C)=(AxB)+(AxCO)
A/(B+C)=(A/B)+(A/C)

Commutative

A+B=B+A
AXxB=B xA
A/B=B/A

If the operators are changed to allow these algebraic properties, then can be used to quickly

determine the database queries or data cube projections required to generate a visual table
720.
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3

5.4.4 Syntax revisited

In the previous sections, the syntax of an algebra in accordance with the present
invention was defined as a sequence of operands separated by operators. Some constraints
on the applications of the operators was also provided. In this section, the syntax is made
precise by using a grammar. To define a grammar, four things are define: a set of terminal
symbols, a set of non-terminals, a set of production rules, and a start symbol. As such, the

grammar in accordance with the present invention has ten terminal symbols:

Symbol Definition

qfield The name of a quantitative field

Ofield The name of an ordinal field

Qdim The name of a quantitative dimensional level
Ogim The name of an ordinal dimensional level

C A constant operand

. X/ + The operators of the algebra

0 Parentheses

The following are the production rules for the grammar (E is the start symbol):
E — Oexpr ] Qexpr

Ocpr = (Oexpr) | Oexpr + Oexpr | Oexpr X Ospr | Oexpr / Qx| O
Qexpr = (Qewpr) | E + Qunpr | Qespr + E |(Oexpr X Qepr| O

(0] — Ohier | Ofieia | €

Ohier — Ohier - Odim | Ogim

0 — Ohier | Gfieta

Ohier — Ohier-Qaim | Qaim

The following are the main syntactic constraints on the operators that are expressed
in this grammar:

Cross: Quantitative operands, or expressions containing quantitative operands, can
only be right-hand side operands of the cross operator.

Nest: The nest operator can only be applied to ordinal operands or expressions.

Dot: The dot operator can only be applied to dimension levels. Furthermore, a
quantitative field can only appear as the right-most operand of a dot operator, since

quantitative dimension levels are only possible as the leaf level of a dimension hierarchy.
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Concatenate: Concatenate can be applied to any operand.
Thus far, how the algebraic expressions partition tables into rows and columns has

been discussed. How the algebraic handle layers will now be discussed.

5.4.5 Layers

In the present invention a layer in a visual table 720 is a single x-y table whose
structure is defined by the x- and y-axes expressions. Every layer in a specification is
composited together back-to-front to form the final visualization. A single visualization can
combine multiple data sources. Each data source is mapped to a distinct layer or set of
layers. While all data sources and layers share the same configuration for the x- and y-axes
of the table, each data source can have a different expression (the z-axis) for partitioning its
data into layers. Layering of multiple data sources and the partitioning of layers are
illustrated in Figure 17. In some embodiments of the present invention, each data source in
a visualization is mapped to a distinct layer. The layers for a data source can be partitioned
into additional layers by the z-axis expression for that data source. All the layers in a
specification are composited together back-to-front to form the final visualization.

Constant operands are an important aspect of layering. A single visualization may be
composed of multiple heterogeneous databases 558, each mapped to a distinct layer, and all
layers must share the same expressions for the x- and y- axes. However, sometimes it is
desirable to include ordinal fields in the x- and y-axes expressions that exist in only a subset
of the visualized databases. When this occurs, constant operands are generated for the other
layers with a predefined set interpretation that matches the domain of the ordinal field in the
layer in which the field does appear, Thus, the expressions can be properly evaluated for
each layer.

The z-axis expression for a data source is more constrained than the expressions for
the x and y-axes. Specifically, since layering must be discrete, a z-axis expression can
contain only ordinal operands; not quantitative operands. In other words, a z-axis
expression is constrained to the Oexpr production rule in the grammar of the present

invention.

5.4.6 Summary

The algebra of the present invention provides a succinct yet powerful notation for

describing the underlying structure of visual tables 720. The algebraic expressions define
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how the table is partitioned into rows, columns, and layers, and additionally defines the
spatial encodings within each pane 722 of the table.

At this point, it is useful to consider the conceptual data flow. As well as defining
visual table 720 structure, the algebraic expressions of the visual specification (formed on
shelves 708-1, 708-4, and 708-5) define which tuples of the database 558 should be selected
and mapped into each pane 722. When a specification is interpreted, one or more queries
are generated to retrieve tuples from the database (Fig. 6, step 608; Fig. 18, step 1802). The
resulting tuples are partitioned into layers and panes (Fig. 18, step 1804). Then, tuples
within each pane are grouped, sorted and aggregated (Fig. 18, step 1806). Once the tuples
have been sorted into panes 722, they are then mapped to graphic marks to generate a

perceivable display (Fig. 18, step 1808).

5.5 Exemplary Visual Specification

To understand the advantages of the dot operator, the problems that dimension levels
create will be explained. Consider the Month dimensional level in the time hierarchy
illustrated in Fig. 9. One possible way to evaluate the Month dimensional level would be to
list each node value, including its path to the root for uniqueness, ordered by depth first
traversal of the dimension hierarchy; e.g., {1998.Qtrl.Jan, ..., 1999.Qtr4,Dec}. Although
this approach provides a unique set interpretation for each dimensional level, it limits the
expressiveness of the algebra. Any visual table 720 constructed to include Month must also
include Year. It is not possible to create displays that summarize monthly values across
years, a useful view that should be supported in a robust system. Interestingly, however,
summarizing monthly values across years is not a standard projection of a hierarchical
database, such as a datacube, as it requires aggregating across a hierarchical level.

The solution to the problem of how to reduce a dimensional level to a single set is
the dot (*.”) operator. If DT is defined to be the dimensional table defining the hierarchy
that contains the levels A and B, and A precedes B in the schema of DT, then:

AB ={(ab)Fre DTstA(r) = a & B(r) = b}

where r is a record and A(r) is the value of operand A for record r. Thus, the dot produces a
set of single-valued tuples, each containing a qualified value. If the two operands are not
levels of the same dimension hierarchy (or set interpretations of operations on levels of the
same hierarchy), or A does not precede B in the schema of DT (e.g., A must be an ancestor

level in the tree defined by DT), then the dot operator evaluates to the empty set. With this
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definition, the two expressions “Month” and “Year.Month” are not equivalent. “Month” is
interpreted as {Jan, Feb,..., Dec} whereas “Year.Month” is interpreted as {‘1998.J an,
1998.Feb....,1999.Dec}. With a fully populated fact table, Year.Month is equivalent to

Year/Month (where “/” is the nest operator defined in Section 5.4).

5.6 Examples

Each of the following examples demonstrates how database analysis can progress
from a high level of abstraction to detailed views of the data. Furthermore, each example
shows the importance of being able to easily change the data being viewed, pivot

diﬁensions, and drill down database hierarchy during the analysis process.

5.6.1 Example 1 — mobile network usage

Figure 19 shows an analysis of a 12-week trace of every packet that entered or
exited the mobile network in the Gates building at Stanford University. For more
information on this trace, see Tang and Baker, “Analysis of a Local-Area Wireless
Network”, Proc. of the 6™ International Conference on Mobile Computing and Networking,
August 2000, pp. 1-10. Over the 12 weeks, 78 million packet héaders were collected. The
analysis goal is to understand usage patterns of the mobile network. This data is stored in a
data cube with many different dimensions (User, Time, Remote host, Traffic direction, and
Application), each with multiple levels of detail. In fhis analysis, the queries generated
when the user dropped a field on a shelf took one to two seconds to execute and returned
several hundred to tens of thousands of tuples.

To start the analysis, the analyst first sees if any patterns in time can be spotted by
creating a series of line charts in Fig. 19A showing packet count and size versus time for the
most common applications, broken down and colored by the direction of the traffic. In
these charts, the analyst can see that the web is the most consistently used application, while
session is almost as consistent. File transfer is the least consistent, but also has some of the
highest peaks in both incoming and outgoing ftp traffic. Note the log scale on the y-axes.

Given this broad understanding of traffic patterns, the next question posed by the
analyst is how the application mix varies depending on the research area. The analyst
pivots the display to generate a single line chart of packet count per research area over time,

broken down and colored by application class (Figure 19B, where curve 1902 is web, curve
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1904 is session, and curve 1906 is ftp). From this breakdown, the analyst can see that the
graphics group was responsible for the large incoming and outgoing file transfers and that
the systems group had atypically high session traffic.

Curious, the analyst then drills down further to see the individual project groups
(Figure 19C), discovering that the large file transfers were due to the rendering group within
the graphics lab, while the robotics lab had vastly different behavior depending on the
particular group (the mob group dominated by session traffic, while the learning group had

more web traffic, for example).

5.6.2 Example 2 — year 2000 presidential election results

Figure 20 shows the systems and methods of the present invention being used to
explore and analyze the results of the 2000 presidential election. This data is particularly
interesting because the visualizations used to explore it are created from two separate data
sets. The first data set is a relational database of approximately 500,000 tuples (stored in
Microsoft's SQLServer) describing detailed i)olygonal outlines of the states and counties in
the USA. Additional levels of detail have been constructed by polygon simplification, and
the résulting levels of detail form a Location hierarchy. The second data set is stored as a
data cube (in Microsoft's Analysis Server) and contains detailed county-by-county vote
results (also With a Location dimension). In the first two visualizations (Figures 20A and
20B), these data sets are explicitly joined prior to analysis. In the final visualization (Figure
20C) the ability of the present invention to visually join data sets using layers is relied upon.
In this analysis, the execution time for the queries varied from less than one second for the
overview visualizations to two seconds for the detailed visualizations, where the retrieved
relation included tens of thousands of tuples.

In Figure 20A, the analyst has generated an overview of the entire country at the
State level in the Location hierarchy, coloring each state by which candidate won that state.
The analyst is interested in more detailed results for the state of Florida, so the analysis
filters on the Latitude and Longitude measures to focus on Florida and changes the level of
detail to County, generating Figure 20B. In the final visualization, shown in Fi gure 20C,
the analyst further focuses on the southern tip of Florida (by again filtering the Latitude and
Longitude measures). Furthermore, the analysis adds two additional layers to the
visualization (read directly from the data cube) and displays both the name and the total

number of votes counted in each county.
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5.6.3 Example 3 - historical profit / sales for a coffee chain

The example is illustrated in Fig. 21. The data being analyzed is two years of
business metrics for a hypothetical nationwide coffee chain, comprising approximately
5,000 tuples stored in a data cube. The data is characterized by three main dimensions
(Time, Products, and Location), each with multiple levels of detail. We consider a scenario
where the analyst is concerned with reducing marketing expenses and is trying to identify
products that are not generating profit and sales proportional to their marketing costs. The
typical query time for the visualizations created in this scenario was between 0.1 and 0.2
seconds.

The first visualization created, Figure 21A, is an overview of three key measures
(Profit, Sales, and Marketing) as a scatterplot matrix. The analyst has drilled down using
the Level of Detail shelf to the Product and State level. The two circle charts circled that
several of the distributions do not reflect the positive correlations that the analyst was
expecting. To further investigate, the analyst reduces the scatterplot matrix to two graphs
and colors the records by Market and Producttype (Figure 21B), thus identifying espresso
products in the East region and tea products in the West region (circled in Figure 21B) as
having the worst marketing cost to profit ratios.

In the final visualization, Figure 21C, the analyst drills down into the data to get a
more detailed understanding of the correlations by creating a small multiple set of stacked
bar charts, one for each Market and Producttype. Within each chart, the data is further
drilled down by individual Product and State. Finally, each bar is colored by the Marketing
cost. As can be seen in the visualization, several products such as “Caffe Mocha” in the
East have negative profit (a descending bar) with high marketing cost. Having identified
such poorly performing products, the analyst can modify the marketing costs allocated to

them.

5.7 References Cited

All references cited herein are incorporated herein by reference in their entirety and
for all purposes to the same extent as if each individual publication or patent or patent
application was specifically and individually indicated to be incorporated by reference in its

entirety for all purposes.
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5.8 Alternative Embodiments

The present invention can be implemented as a computer program product that
comprises a computer program mechanism embedded in a computer readable storage
medium. For instance, the computer program product could contain the program modules
shown in Fig. 5. These program modules may be stored on a CD-ROM, magnetic disk
storage product, or any other computer readable data or program storage product. The
software modules in the computer program product can also be distributed electronically,
via the Internet or otherwise, by transmission of a computer data signal (in which the
software modules are embedded) on a carrier wave.

Many modifications and variations of this invention can be made without departing
from its spirit and scope, as will be apparent to those skilled in the art. The specific
embodiments described herein are offered by way of example only, and the invention is to
be limited only by the terms of the appended claims, along with the full scope of equivalents

to which such claims are entitled.
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‘What is claimed:

1. A method for producing graphics comprising:

(A) determining a hierarchical structure of a first database;

(B) constructing a visual table, comprised of a plurality of panes, by providing a
specification that is in a language based on the hierarchical structure of the first database;

(C) querying the first database to retrieve a set of tuples in accordance with said
specification;

(D) associating a subset of said set of tuples with a pane in said plurality of panes;
and

(E) encoding a tuple in said subset of tuples in said pane as a graphical mark.

2. The method of claim 1 wherein a plurality of tuples in said set of tuples is encoded in

said graphical mark.

3. The method of claim 1 wherein said querying step (C) further comprises
deriving a new tuple from said set of tuples; and

incorporating said new tuple into said set of tuples.

4. The method of claim 1 wherein said specification organizes said plurality of panes into a
form selected from the group consisting of: a plurality of rows and a plurality of columns; a

plurality of layers; and a plurality of pages.

5. The method of claim 4 wherein said form is hierarchically organized.

6. The method of claim 1 wherein said specification comprises an algebraic expression that
includes an operand, wherein said algebraic expression represents an operation on said
hierarchical structure of said first database, and wherein said operand is a type that appears

in said hierarchical structure.

7. The method of claim 6 wherein said constructing said visual table step (B) comprises:

evaluating said algebraic expression thereby obtaining an ordered set of tuples; and
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mapping said ordered set of tuples to a row, a column, or a layer in said visual
table, wherein said row, said column, or said layer comprises a plurality of panes that is

ordered based on an order in said ordered set of tuples.

8. The method of claim 6 wherein said algebraic expression includes a relational operator

selected from the group consisting of: a cross product, a union, a selection and a sorting.

9. The method of claim 8 wherein a precedence of said relational operator is specified by a

nesting operation.

10. The method of claim 1 wherein

said determining step (A) further comprises determining a hierarchical structure of a
second database; and wherein

said specification comprises an element of the hierarchical structure of said first
database and an element of the hierarchical \structure of said second database, and wherein
said first element includes an operand encoded as a type tuple that is derived from said first
database and said second element includes an operand encoded as a type tuple that is

derived from said second database.

11. The method of claim 1 wherein a tuple in said subset of tuples comprises a field, the
method further comprising mapping said field to a graphical attribute selected from the

group consisting of: a color, a value, a size, a shape, a phrase, and a symbol.

12. The method of claim 1 wherein a tuple in said subset of tuples comprises a field,
wherein said field is classified as quantitative or ordinal, the method further comprising:
mapping said field to a first graphical attribute when said field is classified as
quantitative; and
mapping said field to a second graphical attribute when said field is classified as

ordinal.

13. The method of claim 1 wherein a tuple in said subset of tuples comprises a field,
wherein said field is classified as independent or dependent, the method further comprising:
mapping said field to a first graphical attribute when said field is classified as

independent; and
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mapping said field to a second graphical attribute when said field is classified as

dependent.

14. The method of claims 12 or 13 wherein said first graphical attribute and said second
graphical attribute are each independently a color, a value, a size, a shape, a phrase, or a

symbol.

15. The method of claim 1, the method further comprising:
forming a group with all or a portion of the tuples in said set of tuples; and

forming a graphic based on said group.

16. The method of claim 15 wherein said graphic is a line that connects each tuple in said

group or said graphic is an area that encloses each tuple in said group.

17. The method of claim 1 wherein said querying step (C) comprises

creating a query based upon said specification.

18. The method of claim 17, wherein said querying step (C) further comprises:
mapping said query to a relational algebra operator selected from the group

consisting of: a structured query language (SQL) query; a datacube query; and a MDX
query.

19. The method of claim 17, the method further comprising processing said specification
thereby reducing a number of queries that is performed by said querying step (C) wherein
said processing comprises:

crossing an expression in said specification;

converting an expression in said specification to a sum-of-terms; and

forming a query from a term in said sum-of-terms.

20. The method of claim 17 wherein said querying step (C) includes accessing said first

database using a network.

21. The method of claim 17 wherein:
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said determining step (A) comprises determining a hierarchical structure of each
database in a plurality of databases, wherein said plurality of databases includes said first
database;
said specification is written in a language based on a hierarchical structure of one or
more databases in said plurality of databases; and
said querying step (C) further comprises accessing all or a portion of the databases

in said plurality of databases.

22. The method of claim 1 wherein:

said determining step (A) comprises determining a hierarchical structure of each
database in a plurality of databases wherein said plurality of databases includes said first
database;

said language is based on a hierarchical structure of all or a portion of the databases
in said plurality of database;

said querying step (C) comprises querying all or said portion of said plurality of
databases including said first database; and

said set of tuples includes tuples derived from said all or said portion of said

plurality of databases.

23. The method of claim 22 wherein said specification organizes said plurality of panes
into a plurality of layers and each layer in said plurality of layers is assigned to a tuple from

a different database in said plurality of databases.

24. The method of claim 22 wherein said specification organizes said plurality of panes
into a plurality of columns and a plurality of rows, and each column in said plurality of
columns or each row in said plurality of rows is assigned to a tuple from a different database

in said plurality of databases.

25. The method of claim 22 wherein said specification organizes said plurality of pﬁnes
into a plurality of pages and each page in said plurality of pages is assigned to a tuple from a

different database in said plurality of databases.

26. The method of claim 1 wherein

said hierarchical structure includes a plurality of schema fields;
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said constructing a visual table step (B) further comprises assigning a schema field
in said plurality of schema fields to a pane in said plurality of panes based on said
specification; and
said subset of said tuples associated with said pane in said associating step (D) is

determined by a selection function.

27. The method of claim 26 wherein said selection function uses a relational operator or an

identity of said schema field to form said subset of tuples.

28. The method of claim 27 wherein said relational operator is a selection operator or a

grouping operator.

29. The method of claim 26 wherein said selection function uses a relational operator to
create a new tuple from said subset of tuples that is associated with said pane, wherein the
relational operator is selected from the group consisting of: a sorting operator, an

aggregation operator, or a transforming operator.

30. The method of claim 1, the method comprising repeating said constructing step (B), -
said querying step (C), and said associating step (D) using a specification that is determined
by said subset of tuples associated with said pane or is determined by one or more tuples in

said subset of tuples associated with said pane that are selected by a user.

31. The method of claim 1 wherein said visual table comprises a plurality of axes and each

axis in said plurality of axes is represented by a shelf.

32. The method of claim 1 wherein

said first database comprises a schema,

said language comprises a plurality of fields in said schema,

said visual table comprises a plurality of axes and each axis in said plurality of axes
is represented by a shelf,

said specification comprises one or more algebraic expressions, and wherein said
providing said specification comprises dragging a field in said plurality of fields onto a
shelve that represents an axis of said visual table thereby constructing an algebraic

expression in said specification.
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33. The method of claim 1, the method further comprising displaying said hierarchical

structure of said first database.

34. The method of claim 1, the method further comptising storing said specification.

35. The method of claim 34 wherein said stored specification is made available as a
bookmark.

36. The method of claim 34 wherein said stored specification facilitates an undo or redo

operation.

37. The method of claim 1 wherein said hierarchical structure of said first database is
derived from a database schema for said first database and wherein said database schema

includes a schema field.

38. The method of claim 37 wherein said schema field is a base type selected from the
group consisting of: a character string, an integer, a short integer, a double integer, a single
precision floating point number, a double precision floating point number, and an object
handle, or is an array type selected from the group consisting of: an array of integers, an
array of long integers, an array of short integers, an array of single precision floating point
numbers, an array of double precision floating point numbers, and an array of object
handles.

39. The method of claim 1 wherein said visual table is displayed in a web page.

40. The method of claim 1 wherein said first database is a flat file, a hierarchical on-line
analytical processing data cube, a relational database, or an on-line analytical processing
database.

41. The method of claim 1 wherein said first database does not have an explicitly defined

hierarchy and wherein said determining step (A) comprises analyzing data fields in said first

database to determine said hierarchical structure.
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42. The method of claim 1 wherein said first database has a star schema and said
determining step (A) comprises analyzing said star schema to determine said hierarchical

structure.
43. The method of claim 1 wherein said first database is hosted by remote computer.
44. The method of claim 1 wherein an attribute file is associated with said first database.

45. A computer program product for use in conjunction with a computer system, the
computer program product comprising a computer readable storage medium and a computer
program mechanism embedded therein, the computer program mechanism comprising:

a first database;

a database hierarchy module comprising instructions for determining a hierarchical
structure of said first database;

a user interface module comprising instructions for constructing a visual table, said
visual table comprised of a plurality of panes, by obtaining a specification that is in a
language based on the hierarchical structure of the first database;

a data interpreter module comprising instructions for querying the first database to
retrieve a set of tuples in accordance with said specification;

a visual interpreter module comprising instructions for associating a subset of said
set of tuples with a pane in said one or more panes; and

instructions for encoding a tuple in said subset of tuples in said pane as a graphical

mark.

46. The computer program product of claim 45 wherein a plurality of tuples in said set of

tuples is encoded in said graphical mark.

47. The computer program product of claim 45 wherein said data interpreter module further
comprises:
instructions for deriving a new tuple from said set of tuples; and

instructions for incorporating said new tuple into said set of tuples.

48. The computer program product of claim 45 wherein said instructions for constructing a

visual table comprise instructions for using said specification to organize said plurality of
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panes into a form selected from the group consisting of: a plurality of rows and a plurality

of columns; a plurality of layers; and a plurality of pages.

49. The computer program product of claim 48 wherein said form is hierarchically

organized.

50. The computer program product of claim 45 wherein said specification comprises an
algebraic expression that includes an operand, wherein said algebraic expression represents
an operation on said hierarchical structure of said first database, and wherein said operand is

a type that appears in said hierarchical structure.

51. The computer program product of claim 50 wherein said user ihterpreter module
comprises:

instructions for evaluating said algebraic expression thereby obtaining an ordered set
of tuples; and

instructions for mapping said ordered set of tuples to a row, a column, or a layer in
said visual table, wherein said row, said column, or said layer comprises a‘plurality of panes

that is ordered based on an order in said ordered set of tuples.

52. The computer program product of claim 50 wherein said algebraic expression includes
a relational operator is selected from the group consisting of: a cross product, a union, a

selection and a sorting.

53. The computer program product of claim 52 wherein a precedence of said relational

operator is specified by a nesting operation.

54. The computer program product of claim 45 wherein

said database hierarchy module further comprises instructions for determining a
hierarchical structure of a second database; and wherein

said specification comprises an element of the hierarchical structure of said first
database and an element of the hierarchical structure of said second database, and wherein
said first element includes an operand encoded as a type tuple that is derived from said first
database and said second element includes an operand encoded as a type tuple that is

derived from said second database.
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55. The computer program product of claim 45 wherein a tuple in said subset of tuples
comprises a field and wherein said visual interpreter module further comprises instructions
for mapping said field to a graphical attribute selected from the group consisting of: a color,

a value, a size, a shape, a phrase, or a symbol.

56. The computer program product of claim 45 wherein a tuple in said subset of tuples
comprises a field, wherein said field is classified as quantitative or ordinal and wherein the
visual interpreter module further comprises:

instructions for mapping said field to a first graphical attribute when said field is
classified as quantitative; and

instructions for mapping said field to a second graphical attribute when said field is

classified as ordinal.

57. The computer program product of claim 56 wherein a tuple in said subset of tuples
comprises a field, wherein said field is classified as independent or dependent and wherein
said visual interpreter module further comprises:

instructions for mapping said field to a first graphical attribute when said field is
classified as independent; and

instructions for mapping said field to a second graphical attribute when said field is

classified as dependent.

58. The computer program product of claims 56 or 57 wherein said first graphical attribute
and said second graphical attribute are each independently a color, a value, a size, a shape, a

phrase, or a symbol.

59. The computer program product of claim 45, the visual interpreter module further
comprising:

instructions for forming a group with all or a portion of the tuples in said set of
tuples; and

instructions for forming a graphic based on said group.

60. The computer program product of claim 59 wherein said graphic is a line that connects

each tuple in said group or said graphic is an area that encloses each tuple in said group.
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61. The computer program product of claim 45 wherein said data interpreter module

further comprises instructions for creating a query based upon said specification.

62. The computer program product of claim 61, wherein said data interpreter module
further comprises instructions for mapping said query to a relational algebra operator
selected from the group consisting of: a structured query language (SQL) query; a datacube

query; and a MDX query.

63. The computer program product of claim 62 wherein said data interpreter module further |
comprises instructions for processing said specification thereby reducing a number of
queries that are performed by said instructions for querying, wherein said instructions for
processing comprise:

instructions for crossing an expression in said specification;

instructions for converting an expression in said specification to a sum-of-terms; and

instructions for forming a query from a term in said sum-of-terms.

64. The computer program product of claim 62 wherein said data interpreter module

includes instructions for accessing said first database using a network.

65. The computer program product of claim 45 wherein

said database hierarchy module further comprises instructions fof determining a
hierarchical structure of each database in a plurality of databases, wherein said plurality of
databases includes said first database;

said specification is written in a language based on a hierarchical structure of one or
more databases in said plurality of databases; and

said data interpreter module further comprises instructions for accessing all or a

portion of the databases in said plurality of databases.

66. The computer program product of claim 45 wherein
said database hierarchy module further comprises instructions for determining a
hierarchical structure of each database in a plurality of databases wherein said plurality of

databases includes said first database;
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said language is based on a hierarchical structure of all or a portion of the databases
in said plurality of database;
said data interpreter module further comprises instructions for querying all or said
portion of said plurality of databases including said first database; and
said set of tuples includes tuples derived from said all or said portion of said

plurality of databases.

67. The computer program product of claim 66 wherein said specification organizes said
plurality of panes into a plurality of layers and each layer in said plurality of layers is

assigned to a tuple from a different database in said plurality of databases.

68. The computer program product of claim 66 wherein said specification organizes said
plurality of panes into a plurality of columns and a plurality of rows, and each column in
said plurality of columns or each row in said plurality of rows is assigned to a tuple from a

different database in said plurality of databases.

69. The computer program product of claim 66 wherein said specification organizes said
plurality of panes into a plurality of pages and each page in said plurality of pages is

assigned to a tuple from a different database in said plurality of databases.

70. The computer program product of claim 45 wherein

said hierarchical structure includes a plurality of schema fields;

said user interface module further comprises instructions for assigning a schema
field in said plurality of schema fields to a pane in said plurality of panes based on said
specification; and

said visual interpreter module further comprises instructions for using a selection

function to determine said subset of said tuples that are associated with said pane.

71. The computer program product of claim 70 wherein said selection function uses a

relational operator or an identity of said schema field to form said subset of tuples.

72. The computer program product of claim 71 wherein said relational operator is a

selection operator or a grouping operator.
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73. The computer program product of claim 70 wherein said selection function uses a
relational operator to create a new tuple from said subset of tuples that is associated with
said pane, wherein the relational operator is selected from the group consisting of: a sorting

operator, an aggregation operator, or a transforming operator.

74. The computer program product of claim 45, the computer program mechanism further
comprising instructions for repeating the instructions of said user interface module, the
instructions of the data interpreter module, and the instructions of the visual interpreter
module using a specification that is determined by said subset of tuples associated with said
pane or is determined by one or more tuples in said subset of tuples associated with said

pane that are selected by a user.

75. The computer program product of claim 45 wherein said visual table comprises a

plurality of axes and each axis in said plurality of axes is represented by a shelf.

76. The computer program product of claim 45 wherein

said first datat;ase comprises a schema,

said language comprises a plurality of fields in said schema,

said visual table comprises a plurality of axes and each axis in said plurality of axes
1s represented by a shelf,

said specification comprises one or more algebraic expressions, and wherein said
user interface module further comprises:

instructions for allowing a user to drag a field in said plurality of fields onto a shelve
that represents an axis of said visual table thereby constructing an algebraic expression in

said specification.
71. The computer program product of claim 45, wherein said computer program
mechanism further comprises instructions for displaying said hierarchical structure of said

first database.

78. The computer program product of claim 45 wherein said computer program mechanism

further comprises instructions for storing said specification.
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79. The computer program product of claim 78 wherein said stored specification is made

available as a bookmark.

80. The computer program product of claim 78 wherein said stored specification facilitates

an undo or redo operation.

81. The computer program product of claim 45 wherein said hierarchical structure of said
first database is derived from a database schema for said first database and wherein said

database schema includes a schema field.

82. The computer program product of claim 81 wherein said schema field is a base type
selected from the group consisting of: a character string, an integer, a short integer, a double
integer, a single precision floating point number, a double precision floating point number,
and an object handle, or is an array type selected from the group consisting of: an array of
integers, an array of long integers, an array of short integers, an array of single precision
floating point numbers, an array of double precision floating point numbers, an array of

object handles.

83. The computer program product of claim 45 wherein said visual table is displayed in a

web page.

84. The computer program product of claim 45 wherein said first database is a flat file, a-
hierarchical on-line analytical processing data cube, a relational database, or an on-line

analytical processing database.

85. The computer program product of claim 45 wherein said first database does not have an
explicitly defined hierarchy and wherein said database hierarchy module further comprises
instructions for analyzing data fields in said first database to determine said hierarchical

structure.
86. The computer program product of claim 45 wherein said first database has a star

schema and said database hierarchy module comprises instructions for analyzing said star

schema to determine said hierarchical structure.
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87. The computer program product of claim 45 wherein said first database is hosted by

remote computer.

88. The computer program product of claim 45 wherein an attribute file is associated with

said first database.

89. A computer system for producing graphics, the computer system comprising:

a central processing unit;

a memory, coupled to the central processing unit, the memory storing:

a first database;

a database hierarchy module comprising instructions for determining a hierarchical
structure of said first database;

a user interface module comprising instructions for constructing a visual table, said
visual table comprised of a plurality of panes, by obtaining a specification that is in a
language based on the hierarchical structure of the first database;

a data interpreter module comprising instructions for querying the first database to
retrieve a set of tuples in accordance with said specification;

a visual interpreter module comprising instructions for associating a subset of said
set of tuples with a pane in said plurality of panes; and

instructions for encoding a tuples in said subset of tuples s in said pane as a

graphical mark.

90. The computer system of claim 89 wherein a plurality of tuples in said set of tuples is

encoded in said graphical mark.

91. The computer system of claim 89 wherein said data interpreter module further
comprises:
instructions for deriving a new tuple from said set of tuples; and

instructions for incorporating said new tuple into said set of tuples.

92. The computer system of claim 89 wherein said instructions for constructing said table
comprises instructions for using said specification to organize said plurality of panes into a
form selected from the group consisting of: a plurality of rows and a plurality of columns; a

plurality of layers; and a plurality of pages.
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93. The computer system of claim 92 wherein said form is hierarchically organized.

94. The computer system of claim 89 wherein said specification comprises an algebraic
expression that includes an operand, wherein said algebraic expression represents an
operation on said hierarchical structure of said first database, and wherein said operand is a

type that appears in said hierarchical structure.

95. The computer system of claim 94 wherein said user interpreter module comprises:
instructions for evaluating said algebraic expression thereby obtaining an ordered set
of tuples; and
instructions for mapping said ordered set of tuples to a row, a column, or a layer in
said visual table, wherein said row, said column, or said layer comprises a plurality of panes

that is ordered based on an order in said ordered set of tuples.

96. The computer system of claim 94 wherein said algebraic expression includes a
relational operator selected from the group consisting of: a cross product, a union, a
selection or a sorting.

97. The computer system of claim 96 wherein a precedence of said relational operator is

specified by a nesting operation.

98. The computer system of claim 89 wherein:

said database hierarchy module further comprises instructions for determinin ga
hierarchical structure of a second database; and wherein

said specification comprises an element of the hierarchical structure of said first
database and an element of the hierarchical structure of said second database, and wherein
said first element includes an operand encoded as a type tuple that is derived from said first
database and said second element includes an operand encoded as a type tuple that is

derived from said second database.

99. The computer system of claim 89 wherein a tuple in said subset of tuples comprises a

field and wherein said visual interpreter module further comprises instructions for mapping
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said field to a graphical attribute selected from the group consisting of: a color, a value, a

size, a shape, a phrase, or a symbol.

100. The computer system of claim 89 wherein a tuple in said subset of tuples comprises a
field, wherein said field is classified as quantitative or ordinal and wherein the visual
interpreter module further comprises:

instructions for mapping said field to a first graphical attribute when said field is
classified as quantitative; and

instructions for mapping said field to a second graphical attribute when said field is

classified as ordinal.

101. The computer system of claim 89 wherein a tuple in said subset of tuples comprises a
field, wherein said field is classified as independent or dependent and wherein said visual
interpreter module further comprises:

instructions for mapping said field to a first graphical attribute when said field is
classified as independent; and

instructions for mapping said field to a second graphical attribute when said field is

classified as dependent.

102. The computer system of claims 100 or 101, wherein said first graphical attribute and
said second graphical attribute are each independently a color, a value, a size, a shape, a

phrase, or a symbol.

103. The computer system of claim 89, the visual interpreter module further comprising:
instructions for forming a group with all or a portion of the tuples in said set of
tuples; and R

instructions for forming a graphic based on said group.

104. The computer system of claim 103 wherein said graphic is a line that connects each

tuple in said group or said graphic is an area that encloses each tuple in said group.

105. The computer system of claim 89 wherein said data interpreter module further

comprises instructions for creating a query based upon said specification.
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106. The computer system of claim 105, wherein said data interpreter module further
comprises instructions for mapping said query to a relational algebra operator selected
from the group consisting of: a structured query language (SQL) query; a datacube query;

and a MDX query.

107. The computer system of claim 105 wherein said data interpreter module further
comprises instructions for processing said specification thereby reducing a number of
queries that are performed by said instructions for querying, wherein said instructions for
processing comprise: instructions for crossing an expression in said specification;
instructions for converting an expression in said specification to a sum-of-terms; and

instructions for forming a query from a term in said sum-of-terms.

108. The computer system of claim 105 wherein said data interpreter module includes

instructions for accessing said first database using a network.

109. The computer system of claim 89 wherein

said database hierarchy module further comprises instructions for determining a
hierarchical structure of each database in a plurality of databases, wherein said plurality of
databases includes said first database;

said specification is written in a language based on a hierarchical structure of one or
more databases in said plurality of databases; and

said data interpreter module further comprises instructions for accessing all or a
portion of the databases in said plurality of databases.
110. The computer system of claim 89 wherein

said database hierarchy module further comprises instructions for determining a
hierarchical structure of each database in a plurality of databases wherein said plurality of
databases includes said first database; |

said language is based on a hierarchical structure of all or a portion of the databases
in said plurality of database;

said data interpreter module further comprises instructions for querying all or said
portion of said plurality of databases including said first database; and

said set of tuples includes tuples derived from said all or said portion of said

plurality of databases.
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111. The computer system of claim 110 wherein said specification organizes said plurality
of panes into a plurality of layers and each layer in said plurality of layers is assigned to a

tuple from a different database in said plurality of databases.

112. The computer system of claim 110 wherein said specification organizes said plurality
of panes into a plurality of columns and a plurality of rows and each column in said
plurality of columns or each rows in said plurality of rows is assigned to a tuple from a

different database in said plurality of databases.

113. The computer system of claim 110 wherein said specificaﬁon organizes said plurality
of panes into a plurality of pages and each page in said plurality of pages is assigned to a

tuple from a different database in said plurality of databases.

114. The computer system of claim 89 wherein:

said hierarchical structure includes a plurality of schema fields;

said user interface module further comprises instructions for assigning a schema
field in said plurality of schema fields to'a pane in said plurality of panes based on said
specification; and

said visual interpreter module further comprises instructions for using a selection

function to determine said subset of tuples that are associated with said pane.

115. The computer system of claim 114 wherein said selection function uses a relational
operator or an identity of said schema field to form said subset of tuples.
116. The computer system of claim 115 wherein said relational operator is a selection

operator or a grouping operator.

117. The computer system of claim 114 wherein said selection function uses a relational
operator to create a new tuple from said subset of tuples that is associated with said pane
wherein the relational operator is selected from the group consisting of: a sorting operator

?

an aggregation operator, and a transforming operator.
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118. The computer system of claim 89, the memory further comprising instructions for

repeating the instructions of said user interface module, the instructions of the data
interpreter module, and the instructions of the visual interpreter module using a
specification that is determined by said subset of tuples associated with said pane or that is
determined by one or more tuples in said subset of tuples associated with said pane that are

selected by a user.

119. The computer system of claim 89 wherein said visual table comprises a plurality of

axes and each axis in said plurality of axes is represented by a shelf.

120. The computer system of claim 89 wherein

said first database comprises a schema,

__said language comprises a plurality of fields in said schema,

said visual table comprises a plurality of axes and each axis in said plurality of axes
is represented by a shelf,

said specification comprises one or more algebraic expressions, and wherein said
user interface module further comprises:

instructions for allowing a user to drag a field in said plurality of fields onto a shelve
that represents an axis of said visual table thereby constructing an algebraic expression in

said specification.

12]. The computer system of claim 89 wherein said memory further comprises instructions

for displaying said hierarchical structure of said first database.

122. The computer system of claim 89 wherein said memory further comprises instructions

for storing said specification.

123. The computer system of claim 122 wherein said stored specification is made available
as a bookmark.

124. The computer system of claim 122 wherein said stored specification facilitates an

undo or redo operation.
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125. The computer system of claim 89 wherein said hierarchical structure of said first
database is derived from a database schema for said first database and wherein said

database schema includes a schema field.

126. The computer system of claim 125 wherein said schema field is a base type selected
from the group consisting of: a character string, an integer, a short integer, a double integer,
a single precision floating point number, a double precision floating point number, and an
object handle, or an array type selected from the group consisting of: an array of integers, an
array of long integers, an array of short integers, an array of single precision floating point

numbers, an array of double precision floating point numbers, an array of object handles.
127. The computer system of claim 89 wherein said visual table is displayed in a web page.

128. The computer system of claim 89 wherein said first database is selected from the
group consisting of: a flat file, a hierarchical on-line analytical processing data cube, a

relational database, or an on-line analytical processing database.

129. The computer system of claim 89 wherein said first database does not have an
explicitly defined hierarchy and wherein said database hierarchy module further comprises
instructions for analyzing data fields in said first database to determine said hierarchical

structure.

130. The computer system of claim 89 wherein said first database has a star schema and
said database hierarchy module comprises instructions for analyzing said star schema to
determine said hierarchical structure.

131. The computer system of claim 89 wherein said first database is hosted by remote

computer.

132. The computer system of claim 89 wherein an attribute file is associated with said first

database.
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