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BACKGROUND

[0002] The presently described technology is directed towards electronic trading systems.
More particularly, certain embodiments are directed towards user-defined algorithm

electronic trading.

[0003] An clectronic trading system generally includes a client device in communication
with an electronic exchange that may serve as a host for the client device. Typically, the
electronic trading system provides for electronically matching orders to buy and sell
tradeable objects to be traded. A tradeable object is an item that may be traded. Stocks,
options, futures contracts, securities, and commodities are a few examples of tradeable

objects.

[0004] The electronic exchange transmits market data to the client device. The market data
may include, for example, price data, market depth data, last traded quantity data, data
related to a market for the tradeable object, and/or combinations thereof. The client device

receives market data from the electronic exchange.

[0005] In some electronic trading systems, a client device receives and processes market
data without displaying the market data on a display device. For example, a “black-box”
algorithmic trading system may run automatically and without displaying market data.
However, in other electronic trading systems, the client device displays processed market
data on a display device. The client device may include software that creates a trading
screen. In general, a trading screen enables a user to participate in an electronic trading
session. For example, a trading screen may enable a user to view market data, submit a
trade order to the electronic exchange, obtain a market quote, monitor a position, and/or

combinations thereof.

[0006] In some electronic trading systems, the client device sends trade orders to the
clectronic exchange. However, in other electronic trading systems, other devices, such as
server side devices, are responsible for sending the one or more trade orders to the
electronic exchange. Upon receiving a trade order, the electronic exchange enters the trade
order into an exchange order book and attempts to match quantity of the trade order with
quantity of one or more contra-side trade orders. By way of example, a sell order is contra-

side to a buy order with the same price. Similarly, a buy order is contra-side to a sell order
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with the same price. Unmatched quantity of a trade order is held in the exchange order
book until quantity of a trade order is matched by the electronic exchange. Unmatched
quantity of a trade order may also be removed from the order book when a trade order is
cancelled, either by the client device or electronic exchange. Upon matching quantity of the
trade order, the electronic exchange may send a confirmation to the client device that the

quantity of the trade order was matched.

[0007] Electronic exchanges have made it possible for an increasing number of participants
to be active in a market at any given time. The increase in the number of potential market
participants has advantageously led to, among other things, a more competitive market and
greater liquidity. In a competitive environment, like electronic trading, where every second
or a fraction of second counts in intercepting trading opportunities, it is desirable to offer
tools that help a participant effectively compete in the marketplace or even give an edge

over others.

[0008] Some current systems include algorithmic trading systems which may allow for
quicker evaluation and reaction to changes in market information. However, such systems
typically require skilled programmers to develop the trading algorithms, take days (or even
months) to test and debug, and the development and debugging process must be repeated
when a trader decides on a different approach or desires a modification to the algorithm’s

logic.
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SUMMARY

[0009] The embodiments described herein include, but are not limited to, various devices,

systems, methods, and computer program products.

[0010] Certain embodiments provide building block buttons and an algorithm area to define
an algorithm. Certain embodiments allow for adjusting both the parameters and the logic of
an algorithm rapidly, even during a single trading session. Certain embodiments provide
live evaluation of an expression as the algorithm is being defined. Certain embodiments
reduce the risks of traditionally programmed algorithms such as syntax errors, unclear logic,
and the need for a non-trader programmer to develop the algorithm as specified by a trader
by reducing or eliminating the writing of programming code by a user. Certain
embodiments provide a single application for building, debugging, and simulating (with real
market data) an algorithm all at the same time. In addition, the single application may also

provide for initiating the placement of orders using the algorithm.

[0011] Certain embodiments provide a design canvas area and blocks for designing an
algorithm. Certain embodiments provide blocks with complex functionality for use in an
algorithm. Certain embodiments provide for grouping blocks placed in the design canvas
area. Certain embodiments provide for virtualized group blocks enabling dynamic
instantiation of portions of an algorithm to handle particular discrete events. Certain
embodiments allow for adjusting both the parameters and the logic of an algorithm rapidly,
even during a single trading session. Certain embodiments provide live feedback for blocks
as the algorithm is being designed. Certain embodiments provide safety features to reduce
potential errors when an algorithm is designed. Certain embodiments provide for operation
of some or all portions of an algorithm when a connection between a client device and an
algorithm server is broken. Certain embodiments reduce the risks of traditionally
programmed algorithms such as syntax errors, unclear logic, and the need for a non-trader
programmer to develop the algorithm as specified by a trader by reducing or eliminating the
writing of programming code by a user. Certain embodiments provide a single application
for building, debugging, and simulating (with real market data) an algorithm all at the same
time. In addition, the single application may also provide for initiating the placement of

orders using the algorithm.
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[0012] Certain embodiments provide for initiating placement of an order to be managed by
an algorithm selected as an order type. Certain embodiments provide for initiating
placement of an order to be managed by a selected user-defined trading algorithm from a
value axis. Certain embodiments provide for changing a variable for an algorithm while the
algorithm is managing an order. Certain embodiments provide for manually modifying an
order being managed by an algorithm. Certain embodiments provide for assigning to an
unmanaged order an algorithm to manage the order. Certain embodiments provide for
displaying working orders being managed by different user-defined trading algorithms on a

value axis.

[0013] Certain embodiments provide a ranking tool. Certain embodiments provide for
display of a ranking of selected tradeable objects to be used for order placement. Certain
embodiments provide for selecting an execution strategy for initiating order(s) based on the

ranking.

[0014] Other embodiments are described below. In addition, modifications may be made to

the described embodiments without departing from the spirit or scope of the inventions.
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BRIEF DESCRIPTION OF THE DRAWINGS

[0015] Example embodiments are described herein with reference to the following

drawings.

[0016] FIG. 1 illustrates a block diagram of an electronic trading system in which certain

embodiments may be employed.
[0017] FIG. 2A illustrates a trading interface according to certain embodiments.

[0018] FIG. 2B illustrates an instrument selection interface according to certain

embodiments.

[0019] FIGs. 2C-21 illustrate building a definition for an algorithm in a trading interface

according to certain embodiments.
[0020] FIG. 2] illustrates a trading interface according to certain embodiments.

[0021] FIG. 3A illustrates a block diagram of an electronic trading system in which certain

embodiments may be employed.
[0022] FIG. 3B illustrates a trading interface according to certain embodiments.

[0023] FIG. 3C illustrates examples of blocks that may be used in the trading interface

according to certain embodiments.

[0024] FIGs. 3D-1 through 3D-7 illustrate example programming code generated according

to certain embodiments.

[0025] FIGs. 3E-R illustrate trading interfaces according to certain embodiments.
[0026] FIGs. 4A-4F illustrate trading interfaces according to certain embodiments.
[0027] FIG. 5 illustrates a ranking tool according to certain embodiments.

[0028] FIG. 6 illustrates a block diagram of a computing device according to certain

embodiments.

[0029] The foregoing summary, as well as the following detailed description, will be better

understood when read in conjunction with the drawings which show certain embodiments.

6
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The drawings are for the purpose of illustrating certain embodiments, but it should be
understood that the present inventions are not limited to the arrangements and

instrumentality shown in the drawings.
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DETAILED DESCRIPTION

I. Example Electronic Trading System

[0030] FIG. 1 illustrates a block diagram of an electronic trading system 100 in which
certain embodiments may be employed. The system 100 includes a client device 110, a
gateway 120, and an electronic exchange 130. The client device 110 is in communication

with the gateway 120. The gateway 120 is in communication with the exchange 130.

[0031] As used herein, the phrase “in communication with” may include in direct

communication and indirect communication through one or more intermediary components.

[0032] In operation, the client device 110 may send orders to buy or sell tradeable objects at
the exchange 130. For example, a user may utilize the client device 110 to send the orders.
The orders are sent through the gateway 120 to the exchange 130. In addition, market data
is sent from the exchange 130 through the gateway 120 to the client device 110. The user
may also utilize the client device 110 to monitor this market data and base a decision to

send an order for a tradeable object on the market data.

[0033] A tradeable object is anything which can be traded with a quantity and/or a price.
For example, financial products such as stocks, options, bonds, futures, currency, warrants,
funds derivatives, securities, commodities, traded events, goods, and collections and/or
combinations of these may be tradeable objects. A tradeable object may be “real” or
“synthetic.” A real tradeable object includes products that are listed by an exchange. A
synthetic tradeable object includes products that are defined by the user and are not listed by
an exchange. For example, a synthetic tradeable object may include a combination of real
(or other synthetic) products such as a synthetic spread created by a trader utilizing a client

device 110.

[0034] The client device 110 may include one or more electronic computing platforms such
as a hand-held device, laptop, desktop computer, workstation with a single or multi-core
processor, server with multiple processors, and/or cluster of computers, for example. For
example, while logically represented as a single device, client device 110 may include a
trading terminal in communication with a server, where collectively the trading terminal and

the server are the client device 110. The trading terminal may provide a trading screen to a
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user and may communicate commands to the server for further processing of the user’s

inputs through the trading screen, such as placing orders.

[0035] The client device 110 is generally owned, operated, controlled, programmed by,
configured by, or otherwise used by a user. As used herein, the phrase “user” may include,
but is not limited to, a human (for example, a trader) or an electronic trading device (for
example, including a processor and memory or an algorithmic trading system). One or
more users may be involved in the ownership, operation, control, programming,

configuration, or other use, for example.

[0036] The client device 110 may include one or more trading applications. The trading
application(s) may, for example, process market data by arranging and displaying the
market data in trading and charting windows. The market data may be received from
exchange 130, for example. As another example, the market data may be received from a
simulation environment that provides historical data and/or simulates an exchange but does
not effectuate real-world trades. This processing may be based on user preferences, for
example. The trading application(s) may include an automated trading tool such as an
automated spread trading tool, for example. The one or more trading applications may be
distributed across one or more of the computing devices of the client device 110. For
example, certain components of a trading application may be executed on a trading
workstation and other components of the trading application may be executed on a server in

communication with the workstation.

[0037] The client device 110 may include an electronic trading workstation, a portable
trading device, an algorithmic trading system such as a “black box” or “grey box” system,
an embedded trading system, and/or an automated trading tool, for example. For example,
the client device 110 may be a computing system running a copy of X TRADER®), an
electronic trading platform provided by Trading Technologies International, Inc. of
Chicago, Illinois. As another example, the client device 110 may be a computing device
running an automated trading tool such as Autospreader® and/or Autotrader™, also

provided by Trading Technologies International, Inc.

[0038] Trading applications may be stored in a computer readable medium of the client
device 110. In certain embodiments, certain components of a trading application may be

stored on a trading workstation and other components of the trading application may be
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stored on a server in communication with the workstation. In certain embodiments, one or
more components of a trading application may be loaded into the computer readable
medium of the client device 110 from another computer readable medium. For example,
the trading application (or updates to the trading application) may be stored by a
manufacturer, developer, or publisher on one or more CDs or DVDs, which are then
provided to someone responsible for loading the application onto the client device 110 or to
a server from which the client device 110 retrieves the trading application. As another
example, the client device 110 may receive the trading application (or updates to the trading
application) from a server, for example, via the Internet or an internal network. The client
device 110 may receive the trading application or updates when requested by the client
device 110 (“pull distribution”) and/or un-requested by the client device 110 (“push

distribution”).

[0039] The client device 110 is adapted to send orders to buy or sell a tradeable object. The
client device 110 may also be adapted to cancel orders, change orders, and/or query an
exchange, for example. As another example, the client device 110 may be adapted to send
orders to a simulated exchange in a simulation environment that does not effectuate real-

world trades.

[0040] The orders sent by the client device 110 may be sent at the request of a user or
automatically, for example. For example, a trader may utilize an electronic trading
workstation to place an order for a particular tradeable object, manually providing various
parameters for the order such as an order price and/or quantity. As another example, an
automated trading tool may calculate one or more parameters for an order and automatically
send the order. In some instances, an automated trading tool may prepare the order to be

sent but not actually send it without confirmation from the user.

[0041] In certain embodiments, the client device 110 includes a user interface. The user
interface may include one or more display devices for presenting a text-based or graphical
interface of a trading application to a user, for example. For example, the display devices
may include computer monitors, hand-held device displays, projectors, and/or televisions.
The user interface may be used by the user to specify or review parameters for an order
using a trading application. The user interface may include one or more input devices for

receiving input from a user, for example. For example, the input devices may include a

10
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keyboard, trackball, two or three-button mouse, and/or touch screen. The user interface
may include other devices for interacting with a user. For example, information may be

aurally provided to a user through a speaker and/or received through a microphone.

[0042] In certain embodiments, a trading application may include one or more trading
screens to enable a trader to interact with one or more markets. Trading screens may enable
traders to obtain and view market information, set order entry parameters, enter and cancel
orders, and/or monitor positions while implementing various trading strategies, for example.
For example, a trading application may receive information (such as bid prices, bid
quantities, ask prices, ask quantities, prices and quantities for past sales, and/or other market
related information) from exchange 130 which, in turn, may be displayed with a user
interface of client device 110. Based on the received information, the trading screen may
display a range of price levels and corresponding bid and ask quantities for the price levels
in regard to tradeable objects. In order to provide the trader with pertinent trading
information, the trading screen may display a range of prices (and the corresponding bid and
ask quantities) around the inside market. The information may be continuously or regularly
provided to the trading application, which allows the trading application to update the
trading screen with current market information. A trader may use the trading screen to place
buy and sell orders for tradeable objects or to otherwise trade the tradeable objects based on

the displayed information, for example.

[0043] Trading screens may display one or more trading tools. Trading tools are electronic
tools that allow, assist with, and/or facilitate electronic trading. Exemplary trading tools
include, but are not be limited to, charts, trading ladders, order entry tools, automated
trading tools, automated spreading tools, risk management tools, order parameter tools,
order entry systems, market grids, fill windows, and market order windows, combinations

thereof, other electronic tools used for trading, preparing to trade, or managing trades.

[0044] In certain embodiments, the client device 110 includes an algorithmic trading
application. For example, the client device 110 may include a black box or grey box trading
application. As another example, the client device 110 may include a trading application
which algorithmically processes market data but provides a user interface to allow a user to
manually place orders based on the algorithmic processing or to manipulate orders that were

placed automatically. An algorithmic trading application is a trading application which

11
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includes an automatically processed algorithm to perform certain actions. That is, the
trading application includes an automated series of instructions to perform defined action(s).
The actions may include processing market data in a particular way, placing an order,
modifying an existing order, deleting an order, refraining from placing an order, selecting
which tradeable object(s) to act on, determining a price to place or modify an order at,
determining a quantity to place an order at or modify an order to be, determining whether an

order should be to buy or sell, and delaying action for a period of time, for example.

[0045] As used herein, an algorithm (also referred to as a trading algorithm) is specified by
a definition which includes logic expressions and parameters that describe the algorithm to
be used in trading. Logic expressions specify the relationship between parameters and may
generate more parameters. Parameters may include, for example, inputs into the logic
expressions of the algorithm. The definition of an algorithm may be, at least in part,
specified by the algorithmic trading application. For example, an algorithmic trading
application may allow a user to only specify parameters to be used by pre-defined logic
expressions. As another example, an algorithmic trading application may allow a user to
specify some or all of the logic expressions and some or all of the parameters. A trading
algorithm where the logic expressions are specified by a user is a user-defined trading

algorithm.

[0046] In certain embodiments, the orders from the client device 110 are sent to the
exchange 130 through the gateway 120. The client device 110 may communicate with the
gateway 120 using a local area network, a wide area network, a virtual private network, a

T1 line, a T3 line, an ISDN line, a point-of-presence, and/or the Internet, for example.

[0047] The gateway 120 is adapted to communicate with the client device 110 and the
exchange 130. The gateway 120 facilitates communication between the client device 110
and the exchange 130. For example, the gateway 120 may receive orders from the client
device 110 and transmit the orders to the exchange 130. As another example, the gateway
120 may receive market data from the exchange 130 and transmit the market data to the

client device 110.

[0048] In certain embodiments, the gateway 120 performs processing on data
communicated between the client device 110 and the exchange 130. For example, the

gateway 120 may process an order received from the client device 110 into a data format

12
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acceptable by the exchange 130. Similarly, the gateway 120 may transform market data in
an exchange-specific format received from the exchange 130 into a format understood by
the client device 110. The processing of the gateway 120 may also include tracking orders
from the client device 110 and updating the status of the order based on fill confirmations
received from the exchange 130, for example. As another example, the gateway 120 may

coalesce market data from the exchange 130 and provide it to the client device 120.

[0049] In certain embodiments, the gateway 120 provides services other than processing
data communicated between the client device 110 and the exchange 130. For example, the

gateway 120 may provide risk processing.

[0050] The gateway 120 may include one or more electronic computing platforms such as a
hand-held device, laptop, desktop computer, workstation with a single or multi-core

processor, server with multiple processors, and/or cluster of computers, for example.

[0051] The gateway 120 may include one or more gateway applications. The gateway
application(s) may, for example, handle order processing and market data processing. This

processing may be based on user preferences, for example.

[0052] In certain embodiments, the gateway 120 communicates with the exchange 130
using a local area network, a wide arca network, a virtual private network, a T1 line, a T3

line, an ISDN line, a point-of-presence, and/or the Internet, for example.

[0053] In general, the exchange 130 may be owned, operated, controlled, or used by an
exchange entity. Exemplary exchange entities include the CME Group, the London
International Financial Futures and Options Exchange (“LIFFE”), the
IntercontinentalExchange (“ICE”), and Eurex. The exchange 130 may be an electronic
matching system, such as a computer, server, or other computing device, that is adapted to
allow tradeable objects, for example, offered for trading by the exchange, to be bought and
sold.

[0054] The exchange 130 is adapted to match orders to buy and sell tradeable objects. The
tradeable objects may be listed for trading by the exchange 130. The orders may include
orders received from the client device 110, for example. Orders may be received from the
client device 110 through the gateway 120, for example. In addition, the orders may be

received from other devices in communication with the exchange 130. That is, typically the

13
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exchange 130 will be in communication with a variety of other client devices (which may

be similar to client device 110) that also provide orders to be matched.

[0055] The exchange 130 is adapted to provide market data. The market data may be
provided to the client device 110, for example. The market data may be provided to the
client device 110 through the gateway 120, for example. The market data may include data
that represents the inside market, for example. The inside market is the lowest sell price
(also referred to as the “best ask™) and the highest buy price (also referred to as the “best
bid”) at a particular point in time. The market data may also include market depth. Market
depth refers to the quantities available at the inside market and may also refer to quantities
available at other prices away from the inside market. Thus, the inside market may be
considered the first level of market depth. One tick away from the inside market may be
considered the second level of market depth, for example. In certain embodiments, market
depth is provided for all price levels. In certain embodiments, market depth is provided for
less than all price levels. For example, market depth may be provided only for the first five
price levels on either side of the inside market. The market data may also include
information such as the last traded price (LTP), the last traded quantity (LTQ), and order fill

information.

[0056] In certain embodiments, the system 100 includes more than one client device 110.
For example, multiple client devices similar to the client device 110, discussed above, may

be in communication with the gateway 120 to send orders to the exchange 130.

[0057] In certain embodiments, the system 100 includes more than one gateway 120. For
example, multiple gateways similar to the gateway 120, discussed above, may be in
communication with the client device 110 and the exchange 130. Such an arrangement may

be used to provide redundancy should one gateway 120 fail, for example.

[0058] In certain embodiments, the system 100 includes more than one exchange 130. For
example, the gateway 120 may be in communication with multiple exchanges similar to the
exchange 130, discussed above. Such an arrangement may allow the client device 110 to

trade at more than one exchange through the gateway 120, for example.

[0059] In certain embodiments, the system 100 includes more than one exchange 130 and

more than one gateway 120. For example, multiple gateways similar to the gateway 120,

14
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discussed above, may be in communication with multiple exchanges similar to the exchange
130, discussed above. Each gateway may be in communication with one or more different
exchanges, for example. Such an arrangement may allow one or more client devices 110 to
trade at more than one exchange (and/or provide redundant connections to multiple

exchanges), for example.

[0060] In certain embodiments, the client device 110 includes one or more computing
devices or processing components. In other words, the functionality of the client device 110
may be performed by more than one computing device. For example, one computing
device may generate orders to be sent to the exchange 130 while another computing device
may provide a graphical user interface to a trader. In certain embodiments, the gateway 120
includes one or more computing devices or processing components. In other words, the
functionality of the gateway 120 may be performed by more than one computing device. In
certain embodiments, the exchange 130 includes one or more computing devices or
processing components. In other words, the functionality of the exchange 130 may be

performed by more than one computing device.

[0061] In certain embodiments, the gateway 120 is part of the client device 110. For
example, the components of the gateway 120 may be part of the same computing platform
as the client device 110. As another example, the functionality of the gateway 120 may be
performed by components of the client device 110. In certain embodiments, the gateway
120 is not present. Such an arrangement may occur when the client device 110 does not
need to utilize the gateway 120 to communicate with the exchange 130, for example. For
example, if the client device 110 has been adapted to communicate directly with the

exchange 130.

[0062] In certain embodiments, the gateway 120 is physically located at the same site as the
client device 110. In certain embodiments, the gateway 120 is physically located at the
same site as the exchange 130. In certain embodiments, the client device 110 is physically
located at the same site as the exchange 130. In certain embodiments, the gateway 120 is

physically located at a site separate from both the client device 110 and the exchange 130.

[0063] While not shown for the sake of clarity, in certain embodiments, the system 100 may

include other devices that are specific to the communications architecture such as
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middleware, firewalls, hubs, switches, routers, exchange-specific communication

equipment, modems, security managers, and/or encryption/decryption devices.

[0064] The components, elements, and/or functionality of the system 100 discussed above
may be implemented alone or in combination in various forms in hardware, firmware,
and/or as a set of instructions in software, for example. Certain embodiments may be
provided as a set of instructions residing on a computer-readable medium, such as a
memory, hard disk, CD-ROM, DVD, EPROM, and/or file server, for execution on a general

purpose computer or other processing device.

II. Algorithmic Order Builder

[0065] Certain embodiments provide building block buttons and an algorithm area to define
an algorithm. Certain embodiments allow for adjusting both the parameters and the logic of
an algorithm rapidly, even during a single trading session. Certain embodiments provide
live evaluation of an expression as the algorithm is being defined. Certain embodiments
reduce the risks of traditionally programmed algorithms such as syntax errors, unclear logic,
and the need for a non-trader programmer to develop the algorithm as specified by a trader
by reducing or eliminating the writing of programming code by a user. Certain
embodiments provide a single application for building, debugging, and simulating (with real
market data) an algorithm all at the same time. In addition, the single application may also

provide for initiating the placement of orders using the algorithm.

[0066] FIG. 2A illustrates a trading interface 200 according to certain embodiments. The
trading interface 200 is a trading interface for an algorithmic trading application referred to
as the Algorithmic Order Builder (“AOB”). The AOB allows a trader to create an algorithm
for an order to be placed. However, it should be understood that elements of the illustrated

trading interface 200 may be incorporated into other trading interfaces.

[0067] The trading interface 200 includes an instrument selection button 201, a market grid
202, a simulated indicative order entry area 203, an auto hedge option 204, a scratch
quantity 205, a variable area 206, an algorithm area 210, and building block buttons 215.
The algorithm area 210 includes a price area 211, a quantity area 212, and a conditional area

213.
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[0068] In operation, an algorithm is defined in the algorithm area 210 by utilizing one or
more building block buttons 215 to build an expression in the price area 211, the quantity
arca 212, and/or the conditional arca 213. Default values for user-defined variables in the
algorithm may be specified using the variable area 206. Once the algorithm has been
defined the simulated indicative order entry areca 203 may be used to indicate how the logic
of the expression will behave. An order to be managed according to the defined algorithm

may then be initiated using a trading interface.

[0069] The instrument selection button 201 provides for selection of an instrument (that is,
a tradeable object) to which an order to be placed relates. As illustrated in FIG. 2A, the
instrument selection button 201 has already been used to select the GEH1-GEM1 calendar
spread, as indicated by the name of the selected instrument being displayed in the
instrument selection button 201. If an instrument has not yet been selected, the instrument
selection button 201 may display “Select Instrument” or provide some other indication that

an instrument has not yet been selected.

[0070] Upon activation of the instrument selection button 201 (for example by selecting it
with a pointer or touching it on a touch screen), an instrument selection interface may be

displayed to allow for selection of the instrument.

[0071] FIG. 2B illustrates an instrument selection interface 220 according to certain
embodiments. The instrument selection interface 220 displays a list of tradeable products
and allows a user to specify a particular tradeable object to be traded by following an
instrument tree. The instrument tree allows the user to pick the instrument, instrument type
(for example, spreads or futures), and the particular contract to be indicated, for example.

For example, as illustrated the GEH1-GEMI1 calendar spread has been selected.

[0072] Referring back to FIG. 2A, the market grid 202 displays market information for a
tradeable object. The tradeable objet may be the instrument selected with the instrument
selection button 201, for example. As another example, the tradeable object may be another
tradeable object selected by a user. The market grid 202 may display bid and/or ask price,
bid and/or ask quantity, last traded price and/or quantity information for the tradeable
object, for example. For example, the market grid 202 may display the inside market prices

and quantities for the selected instrument.
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[0073] The simulated indicative order entry area 203 provides for generating feedback for
evaluating operational aspects of an algorithm defined in the algorithm area 210. A user
may simulate placement of a hypothetical order to buy or sell the selected instrument with
the simulated indicative order entry area 203 to indicate how the logic of the expression will
behave. A price and/or quantity for the hypothetical order may also be specified with the
simulated indicative order entry area 203. Additionally, in certain embodiments, the
simulated indicative order entry area 203 may be configured (for example, by selecting a
checkbox) to initiate placement of an actual order to buy or sell the selected instrument,

where the order is managed according to the defined algorithm.

[0074] The auto hedge option 204 provides for specifying that a counter order should be
placed when an initiated order is filled. The counter order is an order to sell when the filled
order was an order to buy and the counter order is an order to buy when the filled order was
an order to sell. The quantity of the counter order may be the same as the filled quantity, for
example. The counter order is initially placed at a profitable exit price, such as one
tradeable increment (as defined by the exchange) from the price of the filled order, for
example. For example, if the filled order bought a quantity of 10 at a price of 100, the
counter order may be to sell a quantity of 10 at a price of 101. As another example, if the
filled order sold a quantity of 5 at a price of 100, the counter order may be to buy a quantity
of 5 at a price of 99.

[0075] The scratch quantity 205 is used with the auto hedge option 204. When the quantity
in the market at the price level of the counter order drops below the specified scratch
quantity 205, then the price level of the counter order is changed to be the price of the
corresponding filled order. In this case, the filled order is said to be “scratched” and there is
no profit on the trade. In certain embodiments, the counter order may be placed at a price to

close the position regardless of the profit or loss.

[0076] The variable area 206 provides for specifying and modifying user-defined variables
used in the algorithm area 210. The variable area 206 displays each variable name and its
value. The variable area may be selected to change a variable name and/or its value.

Variables may also be referred to as parameters of the algorithm.
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[0077] The algorithm area 210 provides for defining an algorithm to manage an order. The
algorithm area 210 includes the price area 211, the quantity area 212, and the conditional

area 213. Each area corresponds to a different aspect of the algorithm.

[0078] The building block buttons 215 are used to build expressions in the algorithm area
210 to define the algorithm. The expressions are evaluated to determine a value for each
arca of the algorithm arca 210. An expression includes one or more elements specified with
the building block buttons 215. The use of the building block buttons 215 is discussed in

more detail below.

[0079] Once the algorithm has been defined in the algorithm area 210, an order to buy or
sell may then be initiated with a trading interface. For example, in addition to providing for
initiating a hypothetical order, in certain embodiments, the simulated indicative order entry
area 203 may also provide for initiating a real order. As another example, trading interfaces
similar to those discussed below may be used to initiate an order. The initiated order is then

managed according to the defined algorithm.

[0080] The price area 211 is evaluated to determine the price at which the order being
managed should be placed. The price area 211 evaluates to a number representing the price.
If the price area 211 is blank, then the price specified in the simulated indicative order entry
area 203 is used. Ifthe price area 211 includes an expression, a price specified in the
simulated indicative order entry area 203 may be ignored. The price area 211 may evaluate
to a different value at different times, such as when market data changes. If so, the order
being managed is changed to work at the new price. This may be achieved by deleting the
order and placing a new order at the new price or by using a cancel/replace command, for

example.

[0081] The quantity area 212 is evaluated to determine the quantity for which the order
being managed should be placed. The quantity area 212 evaluates to a number representing
the quantity. If the quantity area 212 is blank, then the quantity specified in the simulated
indicative order entry area 203 is used. If the quantity area 212 includes an expression, a
quantity specified in the simulated indicative order entry area 203 may be ignored. The
quantity area 212 may evaluate to a different value at different times, such as when market
data changes. Ifso, the order being managed is changed to work at the new quantity. This

may be achieved by deleting the order and placing a new order with the new quantity or by
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using a change order quantity command, for example. If the quantity area 212 evaluates to
0, the order being managed may be removed from the market until the quantity area 212
evaluates to a non-zero value. This may be similar to the conditional area 213 evaluating to

“false,” as discussed below.

[0082] In certain embodiments, the algorithm area 210 does not include the quantity area
212. Instead, the quantity may be fixed or predefined. For example, a trading interface for
managing hedge orders (for example, orders that are automatically placed when another
order for a tradeable object of a trading strategy is filled; this may also be referred to as a
hedge manager interface) may use a quantity that is based on the filled quantity of the other
order and thus is predetermined from the perspective of the algorithm. Thus, an algorithm
area in such a trading interface, which may allow an algorithm to be used for working hedge
orders, may not include a quantity area 212 because the quantity value does not need to be

specified since it is predetermined at the time the algorithm is utilized.

[0083] The conditional area 213 is evaluated to determine whether the algorithm should be
active. The conditional area 213 evaluates to a Boolean value. When the conditional area
213 evaluates to “true,” the algorithm is active. When the conditional area 213 evaluates to
“false,” the algorithm is inactive. If the conditional area 213 is blank, the algorithm is
always active. The conditional area 213 may evaluate to a different value at different times,
such as when market data changes. When the algorithm is active, the order being managed
is entered into the market and worked according to the determined price and quantity, as
discussed above. When the algorithm is inactive, the order being managed is removed from

the market. This may be achieved by deleting the order, for example.

[0084] In certain embodiments, the algorithm area 210 does not include the conditional area
213. Instead, the algorithm may simply always be “active” once the order is initiated. For
example, in a hedge manager interface, because the hedge order may be desired to be filled

as quickly as possible, the algorithm managing the hedge order may always be active.

[0085] If the expressions in the price area 211, the quantity area 212, and/or the conditional
area 213 do not evaluate to the proper type of value (a number for the price area 211 and the
quantity area 212 and a Boolean value for the conditional area 213), the expression is
invalid. To indicate that the expression is invalid, the background of the particular area may

be changed from green (indicating a valid expression) to red (indicating an invalid
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expression). When an expression in one of the arcas of the algorithm area 210 is invalid, an

order cannot be placed.

[0086] In certain embodiments, other indicators besides (or in addition to) background color
may be used to indicate that the expression in an area of the algorithm area 210 is invalid.
For example, a different background pattern, a different border color or style, a text message

such as “Ready” or “Invalid,” and/or an icon of an exclamation point may be used.

[0087] If the order being managed according to the algorithm is filled, a counter order may
be automatically placed based on the auto hedge option 204 and the scratch quantity 205, as

discussed above.

[0088] As discussed above, the building block buttons 215 are used to build expressions in
the algorithm area 210 to define an algorithm. The building block buttons 215 may also be
referred to as icons, movable icons, icon buttons, movable buttons, or user interface
clements, for example. The expressions include elements (logic expressions and
parameters) and are evaluated to determine a value for each area of the algorithm area 210.
A building block button 215 may be selected and placed in a particular area of the algorithm
arca 210 to build an expression. For example, a user may drag and drop one or more
building block buttons 215 into one or more of the areas of the algorithm area 210, such as
the price area 211, the quantity area 212, and/or the conditional area 213. As another
example, a user may select a building block button 215 by, for example, clicking on it and
then it may be placed in the most recently used algorithm area 210. Placing a building
block button 215 in the algorithm area 210 places an element in the expression being built
in the algorithm area 210. As discussed below, certain elements in an expression may

include additional elements that act as sub-expressions, for example.

[0089] Types of building block buttons 215 include: instruments, constants, arithmetic
operators, logical operators, precedence operators, if-then-else constructs, and variables.
Instrument building block buttons specify attributes of the selected instrument, such as bid
price and ask quantity, for example. Constant value building block buttons specify numeric
and Boolean constant values, for example. Arithmetic operator building block buttons
include arithmetic operations such as addition (“+), subtraction (“-), multiplication (“*”),
and division (/7). In addition, arithmetic operator building block buttons may include

order-side-specific arithmetic operations such as “+/-”, which is addition for buy orders and
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subtraction for sell orders (or addition for sell orders and subtraction for buy orders, as
specified by auser). Logic operator building block buttons include logic operations such as
AND, OR, and NOT and comparisons such as greater than (“>"), less than (“<”), greater

ce__2Y

than or equal to (“>="), less than or equal to (“<="), and equal to (“="), for example. In
addition, logic operator building block buttons may include order-side-specific logic
operations such as “>/<”, which is greater than for buy orders and less than for sell orders
(or greater than for sell orders and less than for buy orders, as specified by a user).
Precedence operator building block buttons include parentheses (“(“ and ”)”). In certain
embodiments, the precedence operator building block buttons may be used to form sub-
expressions comprised of the elements between the parentheses. The if-then-else construct
building block button allows for specifying conditional values, for example. The if-then-
else construct building block button provides portions where sub-expressions may be built
using one or more elements. Variable building block buttons specify a user-defined

variable that may have its value changed using the variable area 206, as discussed above, for

example.

[0090] FIGs. 2C-21 illustrate building a definition for an algorithm in a trading interface

200 according to certain embodiments.

[0091] As illustrated in FIG. 2C, the instrument building block button 231 is selected and
placed in the price area 211 as instrument building block 232. The instrument building
block 232 allows a user to select which attribute of the selected instrument should be used
from the list 233. The instrument bid price has been selected. Thus, the price area 211
containing the instrument building block 232 (specified to be the instrument bid price)

evaluates to the instantaneous instrument bid price in the market.

[0092] Examples of attributes of the selected instrument include the bid price, ask price, bid
quantity, ask quantity, last traded price, last traded quantity, volume, trading session high,
trading session low, non-implied bid/ask quantity (also referred to as the real bid/ask
quantity), settlement price, minimum tradeable increment (also referred to as the tick size),
and number of orders in the queue at a price (also referred to as the headcount). In addition,
special order-side-specific attributes may be specified (not shown), such as “bid price*”,
“ask price*”, “bid quantity™*”, and “ask quantity*”, for example. For these special

attributes, the specified value is used for buy orders and the opposite of the specified value
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is used for sell orders. For example, if “ask price®” is selected, then the expression

evaluates to the ask price for a buy order and the bid price for a sell order.

[0093] As illustrated in FIG. 2D, the subtraction arithmetic operator building block button
241 is selected and placed in the price area 211 as subtraction building block 242. Now the
expression in price area 211 includes instrument building block 232 and subtraction

building block 242.

[0094] However, the expression in the price area 211 is now invalid and cannot be
evaluated (“bid price -” is not syntactically meaningful). This may be handled similarly to
the type of the area being invalid, as discussed above. That is, since the expression in the
price area 211 is invalid, the background of the price area 211 is changed from green

(indicating a valid expression) to red (indicating an invalid expression).

[0095] As illustrated in FIG. 2E, the numerical constant value building block button 251 is
selected and placed in the price arca 211 as the constant value building block 252. The user
has specified that the constant value building block 252 should have a value of “0.5.” The
expression in the price area 211 is now valid again (notice that the background has changed
from red back to green) and evaluates to the instantancous bid price of the instrument minus

0.5.

[0096] As illustrated in FIG. 2F, the if-then-clse construct building block button 261 is
selected and placed in the quantity area 212 as the if-then-else construct building block 262.
The if-then-else construct building block 262 includes an IF portion 263, a THEN portion
264, and an ELSE portion 265. Sub-expressions of one or more elements (including nested
if-then-else construct building blocks) may be built in each portion of the if-then-else
construct building block 262. When the if-then-else construct building block 262 is
evaluated, its value is determined as follows. The IF portion 263 is evaluated to determine a
Boolean value. When the determined Boolean value from the IF portion 263 evaluates to
“true”, then the if-then-else construct building block 262 evaluates to the value of the
expression in the THEN portion 264. When the determined Boolean value from the IF
portion 263 evaluates to “false”, then the if-then-else construct building block 262 evaluates

to the value of the expression in the ELSE portion 265.
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[0097] The building block buttons 215 are also used to build expressions in the portions of
the if-then-else construct building block 262. As illustrated, the IF portion 263 includes a
partially built expression for comparing to determine if the instrument bid quantity is greater
than something. However, since this expression is not syntactically meaningful, it is
invalid. Note that consequently, the background of the IF portion 263 is red and not green
to indicate this. Additionally, because the if-then-else construct building block 262 is not
valid (because its IF portion 263 is not valid), the expression in the quantity area 212 is not

valid, and therefore it too has a red background.

[0098] As illustrated in FIG. 2@, the if-then-else construct building block 262 now includes
valid expressions in each of its portions and therefore the expression for the quantity area
212 is also valid.

[0099] As illustrated in FIG. 2H, if-then-else construct building blocks may be nested. The
ELSE portion 265 of the if-then-else construct building block 262 includes another if-then-
else construct building bock 266. As illustrated, since the if-then-else construct building
block 266 does not include any expressions in any of its portions it cannot be evaluated and
is therefore an invalid expression in the ELSE portion 265 of the if-then-else construct
building block 262. Consequently, the ELSE portion 265 has a red background to indicate
its expression is invalid. Further, because the ELSE portion 265 has an invalid expression,
the if-then-else construct building block 262 does not have a valid expression and therefore

the background of the quantity area 212 is red.

[00100] As illustrated in FIG. 21, the expression in the IF portion 263 of the if-then-else
construct building block 262 includes variable building blocks 273, 274, 275, and 276. The
variable building blocks 273, 274, 275, and 276 may be placed by using a variable building
block button or by selecting an option when using the constant value building block button
to indicate that the constant value should be a variable. The variable building block 273
displays the name of the variable (“M_TH_17) and its value (“5000”"). This may represent,
for example, a minimum threshold. As discussed above, the variable area 206 displays each
variable name and its value. As illustrated, variable area 206 includes a name column 271
with entries for each variable building block 273, 274, 275, and 276 and a default value
column 272 with corresponding default value entries for each variable. A user can select a

default value entry in the default value column 272 to change the default value of the
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respective variable building block, so that the new default value is used in the evaluation of
the expression in the quantity area 212. Similarly, the user can select a name entry in the
name column 271 to change the name of the respective variable building block. The
variable building blocks 273, 274, 275, and 276 may allow a user to manipulate the
behavior of the algorithm, rather than the underlying logic, by changing the value of the

variable, which acts as a parameter to the algorithm, for example.

[00101] The trading interface 200 provides a live evaluation feature. The live evaluation
feature, as illustrated in FIGs. 2C-21, provides a display of an evaluation value for an
expression. The live evaluation value may be provided as the algorithm is being defined,
for example. The live evaluation value may be displayed in relation to the expression being
evaluated, for example. The evaluation may be performed whenever an expression changes
or the value of a building block in the expression changes. The evaluation may also be
performed periodically or continuously. In certain embodiments, a live evaluation value
may be provided for sub-expressions. In certain embodiments, a live evaluation value may

be provided for individual elements of an expression.

[00102]  As illustrated in FIG. 2C, as discussed above, the instrument bid price has been
selected as the attribute for the instrument building block 232. The live evaluation 281 of
the price area 211 displays “8.5”, which is the current bid price for the instrument (also
shown in the market grid 202). As illustrated in FIG. 2D, as discussed above, the
expression in the price area 211 is invalid and therefore no live evaluation is displayed
because the expression cannot be evaluated. As illustrated in FIG. 2E, the live evaluation
282 of the price area 211 displays an “8”, which is the instrument bid price (8.5) minus the

constant value (0.5).

[00103] In addition to live evaluation of the price area 211, the quantity area 212, and the
conditional area 213, live evaluation may be performed for expressions within those areas.
For example, as illustrated in FIG. 2@, live evaluations are provided for each of the portions
of the if-then-else construct building block 262 as well as for the quantity area 212 itself.
The live evaluation 283 for the IF portion 263 is “True” because the instrument bid quantity
(863) is greater than or equal to 60. The live evaluation 284 for the THEN portion 264 is 2
because the expression in the THEN portion 264 is just the constant value 2. Similarly, the

live evaluation 285 for the ELSE portion 265 is 1 because the expression in the ELSE
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portion 265 is just the constant value 1. The live evaluation 286 for the quantity area 212 is
then “2” because the evaluation of the if-then-else construction building block 262 is the

value of the THEN portion 264 because the IF portion 263 evaluates to “true”.

[00104] The building block buttons 215 and algorithm area 210 of the trading interface
200 allow a user such as a trader or non-programmer to reduce the time and risk needed to
develop an algorithm. This is achieved in part by reducing or eliminating syntax errors (for
example, due to the complexities of particular programming languages) and providing live
evaluation and feedback for the algorithm being built (for example, by flagging errors and

allowing for debugging of logic while the algorithm is being built).

[00105] Once an algorithm has been defined in the algorithm area 210, it may be saved.
An algorithm may also be given a name (for example, while the algorithm is being built
and/or when the algorithm is saved). The saved algorithm may then be recalled or
referenced at future time with the trading interface 200 or with another trading interface.
For example, the saved algorithm may be loaded with the trading interface 200 so that it
may be edited or re-used on another order. As another example, the saved algorithm may

be referenced as an order type from another trading interface as discussed below.

[00106] FIG. 2] illustrates a trading interface 290 according to certain embodiments.
The trading interface 290 is an order ticket adapted to provide for initiating an order

managed by an algorithm, where the algorithm is defined specifically for that order.

[00107] The trading interface 290 includes an algorithm area 299, an algorithm order
button 294, and building block buttons 295. The algorithm area 299 includes a price area
292, a quantity area 293, and a conditional area 294. The price area 291 is similar to the
price area 211 discussed above. The quantity area 292 is similar to the quantity area 212
discussed above. The conditional area 293 is similar to the conditional area 213 discussed
above. The building block buttons 295 are similar to the building block buttons 215

discussed above.

[00108] The trading interface 290 may be used to initiate placement of typical trading
orders. In addition, the algorithm order button 294 may be selected to enable the algorithm
area 299. When enabled, the algorithm order area 299 provides for defining an algorithm

using the price area 291, the quantity area 292, and the conditional area 293 in a manner
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similar to that discussed above for the trading interface 200. Once the algorithm has been
defined in the algorithm area 299 and initiated, it is managed according to the defined

algorithm in a manner similar to that discussed above for the trading interface 200.

[00109] Similarly, an algorithm area and building block buttons similar to those in
trading interface 200 and 290 may be incorporated into other components of a trading
application. For example, a hedge manager interface may be adapted to incorporate similar

features so that an algorithm may be defined and specified to manage a hedge order.

[00110] The components, elements, and/or functionality of the trading interface 200 and
the trading interface 290 discussed above may be implemented alone or in combination in
various forms in hardware, firmware, and/or as a set of instructions in software, for
example. Certain embodiments may be provided as a set of instructions residing on a
computer-readable medium, such as a memory, hard disk, CD-ROM, DVD, EPROM,

and/or file server, for execution on a general purpose computer or other processing device.

II1. Algo Design Lab

[00111] Certain embodiments provide a design canvas area and blocks for designing an
algorithm. Certain embodiments provide blocks with complex functionality for use in an
algorithm. Certain embodiments provide for grouping blocks placed in the design canvas
area. Certain embodiments provide for virtualized group blocks enabling dynamic
instantiation of portions of an algorithm to handle particular discrete events. Certain
embodiments allow for adjusting both the parameters and the logic of an algorithm rapidly,
even during a single trading session. Certain embodiments provide live feedback for blocks
as the algorithm is being designed. Certain embodiments provide safety features to reduce
potential errors when an algorithm is designed. Certain embodiments provide for operation
of some or all portions of an algorithm when a connection between a client device and an
algorithm server is broken. Certain embodiments reduce the risks of traditionally
programmed algorithms such as syntax errors, unclear logic, and the need for a non-trader
programmer to develop the algorithm as specified by a trader by reducing or eliminating the
writing of programming code by a user. Certain embodiments provide a single application
for building, debugging, and simulating (with real market data) an algorithm all at the same
time. In addition, the single application may also provide for initiating the placement of

orders using the algorithm.
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[00112] FIG. 3A illustrates a block diagram of an electronic trading system 300 in which
certain embodiments may be employed. The system 300 includes one or more client
devices 301, one or more algorithm servers 302, and one or more electronic exchanges 303.
Each client device 301 is in communication one or more algorithm servers 302. Each
algorithm server 302 is in communication with one or more exchanges 303. In addition, in
certain embodiments, although not shown in FIG. 3A, a client device 301 may also be in
communication with one or more exchanges 303. Communication with an exchange by a
client device 301 and/or an algorithm server 302 may be done through a gateway similar to

the gateway 120, discussed above, for example.

[00113] Client device 301 may be similar to client device 110, discussed above, for
example. In certain embodiments, the client device 301 may be referred to as a trader

terminal. Exchange 303 may be similar to exchange 130, discussed above, for example.

[00114] In certain embodiments, the algorithm server 302 is located physically near or at
an exchange 303. In certain embodiments, the algorithm server 302 is part of the client

device 301.

[00115] In operation, an algorithm for electronic trading may be designed on a client
device 301. The algorithm may then be communicated to an algorithm server 302. The
algorithm server 302 executes the algorithm to perform electronic trading with the exchange
303. Market data may be received by the algorithm server 302 for use by the algorithm. In
addition, market data may be received by the client device 301 for use in designing the
algorithm. The market data may be received from the exchange 303, for example. As
another example, market data may be received from a simulator or from stored/historical

data.

[00116] FIG. 3B illustrates a trading interface 310 according to certain embodiments.
The trading interface 310 is a trading interface for an algorithmic trading application
referred to as the Algo Design Lab (“ADL”). The ADL allows a trader to design an
algorithm for electronic trading. However, it should be understood that elements of the

illustrated trading interface 310 may be incorporated into other trading interfaces.

[00117] The trading interface 310 includes a design canvas area 311, a block list arca

312, a variable area 313, and a control area 314. In certain embodiments one or more of
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these areas may be in separate windows or toolbars. For example, the block list area 312

may be in a separate window from the design canvas area 311.

[00118] In operation, an algorithm is defined in the design canvas area 311 by utilizing
one or more block from the block list area 312. Default values for user-defined variables in
the algorithm may be specified using the variable area 313. Once the algorithm has been
defined, the algorithm may be simulated using controls in the control area 314 to indicate
how the logic of the algorithm will behave. An order to be managed according to the

defined algorithm may then be initiated using a trading interface.

[00119] The design canvas area 311 provides for defining an algorithm. The design
canvas area 311 may also be referred to as a whiteboard area. The design canvas area 311
provides a visual programming environment for designing the algorithm. Designing an

algorithm includes building, testing, simulating, and/or evaluating the algorithm.

[00120] In certain embodiments, the design canvas area 311 is the primary focus of the
interface for the trading application 310 and may be a large, white space, for example. In
the design canvas areca 311, blocks may be arranged according to the preference of the user.
In certain embodiments, the design canvas area 311 provides grid lines that may be used to
arrange the blocks. In certain embodiments, the design canvas area 311 includes an
overview display or map that may be used to navigate through a large algorithm with many
blocks. In certain embodiments, the design canvas area 311 may be zoomed in or out so

that a user may see more or less of the algorithm at a time.

[00121] Blocks are placed in the design canvas area 311 and connected to define the
algorithm. The blocks to be placed may be selected from the block list area 312. Once a
block has been placed, it may then be connected to other placed blocks.

[00122] The block list area 312 includes one or more blocks which may be selected and
placed in the design canvas area 311. Blocks represent different functionalities that may be

combined according to user preference to build an algorithm.

[00123] In general, blocks have inputs and outputs. However, certain blocks may have
only inputs and others may have only outputs. For example, a pause block may have only

an input. As another example, a number block may have only an output.
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[00124] Inputs and outputs of blocks are of one of two primary types: continuous or
discrete. A continuous type input/output, at any particular point in time (hence continuous)
has a value. A discrete type input/output receives/provides discrete events (individual
messages/objects) corresponding to specific actions/events that occur at some particular
point in time. When a specific action/event occurs, a corresponding discrete event may be

generated.

[00125] In addition to the primary type of the input/output, an input/output may have a
particular value types. For example, a continuous input might have a value type of Boolean,
number, integer, floating point number, or instrument. As another example, a block may
have two continuous inputs of a variable value type, where the value type for the two inputs
may be Boolean or numeric, for example, but must match. An equals block, which takes
two inputs and compares them to output a Boolean indicating whether the inputs are equal
may have variable inputs so that it may be used to compare Booleans or numbers or
instruments, for example. As another example, a discrete output might have a value type of
fill confirmation. That is, the discrete output might provide fill confirmation discrete
events. As another example, a discrete output might provide more than one type of discrete
event for actions such as order request confirmations (indicating an order was placed), fill
confirmations (indicating an order was filled or partially filled), order change confirmations
(indicating a working order parameters such as price or quantity was changed), order
deletion confirmations (indicating a working order was deleted or cancelled), or trade
confirmations (indicating a trade has occurred). As another example, a discrete event may
be empty in that it indicates only that an event has occurred. An empty discrete event may,
for example, be triggered by a timer, a change in a Boolean value, or used to activate a
portion of an algorithm at a particular time (such as a time of day or a time when certain
market conditions have been met, for example). A discrete event of a particular type may
include different information than a discrete event of another type. For example, an order
confirmation may include information such as an order identifier and/or an instrument. As
another example, a fill confirmation discrete event may include information such as an
order identifier, price, quantity, instrument, and/or time of a fill. As another example, an
order deletion confirmation may include an order identifier, instrument, and/or time of
deletion. As another example, an empty discrete event may not include any information (or
may include only a time the event occurred). A discrete event may include user-defined

information. For example, a discrete event a fill confirmation for a filled order for
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instrument A may include user-defined market information such as a bid price in instrument

B at the time of the fill in instrument A.

[00126] In certain embodiments, a block includes indicators of the primary type for its
inputs/outputs. For example, continuous inputs/outputs may be indicated with a particular
background color, foreground color, background pattern, border color, border style, shape,
symbol, number, text, and/or font and discrete inputs/outputs might be indicated with

another color, pattern, border, shape, symbol, number, text, and/or font.

[00127] In certain embodiments, a block includes indicators of the value type for its
inputs/outputs. For example, inputs/outputs with a particular value type may be indicated
with a particular background color, foreground color, background pattern, border color,
border style, shape, symbol, number, text, and/or font and inputs/outputs with a different
value type may be indicated with another color, pattern, border, shape, symbol, number,

text, and/or font.

[00128] In certain embodiments, the primary type and/or the value type of an input or
output is displayed in a pop-up window when a cursor is positioned near the block. In
certain embodiments, information about the configuration of a block is displayed in a pop-

up window when a cursor is positioned near the block.

[00129] Blocks represent different functionality. In the trading interface 310, blocks
have been separated into four general categories of functionality: basic blocks, trading
blocks, discrete blocks, and miscellaneous blocks. However, these groupings are for
convenient organization and utilization by a user; blocks do not need to be grouped and a
block’s group does not necessitate particular features. Some blocks may appropriately fit in
more than one category and other organizations or groupings of blocks may also be

employed.

[00130] Basic blocks generally have continuous inputs and outputs and provide
arithmetic operations (for example, addition, subtraction, multiplication, and division),
logical operations (for example, AND, OR, and comparison such as equality, greater than,
and less than), constant values (for example, number and Boolean), and if-then-else

constructs.
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[00131] Trading blocks generally provide more complex functionality related to
manipulating an order (for example, placing an order, modifying an existing order, or
deleting an order) or order-related information (for example, a fill confirmation). Trading
blocks may have both continuous and discrete inputs and outputs. For example, a market
maker block may have continuous inputs for specifying an instrument, price, quantity, and
condition for quoting an order and may have a continuous output of the working quantity
and a discrete output for providing notification of fills. Trading blocks allow users,
including non-programmers (such as traders), to utilize a visual design environment (such as
that provided by the ADL) to create and deploy trading algorithms. The trading blocks may
allow for more rapid and accurate design of an algorithm as compared to a typical
programmer with fewer steps or instructions as compared to other visual programming

platforms.

[00132] Discrete blocks generally have discrete inputs and outputs and provide
operations based on the occurrence of discrete events. For example, a generator block may
generate an occurrence of a discrete event. As another example, a value extractor block
may extract a value from a discrete event and make it available as a continuous value to
another portion of the algorithm. As another example, a sequencer block may be used to
control the sequence in which subsequent blocks are processed in response to a discrete
event. Certain discrete blocks may store data to be referenced at a subsequent time. For
example, a value accumulator block may receive a discrete event and extract a user-
specified value from it. The extracted value may be accumulated with values extracted

from each received discrete event.

[00133] Miscellaneous blocks provide a variety of functionality that may not necessary
fit into the above-discussed categories. For example, these blocks may provide special
purpose or more complex calculations or may add additional control to the execution of the
algorithm itself. Further, miscellancous blocks may provide more precise tools to control
risk, convert numbers into tradeable values, or use time (either precise or elapsed) as an

input or variable.

[00134] FIG. 3C illustrates examples of blocks 320 that may be used in the trading
interface 310 according to certain embodiments. Example blocks from each of the

categories identified above are illustrated. Example basic blocks include the add block 321
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and the if-then-else block 322. Example trading blocks include the market maker block
323, the conditional buy/sell block 324, and the order handler block 325. Example discrete
blocks include the value extractor block 326 and the branch block 327. Example
miscellaneous blocks include the note block 328 and the pause block 329. Each of these
blocks, along with other examples of blocks that may be included in certain embodiments

are discussed in more detail below.

[00135] Basic blocks may include add, subtract, multiply, divide, greater than, less than,
greater than or equal, less than or equal, AND, OR, equals, IF-THEN-ELSE, number,

Boolean, and constant blocks, for example.

[00136] An add block may add two continuous numeric inputs together to produce one
continuous numeric output. The add block may have a triangular shape with a plus symbol
(“4+) in the middle, two continuous inputs on the left side, and one continuous output on the

right side. The add block may also be referred to as an adder block.

[00137] A subtract block may subtract one continuous numeric input (for example, the
bottom input) from a second continuous numeric input (for example, the top input) to
produce one continuous numeric output. The subtract block may have a triangular shape

with a minus symbol (“-*) in the middle, two continuous inputs on the left side, and one

continuous output on the right side.

[00138] A multiply block may multiply two continuous numeric inputs together to
produce one continuous numeric output. The multiplier block may have a triangular shape

Gk oY

with a multiplication symbol (“X” or “*”) in the middle, two continuous inputs on the left

side, and one continuous output on the right side.

[00139] A divide block may divide one continuous numeric input (for example, the top
input) by a second continuous input (for example, the bottom input) to produce one
continuous numeric output. The divide block may have a triangular shape with a division

[T

symbol (“/” or “+”) in the middle, two continuous inputs on the left side, and one

continuous output on the right side.

[00140] A greater than block may compare two continuous numeric inputs to determine
if one input (for example, the top input) is greater than a second input (for example, the

bottom input). The output is a continuous Boolean output of TRUE if the first input is
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greater than the second input and FALSE for all other conditions. The greater than block
may have a rectangular shape on the left side and an arched shape to the right side with a
greater than symbol (“>") in the middle, two continuous numeric inputs on the left side, and

one continuous Boolean output on the right side.

[00141] A less than block may compare two continuous numeric inputs to determine if
one input (for example, the top input) is less than a second input (for example, the bottom
input). The output is a continuous Boolean output of TRUE if the first input is less than the
second input and FALSE for all other conditions. The less than block may have a
rectangular shape on the left side and an arched shape to the right side with a less than
symbol (“<”) in the middle, two continuous numeric inputs on the left side, and one

continuous Boolean output on the right side.

[00142] A greater than or equal block may compare two continuous numeric inputs to
determine if one input (for example, the top input) is greater than or equal to a second input
(for example, the bottom input). The output is a continuous Boolean output of TRUE if the
first input is greater than or equal to the second input and FALSE for all other conditions.
The greater than or equal block may have a rectangular shape on the left side and an arched
shape to the right side with a greater than or equal to symbol (“>=" or “>") in the middle,
two continuous numeric inputs on the left side, and one continuous Boolean output on the

right side.

[00143] A less than or equal block may compare two continuous numeric inputs to
determine if one input (for example, the top input) is less than or equal to a second input
(for example, the bottom input). The output is a continuous Boolean output of TRUE if the
first input is less than or equal to the second input and FALSE for all other conditions. The
less than or equal block may have a rectangular shape on the left side and an arched shape
to the right side with a less than or equal to symbol (“<=" or “<”) in the middle, two
continuous numeric inputs on the left side, and one continuous Boolean output on the right

side.

[00144] An AND block may perform a logical conjunction of two continuous Boolean
inputs such that if a first input (for example, the top input) is TRUE and a second input (for
example, the bottom input) is TRUE, then the Boolean output is TRUE. If either of the
inputs is FALSE, then the output value is FALSE. The AND block may have a rectangular
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shape on the left side and an arched shape to the right side with “AND” text in the middle,
two continuous Boolean inputs on the left side, and one continuous Boolean output on the

right side.

[00145] An OR block may perform a logical disjunction of two continuous Boolean
inputs such that if either of the inputs is TRUE, then the Boolean output is TRUE. If both
inputs are FALSE, then the output value is FALSE. The OR block may have a rectangular
shape on the left side and an arched shape to the right side with “OR” text in the middle,
two continuous Boolean inputs on the left side, and one continuous Boolean output on the

right side.

[00146] An equals block may compare two continuous inputs to determine if one input
(for example, the top input) is equal to a second input (for example, the bottom input). The
inputs may be of variable value type so that the equals block may accept values such as
numeric, Boolean, or instrument, as long as each input is of the same type. The output is a
continuous Boolean output of TRUE if the two inputs are equal and FALSE for all other
conditions. The equals block may have a rectangular shape on the left side and an arched

()

shape to the right side with an equals symbol (“=") in the middle, two continuous variable
inputs on the left side and one continuous Boolean output on the right side. The equals

block may also be referred to as an equality block.

[00147] An IF-THEN-ELSE block may have three continuous inputs: a Boolean IF input,
a variable THEN input, and a variable ELSE input. The IF-THEN-ELSE block has one
continuous variable output. If the IF input value is TRUE, the output is the value of the
THEN input. If the IF input value is FALSE, the output is the value of the ELSE input.

The IF-THEN-ELSE block may have a rectangular shape with a “?” symbol in the middle,
one continuous Boolean IF input and two continuous variable ELSE and THEN inputs on

the left side, and one continuous variable output on the right side.

[00148] A number block may have one continuous numeric output that provides a
numeric value specified by the user. When placed, the user may be prompted to enter the
numeric value for the number block. Alternatively, the number block may default to a
predefined value such as 1. In addition, the value may be specified to the order ticket
quantity or order ticket price. If so, the value of the number block will be the respective

value specified when an order is initiated to be managed using the algorithm. The specified
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value may be changed by the user during the design of the algorithm by, for example,
selecting the number block and using an action such as a menu item or double-click to be
prompted to enter a value. The specified value may also be changed if the number block is
specified to be variable using the variable area 313 discussed below. The number block
may have a circular shape with the specified number in the middle and one continuous

numeric output on the right side. This block may also be referred to as a constant number
block.

[00149] A Boolean block may have one continuous Boolean output that provides a
Boolean value specified by the user. When placed, the user may be prompted to enter the
Boolean value for the Boolean block. Alternatively, the Boolean block may default to a
predefined value such as TRUE. The specified value may be changed by the user during the
design of the algorithm by, for example, selecting the Boolean block and using an action
such as a menu item or double-click to be prompted to enter a value. The specified value
may also be changed if the Boolean block is specified to be variable using the variable area
313 discussed below. The Boolean block may have a circular shape with the specified
Boolean value displayed textually in the middle and one continuous Boolean output on the

right side. This block may also be referred to as a constant Boolean block.

[00150] In certain embodiments, the number block and the Boolean block may be
consolidated into a single block such as a constant block. A constant block may have one
continuous variable output that provides a value specified by the user. When placed, the
user may be prompted to enter the value type and value for the constant block.
Alternatively, the constant block may default to a predefined value type such as numeric
and a predefined value such as 1. In addition, the value may be specified to the order ticket
quantity or order ticket price. If so, the value of the constant block will be the respective
value specified when an order is initiated to be managed using the algorithm. The specified
value may be changed by the user during the design of the algorithm by, for example,
selecting the constant block and using an action such as a menu item or double-click to be
prompted to enter a value. The specified value may also be changed if the constant block is
specified to be variable using the variable area 313 discussed below. The constant block
may have a circular shape with the specified value displayed textually in the middle and one

continuous variable output on the right side. In certain embodiments, the constant block
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may also support specifying an instrument for value, similar to the instrument block

discussed below.

[00151] Trading blocks may include instrument, instrument attribute, market maker,
legger, custom spread, responsive buy/sell, conditional buy/sell, order handler, IF-THEN-
ELSE instrument, instrument attribute at price, spread between, trade, order, fill calculator,

and fill accumulator blocks, for example.

[00152] An instrument block may have one continuous instrument output that provides
an instrument name. The instrument name may be an exchange-listed instrument or a
synthetic instrument, for example. When placed, the user may be prompted to specify the
instrument name for the instrument block. The instrument name may be selected from a
list, for example. Alternatively, the instrument block may default to a predefined value.
The specified value may be changed by the user during the design of the algorithm by, for
example, selecting the instrument block and using an action such as a menu item or double-
click to be prompted to enter a value. The specified value may also be changed if the

instrument block is specified to be variable using the variable area 313.

[00153] An instrument attribute block may have a continuous instrument input and a
continuous numeric output. The instrument attribute block may take an instrument name
and output a value for a specified attribute of that instrument. Attributes may include best
bid quantity, best bid price, best ask quantity, best ask price, volume, session high price,
session low price, minimum tradeable increment, last traded price, last traded quantity, total
quantity (total quantity traded at the last traded price, until a trade occurs at a new price),
settlement price from previous trading session, real (non-implied) best bid quantity, real
(non-implied) best ask quantity, bid headcount (number of orders in the market at the best
bid price), ask headcount (number of orders in the market at the best ask price), or position
(user’s overall inventor in a particular instrument). When placed, the user may be prompted
to enter the attribute to be provided by the instrument attribute block. Alternatively, the
instrument attribute block may default to a predefined value such as bid quantity. The
specified attribute may be changed by the user during the design of the algorithm by, for
example, selecting the instrument attribute block and using an action such as a menu item or

double-click to be prompted to enter an attribute. The specified attribute may also be
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changed if the instrument attribute block is specified to be variable using the variable area

313 discussed below.

[00154] A market maker block may submit a buy or sell order for a tradeable object
specified by a continuous instrument input at a price and quantity specified by two
continuous numeric inputs, when the condition continuous Boolean input is TRUE. The
condition input is optional and defaults to TRUE if no input is provided. The market maker
block may delete the order when the condition input is FALSE. The market maker block
may also modify an existing order’s price or quantity if the respective price and quantity
input values change. The value specified in the quantity input represents the maximum
desired fill quantity, taking into account prior fills. For example, if quantity input value of 5
is provided, an order for 5 may be entered into a market and if a quantity of 3 is filled, an
order of 2 will continue to be worked, even if the price input changes. If the quantity input
changes, the order worked will be for the new quantity specified minus the already filled
quantity of 3. The market maker block may provide one or more discrete outputs that
provide fill confirmation and/or order request discrete events. The market maker block may
include an option to specify that orders generated by the market maker block should stay in
the order book even if the algorithm is deleted, halted, stopped, or paused. This feature may
be useful for hedging portions of algorithms, for example. The market maker block may
include an option to specify that an order generated by the market maker block is to be
marked as hung while it is displayed in the order book, which may make it easier to identify
an improperly functioning or incomplete algorithm (if, for example, orders are not expected
to stay in the order book). The market maker block may also include an option to specify a
color or textual flag to be associated with orders placed by the market maker block to make

them easier to identify in an order window, for example.

[00155] A legger block may submit buy or sell orders for tradeable objects of legs of a
custom spread, where the tradeable objects for each leg are specified by a continuous
instrument input. The price and quantity desired for the custom spread are specified by two
continuous numeric inputs. The legger block works an individual order(s) for the spread
when the condition continuous Boolean input is TRUE. The condition input is optional and
defaults to TRUE if no input is provided. The legger block may delete the order(s) when
the condition input is FALSE. The legger block may also modify the price and/or quantity

of a working order(s) if the price and/or quantity input values change. The value specified
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in the quantity input represents the maximum desired fill quantity of the spread, taking into
account prior fills. For example, if quantity input value of 5 is provided, an order for 5 may
be entered into a market and if a quantity of 3 is filled, an order of 2 will continue to be
worked, even if the price input changes. If the quantity input changes, the order worked
will be for the new quantity specified minus the already filled quantity of 3. The legger
block may provide one or more discrete outputs that provide spread fill, order request,
and/or leg fill discrete events. After instruments have been provided for the legs of the
spread, the legger may be configured by, for example, selecting the legger block and using
an action such as a menu item or double-click to be prompted to specify parameters and
settings. Parameters that may be specified for each leg of the spread include “multiple” (the
coefficient of the spread leg), “trade quantity” (quantity for each leg of the spread, where a
positive number is a buy and a negative number is a sell), “work market?” (toggle whether
the leg of the spread will actively quote), “net change” (toggle whether to convert the
custom spread calculation to a net change rather than price), “pay-up ticks” (number of
minimum price increments through which the custom spread will enter a limit order on a
lean leg; a positive number means more aggressive to get filled, a negative number means
less aggressive to get filled), and “lean ratio” (quantity units required to exist on a lean leg
in order to work one quantity unit on a quoting leg; this may be a ratio of quantity between
the two legs or an threshold quantity in the lean leg, for example). Settings that may be
specified include “side” (buy or sell the custom spread), “always work inside market”
(toggle that, when true, legger block will only work individual leg orders that appear on the
best or inside market and, in certain embodiments, will only work the leg more likely to get
filled as determined by looking at market bid/ask size ratios), “disable ‘sniping’ mode”
(toggle the default behavior that if the legger block can achieve the desired spread price, it
will delete the current working orders and simultaneously submit orders on all legs to get
filled at the desired spread price; when disabled, the legger block will only work the
specified “work market?” legs even if the desired price becomes momentarily available),
“clip size” (quantity to be worked at one time incrementally increasing until the total
quantity has been filled as defined by the provided spread quantity input), and “flag”
(specifies a user-defined flag associated with a spread fill discrete event to make identifying
them easier). The legger block may include an option to specify that orders generated by
the legger block should stay in the order book even if the algorithm is deleted, halted,

stopped, or paused. The legger block may include an option to specify that an order
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gencrated by the legger block is to be marked as hung while it is displayed in the order
book, which may make it easier to identify an improperly functioning or incomplete
algorithm (if, for example, orders are not expected to stay in the order book). The legger
block may also include an option to specify a color or textual flag to be associated with
orders placed by the legger block to make them easier to identify in an order window, for

example. This block may also be referred to as an autospreading block or a spreader block.

[00156] A custom spread block may submit buy or sell orders for tradeable objects of
legs of a custom spread, where the custom spread is provided as an instrument from an
external application. The price and quantity desired for the custom spread are specified by
two continuous numeric inputs. The custom spread block works an individual order(s) for
the spread when the condition continuous Boolean input is TRUE. The condition input is
optional and defaults to TRUE if no input is provided. The custom spread block may delete
the order(s) when the condition input is FALSE. The custom spread block may also modify
the price and/or quantity of a working order(s) if the price and/or quantity input values
change. The value specified in the quantity input represents the maximum desired fill
quantity of the spread, taking into account prior fills. For example, if quantity input value
of 5 is provided, if a quantity of 3 is filled, an order of 2 will continue to be worked, even if
the price input changes. If the quantity input changes, the order worked will be for the new
quantity specified minus the already filled quantity of 3. The custom spread block may
include an optional Boolean input to enable dynamic sizing of the order quantities of the
legs of the individual orders instead of requiring the original order quantity to be present on
hedging legs. The custom spread block may provide one or more discrete outputs that
provide fill confirmation and/or order request discrete events. When placed, the user may
be prompted to specify a custom designed instrument from an external application, where
the custom designed instrument provides synthetic market data representing a trading
strategy. Alternatively, specified custom designed instrument may be specified and/or
changed by the user during the design of the algorithm by, for example, selecting the
custom spread block and using an action such as a menu item or double-click to be
prompted to specify the custom designed instrument from an external application.
Additionally, during the design of the algorithm, a user may specify settings that may
include “disable ‘sniping’ mode” (toggle the default behavior that if the custom spread
block can achieve the desired spread price, it will delete the current working orders and

simultaneously submit orders on all legs to get filled at the desired spread price; when
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disabled, the custom spread block will only work the specified quoting legs even if the
desired price becomes momentarily available) and “clip size” (quantity to be worked at one
time incrementally increasing until the total quantity has been filled as defined by the
provided spread quantity input). The custom spread block may include an option to specify
that orders generated by the custom spread block should stay in the order book even if the
algorithm is deleted, halted, stopped, or paused. The custom spread block may include an
option to specify that an order generated by the custom spread block is to be marked as
hung while it is displayed in the order book, which may make it easier to identify an
improperly functioning or incomplete algorithm (if, for example, orders are not expected to
stay in the order book). The custom spread block may also include an option to specify a
color or textual flag to be associated with orders placed by the custom spread block to make
them easier to identify in an order window, for example. In certain embodiments, a custom
spread block may provide a specified custom designed instrument from an external
application as a continuous instrument output. In certain embodiments, a custom spread
block may provide a specified numeric or Boolean value from an external application as a
continuous numeric or Boolean output. This block may also be referred to as a custom

strategy block or custom external application block.

[00157] A responsive buy/sell block may initiate placement of a buy or sell order for an
instrument specified by a continuous instrument input when a discrete event is received on a
discrete input. The price and/or quantity to place the order at may be provided by
continuous numeric inputs. Alternatively, the price and/or quantity may be specified by
user-defined equations that are evaluated to determine the respective price or quantity value
to be used. In certain embodiments, one of the price and quantity may be provided by a
continuous numeric input and the other may be provided by evaluating a user-defined
equation. The specified equation(s) for price and/or quantity (if used) may be changed by
the user during the design of the algorithm by, for example, selecting the responsive
buy/sell block and using an action such as a menu item or double-click to be prompted to
enter the equation(s). An equation may be entered textually or using building block buttons
similar to the building block buttons 215 discussed above, for example. Once the
responsive buy/sell block has initiated placement of the order, the order is not updated based
on subsequent changes in the provided price and/or quantity values. The responsive
buy/sell block may include an option to specify that orders generated by the responsive

buy/sell block should stay in the order book even if the algorithm is deleted, halted, stopped,
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or paused. The responsive buy/sell block may include an option to specify that an order
gencrated by the responsive buy/sell block is to be marked as hung while it is displayed in
the order book, which may make it easier to identify an improperly functioning or
incomplete algorithm (if, for example, orders are not expected to stay in the order book).
The responsive buy/sell block may also include an option to specify a color or textual flag
to be associated with orders placed by the responsive buy/sell block to make them easier to

identify in an order window, for example.

[00158] A conditional buy/sell block may initiate placement of a buy or sell order for an
instrument specified by a continuous instrument input at a price and quantity specified by
two continuous numeric inputs, when the condition continuous Boolean input is TRUE. The
condition input is optional and defaults to TRUE if no input is provided. The conditional
buy/sell block does not delete the order when the condition input value is FALSE (but a
placement of an order is not initiated until the condition input becomes TRUE). The
conditional buy/sell block may only submit one order at a time. In certain embodiments, the
conditional buy/sell block will continue to submit orders (one at a time) to try to achieve the
initially provided quantity value, even if the orders may be deleted (for example, by another
block in the algorithm or manually by a user). Once the conditional buy/sell block has
initiated placement of the order, the order is not updated based on subsequent changes in the
provided price and/or quantity values. The conditional buy/sell block may provide one or
more discrete outputs that provide fill confirmation and/or order request discrete events.
The conditional buy/sell block may include an option to specify that orders generated by the
conditional buy/sell block should stay in the order book even if the algorithm is deleted,
halted, stopped, or paused. The conditional buy/sell block may include an option to specify
that an order generated by the conditional buy/sell block is to be marked as hung while it is
displayed in the order book, which may make it easier to identify an improperly functioning
or incomplete algorithm (if, for example, orders are not expected to stay in the order book).
The conditional buy/sell block may also include an option to specify a color or textual flag
to be associated with orders placed by the conditional buy/sell block to make them easier to

identify in an order window, for example.

[00159]  An order handler block may receive an order event on a discrete input and
manage the corresponding order based on price and quantity values provided by two

continuous numeric inputs. If a value provided on a continuous Boolean input becomes
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TRUE, the order is deleted. The order handler block may provide one or more discrete
outputs that provide fill confirmation, delete confirmation, and/or change confirmation
discrete events. The order handler block may provide working quantity and/or filled
quantity on continuous numeric outputs. The order handler block may include an option to
specify that orders managed by order handler block should stay in the order book even if the
algorithm is deleted, halted, stopped, or paused.

[00160] An IF-THEN-ELSE instrument block may have three continuous inputs: a
Boolean IF input, an instrument THEN input, and an instrument ELSE input. The IF-
THEN-ELSE instrument block has one continuous instrument output. If the IF input value
is TRUE, the output is the instrument value of the THEN input. If the IF input value is
FALSE, the output is the instrument value of the ELSE input. The [F-THEN-ELSE
instrument block may have a rectangular shape with a “?” symbol in the middle, one
continuous Boolean IF input and two continuous instrument ELSE and THEN inputs on the
left side, and one continuous instrument output on the right side. The IF-THEN-ELSE
instrument block is similar to the IF-THEN-ELSE block discussed above but specialized for

instrument values.

[00161] An instrument attribute at price block may have a continuous instrument input, a
continuous numeric input, and a continuous numeric output. The instrument attribute at
price block may take an instrument name (provided by the continuous instrument input) and
a price (provided by the continuous numeric input) and output a value for a specified
attribute of that instrument at the specified price. Attributes may include bid quantity, ask
quantity, real (non-implied) bid quantity, real (non-implied) ask quantity, bid headcount
(number of bid orders in the market at the specified price), and ask headcount (number of
ask orders in the market at the specified price). When placed, the user may be prompted to
enter the attribute to be provided by the instrument attribute at price block. Alternatively,
the instrument attribute at price block may default to a predefined value such as bid
quantity. The specified attribute may be changed by the user during the design of the
algorithm by, for example, selecting the instrument attribute at price block and using an
action such as a menu item or double-click to be prompted to enter an attribute. The
specified attribute may also be changed if the instrument attribute at price block is specified

to be variable using the variable area 313 discussed below.
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[00162] A spread between block may have two continuous instrument inputs and a
continuous instrument output. The spread between block may take two instrument names
(for example, one from a “front leg” input and the other from a “back leg” input) and output
an instrument name corresponding to the exchange listed spread of the two provided
instruments (for example, “front leg — back leg”). For example, a spread between block
may be used to reference a spread between two different instruments such as “CLZ0”
(December Crude 2010) and “CLF1” (Jan Crude 2011). These “legs” may be referred to as
the “front leg” and “back leg,” respectively. The corresponding output of the spread
between block is the exchange listed spread instrument, in this example the exchange listed
instrument “CLZ0-CLF1” (the December 2010 — January 2011 spread market). This block
may be used to improve programming safety to reduce errors in the process of correctly
referencing spreads between instruments. For example, the two input instruments may be
denoted as variables that can be changed when the algorithm is running or specified to be
different exchange listed spreads for different orders being managed by the algorithm. The
spread between block provides safety by finding the “correct” listed spread instrument
without needing a third variable to be set or changed to match the two individual instrument
variables. The spread between block may also be used to locate or search for the existence

of certain exchange listed spreads.

[00163] A trade block may provide trade data in discrete events on a discrete event
output for an instrument provided on a continuous instrument input. The discrete events
include trade price and trade quantity values associated with each trade. The trade data may
be received from an exchange, for example. The trade price and trade quantity may be
extracted from the discrete events by a value extractor block, a value accumulator block, a

discrete min block, and/or a discrete max block, for example.

[00164] An order block may allow an existing order (that is, an order that has already
been placed outside of the algorithm and is not being managed by another algorithm) to be
managed according to the defined algorithm. For example, the order block may be used to
provide particular types of auto-hedging routines to limit orders that have been placed
manually by a user. The order block provides a continuous instrument output of the
instrument the existing order is for and continuous numeric outputs for the quantity, price,
and executed quantity for the existing order. The order block also provides a discrete output

for order discrete events related to the order such as fill confirmations. In certain
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embodiments, if a defined algorithm includes an order block it may be presented in a list of
available algorithms to be applied to an existing order in a trading interface include an order
window, for example. As another example, an order identifier may be provided as a
variable to the algorithm when it is run or specified in the order block itself. When applied
to the existing order, the defined algorithm including the order block may then manage the

order according to the algorithm.

[00165] A fill calculator block may provide a discrete output for spread fill discrete
events. The fill calculator block may be used when the algorithm buys/sells a custom
spread without using a legger block or a custom spread block. The fill calculator block
receives multiple continuous instrument inputs and a discrete input for each trade execution
(fill) leg of the spread, the former providing the instruments for the legs and the latter
providing discrete events for fill confirmations. After instruments have been provided for
the legs of the spread, the fill calculator block may be configured by, for example, selecting
the fill calculator block and using an action such as a menu item or double-click to be
prompted to specify parameters and settings. Parameters that may be specified for each leg
of the spread include “multiple” (the coefficient of the spread leg), “trade quantity”
(quantity for each leg of the spread, where a positive number is a buy and a negative
number is a sell), and “net change” (toggle whether to convert the custom spread calculation
to a net change rather than price). Settings that may be specified include “side” (buy or sell
the custom spread for the fill calculator) and “flag” (specifies a user-defined flag associated

with a spread fill discrete event to make identifying them easier).

[00166] An accumulator block may receive an order or fill discrete event on a discrete
input and provide on a continuous numeric output the accumulated quantity for the received
discrete events. For example, if an accumulator block is connected to a market maker
block, the accumulator block may increase the value of its continuous numeric output for
each partial fill discrete event received from the market maker block. This block may be
used to keep track of the total number of fills, for example. The accumulator block may be
a pass-through block so each discrete event received is passed out through a corresponding
discrete output. The accumulator block may include a reset discrete input which, upon
receiving an event, will reset the accumulated quantity to 0. The accumulator block may be
similar to the value accumulator block discussed below but with more restricted

functionality because it accumulates only the filled quantity.
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[00167] Discrete blocks may include generator, value extractor, value accumulator, value
bucket, discrete moving average, state, branch, multiplexer, funnel, sequencer, discrete min,

and discrete max blocks, for example.

[00168] A gencrator block may provide a discrete event on a discrete output whenever a
condition is TRUE. The condition may be provided by a continuous Boolean input so that
whenever the condition input becomes TRUE, an event is generated. Alternatively, the
condition may be specified to be an event such as: “on start” (the condition is TRUE when
the algorithm is started and FALSE thereafter so that a single discrete event is provided
when the algorithm is started), “on change” (the condition is TRUE whenever the
continuous Boolean input value changes so that going from TRUE to FALSE or FALSE to
TRUE both generate a discrete event), “every X (the condition is TRUE once each
specified time interval, where the interval may be specified in minutes, seconds, or

milliseconds).

[00169] A value extractor block may receive a discrete event on a discrete input and
extract a user-specified value from the event. Alternatively, the value extractor block may,
when the discrete event is received, evaluate a user-defined equation to determine the
extracted value. The exacted value may then be provided on a continuous output. The
value type of the output depends on the type of value extracted. The following expressions
may be available for use in specifying the value to be extracted from the discrete event:
“instrument” (providing the instrument associated with the discrete event), “fill price”
(providing the fill price associated with the discrete event), “fill quantity” (providing the fill
quantity associated with the discrete event), “order quantity” (providing the order quantity
associated with the discrete event), “order price” (providing the order price associated with
the discrete event), “executed quantity” (providing the accumulation of fills with regard to
the order quantity), “working quantity” (providing the accumulation of a non-executed
order quantity at a specific order price), “trade quantity” (providing the quantity of a trade
executed at an exchange), “trade price” (providing the price of a trade executed at an
exchange), and “variable” (providing the value of a specified user-defined variable or the
value of any other block output in the algorithm that is not part of a virtualized group
block). In certain embodiments, the value extractor block may reference a value from
another block’s output. The value may be referenced using a “variable” expression

discussed above or the value may be provided to a continuous variable input of the value
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extractor block, for example. The value extractor block may be a pass-through block so

cach discrete event received is passed out through a corresponding discrete output.

[00170] A value accumulator block may receive a discrete event on a discrete input and
extract a user-specified value from the event to accumulate the value as each discrete event
is received. The accumulated value is provided on a continuous numeric output. The
following expressions may be available for use in specifying the value to be extracted from
the discrete event: “fill price” (providing the fill price associated with the discrete event),
“fill quantity” (providing the fill quantity associated with the discrete event), “order
quantity” (providing the order quantity associated with the discrete event), “order price”
(providing the order price associated with the discrete event), “executed quantity”
(providing the accumulation of fills with regard to the order quantity), “working quantity”
(providing the accumulation of a non-executed order quantity at a specific order price),
“trade quantity” (providing the quantity of a trade executed at an exchange), “trade price”
(providing the price of a trade executed at an exchange), and “variable” (providing the value
of a specified user-defined variable or the value of any other block output in the algorithm
that is not part of a virtualized group block). The value accumulator block may be a pass-
through block so each discrete event received is passed out through a corresponding discrete
output. The value accumulator block may include a reset discrete input which, upon
receiving an event, will reset the accumulated value to 0. The value accumulator block is
similar to the accumulator block discussed above but supports more flexible configuration

of what value is accumulated.

[00171] A value bucket block may provide for creating a table of key-value pairs. The
table may be a hash table, for example. The key for the table of the value bucket block is
referred to as a bucket hole. The value for the table corresponding to a particular bucket
hole (that is, the key of the table) is referred to as a bucket value. The value bucket block
receives a discrete event on a discrete input. When the discrete event is received, a user-
defined equation for the bucket hole is evaluated to determine the appropriate entry in the
table. A user-defined equation for the bucket value is then evaluated to determine a new
bucket value for the entry in the table corresponding to the determined bucket hole. As
discussed below, the new bucket value may be combined with or replace the previous
bucket value. When placed, the user may be prompted to enter the equations for the bucket

hole and bucket value. Alternatively, the value bucket block may default to predefined
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equations such as a bucket hole of “0” and a bucket value of “0”. The specified equations
may be changed by the user during the design of the algorithm by, for example, selecting
the value bucket block and using an action such as a menu item or double-click to be
prompted to enter one or both of the bucket hole and bucket value equations. The equations
may be entered textually or using building block buttons similar to the building block
buttons 215 discussed above, for example. Expressions available for use in specifying the
equations (which may be provided by building block buttons) may include “instrument”
(providing the instrument associated with the discrete event), “fill price” (providing the fill
price associated with the discrete event), “fill quantity” (providing the fill quantity
associated with the discrete event), “order quantity” (providing the order quantity associated
with the discrete event), “order price” (providing the order price associated with the discrete
event), “executed quantity” (providing the accumulation of fills with regard to the order
quantity), “working quantity” (providing the accumulation of a non-executed order quantity
at a specific order price), “trade quantity” (providing the quantity of a trade executed at an
exchange), “trade price” (providing the price of a trade executed at an exchange), and
“variable” (providing the value of a specified user-defined variable or the value of any other
block output in the algorithm that is not part of a virtualized group block). As part of
specifying the value bucket equation, a user may also configure how a new bucket value is
combined with the previous bucket value. For example, the new bucket value may be added
to the previous bucket value (providing for a summation of the bucket values determined for
the same bucket hole for each received discrete event). As another example, an average of
the bucket values determined for the same bucket hole may be determined. As another
example, the new bucket value may replace the previous bucket value (providing the most
recent value as the bucket value for a particular bucket hole). The value bucket may default
to summing the bucket values for a particular bucket hole, for example. The value bucket
block may be a pass-through block so each discrete event received is passed out through a
corresponding discrete output. The value bucket block may also have a hole continuous
numeric input that provides a value to be used as the bucket hole so that the corresponding
bucket value for the provided bucket hole is provided on a value continuous numeric output.
The value bucket block may include a reset discrete input which, upon receiving an event,

will reset the stored table.

[00172] A discrete moving average block may provide a moving average for a value

determined by evaluating a specified user-defined equation each time a discrete event is
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received at a discrete input. The number of data points to be used in determining the
moving average is specified by a continuous numeric input. The moving average is
provided to a continuous numeric output. The discrete moving average block may keep a
list of the evaluated data points until the number of data points specified by the
corresponding input has been reached, at which point the newest data point may be added to
the list, the oldest removed from the list, and the moving average be calculated over the data
points in the list. When placed, the user may be prompted to enter the equation to be
cvaluated. Alternatively, the discrete moving average block may default to a predefined
value such as 0 for the equation. The specified equation may be changed by the user during
the design of the algorithm by, for example, selecting the discrete moving average block
and using an action such as a menu item or double-click to be prompted to enter an
equation. The equation may be entered textually or using building block buttons similar to
the building block buttons 215 discussed above, for example. Expressions available for use
in specifying the equation (which may be provided by building block buttons) may include
“instrument” (providing the instrument associated with the discrete event), “fill price”
(providing the fill price associated with the discrete event), “fill quantity” (providing the fill
quantity associated with the discrete event), “order quantity” (providing the order quantity
associated with the discrete event), “order price” (providing the order price associated with
the discrete event), “executed quantity” (providing the accumulation of fills with regard to
the order quantity), “working quantity” (providing the accumulation of a non-executed
order quantity at a specific order price), “trade quantity” (providing the quantity of a trade
executed at an exchange), “trade price” (providing the price of a trade executed at an
exchange), and “variable” (providing the value of a specified user-defined variable or the
value of any other block output in the algorithm that is not part of a virtualized group
block). The discrete moving average block may also take a discrete input that is a reset
input. When a discrete event is received by the reset input, the recorded data points are
discarded. This may result in the moving average output being 0 or “Not a Number” (NaN).
The discrete moving average block may also provide an OK continuous Boolean output that
indicates whether a sufficient number of data points have been recorded to fully calculate
the moving average. The OK output is FALSE until the needed number of data points have
been recorded and TRUE thereafter (until reset). For example, if the number of data points
input provides a value of 20, 20 data points (that is, 20 evaluations of the specified equation,

each triggered by the receipt of a discrete event) will need to be recorded before the OK
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output becomes TRUE. The discrete moving average block may also provide a number of
data points continuous numeric output that indicates the number of data points that have
been recorded. The discrete moving average block may be a pass-through block so each

discrete event received is passed out through a corresponding discrete output.

[00173] A state block may receive a discrete event on a discrete input and evaluate a
conditional for each discrete output to determine whether the discrete event should be
provided on the discrete output. The state block may be used to design a state machine
which is a model of behavior composed of a finite number of states, transitions between
those states, and actions, for example. Multiple state blocks may be linked together similar
to a “flow” graph where a user may inspect the way the logic runs when certain conditions
are met. Because a current state is determined by past states, it may essentially record
information about the past. A transition indicates a state change and is described by a
conditional that would need to be fulfilled to enable the transition. The state block allows
the user to define an exit action and the conditional that defines the transition. For example,
in a state block providing two discrete outputs each corresponding to a different state
transition, the user specifies a conditional for each. After a discrete event is received, the
state block waits for one or more of the conditionals associated with each transition to
become TRUE (if, when the discrete event is received, none of the conditionals are TRUE).
When the conditional associated with a particular state transition evaluates to TRUE, the
state block provides the discrete event (that has been held since it was received) on the
output associated with that particular state transition. A conditional may be provided on a
continuous Boolean input. Alternatively, the conditional may be provided by a specified
user-defined equation that evaluates to a Boolean value. The specified equation may be
changed by the user during the design of the algorithm by, for example, selecting the state
block and using an action such as a menu item or double-click to be prompted to enter the
equation. The equation may be entered textually or using building block buttons similar to
the building block buttons 215 discussed above, for example. A state block may be used to
evaluate a user defined pattern in a market such as if there are multiple consecutive trades at
non-lower prices. These signals may be used as a conditional input into a trading block
such as a market maker block, for example. A state block could also evaluate information
such as whether a discrete event is a buy or a sell fill message, for example. Expressions
available for use in specifying the equation (which may be provided by building block

buttons) may include “instrument” (providing the instrument associated with the discrete
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event), “fill price” (providing the fill price associated with the discrete event), “fill quantity”
(providing the fill quantity associated with the discrete event), “order quantity” (providing
the order quantity associated with the discrete event), “order price” (providing the order
price associated with the discrete event), “executed quantity” (providing the accumulation
of fills with regard to the order quantity), “working quantity” (providing the accumulation
of a non-executed order quantity at a specific order price), “trade quantity” (providing the
quantity of a trade executed at an exchange), “trade price” (providing the price of a trade
executed at an exchange), and “variable” (providing the value of a specified user-defined
variable or the value of any other block output in the algorithm that is not part of a

virtualized group block).

[00174] A branch block may receive a discrete event on a discrete input and evaluate a
conditional. If the conditional is TRUE, then the discrete event will be provided on a first
discrete output (the “YES” path) and if the conditional is FALSE, then the discrete event
will be provided on a second discrete output (the “NO” path). The conditional may be
provided on a continuous Boolean input. Alternatively, the conditional may be provided by
a specified user-defined equation that evaluates to a Boolean value. The specified equation
may be changed by the user during the design of the algorithm by, for example, selecting
the branch block and using an action such as a menu item or double-click to be prompted to
enter the equation. The equation may be entered textually or using building block buttons
similar to the building block buttons 215 discussed above, for example. A branch block
may be used to evaluate whether the discrete event is a buy or a sell fill event, for example.
A “buy?” building block button may be used to build such an equation. Other expressions
available for use in specifying the equation (which may be provided by building block
buttons) may include “instrument” (providing the instrument associated with the discrete
event), “fill price” (providing the fill price associated with the discrete event), “fill quantity”
(providing the fill quantity associated with the discrete event), “order quantity” (providing
the order quantity associated with the discrete event), “order price” (providing the order
price associated with the discrete event), “executed quantity” (providing the accumulation
of fills with regard to the order quantity), “working quantity” (providing the accumulation
of a non-executed order quantity at a specific order price), “trade quantity” (providing the
quantity of a trade executed at an exchange), “trade price” (providing the price of a trade

executed at an exchange), and “variable” (providing the value of a specified user-defined
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variable or the value of any other block output in the algorithm that is not part of a

virtualized group block).

[00175] A multiplexer block may receive a discrete event on a discrete input and provide
the discrete event on a particular discrete output. For example, the multiplexer block may
receive a discrete event from an order handler block and based on the type of the discrete
event (for example, fill, change, or delete), provide it on the appropriate discrete output of
the multiplexer block. When placed, the user may be prompted to specify which discrete
event types for which outputs are provided. Alternatively, the multiplexer block may
default to a predefined configuration of providing an output for every discrete event type.
The specified discrete event types for which outputs are provided may be changed by the
user during the design of the algorithm by, for example, selecting the multiplexer block and
using an action such as a menu item or double-click to be prompted to specify the discrete
event types. The multiplexer block may be used in conjunction with the order handler block

to manage an order, for example.

[00176] A funnel block may receive discrete events on two or more discrete inputs and
provide them on a single discrete output. The funnel block does not hold a discrete event, it
passes it through to the output. The funnel block may be used in conjunction with state

blocks that need multiple inputs, for example.

[00177] A sequencer block may guarantee the order in which discrete events are passed
through the outputs. The sequencer block may have a discrete input and two or more
discrete outputs. When a discrete event is received at the input, the sequencer block
provides the discrete event to each output in order. That is, in the processing for a received
discrete event, the sequencer blocker will first provide the discrete event to the first output,
and then the discrete event will be provided to the second output, and so on. This may
allow a user to precisely determine which order blocks which receive discrete inputs are
updated in the algorithm. However, if multiple blocks are connected to the same discrete
output of the sequencer block, the order those blocks receive the discrete event is

unspecified. This block may also be referred to as a sequence block.

[00178] A discrete min block may compare two discrete inputs and provide a continuous
numeric output of the minimum value of a specified attribute (for example, trade price,

trade quantity, etc.). When a discrete event is received on one of the inputs, the specified
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attribute value is extracted from the event and stored. The extracted value is compared with
the most recently stored value for the other discrete input to determine which is the smaller
value and that value is provided on the continuous numeric output. If no discrete event has
been received for an input, the value extracted from the other input may always treated as
the larger value. As an alternative, the value for a particular discrete input may simply
default to 0. The discrete min block may be a pass-through block so each discrete event
received is passed out through a corresponding discrete output. The discrete min block may
include a reset discrete input which, upon receiving an event, will reset the stored values for

each discrete input and update the minimum output correspondingly.

[00179] A discrete max block may compare two discrete inputs and provide a continuous
numeric output of the maximum value of a specified attribute (for example, trade price,
trade quantity, etc.). When a discrete event is received on one of the inputs, the specified
attribute value is extracted from the event and stored. The extracted value is compared with
the most recently stored value for the other discrete input to determine which is the larger
value and that value is provided on the continuous numeric output. If no discrete event has
been received for an input, the value extracted from the other input may always treated as
the larger value. As an alternative, the value for a particular discrete input may simply
default to 0. The discrete max block may be a pass-through block so each discrete event
received is passed out through a corresponding discrete output. The discrete max block may
include a reset discrete input which, upon receiving an event, will reset the stored values for

each discrete input and update the maximum output correspondingly.

[00180] Miscellaneous blocks may include min, max, rounding, display to decimal, not,
once true, is number, moving average, conditional f(x), numeric f(x), average, timer, note,

random number, square root, log, and pause blocks, for example.

[00181] A min block may compare two continuous numeric inputs to determine which is
the smaller value and output it. The min block may have a triangular shape with “MIN”
text in the middle, two continuous numeric inputs on the left side, and one continuous

numeric output on the right side.

[00182] A max block may compare two continuous numeric inputs to determine which is

the larger value and output it. The max block may have a triangular shape with “MAX” text
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in the middle, two continuous numeric inputs on the left side, and one continuous numeric

output on the right side.

[00183] A rounding block may round a number provided by a continuous numeric input
to the nearest increment provided by a continuous numeric input to produce one continuous
numeric output. If no increment value is provided, the round block may round to the
nearest integer. In addition, a user may specify one of three options for the rounding block:
normal rounding, always up rounding, and always down rounding. Normal rounding uses
the traditional rounding rules (for example, 0.5 rounds up to 1 and 0.49 rounds down to 0).
Always up rounding will round the number to the higher increment if the value falls
between two increments (for example, 2.1 rounds up to 3 and 2 rounds to 2). Always down
rounding will round the number to the lower increment if the value falls between two
increments (for example, 2.9 will round down to 2 and 2 rounds to 2). If no option is
specified, the rounding block may default to normal rounding, for example. The rounding
block may have a rectangular shape with “Round” text in the middle, two continuous

numeric inputs on the left side, and one continuous numeric output on the right side.

[00184] A display to decimal block may use a number provided by a continuous numeric
input and an instrument provided by a continuous instrument input to outputs number in
decimal form. For example, a display to decimal block may be utilized if a user wishes to
use a number block to feed a value such as a price into the rest of the algorithm (perhaps as
a variable) without having to calculate the value in decimal format. The user may be used
to seeing the price of the instrument ZN as 117125, which may represent a price of 117 and
12.5/32nds. With the display to decimal block, the number 117125 may be provided as an
input, along with the instrument, and the display to decimal block will convert the number
to the appropriate decimal format value (here, 117.390625) for use by the rest of the
algorithm. The display to decimal block may have a rectangular shape with “D2Dec” text
in the middle, one continuous instrument input and one continuous numeric input on the left

side, and one continuous numeric output on the right side.

[00185] A NOT block may perform a logical negation of a continuous Boolean input
such that if the input value is TRUE the output is FALSE and if the input value is FALSE
the output is TRUE. The NOT block may have a rectangular shape on the left side and an

“"’

arched shape to the right side with a negation symbol (“!”” or “—”) in the middle, one
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continuous Boolean input on the left side, and one continuous Boolean output on the right

side.

[00186] A once true block may provide a continuous Boolean output of TRUE for the
life of the algorithm when a continuous Boolean input turns TRUE. Until the input value
become TRUE at least once, the output value of the once true block is FALSE. Once the
input value has become TRUE, the once true block always outputs a value of TRUE
regardless if the input value subsequently changes. The once true block may have a
rectangular shape on the left side and an arched shape to the right side with “T” text in the
middle, one continuous Boolean input on the left side and one continuous Boolean output

on the right side. This block may also be referred to as a once true always true block.

[00187] An is number block may provide a continuous Boolean output of TRUE if the
value provided on a continuous numeric input is a number and output FALSE if the
provided value is “Not a Number” (NaN). The is number block may have a rectangular
shape on the left side and an arched shape to the right side with “IsNum?” text in the
middle, one continuous numeric input on the left side and one continuous Boolean output

on the right side.

[00188] A moving average block may take a data value (which may be changing over
time, such as a price or quantity) as a continuous numeric input and a number of minutes
value as a continuous numeric input and provide a moving average over the specified
number of minutes as a continuous numeric output. The moving average block may record
the data value every second. For example, if a user desires to have a one minute moving
average, the moving average block will record 60 data points and average them for the
output. The moving average block may also take a continuous Boolean value that indicates
whether the data value input is valid. This input is optional and default to TRUE. When the
data value is about to be recorded (by default once per second), the moving average block
checks to see if the valid input is TRUE. If so, the data value is recorded as a data point. If
the valid input is FALSE, the data value is not recorded as a data point. The moving
average block may also take a discrete input that is a reset input. When a discrete event is
received by the reset input, the recorded data points are discarded. Depending on the data
value being recorded, this may result in the moving average output being 0 or “Not a

Number” (NaN). The moving average block may also provide an OK continuous Boolean

55



WO 2011/049936 PCT/US2010/053172

output that indicates whether a sufficient number of data points have been recorded to fully
calculate the moving average. The OK output is FALSE until the needed number of data
points have been recorded and TRUE thereafter (until reset). For example, if number of
minutes input provides a value of 20 (for a 20 minute moving average), 1200 data points (1
data point for every second over the 20 minute period) will need to be recorded before the
OK output becomes TRUE. The moving average block may also provide a number of data
points continuous numeric output that indicates the number of data points that have been
recorded. The moving average block may have a rectangular shape with “MvgAvg” text in
the middle, four inputs (2 continuous numeric inputs, 1 continuous Boolean input, and 1
discrete input) on the left side, and three outputs (2 continuous numeric outputs and 1

continuous Boolean output) on the right side.

[00189] A conditional f(x) block may evaluate a user-defined equation that provides a
value for a continuous Boolean output. When placed, the user may be prompted to enter the
equation to be evaluated. Alternatively, the conditional f(x) block may default to a
predefined value such as TRUE. The specified equation may be changed by the user during
the design of the algorithm by, for example, selecting the conditional f(x) block and using
an action such as a menu item or double-click to be prompted to enter an equation. The
equation may be entered textually or using building block buttons similar to the building
block buttons 215 discussed above, for example. In certain embodiments, the conditional
f(x) block may reference a value from another block’s output. The value may be referenced
using a building block button 215 that specifies the block and output or the value may be
provided to a continuous variable input of the conditional f(x) block. The conditional f(x)
block may have a rectangular shape on the left side and an arched shape to the right side
with “f(x)” text in the middle, no inputs on the left side (unless values are referenced in the
user-defined equation, in which case continuous inputs are provided corresponding to each

variable), and one continuous Boolean output on the right side.

[00190] A numeric f(x) block may evaluate a user-defined equation that provides a value
for a continuous numeric output. When placed, the user may be prompted to enter the
equation to be evaluated. Alternatively, the numeric f(x) block may default to a predefined
value such as 0. The specified equation may be changed by the user during the design of
the algorithm by, for example, selecting the numeric f(x) block and using an action such as

a menu item or double-click to be prompted to enter an equation. The equation may be
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entered textually or using building block buttons similar to the building block buttons 215
discussed above, for example. In certain embodiments, the numeric f(x) block may
reference a value from another block’s output. The value may be referenced using a
building block button 215 that specifies the block and output or the value may be provided
to a continuous variable input of the numeric f(x) block. The numeric f(x) block may have
a rectangular shape on the left side and an arched shape to the right side with “f(x)” text in
the middle, no inputs on the left side (unless values are referenced in the user-defined
equation, in which case continuous inputs are provided corresponding to each variable), and

ong continuous numeric output on the right side.

[00191] In certain embodiments, the conditional f(x) block and the numeric f(x) block
may be consolidated into a single block such as an f(x) block. An f(x) block may evaluate a
user-defined equation that provides either a Boolean or a numeric value for a continuous
variable output. When placed, the user may be prompted to enter the equation to be
evaluated. Alternatively, the f(x) block may default to a predefined value such as 0. The
specified equation may be changed by the user during the design of the algorithm by, for
example, selecting the f(x) block and using an action such as a menu item or double-click to
be prompted to enter an equation. The equation may be entered textually or using building
block buttons similar to the building block buttons 215 discussed above, for example. In
certain embodiments, the f(x) block may reference a value from another block’s output.

The value may be referenced using a building block button 215 that specifies the block and
output or the value may be provided to a continuous variable input of the f(x) block. The
f(x) block may have a rectangular shape on the left side and an arched shape to the right
side with “f(x)” text in the middle, no inputs on the left side (unless values are referenced in
the user-defined equation, in which case continuous inputs are provided corresponding to

cach variable), and one continuous variable output on the right side.

[00192] An average block may average the values of two or more continuous numeric
inputs to produce one numeric continuous output. For example, the average block may
have 10 inputs. As another example, the average block may begin with one input and each
time a connection is made to an average block input a new input may be dynamically
provided. The values of the inputs are summed and then divided by the number of inputs

providing values to produce the output. The average block may have a rectangular shape
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with “AVE” or “AVG” text in the middle, two or more continuous numeric inputs on the

left side, and one continuous numeric output on the right side.

[00193] A timer block may provide continuous numeric outputs for the hour, minute, and
second of a time. For example, the time may be the current time. The current time may be
the time at the computing device providing the trading interface to a user or the current time
at an algorithm server, for example. As another example, the time may be from when the
algorithm was started running. As another example, the time may be the time since the start
of the current trading session. As another example, the time may be from 12am CST of the
current trading session. As another example, the time may be a time provided by an
exchange. The timer block may have a rectangular shape with “TIMER” text or a clock

symbol in the middle and three continuous numeric outputs on the right side.

[00194] A note block may provide a text box for users to enter comments and notes about
the algorithm being designed. A note block may not have any inputs or outputs. When
placed, the user may be prompted to enter the text for the note block. Alternatively, the
note block may default to a predefined value such as “Add note here.” The specified value
may be changed by the user during the design of the algorithm by, for example, selecting
the note block and using an action such as a menu item or double-click to be prompted to
enter a value. The note block does not affect the operation of the algorithm. The note block

may have a rectangular shape with the text value displayed in the middle.

[00195] A random number block may provide a random number to a continuous numeric
output. The random number may be specified to be an integer or a floating point value
when the random number block is placed or later configured. The random number block
may default to providing an integer value. The random number may be between a
minimum value specified by a continuous numeric input and a maximum value specified by
a continuous numeric input. If the minimum input is not provided, it may default to 0, for
example. If the maximum input is not provided it may default to the maximum integer
supported by the computing device for an integer output or to 1 for a floating point output.
The random number block may also have a discrete input to signal when a new random
number should be provided. If a discrete input is not provided, the random number block
may provide a new random number once per second, for example. The random number

block may be a pass-through block so each discrete event received is passed out through a
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corresponding discrete output. The random number block may have a square shape with a
question mark symbol (“?””) or “RAND” text in the middle, two continuous numerical
inputs and one discrete input on the left side, and one continuous numerical output on the

right side.

[00196] A square root block may provide a square root value on a continuous numeric
output for a value provided on a continuous numeric input. The output may be “Not a
Number” (NaN) if the input is a negative number. The square root block may have a
triangular shape with a square root symbol (“N”) in the middle, one continuous numeric

input on the left side, and one continuous numeric output on the right side.

[00197] A log block may provide a logarithm value on a continuous numeric output for a
value provided on a continuous numeric input. A base value for the logarithm may be
provided on a continuous numeric input. If the base value is not provided it may default to
the natural logarithm, for example. The log block may have a square shape with “Log” text
in the middle, two continuous numeric inputs on the left side, and one continuous numeric

output on the right side.

[00198] A pause block may pause the entire algorithm if a discrete event is received on a
discrete input or if a value provided on a continuous Boolean input becomes TRUE. In
certain embodiments, if the Boolean input value becomes FALSE again, the algorithm may
resume running. In certain embodiments, once the algorithm has been paused because of
the pause block, the algorithm must be manually restarted. The pause block may be
octagonal shaped with a red background, “Stop” text in the middle, one continuous Boolean

input and one discrete input on the left side.

[00199] Instructions or logic (herein referred to as programming code) representing the
algorithm are generated based on the definition of the algorithm. In certain embodiments,
the programming code is source code (such as human and/or compiler readable text) which
may subsequently be compiled. In certain embodiments, the programming code is in an
intermediate language. In certain embodiments, the programming code includes machine-
executable instructions. In certain embodiments, generation of programming code includes
compilation of generated source code and/or intermediate language code. In certain
embodiments, generation of programming code does not include compilation of generated

source code and/or intermediate language code and such compilation is a separate process.
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The generated programming code (after compilation, if appropriate) may then be simulated
and/or used to trade according to the defined algorithm. As used herein, where
programming code is discussed to be run, executed, and/or simulated, it is assumed that the
generated programming code has additionally been compiled, if appropriate to be run,

executed, and/or simulated.

[00200] In certain embodiments, the programming code is generated as the algorithm is
being designed. Note that while the algorithm is being designed, the definition of the
algorithm may be changing as blocks and/or connections are added, modified, and/or
removed. In certain embodiments, the programming code is generated automatically when
a change is made to the algorithm definition. In certain embodiments, the programming

code is generated at the request of a user.

[00201] In certain embodiments, the programming code is generated by a component of
the algorithmic trading application of the trading interface 310 at a client device. In certain
embodiments, the programming code is generated by a component of the algorithmic
trading application at another device, such as a algorithm generation device, an algorithm
server similar to the algorithm server 302 discussed above, and/or a gateway similar to the
gateway 120 discussed above, for example. In certain embodiments, the programming code
is generated by more than one component. For example, multiple components of the
algorithmic trading application may work together to generate the code. Such components
may be specialized to generate different aspects or functionalities of the programming code,

for example.

[00202] In certain embodiments, the programming code is generated by more than one
device. For example, programming code may be generated by a client device and an
algorithm server. The programming code generated based on the algorithm definition may
be different based on which component or device is generating it. For example,
programming code generated on the client device may be optimized for execution by the
client device and/or may contain different features (for example, user interface-related
functionality) than programming code generated on an algorithm server (which may not, for
example, include user interface-related functionality). For clarity, unless otherwise noted,

the following discussion is with respect to generation of programming code on the client
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device, but it should be understood that similar actions are taken when the programming

code is generated at another device such as an algorithm server.

[00203] In certain embodiments, the generated programming code is done in an object-

oriented manner using a programming language such as C# and the .NET 4.0 framework.

[00204] In certain embodiments, the programming code is generated by traversing each
block and connection in the algorithm definition. For each block, programming code is
generated. When generating programming code, some blocks may become primitive
variables. For example, an adder block may become a floating point variable whose value
is set to be the sum of the values of the outputs connected to the adder block’s inputs, which
may be determined recursively. Other blocks which may have more complex functionality
may be generated as subclasses derived from base classes. The base class may provide the
core functionality associated with the corresponding block. The generated subclass may
then override virtual methods having return values to provide values specific to the block
for which the programming code is being generated to the core functionality of the base
class. For example, a market maker block placed in the design canvas area 311 may have
programming code generated which is a subclass of a base market maker class. The
subclass may override virtual methods to get values for various inputs of the market maker
block and to specify whether the market maker block was configured to buy or sell. Unlike
the basic blocks discussed above, the market maker block is a trading block which provides

more complex functionality.

[00205] Continuous connections between blocks specify how the connected output
values and input values relate. Continuing the adder example above, the floating point
value representing the output of the adder block may be set to be the sum of the values of
other primitive variables (representing other blocks/outputs) connected to the adder block’s
continuous inputs. In certain embodiments, continuous connections may be used to flatten
the generated programming code so that multiple blocks (that would generate to primitive
variables) with continuous connections may be condensed to simple expressions without

using multiple intermediate variables.

[00206] Discrete connections between blocks are used to generate event generators and

event handlers so that the proper method (the handler) is invoked when a discrete event is
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generated. The discrete event is passed from the event generator to the event handler to be

processed.

[00207] When running, the algorithm responds to actions that cause the state of the
algorithm to change. The actions may include external events such as market events (for
example, a price update, quantity update, order confirmation, trade confirmation, fill
confirmation, or trade notification) or timer events (for example, from a system clock or
alarm). These external events may result in discrete events being generated such as order
confirmation discrete events, trade confirmation discrete events, fill confirmation discrete
events, or trade notification discrete events and/or continuous values such as price or
quantity values for an instrument being updated. The actions may also include internal
events such as discrete events generated by blocks in the algorithm or continuous values

changing.

[00208] When an internal or external discrete event occurs (for example, a trade
confirmation discrete event or a generator block generates a discrete event), each interested
block in the algorithm has an event handler method invoked so that the block may perform
its specified functionality associated with the event. The event handlers may be evaluated
in an unspecified order. For example, the event handlers may be evaluated based on the
order their respective blocks were placed in the algorithm definition. The event handler
processing may include performing the block’s function based on the received event,
updating continuous output values, and genecrating a discrete event and providing it on an

output to other connected blocks.

[00209] When an internal or external continuous value changes (for example, market
data is updated or the system clock’s time changes), each interested block that is directly or
indirectly connected to the source of the data (“downstream blocks”) has its value updated
to reflect the new data. Primitive variables that are a result of some blocks will have their

new values assigned, for example.

[00210] If a continuous output value is updated cither by a discrete event or a continuous
value change, each directly or indirectly connected block to receive the updated value is
added to a list of blocks to be processed. When the blocks interested in the external event
have completed their processing, the list of blocks is then processed so that those blocks

may then act in response to the internal event. Internal events are processed in a manner
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similar to an external event. This process may then be repeated as each block’s processing

gencrates new changes to the state of the algorithm.

[00211] FIGs. 3D-1 through 3D-7 illustrate example programming code generated
according to certain embodiments. Note that the programming code illustrated is only a
portion of programming code that may be generated and is intended to be exemplary and

simplified to emphasize certain features for clarity.

[00212] Programming code may be generated even when no blocks have been placed in
the design canvas area 311, as illustrated in FIG. 3D-1. The generated programming code
includes a new class (“CustomAlgorithm0”) which represents the algorithm being designed.
This new class is a subclass of an Algorithm class, which provides basic interfaces and
functionality for effectuating an algorithm with the algorithmic trading application. The
CustomAlgorithmO class may override virtual methods of the Algorithm class so that
functionality specific to the algorithm being designed may be incorporated into the

framework of the algorithmic trading application and executed.

[00213] Continuing the example, as illustrated in FIG. 3D-2, when a block is placed in
the design canvas area 311, additional programming code may be generated. As discussed
above, some blocks may become primitive variables and the continuous connections
between them tell how they relate. For example, as illustrated, two constant number blocks
(“ConstantNumberBlock0” and “ConstantNumberBlock1”) have been placed in the design
canvas area 311 as well as an adder block (“AdderBlock0). Note that the blocks have not
been connected. The marked portion of the generated programming code illustrates that
these basic blocks are represented in the programming code as primitive variables (of type
“double™).

[00214]  As illustrated in FIG. 3D-3, connections have been made from
ConstantNumberBlock0 and ConstantNumberBlock1 to AdderBlock0. Connections specify
the relationship between blocks. The marked portion of the generated programming code
illustrates that the value of AdderBlockO is equal to the value of ConstantNumberBlock0
plus the value of ConstantNumberBlock1. This is because the functionality represented by
the adder block is to add the values of the two inputs.

63



WO 2011/049936 PCT/US2010/053172

[00215]  As illustrated in FIG. 3D-4, a market maker block has been placed in the design
canvas area 311. Unlike the basic blocks discussed above, the market maker block is a
trading block which provides more complex functionality. The generated programming
code adds a new class (“CustomMarketMaker(”’) which represents the functionality of the
particular market maker block that has been placed. CustomMarketMaker0 is a subclass of
MarketMaker, which provides the basic functionality for the market maker block. The
CustomMarketMaker( class may override virtual methods with a return type of the
MarketMaker class so that functionality specific to the placed market maker block may be
incorporated into the framework of the algorithmic trading application and executed. In this
case, CustomMarketMaker0 overrides methods that are invoked by logic in the
MarketMaker base class to get the values for the various inputs of the market maker block.
As illustrated in FIG. 3D-5, the quantity input of the placed market maker block has been
connected to the output of the adder block discussed above. The marked portion of the
generated programming code illustrates that the virtual method “GetQty” of the
CustomMarketMakerO class has been overridden to return the value of AdderBlockO.

[00216] Continuing the example, as illustrated in FIG. 3D-6, a connection has been made
between a discrete output and a discrete input. In particular, a connection was made
between the discrete fills output of the market maker block and the reset input of a value
accumulator block. The value accumulator block is a discrete block and similar to a trading
block, a new class (“CustomValueAccumulator0”) is added (not shown). The marked
portions of the generated programming code illustrate that the new subclasses
(“CustomMarketMaker0” and “CustomValueAccumulator0) are instantiated and that the
event “DiscreteObjectGenerated” of MarketMakerBlockO is linked with event handlers for
the CustomAlgorithm0 (“InterceptOrderMessage”) and the ValueAccumulatorBlock0
(“ProcessResetMessage™). Thus, when the MarketMakerBlockO has a fill message, it will
fire the DiscreteObjectGenerated event and all handlers that have been linked will be
notified. In this case, when the ProcessResetMessage handler is notified, it will reset the

accumulator value to 0.

[00217] Continuing the example, as illustrated in FIG. 3D-7, a connection has been made
between an instrument block (“SimpleInstrumentBlock0”) and an instrument attribute block
(“InstrumentFieldBlock0”). The instrument block is generated to be an instance of the

“InstrumentSnapshot” class which updates its continuous outputs based on received market

64



WO 2011/049936 PCT/US2010/053172

data for the instrument “ESZ0.” The InstrumentSnapshot class provides member variables
or properties that may be referenced to get the corresponding value for that attribute of the
instrument. For example, when the “SetAllVariables” (setting all values in the algorithm)
or “HandleUpdate” (setting values that are affected by the update of a particular continuous
value) methods are invoked, the instrument attribute block sets its value to be the “.Bid”

property of the instrument block.

[00218] FIG. 3E illustrates a trading interface 310 according to certain embodiments.
Certain blocks may be specified to be “variable.” For example, constant number blocks,

constant Boolean blocks, and instrument blocks may be specified to be variable.

[00219] The variable area 313 provides for modifying variable blocks. The variable area
313 displays each variable block name and its default value. The variable area may be
selected to change a variable block name and/or its default value. Variables may also be

referred to as parameters of the algorithm.

[00220]  As illustrated, the design canvas area 311 includes two blocks that have been
specified as variable, instrument block 321 and constant block 322. A block may be
specified as variable when it is being placed or after it is placed, for example. For example,
a cursor may be used to select the block and then a menu option may be selected to specify
the block should be made variable. A block specified variable may be indicated with a
different color, border, background, pattern, and/or text, for example. Here, the text

“[Variable]” has been appended to the displayed block name.

[00221] As discussed above, the variable area 313 includes a name column 323 with
entries for each variable block 321 and 32 and a default value column 324 with
corresponding default value entries for each variable block. For example, instrument block
321 is named “InstrumentBlock0” and has a default value of “ESZ0” and constant block

322 is named “ConstantBlockQ” and has a default value of <5.”

[00222] A user can select a default value entry in column 324 to change the default value
of the variable block, so that the new default value is used in the evaluation of the
algorithm. Similarly, the user can select a name entry in the name column 323 to change
the name of the respective variable block. The variable blocks 321 and 322 may allow a

user to manipulate the behavior of the algorithm, rather than the underlying logic, by
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changing the value of the variable bock, which acts as a parameter to the algorithm, for

example.

[00223] The control area 314 provides controls for use in designing the algorithm. The
control area 314 may include a play button and a pause button for initiating and pausing
simulation of the algorithm. The simulation of the algorithm may be used to indicate how
the logic of the algorithm will behave. In addition, the control area 314 may include a
generate button (not shown) which will cause programming code to be generated based on
the algorithm. The generate button may be used when programming code is not being
generated automatically based on changes to the algorithm. This may be desirable when the
algorithm being designed is complex and generation of programming code (and the
subsequent compilation of that programming code if appropriate) after each modification to
the algorithm takes an undesirably long time. In certain embodiments, the control area 314
may include a compile button (not shown) which will cause programming code generated
based on the algorithm to be compiled. The compile button may be used when
programming code is not being generated and/or compiled automatically based on changes
to the algorithm. This may be desirable when the algorithm being designed is complex and
compilation of programming code after each modification to the algorithm takes an

undesirably long time.

[00224] FIGs. 3F-3G illustrate a trading interface 310 according to certain embodiments.
The trading interface 310 provides a live feedback feature. The live feedback feature
provides, for a particular block in the design canvas area 311, a display of a value for the
particular block. For example, a live feedback value may be displayed for one or more
inputs and/or outputs of that block. The live feedback value may be displayed in relation to
the block or the corresponding input and/or output, for example. The live feedback may be
updated whenever the value of an input or output for a block changes. Note that the change
in an output for one block may result in a change in the output of another block which takes
the first block’s output as an input (either directly or indirectly), resulting in live feedback

for both blocks being updated.

[00225]  As illustrated in FIG. 3F, various blocks 331 have been placed in the design
canvas area 311. For each output of the blocks 331, live feedback 332 is provided showing
the value of the output. Note that blocks 333 are number blocks and live feedback is not
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provided because the value of the output is shown in the display of the blocks 333
themselves. In certain embodiments, live feedback is provided for one or more inputs of a
particular placed block. In certain embodiments, live feedback is provided for both inputs
and outputs of a particular placed block. In certain embodiments, live feedback is provided

for all blocks in the design canvas area 311.

[00226] The live feedback for the instrument block displays a value of “GCJ1.” The live
feedback for the instrument attribute block, which is configured to provide the bid quantity,
displays a value of “3,” representing that the bid quantity for the instrument GCJ1 is 3. The
live feedback for the adder block displays a value of 13, which is the sum of the two input
values 3 (from the instrument attribute block) and 10 (from the first number block). The
live feedback for the divide block displays a value of 6.5, which is the result of dividing the
first input value 13 (from the adder block) by the second input value of 2 (from the second

number block).

[00227] The live feedback may not be provided for certain blocks unless the algorithm is
being simulated. For example, as illustrated in FIG. 3G, live feedback is not provided for
the outputs of the market maker block 335. This is because, unless the algorithm is running
(for example, being simulated), the market maker block 335 does not operate and interact
with a market. Thus, the market maker block 335 does not provide any continuous values
based on its operation (because it is not operating) nor does it generate any discrete events
(again, because it is not operating). Live feedback is also not provided for the outputs of the
value extractor block 336. This is because the value extractor block 336 has a discrete input
and thus its outputs only have values when a discrete event is received. However, unless

the algorithm is running, discrete events are not received.

[00228] The live feedback values to be displayed are provided from the algorithm itself.
For example, generated programming code for the algorithm being designed may include
additional instructions to update the display of a trading interface such as trading interface
310. In certain embodiments, the generated programming code for the algorithm does not
include additional instruments for updating the display of a trading interface because, for
example, no trading interface may be present, such as on an algorithm server 302. As
illustrated in FIGs. 3D-2 and 3D-3, the “SetAllVariables” method, when invoked, invokes a
“SendUpdate” method. The SendUpdate method provides to the user interface an
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identification of the block the update is for, the particular output index the update is for, and
the value (here, the value of the adder block). Thus, whenever the value for a block
changes, the update is provided to the user interface to update the live feedback. The
SendUpdate method may also be invoked by base classes of blocks which generate to
derived classes to provide the user interface updated values. Similarly, as illustrated in FIG.
3D-6, the “InterceptOrderMessage” event handler was registered to be invoked when the
event “DiscreteObjectGenerated” occurs. The InterceptOrderMessage method provides to
the user interface notification the corresponding discrete event. Thus, whenever this

discrete event is generated, the user interface can provide live feedback.

[00229] When an algorithm is running (such as when it is being simulated), live feedback
may be provided for all of the blocks in the design canvas area 311. Because discrete
events occur at particular points in time, an indicator of the occurrence of a discrete event
may be displayed when the event occurs. For example, a discrete input and/or output may
flash, change color, size, or shape, when a discrete event occurs at that input/or output. As
another example, a connection between a discrete input and output may flash, change color,
size, or shape, when a discrete event is provided through the connection. As another
example, an animation along the connection may be provided to represent a discrete event
being provided from the output to the input along the connection. The animation may be,
for example, an icon, such as a red circle, moving along the connection or the connection

may pulsate.

[00230] The live feedback feature provides feedback to a user when an algorithm is being
designed and when an algorithm is being run. The live feedback may allow the user to
evaluate how the logic of the algorithm behaves, including the algorithm’s operational

safety and completeness, general tendencies, and profit/loss possibilities.

[00231] FIGs. 3H-3L illustrate a trading interface 310 according to certain embodiments.
The trading interface 310 provides safety features to reduce potential errors when an

algorithm is designed.

[00232]  As illustrated in FIG. 3H, instrument block 341 has been placed in the design
canvas area 311. However, when the instrument block 341 was placed, no instrument was
specified, which is an invalid configuration because the instrument block cannot output the

instrument name if the instrument has not been specified. A warning indicator 342 (here, an
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“"’

icon with an exclamation point (“!”) in a red circle) is displayed near the instrument block
341 to indicate there is a problem and an explanation 343 of the problem is displayed when
a cursor is placed near the instrument block 341. In certain embodiments, other (or
additional) indicators may be displayed to indicate a problem such as the background of the
design canvas area 311 being tinted red and/or a warning or error message being displayed

in a status bar, for example.

[00233]  As illustrated in FIG. 31, instrument attribute block 344 has been placed in the
design canvas area 311. However, the instrument attribute block 344, configured to provide
the best bid price for an instrument, has not been provided with a required input: the
instrument name to provide the best bid price for. That is, the instrument attribute block
344 has not been connected to an instrument block (or other block that may provide an
instrument name). Consequently, the algorithm definition is invalid. A warning indicator

and an explanation are also displayed, similar to those in FIG. 3H.

[00234]  As illustrated in FIG. 3J, an instrument attribute block 344 and a market maker
block 345 have been placed in the design canvas area 311. A user is attempting to connect
the output of the instrument attribute block 344 (a continuous output with a numeric value
type) to the instrument input of the market maker block 345 (a continuous input with an
instrument value type). The value types for these inputs and outputs are incompatible and
therefore would result in an invalid algorithm definition. An indicator 346 (here, a circle
with a slash through it) is displayed on the attempted connection line to indicate the
connection is not valid. In addition, an explanation 347 is also displayed. Similar feedback
may also be provided if a connection is attempted between a continuous output and a

discrete input.

[00235]  As illustrated in FIG. 3K, adder block 348a and adder block 348b have been
placed in the design canvas area 311. A user is attempting to connect the output of adder
block 348b to the input of adder block 348a. However, the output of adder block 348a is
already connected as an input to the adder block 348b. Allowing the attempted connection
would result in a cyclic dependency in the generated programming code. Specifically, in
attempting to generate programming code to determine the value for the adder block 348a

would result in an infinite loop. Thus, such an algorithm definition is invalid and, similar to
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the feedback provided in FIG. 3], the connection is indicated to be invalid and an

explanation is displayed.

[00236]  As illustrated in FIG. 3L, generator block 349a, funnel block 349D, value
extractor block 349c¢, and value accumulator block 349d have been placed in the design
canvas area 311. A user is attempting to connect the discrete output of value accumulator
block 349d to a discrete input of funnel block 349b. However, each of funnel block 349b,
value extractor block 349¢, and value accumulator block 349d are pass-through blocks, so
cach discrete event received is passed out through a corresponding discrete output the
output. Thus, when a discrete event is provided by the generator block 349a (also
connected to the funnel block 349b), it will be passed through each connected block.
Allowing the attempted connection would result in an infinite loop in the generated
programming code. Specifically, the generated programming code would, in processing the
discrete event provided by the generator block, infinitely pass the discrete event to each
block in turn to be processed, where that processing includes providing the discrete event to
the next block in the cycle. Thus, such an algorithm definition is invalid and, similar to the
feedback provided in FIG. 3J, the connection is indicated to be invalid and an explanation is

displayed.

[00237] In certain embodiments, warnings and/or error messages may be provided in a
separate area of the trading interface 310. This may allow a user to readily view all
outstanding warnings and errors rather than individually examining each block, for

example.

[00238] FIGs. 3M-3R illustrate a trading interface 310 according to certain embodiments.
The trading interface 310 provides grouping features to allow, for example, reducing clutter,
enabling re-use of portions of algorithms (including creating modules that may be shared
between algorithms), and to enable the virtualizing feature. Reduced clutter and re-use of
portions of algorithms may lead to better algorithms because it reduces the likelihood of
mistakes in the algorithm design. Advantages of the virtualizing feature are discussed

below.

[00239] As illustrated in FIG. 3M, a definition for a simple scalping algorithm has been
designed. As an overview, the scalping algorithm will buy at the best bid price and then sell

at one trading increment above the fill price, making a profit of one trading increment per
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unit bought and sold. More particularly, the algorithm includes a buy market maker block
351 and a sell market maker block 352. The buy market maker block 351 is provided with
an instrument to buy (“ESZ0”) specified by an instrument block. The buy market maker
block 351 is provided with a price to buy at specified by an instrument field block which
provides the best bid price for the instrument. The buy market maker block 351 is provided
with a fixed quantity of 10 to buy specified by a number block. When the buy market
maker block 351 receives fill confirmations for the buy order it is working, a discrete event

is generated.

[00240] The sell market maker block 352 will work the sell orders to cover the position
taken by the buy market maker block 351. The sell market maker block 352 is provided
with the same instrument (“ESZ0”) to sell. The sell market maker block 352 is provided
with a price to sell at specified by an adder block which adds the minimum price increment
for the instrument (provided by an instrument field block) to the fill price (provided by a
value extractor block from the discrete event generated by the buy market maker block 351
when a fill confirmation is received). The sell market maker block 352 is provided with a
quantity to sell specified by an accumulator block which provides the accumulated quantity
that has been bought by the buy market maker block 351, which is extracted from the
discrete events generated when fill confirmations are received by the buy market maker
block 351.

[00241]  Thus, when the algorithm is run, the buy market maker block 351 will buy a
quantity of 10 at the best bid price and sell (perhaps across multiple sell orders) a quantity

of 10 at the fill price plus the minimum price increment.

[00242]  As illustrated in FIG. 3N, the blocks associated with the covering logic portion
of the algorithm have been selected by drawing a box 353 around them. Other user
interface techniques may also be used to select the blocks of interest to the user such as
selecting with a cursor in combination with the shift or control key being pressed, for

example.

[00243]  Once the blocks have been selected, they may be grouped by an action such as

selecting a menu item.
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[00244] As illustrated in FIG. 30, the grouped blocks are then displayed in a group block
353 with a thumbnail image of the blocks contained therein. The group block 353 reduces
the clutter of the design canvas area 311 by reducing the number of blocks and connections
shown. In addition, a group block may be saved in a library of modules so that it may be
loaded in another algorithm and re-used. A group block may also be referred to as a
grouped block. The blocks within the group block may be referred to as a portion of the

defined algorithm, a sub-algorithm, or a subroutine, for example.

[00245] The group block 353 may be created with inputs 354 corresponding to the inputs
of blocks in the group block 353 that are provided values by outputs of blocks not in the
group block 353. For example, as illustrated in FIG. 30, the group block 353 has a
continuous instrument input and a discrete input. The continuous instrument input
corresponds to the continuous instrument inputs of the sell market maker block 352 and the
instrument field block which determines the minimum price increment. The discrete input

corresponds to the discrete input of the accumulator block and the value extract block.

[00246] The group block 353 may be selected and then using an action, such as selecting
a menu item or a double-click, the blocks included in the group block 353 may be edited.
As illustrated in FIG. 3P, a new window with a design canvas area similar to the design
canvas area 311 may be displayed and manipulated in the same manner. The group block
353 includes two new input blocks 355 and 356, which correspond to the inputs of the
group block 353. Input block 355 corresponds to the continuous instrument input of the
group block 353 and input block 356 corresponds to the discrete input of the group block
353. Each input block 355 and 356 has a single output providing the value that is provided
to the respective input of the group block 353.

[00247]  Although not shown in FIG. 3P because none of the blocks in the group block
353 have an output connected to a block outside of the group block 353, a group block may
also include output blocks. Similar to the input blocks discussed above, output blocks
correspond to outputs of the group block. Blocks within the group block that have outputs
connected to an output block will provide values to blocks outside of the group block that

are connected to the corresponding output of the group block.

[00248] When designing a group block, input blocks and output blocks may be placed to

create an input or output for the group block. When placed, the user may be prompted to
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specify the type of the input or output. Alternatively, the input or output block may default
to a predefined type such as continuous numeric. The type of the input or output block may
be changed by the user during the design of the algorithm by, for example, selecting the
input or output block and using an action such as a menu item or double-click to be
prompted to enter a type. Similarly, the user may also specify a name for the input or

output block (and thus the corresponding input or output of the group block).

[00249] A group block may contain another group block. This nesting of group blocks

allows for less clutter and potentially greater reusability of various portions of algorithms.

[00250] When generating program code, a group block is generated as a subclass of the
Algorithm class which is nested within the main CustomAlgorithmO class for the algorithm
being designed. When group blocks are nested within other group blocks, the generated
programming code similarly nests each generated subclass. Additionally, any non-primitive
blocks are declared and defined in their nearest group-block parent. So, for example, if a
group block is nested three group blocks deep and it has a market maker block (an example
of a non-primitive block) within it, the subclass of the market maker block will reside in the

three-deep derived algorithm class.

[00251] Returning to the scalping algorithm discussed above, as illustrated in FIG. 3M,
this algorithm has a flaw. Recall that the scalping algorithm aims to buy a the best bid price
and then sell at one trading increment above the fill price, making a profit of one trading
increment per unit bought and sold. If the buy market maker block 351 receives a single fill
for the entire quantity of 10 for the buy order it places, then the algorithm will operate as
intended. However, if more than one fill confirmation is received at more than one price
level, then the algorithm will not function as desired. For example, assume that the buy
market maker block 351 works an order to buy a quantity of 10 at the best bid price of
114125. Then, a first fill confirmation is received for a quantity of 3 (thus, the first fill was
for a quantity of 3 at a fill price of 114125). In response to this fill, the sell market maker
block 352 will work an order to sell a quantity of 3 at a price of 114150 (114125 (fill price)
+ 25 (minimum price increment)). Now assume that the best bid price decreases to 114100.
The buy market maker block 351 will then re-quote its working order to the new (and now
lower) best bid price for a quantity of 7. Then, a second fill confirmation is received for a

quantity of 7 (thus, the second fill was for a quantity of 7 at a fill price of 114100).
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Therefore, the desired behavior of the scalping algorithm is that a first sell order for a
quantity of 3 (to cover the first fill) should be placed at a price of 11450 (114125 + 25) and
a second sell order for a quantity of 7 (to cover the second fill) should be placed at a price of

114125 (114100 + 25).

[00252] However, the algorithm illustrated in FIG. 3M will not properly work orders to
achieve the desired behavior. When the first fill is received, the sell market maker block
352 will place a first cover order to sell a quantity of 3 at a price of 114125 + 25. However,
if the second fill is received before the first cover order is filled, the sell market maker block
352, receiving a new quantity to quote from the accumulator block (which is updated to
reflect that a quantity of 10 has now been filled), will work its cover order for a quantity of
10 at a price of 114100 + 25 (the price of the most recent fill (the second fill) plus the
minimum price increment). Consequently, the first fill will not get covered at the desired
price (which is unintended and/or undesirable behavior). Here, if the cover order is filled
completely, the entire quantity of 10 for the cover order will be filled at the same price, even
though the desired behavior of the algorithm would be for the cover orders to be worked at a

price and quantity particular to each fill received.

[00253] The virtualizing feature of the trading application 300 addresses problems of this
nature. A group block may be selected and then using an action, such as selecting a menu
item, the group block may be specified to be virtualized. As illustrated in FIG. 3Q, group
block 353 has been virtualized and this is indicated by changing the border of the group
block 353 from a solid line to a dashed line. In certain embodiments, a group block may be
designated as virtualized in other ways, such as appending text to the name of the block,

changing the border color, background color, or background pattern, for example.

[00254] An instance of a virtualized group block is created for each discrete event that is
provided to the virtualized group block. That is, each time a discrete event is received at a
virtualized group block, a new instance of the virtualized group block is created to handle
the discrete event. This addresses the desired behavior discussed above: that each discrete
event be handled by the logic of the group bock based on the information particular to that
discrete event. Continuing the example above, but specifying the group block 353 to be

virtualized, each discrete event generated by the buy market maker block 351 for a fill will
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result in a new instance of the virtualized group block 353 being created to handle that

particular discrete event.

[00255] Therefore, every group block to be virtualized must have a discrete event input
because it is the notification of the discrete event to the virtualized group block which
causecs a new instance to be created. Once a virtualized group block has been instantiated,
that particular instance no longer receives discrete events from outside of its scope (that is,
from blocks not within the virtualized group block). Rather, any subsequent discrete events
from outside of the virtualized group block’s scope would result in the creation of a new
instance of the virtualized group block. However, discrete events may still be generated and
processed by blocks within the virtualized group block and a discrete event generated inside
the virtualized group block may be provided to a discrete input of the virtualized group
block. FIG. 3R illustrates conceptually how the logic of the algorithm would work when
three discrete events have been generated by the buy market maker block 351. Three
instances of the group block 353 were instantiated in response to each of the three discrete
events from the buy market maker block 351. Note that the displayed algorithm would
actually only show the single virtualized group block 353 as illustrated in FIG. 3Q and that
the three instances shown in FIG. 3R are shown only to indicate the concept of virtualizing
a group block. In certain embodiments, the number of instances of a group block may be
indicated. For example, the number of instances may be indicated graphically in a similar
manner to that shown in FIG. 3R by showing a stack of the virtualized group block, where
the size of the stack represents the number of instances of the virtualized group block that
have been instantiated. As another example, the number of instances may be indicated by a
number displayed in the group block (such as in a corner) that represents as count of the

number of instances of the virtualized group block that have been instantiated.

[00256] In addition, a virtualized group block cannot have a continuous output (however,
it can have discrete outputs) because the value of such an output would be semantically
undefined. This is because there may be more than one instance of the virtualized group
block (or, potentially no instances if a discrete event has not yet been received for it) and
thus such a continuous output could have may have different values simultaneously (or no
value at all). Additionally, a virtualized group block may not contain a block specified to be
variable because the variable would not “exist” until the virtualized group block was

instantiated.
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[00257] A virtualized group block may contain another group block or another

virtualized group block, just as group blocks may be nested as discussed above.

[00258] When generating program code, a virtualized group block is generated as a
subclass of the Algorithm class, like a non-virtualized group block as discussed above.
However, rather than being instantiated when the main CustomAlgorithmO class, an
initially-empty list of subclasses for the virtualized group bock is maintained and when a
discrete event is to be provided to the subclass corresponding to the virtualized group block,

a new instance of the virtualized group block subclass is created.

[00259] The network connection between a client device and an algorithm server may be
severed unexpectedly. For example, the Internet service provider (“ISP”) used by the client
device to connect to the algorithm server may have a router failure or physically severed
communications link which may break communication between the client device and the
algorithm server. As another example, an intermediate node in the network may fail, also
breaking communication between the client device and the algorithm server. As another
example, the client device may crash, breaking the connection to the algorithm server. In
current systems, when such a connection is broken, the algorithm is either halted or
continues to run without knowledge that the connection has been broken. In the former
case, a trader may be left with open positions that he cannot get out of easily (or potentially
at all, since his connection is down). In the latter case, a trader may be unable to modify
parameters for, shut down, or stop an algorithm that is not longer operating correctly or
which may inappropriate for changes in conditions in the market. Often traders run
algorithms that may be very risky, and they may desire to be able to turn them off or change

the parameters at a moment’s notice.

[00260] In certain embodiments, one or more blocks can be specified to be aware of the
connection state between a client device and an algorithm server. For example, when
placed, the user may be presented with an option to specify that the block should continue to
run even if the connection between the client device and the algorithm server running the
algorithm is disconnected. The option may also be specified by selecting the block and
using an action such as a menu item or keyboard command. By default, an algorithm may
pause or halt when the connection between the client device and the algorithm server is

broken. In certain embodiments, the entire algorithm is specified to continue to run even if
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the connection between the client device and the algorithm server running the algorithm is

disconnected.

[00261] For example, a market maker block may have an option to keeps orders
generated by the market maker block in the market even if the connection between the client
device and the algorithm server is broken. A market maker block being used in a hedging
or cover order portion of the algorithm may be configured in this manner so that any
position taken by another part of the algorithm is will be hedged or covered as desired, even
if the portion of the algorithm placing those orders is no longer running because the

connection is broken.

[00262] In certain embodiments, an input block may be added to the algorithm being
designed which provides a continuous Boolean output representing the state of the
connection between the client device and the algorithm server. Blocks may then take the
value from this connection state input block as an input to control their behavior. For
example, the connection state input block may be connected to the conditional input of a
market maker block so that the market maker block only works an order when the

connection state is TRUE (representing connected).

[00263] Once an algorithm has been defined in the trading interface 310, it may be saved.
An algorithm may also be given a name (for example, while the algorithm is being built
and/or when the algorithm is saved). The saved algorithm may then be recalled or
referenced at future time with the trading interface 310 or with another trading interface.
For example, the saved algorithm may be loaded with the trading interface 310 so that it
may be edited or re-used on another order. As another example, the saved algorithm may

be referenced as an order type from another trading interface as discussed below.

[00264] The components, elements, and/or functionality of the trading interface 310
discussed above may be implemented alone or in combination in various forms in hardware,
firmware, and/or as a set of instructions in software, for example. Certain embodiments
may be provided as a set of instructions residing on a computer-readable medium, such as a
memory, hard disk, CD-ROM, DVD, EPROM, and/or file server, for execution on a general

purpose computer or other processing device.
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IV. Launching and Managing Aleorithms

[00265] Certain embodiments provide for initiating placement of an order to be managed
by an algorithm selected as an order type. Certain embodiments provide for initiating
placement of an order to be managed by a selected user-defined trading algorithm from a
value axis. Certain embodiments provide for changing a variable for an algorithm while the
algorithm is managing an order. Certain embodiments provide for manually modifying an
order being managed by an algorithm. Certain embodiments provide for assigning to an
unmanaged order an algorithm to manage the order. Certain embodiments provide for
displaying working orders being managed by different user-defined trading algorithms on a

value axis.

[00266] FIGs. 4A-4F illustrate trading interfaces according to certain embodiments. As
illustrated in FIG. 4A, trading interface 410 is an order ticket that allows a saved algorithm
to be selected as an order type. The saved algorithms may have been saved using a trading

interface similar to trading interfaces 200 and 310 discussed above, for example.

[00267] The saved algorithm may be selected using the selection interface 415, which, as
illustrated, provides a drop-down list that includes both standard order types (such as limit
and market) as well as saved algorithms. In certain embodiments, the selection interface
415 includes other elements for selecting from available saved algorithms. For example, the
selection interface 415 may open a file navigator to browse for a particular algorithm. As
another example, the selection interface 415 may include a tree view of saved algorithms

which have been categorized in a hierarchy based on algorithm type.

[00268] Trading interface 420 is a simplified order ticket that also allows a saved

algorithm to be selected as an order type with a selection interface 415.

[00269] When an order is initiated from trading interface 410 or 420 and a saved
algorithm has been selected as the order type, the order is managed according to the selected
algorithm. If the selected algorithm has been configured to take parameters from the trading
interface (such as an order ticket price or quantity), the values specified in the trading

interface 410 or 420 will be provided to the algorithm when it is run.

[00270] As illustrated in FIGs. 4B-4C, trading interface 430 (an order ticket style trading

interface similar to trading interface 410 discussed above) and trading interface 440 (a
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market depth ladder or axis style trading interface) are shown after an algorithm order type
has been selected using a selection interface 415. Here, the selected algorithm is similar to
the one illustrated in FIG. 2I. The trading interface 440 may include a value axis which
includes values corresponding to or based on price levels for a tradeable object. The values
may be prices for the tradeable object (such as in a price axis), for example. Information
related to the tradeable object, such as quantity available at the price levels corresponding to
the values in the value axis, may also be displayed along the value axis. The variables of
the algorithm are shown in variable arcas 435 and 445, respectively, and may be changed
before initiating an order. Variable area 435 is incorporated into trading interface 430 as
part of the same window. Variable area 445 is incorporated into trading interface 440 as a
separate window. The variables in variable area 435 and 445 default to the values specified
in the default value column 272 of the variable arca 206, as illustrated in FIG. 2I. When
changed, an initiated order will be worked according to the selected algorithm with the

changed variable values.

[00271]  As illustrated in FIG. 4D, trading interface 450 is an order book showing orders
working in the market. Here, an order 451 being worked according to an algorithm (also
similar to the one illustrated in FIG. 2I) is selected. The variables of the algorithm are
shown in variable area 455 (similar to variable arecas 435 and 445) and may be changed.
When changed (and the change is applied), the algorithm will continue to run according to
the changed variable values. The change to the variables becomes effective without pausing

or stopping the algorithm.

[00272] In certain embodiments, the trading interface 450 allows a user to manually
modify an order being managed by an algorithm. For example, a user may change the price
or quantity of the order or delete the order. In response, the algorithm managing the order
may change the order price, it may change the order quantity, it may do nothing, or it may
perform no new action but merely have new information or thresholds based on the manual

modification to use according to the algorithm definition, for example.

[00273] In certain embodiments, the trading interface 450 may include an order that is
not being managed by an algorithm (for example, a manually entered order). This
unmanaged order may be selected and an algorithm may be applied to it. For example, a

user may select the unmanaged order and, using an action such as a menu item or keyboard
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command, be presented with a list of available algorithms to apply to the selected
unmanaged order. The list of available algorithms may include saved algorithms which
include an order block, for example. When applied to the selected unmanaged order, the
selected algorithm may then manage the order according to the algorithm. As another
example, a user may select an unmanaged good-til-cancelled (“GTC”) order and apply a
selected algorithm to it so that the algorithm may manage the order across future trading

sessions.

[00274]  As illustrated in FIG. 4E, trading interface 460 is a market depth ladder or axis
style trading interface similar to trading interface 440 discussed above. Several orders have
been initiated and are illustrated working at different price levels. Orders 461 were initiated
to be managed with a first algorithm and orders 462 were initiated to be managed with a
second algorithm. Thus, the trading interface 460 provides for a single interface displaying
multiple working orders being managed according to the same algorithm. Additionally, the
trading interface 460 provides for a single interface displaying working orders being

managed according to multiple algorithms.

[00275] In certain embodiments, working orders being managed according to a particular
algorithm are commonly identified. For example, each working order associated with a first
algorithm may be identified graphically, for example, with a particular background color,
foreground color, background pattern, border color, border style, shape, symbol, number,
text, and/or font. Working orders associated with a second algorithm may then be identified
using a different color, pattern, border, shape, symbol, number, text, and/or font, for

example.

[00276] In certain embodiments, working orders being managed according to a particular
algorithm are individually identified. For example, each working order associated with a
different instance of the same algorithm may be distinguished from other working orders
associated with different instances of that algorithm with an identifier such as a color,
pattern, border, shape, symbol, number, text, and/or font. Orders being managed according
to a first instance of an algorithm may have a number “1” in the corner of their working
order indicators whereas order being managed according to a second instance of the
algorithm may have a number “2” in the corner of their working order indicators. The

indication of working orders being managed by different instances of a particular algorithm

30



WO 2011/049936 PCT/US2010/053172

may be applied in combination with the indication of working orders being managed by

different algorithms discussed above.

[00277]  As illustrated in FIG. 4F, trading interface 470 is an algorithm manager. The
trading interface 470 may also be referred to as a cockpit or dashboard. The trading
interface 470 includes a list 471 of available algorithms. A particular algorithm may be
selected from the list 471. When an algorithm is selected, a view of a selected algorithm is
displayed in the view area 472 and a list 473 of running instances of the selected algorithm
is also displayed. As illustrated, the view area 472 may show an algorithm definition made
using a trading interface similar to trading interface 310 discussed above. However, the
view area 472 may also display a view of an algorithm defined using a trading interface
similar to trading interface 200 discussed above. The list 473 of running instances of the
selected algorithm may include information about the running instance such as the time it
was initiated, its position, status, profit and loss, number of working orders, number of filled
orders, instrument the most recent order was placed for and/or a fill was received for, and/or

order account information, for example.

[00278] In addition, variable area 474 displays the variables of the selected algorithm and
the values of those variables for a selected instance of the selected algorithm. The variable
area 474 is similar to the variable areas 435, 445, and 455 discussed above. The variables
for the selected instance of the selected algorithm may be changed. When changed (and the
change is applied), the algorithm will continue to run according to the changed variable
values. The change to the variables becomes effective without pausing or stopping the

algorithm.

[00279] In certain embodiments, a trading interface, such as trading interfaces 200, 290,
310, 410, 420, 430, 440, 450, 460, and/or 470, is adapted to allow a user to specify the
behavior when an order being managed by an algorithm is unfilled at the close of a trading
session. For example, a trading interface may allow the user to specify that an unfilled
order being managed by an algorithm should be cancelled and the algorithm stopped. As
another example, a trading interface may allow the user to specify that an unfilled order
being managed by an algorithm should continue to be managed at the start of the next

trading session. As another example, a trading interface may allow the user to specify that
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an unfilled order being managed by an algorithm should be paused at the start of the next

trading session and to resume being managed by the algorithm when un-paused by the user.

[00280] The components, elements, and/or functionality of the trading interfaces 410,
420, 430, 440, 450, 460, and 470 discussed above may be implemented alone or in
combination in various forms in hardware, firmware, and/or as a set of instructions in
software, for example. Certain embodiments may be provided as a set of instructions
residing on a computer-readable medium, such as a memory, hard disk, CD-ROM, DVD,
EPROM, and/or file server, for execution on a general purpose computer or other

processing device.

V. Ranking Tool

[00281] FIG. 5 illustrates a ranking tool 500 according to certain embodiments. The
ranking tool 500 may be used for ranking hedge options, for example. In futures trading,
one of the most common strategies is to “spread trade,” which is a method by which a trader
with market directional risk exposure in one instrument is willing to hedge his risk by
placing a trade in one or more like instruments to offset, minimize, or decrease the variance
of the trader’s risk. The two prices at which the two positions are initiated create a
combination or spread price. The trader may then eventually attempt to perform trades that
unwind the open position, preferably at a spread price differential that yields a profit from

the prices at which he initiated the position.

[00282] For some automated trading programs a hedge technique can be implemented
that automatically hedges the risk for the trader. This hedge technique might be automated
to hedge in one particular instrument, or may be programmed to choose between a plurality
of instrument choices according to a pre-programmed method. However, current systems

do not provide for hedging trades that are not tied to pre-determined instrument choices.

[00283] The difficulty in initiating a non-automated spread trade position, particularly for
a market maker, is that, due to the speed gains in technology, opportunities to hedge one’s
trades most efficiently have become very difficult. Due to the nature of their liquidity
providing role in the markets, a market maker is frequently notified with no notice or
preparation that they are providing liquidity (i.e. are receiving a trade execution) for a
counter-party. For the market maker or any trader who may suddenly acquire an open

trading position, the time gap between when a first leg of a spread is initiated and when a
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trader can hedge this trade has become a serious detriment to efficient hedging and risk
management. A trader who is unable to quickly hedge a trade may lose hundreds,
thousands, or even millions of dollars. The trader must not only expend the time to decide
what instrument is their best instrument with which to hedge but they must also execute the

hedge trade.

[00284] Certain embodiments provide a ranking tool 500 that provides two distinct speed
advantages in manually hedging a trade to optimally create (but not limited to creating) a
spread position. The first aspect lets a user pre-select a group of instruments which are
constantly analyzed by a pre-programmed method of parameters to determine, in
preferential order, which contract(s) is the most advantageous instrument to buy or sell at
any particular moment. In one embodiment, this technique can be implemented to analyze
various bid/ask levels in existing spread markets in an instrument that the program is
considering. In another embodiment, it may look at the trader's trading position inventory
to decide which hedge trade will assist the trader in best lowering his overall risk. In reality,
the methods behind the system's execution process are limitless. This information can be
used by the trader to eliminate the time required to decide what instrument with which to

hedge their risk.

[00285] Another aspect of the ranking tool 500, in addition to the ability to automatically
analyze what instrument provides the optimal hedge, is that it can be used to actually
automatically enter a buy or sell order or group of orders to execute the “best” hedge or
group of hedges available in the market according to the aforementioned pre-programmed
hedging method. A trader’s only potential actions required are to pre-select the instruments
under consideration, enter the desired quantity (which can be pre-set), and to click a buy or
sell execution heading on the trading interface. This automated hedger leaves the trader
with various hedged trade inventory that should be accumulated at advantageous spread
prices that align with the trader’s desired ranking method. The ranking tool 500 is useful
for any trader who runs the risk of executing a trade that could become difficult to hedge

under a large variety of market circumstances.

[00286] The ranking tool 500 includes a selection area 510 with a listing of tradeable
objects that a user can identify or select for analysis. In this example, the listed tradeable

objects are Eurodollar futures for various months. The “Best” columns (best buys 520 and
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best sells 530) display a ranking of the selected instruments in order, with buys 520 in this
example being ranked based on the current ask price and sells being ranked based on the

current bid price.

[00287] The Order Ticket portion 540 of the ranking tool 500 allows the user to enter a
quantity to buy or sell according to the rank system. The Buy and Sell buttons allow auto
execution of a desired instrument. In this system, a user has various choices 550, including
the choice to only buy/sell the number one ranked instrument, to fill all selected
instruments, or to loop if necessary. For example, in the event that a trader’s desired
quantity is not satisfied by the quantity available with the instrument at the number one
position, the ranking tool 500 can work a limit order in that instrument at the initial price. A
more aggressive approach is to execute whatever quantity is available for the instrument at
the number one position, and if necessary move on to auto-hedge to the next contracts. The
auto-execute will only work through to the bottom of the list (the number 5 rank in this
example), and work a limit order if the quantity associated with it still has not been satisfied
by trading through higher all the listed months. The ranking tool 500 can loop if necessary,
such as where a pure market order exists and the application will continue on to the next

available price while re-starting at the top of the list.

[00288] The components, elements, and/or functionality of the ranking tool 500
discussed above may be implemented alone or in combination in various forms in hardware,
firmware, and/or as a set of instructions in software, for example. Certain embodiments
may be provided as a set of instructions residing on a computer-readable medium, such as a
memory, hard disk, CD-ROM, DVD, EPROM, and/or file server, for execution on a general

purpose computer or other processing device.

VI. Example Computing Device

[00289] FIG. 6 illustrates a block diagram of a computing device 600 according to
certain embodiments. The client device 110 may include one or more computing devices
600, for example. The client device 301 may include one or more computing devices 600,
for example. The algorithm server 302 may include one or more computing devices 600,
for example. The gateway 120 may include one or more computing devices 600, for
example. The exchange 130 may include one or more computing devices 600, for example.

The exchange 303 may include one or more computing devices 600, for example.
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[00290] The computing device 600 includes a bus 610, a processor 620, a memory 630, a
network interface 640, a display device 650, an input device 660, and an output device 670.
The computing device 600 may include additional, different, or fewer components. For
example, multiple buses, multiple processors, multiple memory devices, multiple network
interfaces, multiple display devices, multiple input devices, multiple output devices, or any
combination thereof, may be provided. As another example, the computing device 600 may
not include an output device 670 separate from the display device 650. As another example,
the computing device 600 may not include a display device 650. As another example, the
computing device 600 may not include an input device 660. Instead, for example, the
computing device 600 may be controlled by an external or remote input device via the

network interface 640.

[00291] The bus 610 may include a communication bus, channel, network, circuit,
switch, fabric, or other mechanism for communicating data between components in the
computing device 600. The bus 610 may be communicatively coupled with and transfer
data between any of the components of the computing device 600. For example, during an
installation process of a trading application, one or more computer-readable instructions that
are to be executed by the processor 620 may be transferred from an input device 660 and/or
the network interface 640 to the memory 630. When the computing device 600 is running
or preparing to run the trading application stored in the memory 630, the processor 620 may

retrieve the instructions from the memory 630 via the bus 610.

[00292] The processor 620 may include a general processor, digital signal processor,
application specific integrated circuit, field programmable gate array, analog circuit, digital
circuit, programmed processor, combinations thercof, or other now known or later
developed processing device. The processor 620 may be a single device or a combination
of devices, such as associated with a network or distributed processing. Any processing
strategy may be used, such as multi-processing, multi-tasking, parallel processing, and/or
remote processing, for example. Processing may be local or remote and may be moved

from one processor to another processor.

[00293] The processor 620 may be operable to execute logic encoded in one or more
tangible media, such as memory 630 and/or via network device 640. As used herein, logic

encoded in one or more tangible media includes instructions that are executable by the
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processor 620 or a different processor. The logic may be stored as part of software,
hardware, integrated circuits, firmware, and/or micro-code, for example. The logic may be
received from an external communication device via a communication network, for
example, connected to the Internet. The processor 620 may execute the logic to perform the

functions, acts, or tasks illustrated in the figures or described herein.

[00294] The memory 630 may be tangible media, such as computer readable storage
media, for example. Computer readable storage media may include various types of volatile
and non-volatile storage media, including but not limited to random access memory, read-
only memory, programmable read-only memory, electrically programmable read-only
memory, electrically erasable read-only memory, flash memory, magnetic tape or disk,
optical media, any combination thereof, or any other now known or later developed tangible
data storage device. The memory 630 may include a single device or multiple devices. For
example, the memory 630 may include random access memory and hard drive storage. The
memory 630 may be adjacent to, part of, programmed with, networked with, and/or remote
from processor 620, such that data stored in the memory 630 may be retrieved and

processed by the processor 620, for example.

[00295] The memory 630 may store instructions that are executable by the processor 620.
The instructions may be executed to perform one or more of the acts or functions described

herein or shown in the figures.

[00296] The network interface 640 may be a one-way or two-way communication
coupling. Accordingly, the network interface 640 may communicatively connect one, two,
or more communication networks or devices. For example, the bus 610 may be coupled
with a gateway similar to gateway 120 discussed above via the network interface 640, such
that one, some, or all of the components of the computing device 600 are accessible or can
communicate with the gateway. As another example, the network interface 640 may couple
the bus 610 with other communication networks. The network interface 640 may be, for
example, an integrated services digital network (ISDN) card or a modem to provide a data
communication connection. As another example, network interface 640 may be a local area
network (LAN) card to provide a data communication connection to a compatible LAN, for

example, connected to the Internet. Wireless links may also be implemented. The network
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interface 640 may send and receive electrical, electromagnetic, or optical signals that carry

analog or digital data streams representing various type of information, for example.

[00297] The display device 650 may include a visual output device, cathode ray tube
(CRT) display, electronic display, electronic paper, flat panel display, light-emitting diode
(LED) displays, electroluminescent display (ELD), plasma display panels (PDP), liquid
crystal display (LCD), thin-film transistor displays (TFT), organic light-emitting diode
displays (OLED), surface-conduction electron-emitter display (SED), laser television,
carbon nanotubes, nanocrystal displays, head-mounted display, projector, three-dimensional
display, transparent display device, and/or other now known or later developed display, for

example.

[00298] The display device 650 is adapted to display a trading screen. The trading screen
may be similar to the trading screens discussed above, for example. The trading screen may
be interactive. An interactive trading screen may allow, for example, one or more trading
actions to be performed using the trading screen. For example, an interactive trading screen
may allow one or more order entry parameters to be set and/or sent using one or more order
entry actions. The display device 650 and/or input device 660 may be used to interact with

the trading screen, for example.

[00299] The input device 660 may include a keyboard, mouse, microphone, touch-
screen, trackball, keypad, joystick, and/or other device for providing input, for example.
The input device 660 may be used, for example, to provide command selections to
processor 620. For example, the input device 660 may be a mouse that is used to control a
cursor displayed on a trading screen. The mouse may include one or more buttons for

selection and control, for example.

[00300] The output device 670 may include a keyboard, mouse, speakers, touch-screen,
trackball, keypad, haptic device or system, joystick, and/or other device for providing
output, for example. For example, the output device 670 may be used to output one or more

signals, such as a haptic signal or an audio signal, to a user.

[00301] While the present inventions have been described with reference to certain
embodiments, it will be understood by those skilled in the art that various changes may be

made and equivalents may be substituted without departing from the scope of the
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inventions. In addition, many modifications may be made to adapt a particular situation or
material to the teachings of the inventions without departing from their scope. Therefore, it
is intended that the inventions not be limited to the particular embodiments disclosed, but

that the inventions will include all embodiments falling within the scope of the claims.
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CLAIMS

1. An apparatus including:

a client device,

wherein the client device is adapted to display a design canvas area, wherein
the design canvas area includes a plurality of placed blocks arranged by a user to
specify a definition for a trading algorithm;

wherein the client device is adapted to determine a first live feedback value
for a first placed block of the plurality of placed blocks, wherein the first live
feedback value is determined based on market data and the definition; and

wherein the client device is adapted to display the determined first live

feedback value.

2. The apparatus of claim 1, wherein the plurality of placed blocks are selected

by the user from a plurality of available blocks.

3. The apparatus of claim 1, wherein the arrangement of the plurality of placed
blocks includes one or more connections between one or more blocks in the plurality of

placed blocks.

4. The apparatus of claim 1, wherein the first live feedback value is determined

for an input of the first placed block.

5. The apparatus of claim 1, wherein the first live feedback value is determined

for an output of the first placed block.

6. The apparatus of claim 1, wherein the market data is received from an

clectronic exchange.

7. The apparatus of claim 1, wherein the market data is received from a

simulation environment.

8. The apparatus of claim 1, wherein first live feedback value is further based

on a functionality corresponding to the first placed block.

9. The apparatus of claim 1, wherein the first live feedback value is displayed

in relation to the first placed block.
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10.  The apparatus of claim 1, wherein the client device is adapted to detect the
generation of a discrete event and wherein the client device is adapted to display an

indicator representing the occurrence of the discrete event.

11. The apparatus of claim 10, wherein the indicator includes flashing a

connection on which the generated discrete event is provided.

12. The apparatus of claim 10, wherein the indicator includes an animation of an

output on which the generated discrete event is provided.

13. The apparatus of claim 10, wherein the indicator includes an animation on a

connection on which the generated discrete event is provided.

14.  The apparatus of claim 10, wherein the client device is adapted to determine
a second live feedback value for a second placed block of the plurality of placed blocks,
wherein the second live feedback value is determined based on market data and the
definition, wherein the second placed block is different from the first placed block, and

wherein the client device is adapted to display the determined second live feedback value.

15.  An apparatus including:

a client device,

wherein the client device is adapted to display an algorithm area;

wherein the client device is adapted to determine a live evaluation value for a
first expression in the algorithm area, wherein the first expression is specified by one
or more placed build block buttons, wherein each placed building block button
represents an element of the first expression;

wherein the client device is adapted to determine a first live evaluation value
for a first clement of the first expression; and

wherein the client device is adapted to display the determined first live

evaluation value in relation to the first element.

16. The apparatus of claim 15, wherein the algorithm area includes a price area,

a quantity area, and a conditional area.

17. The apparatus of claim 15, wherein first expression includes an IF-THEN-

ELSE element.
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18. The apparatus of claim 15, wherein the client device is adapted to determine
a second live evaluation value for a second expression in the algorithm area, wherein the

second expression is an element of the first element of the first expression.

19. A method including:

displaying by a computing device a value axis;

receiving by the computing device a command to select a user-defined
trading algorithm;

receiving by the computing device a command to initiate placement of an
order; and

managing an order according to the selected user-defined trading algorithm.

20. The method of claim 19, wherein the command to initiate placement of the
order includes at least one of a price and a quantity, wherein managing the order according
to the selected user-defined trading algorithm is based on the at least one of the price and

the quantity.

21. The method of claim 19, further including:

displaying by the computing device a first indicator in relation to the value
axis, wherein the first indicator represents a working order being managed according
to a first user-defined trading algorithm; and

displaying by the computer device a second indicator in relation to the value
axis, wherein the second indicator represents a working order being managed
according to a second user-defined trading algorithm, wherein the first user-defined

trading algorithm and the second user-defined trading algorithm are different.

22. A method including:

displaying by a computing device a trading interface, wherein the trading
interface includes an order entry region and a ranking region;

receiving by the computing device market data for a plurality of tradeable
objects selected by a user;

determining by the computing device a ranking for the plurality of tradeable

objects based on the received market data;
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displaying by the computing device the determined ranking for the plurality
of tradeable objects in the ranking region of the trading interface, wherein the
display of the ranking for the plurality of tradeable objects is dynamically updated
based on the received market data;

receiving by the computing device a quantity to buy or sell from a user
through the order entry region of the trading interface; and

initiating placement by the computing device at least one order for at least
one of the plurality of tradeable objects based on the ranking of the plurality of the
tradeable objects and the quantity to buy or sell.

23. The method of claim 22, wherein the trading interface includes a selection

region adapted to allow the user to select the plurality of tradeable objects.

24, The method of claim 22, wherein the trading interface includes an execution
strategy selection region, wherein the execution strategy selection region is adapted to allow

the user to a select an execution strategy from a plurality of available execution strategies.

25. The method of claim 24, further including receiving by the computing device
a selection of an execution strategy through the execution strategy selection region of the

trading interface.

26. The method of claim 25, wherein initiating placement of the at least one

order is based on the selection of the execution strategy.
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27.  An apparatus including:

a client device,

wherein the client device is adapted to display a design canvas area, wherein
the design canvas area includes a plurality of placed blocks arranged by a user to
specify a definition for a trading algorithm, wherein the first plurality of placed
blocks includes a grouped block, wherein the grouped block includes a second

plurality of placed blocks.

28.  The apparatus of claim 27, wherein the grouped block is a virtualized group
block, wherein when the virtualized group block receives a discrete event on an input of the
virtualized group block, a new instance of the algorithm functionality represented by the

virtualized group block is instantiated.

29.  The apparatus of claim 28, wherein the input of the virtualized group block is
connected to an output of a first block in the plurality of placed blocks that provides fill
confirmation discrete events, wherein each fill confirmation discrete event corresponds to at

least a portion of a quantity of an order being filled.

30.  The apparatus of claim 29, wherein the virtualized group block provides
hedging functionality for the at least a portion of the quantity of the order that was filled

corresponding to the received discrete event.

31. The apparatus of claim 27, wherein at least one of the first plurality of placed
blocks and the second plurality of placed blocks includes a first block, wherein the
functionality corresponding to the first block is based on a connection state between the
client device and an algorithm server when the trading algorithm is processed by the

algorithm server.

32. The apparatus of claim 31, wherein the connection state between the client
device and the algorithms server is provided to the first block by a connection to an input of

the first block from a connection state input block.
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