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PERSONAL INFORMATION MANGEMENT DATA SYNCHRONIZATION

CROSS-REFERENCE TO RELATED APPLICATIONS

[0001] The present application claims the priority benefit of U.S. provisional patent
application number 60/194,572 filed September 25, 2008 and entitled “Personal
Information Management Data Synchronization for Remote Devices,” the disclosure of

which is incorporated herein by reference.

BACKGROUND OF THE INVENTION

Field of the Invention
[0002] The present invention generally relates to mobile communication. More
specifically, the present invention concerns synchronization and management of

electronic messages (e-mail) and personal information management (PIM) data between

a mobile device and a server.

Description of the Related Art

[0003] Software for performing two-way synchronization of e-mail and PIM data
such as calendar, contact, task, and other data are well known in the art. Such software
solutions perform synchronization between a mobile device and a server that initially
receives e-mail or PIM data, such as a Microsoft® Exchange Server. The software may
also synchronize e-mail and PIM data on a client device with corresponding data at the
server. Changes made to e-mail or PIM data on the mobile device are recognized by the
server. These changes may then be reflected at a typical (and often less mobile) client
device such as a desktop computer or workstation communicatively coupled to the
server.

[0004] The BlackBerry® suite of mobile devices allow for a user to access e-mail and

PIM data while ‘out of the office” or to generate new e-mail and PIM data while ‘on the
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go.” The Microsoft® Exchange Server line of server products provides enterprise level
management of e-mail and various types of PIM data. BlackBerry® mobile devices and
Microsoft® Exchange Servers are both individually well known and widely
implemented with respect to access and management of e-mail and PIM data.

[0005] To allow for a BlackBerry® mobile device to connect to a Microsoft®
Exchange Server, however, requires a BlackBerry® Enterprise Server from Research in
Motion Limited. This cumbersome solution implements additional software operating
between the Exchange Server and mobile device. This middleware solution is required
in order to allow for synchronization of e-mail and PIM data between the Smartphone
and Microsoft® Exchange Server. BlackBerry® Enterprise Servers are relatively
expensive costing as much as $5000 USD in some instances.

[0006] Microsoft Corporation, in turn, implements a software solution known as
Microsoft® ActiveSync to be used in conjunction with Microsoft® Exchange Server 2003
with Service Pack 1 and Microsoft® Exchange Server 2007. ActiveSync® provides the
functionality of an Exchange Server, but does so specifically in the context of mobile
devices. ActiveSync® does not work with a variety of devices, including BlackBerry®
Smartphones.

[0007] The need and cost of a BlackBerry® Enterprise Server and the lack of inter-
device functionality in the ActiveSync® software solution are just two examples facing
users and information technology professionals demanding or wishing to provide for
out of the office connectivity to e-mail and PIM data. These and other so-called
solutions in the marketplace suffer from the inability to map object identifiers, identify
objects changes, and preclude data loss. Queue and transaction management as well as
message prioritization and object versioning serialization are also lacking in any number
of synchronization and management solutions.

[0008] There is a need in the art for a stable, reliable, cost-effective, and easy to
manage solution that allows for synchronization and management of e-mail and PIM
data between a mobile device and server notwithstanding the fact that the device and

server may use disparate communication or synchronization protocols.
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SUMMARY OF THE CLAIMED INVENTION

[0009] In one claimed embodiment, a method for synchronizing data is claimed.
The method includes accessing a first data object stored on a client, the first data object
having a first format associated with a client application. An update request is
generated for a second data object stored on a server. The update request has a second
format associated with the server. The update request is then transmitted to the server.
[0010] A second claimed embodiment sets forth a computer-readable storage
medium. A program is embodied in the storage medium. The program embodied in
that storage medium may be executed by a processor to perform a method for
synchronizing data. Through this method, a first data object is accessed. The data object
has a first format associated with a client application. An update request is generated
for a second data object. The update request has a second format associated with a
server. An update request is then transmitted to the server as a result of executing the

aforementioned program.
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BRIEF DESCRIPTION OF THE DRAWINGS

[0011] FIGURE 1 illustrates a system for synchronizing e-mail and PIM data objects.
[0012] FIGURE 2 illustrates a method for mapping objects stored on a device with
objects stored on a server.

[0013] FIGURE 3 illustrates a method for identifying changed objects between a
mobile device and a server.

[0014] FIGURE 4 illustrates a method executed during a synchronization process
after changes sent by a server have been processed.

[0015] FIGURE 5 illustrates a method for calculating a hash on a PIM object using a
standard MD5 hash algorithm.

[0016] FIGURE 6 illustrates a method for avoiding data loss.

[0017] FIGURES 7, 8 and, 9 illustrate methods for priority queue management.
[0018] FIGURE 10 illustrates a method for transaction management at the start of a
transactional synchronization process.

[0019] FIGURE 11 illustrates a method for transaction management called when a
synchronization process is successfully completed.

[0020] FIGURE 12 illustrates a method for transaction management when an error

occurs.
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DETAILED DESCRIPTION

[0021] Embodiments of the presently disclosed invention provide for data
management application that may be implemented in a mobile device to perform two-
way synchronization of e-mail and PIM data with a server device. The device may be a
mobile device such as a mobile phone or Smartphone, as well as a personal digital
assistant, notebook computer, or other mobile device communicating using any of
several wireless protocols. PIM data may include PIM application objects or other data,
including but not limited to calendar, contact, and task object data. The data
management application may synchronize e-mail and PIM data on a client device with
that of a server where the server and client utilize one or more different communication
or synchronization protocols.

[0022] Embodiments of the presently disclosed invention may further allow for
mapping object i;ientifiers, identifying changed objects, avoiding data loss, managing
queues and prioritizing messages and objects, performing object versioning for
serialization, and managing transactions. The data management application may be
implemented in the context of a downloadable and installable software plug-in that is
compatible with protocols used by disparate mobile devices (e.g., a BlackBerry®
Smartphone) versus those of a corresponding server device (e.g., Microsoft® Exchange
Server 2003 and/or 2007 and ActiveSync®).

[0023] FIGURE 1 illustrates a system 100 for synchronizing e-mail and PIM data
objects. The system 100 illustrated in FIGURE 1 includes a client device 110 and server
120. Client device 110 and server 120 may communicate with one another over one or
more networks 130. The one or more networks 130 may include wireless networks
provided by cellular telephone service providers as well as the Internet, wide area
networks (WANSs), local area networks (LANs), intranets, extranets, or private networks.
[0024] Client device 110 of FIGURE 1 includes data management application 115.
The data management application 115 may be stored in memory of the client device 110

and executable by a processor at the client device 110. Through execution of the data
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management application 115, the client device 110 may synchronize and manage data by
establishing a connection between the client device 110 and the server 120.
Synchronization and management occurs, in part, as a result of the client device 110
establishing a hypertext transfer protocol (HTTP) or secure hypertext transfer protocol
(HTTPS) connection with the server 120 over network 130.

[0025] The data management application 115 may be maintained in any number of
computer-readable storage mediums such as random access memory (RAM), read only
memory (ROM), flash memory, as well as the microcode of an application specific
processing device. The data management application 115 can be wirelessly downloaded
to the mobile device. Alternatively, the application may be installed via a
synchronization operation as might occur through a Universal Serial Bus (USB)
connection to a desktop computer or as part of a manufacturer installation process.
Regardless of the mode of installation, data management application 115 may execute in
the background of the client device 110. The data management application 115 may
allow a user to configure the name of a mail server such as server 120, a username and
password as it relates to accessing data at server 120, and select which types of data a
user wishes to synchronize (e.g., e-mail and calendar changes but not a notepad or
contacts list).

[0026] In addition to memory and at least one processor, the client device 110 may
have one or more displays and user input components such as a keypad or touch screen.
The mobile device 110 may further have wireless communication capabilities to allow
for operation and data exchange over Wi-Fi or cellular networks.

[0027] The client device 110 of system 100 may be implemented as a cell phone or
Smartphone such as the aforementioned BlackBerry®. The present invention is not
limited to the aforementioned example; other cell phone and Smartphone
implementations are within the scope of the present invention. With respect to server
120, this particular component may be implemented in the context of Microsoft®
Exchange Server 2003 with Service Pack 1 or a Microsoft® Exchange Server 2007. Like

client device 110, the server 120 referenced in FIGURE 1 (and throughout the present
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description) is not limited to any particular manufacturer.

[0028] An exemplary implementation of the data management application 115 may
include software that can implement a Microsoft® ActiveSync® program protocol,
connect and communicate with a Microsoft® Exchange 2003 (with Service Pack 1) or
2007 Server, and synchronize e-mail and PIM data to allow a BlackBerry® mobile device
to work with Microsoft® Exchange using ActiveSync® protocols—a previously
incompatible combination. The data management application 115 may be compatible
with other devices such as those using Java 2 Micro Edition (J2ME) and communicate
using one or more protocols such as Connected Limited Device Configuration (CLDC),
mobile information device protocol 2.0 (MIDP 2.0), and Java Specification Requests
(JSR).

[0029] A PIM data application is executable to manage a set of data objects. A data
object may be a record, entry, or other element that corresponds to an address book
contact, calendar entry, task entry, an e-mail message or some other element of data.
The PIM application may assign or associate a unique identifier to each object. When
two different systems each have a native PIM application, the identifiers unique to each
application may not necessarily match. For example, a first contact for a PIM
application on a mobile device may have a unique identifier that does not match the
unique identifier for the corresponding first contact in the server PIM data. This lack of
correspondence can make it difficult if not impossible to accurately synchronize or
otherwise process —create, read, update, delete—objects between a server and a device
that identify or associate an object to be synchronized or processed with different
identifiers.

[0030] In an exemplary embodiment of the present invention, execution of the data
management application 115 maps unique identifiers for device objects to unique
identifiers for objects on a server. The mapping may be implemented utilizing any
number of methodologies including one or more hash tables or B+ trees. For example,
object unique identifiers between a mobile device and a server may be mapped using

two B+ trees. The first B+ tree may map mobile or other device unique identifiers to
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server unique identifiers. The second B+ tree may map server unique identifiers to
mobile or other device unique identifiers.

[0031] One or more B+ trees may be populated as communications are transmitted
between the mobile device and the server. When a request to create a new calendar
object is sent from the client device to the server, the request will include the unique
identifier used by the client PIM for the calendar object. When the server receives the
request, the new calendar object is created, a server-side unique identifier is generated
for the new calendar object, and a confirmation response is sent to the device by the
server. The confirmation response includes the unique identifier associated with the
new calendar object by the server.

[0032] Once received, the data management application 115 can populate the local
tree with the server unique identifier (and client unique identifier) for the new calendar
object. Subsequently, when the data management application 115 sends a request
involving the created calendar object, it may determine the client PIM unique identifier
for the calendar object, access the tree to determine the unique identifier for the calendar
object used by the server, and reference or identify the calendar object in the request to
the server using the server unique identifier.

[0033] If a server creates an address book entry object, the server will send a request
to create a new address book entry object to the client that includes the server unique
identifier for the new object. The client receives the new calendar object request and
corresponding unique identifier created by the server, creates the calendar object, stores
the corresponding server unique identifier in a B+ tree, and performs any other needed
operations to complete the transaction.

[0034] Unique identifiers may be transmitted between a client and server in
communications not associated with a request or synchronization. Communications
between a client and server may include other information as well, including client
device ID, server ID, time stamp information, and other data.

[0035] FIGURE 2 illustrates a method 200 for mapping objects stored on a device

with objects stored on a server. In step 210, for each client change to be sent to the
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server, a lookup of the server ID for the corresponding client ID is performed. In step
220, a command is sent to the server referencing the server ID. For each command
received from the server (step 230), if the command is to add an object—a determination
made at step 240 —then the command is parsed at step 250 to get the server ID and the
object is then created on the device at step 255. An ID is then generated for the newly
created object at step 260; this newly created ID is the client ID. This newly created
client ID is added to the client-server ID mapping at step 265; the map identifies the
correlation between the client and the server and is (at least) stored locally at the client
device 110.

[0036] If the determination at step 240 indicates that the command is to modify an
entry to the client-server ID mapping, then the command is parsed at step 270 to retrieve
the server ID and the updated properties of the object. A lookup to determine the client
ID for the identified server ID occurs at step 275. If the client ID is found, then the object
is modified at step 280. If the client ID is not found at step 275, then the object is deemed
not to be present on the device and the command is treated as a command to add an
object and the process continues at step 255.

[0037] If the determination made at step 240 is that the command is to delete an
object, then the command is parsed at step 285 in order to identify the server ID. A
lookup to determine to the client ID for the identified server ID occurs at step 290. If the
client ID is found, then the object corresponding to the client ID is deleted from the
device in step 295. If a corresponding client ID is not found, then the process come to an
end as the object does not exist on the device.

[0038] As users manage PIM data objects, a user may change —create, read, update,
or delete—objects on the client device 110. The data management application 115
referenced in FIGURE 1 will periodically send synchronization requests to the server 120
to synchronize objects that have been identified or detected as changed on the client
device 110. The data management application 115 may identify objects that have
changed by, for example, comparing hash entries for the data. For example, a hash entry

may be generated for an object, such as a user contact, wherein the entry includes data
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for each field of the contact object or record. The hash entry may be generated when the
object is created at the device or received from the server, or in response to some other
event. These hash entries can be maintained by the client device 110. B+ trees may also
be utilized in the context of identifying object changes.

[0039] An additional hash may be created to compare to the pre-existing hash
entries (i.e., the maintained hash entries). For example, the device address book can be
periodically polled for one or more address book entries. Objects can be sequentially
polled in their entirety. For example, all address book objects may be sequentially and
individually polled. A new hash is created for results of the address book poll. The new
hash is then compared to the existing hash. For example, one or more identification
tables generated with respect to object ID mapping may be compared. If any changes
are detected, objects that have changed are identified. Identification may include
marking an object record in a table, adding the object unique identifier in a list, or some
other manner of identifying the object.

[0040] Marking the object may include indicating the object should be created, read,
updated, or deleted, or processed in some particular manner. The changes to make to
the objects are indicated separately from a marking that indicates the object is to be
updated. The objects to be changed are then scheduled to be sent to the server to update
the corresponding server object.

[0041] Polling may be periodically performed at every 10 minute, 30 minute, or at
some other periodic interval, which may be set by a user. The polling may also be
performed according to a non-periodic schedule. For example, polling may occur at a
time when the device is using a small portion of available processor resources, when in
sleep mode, when the device is plugged in and recharging, or in some other mode of
operation. With respect to e-mail messages, a notification can be received when a user
deletes, creates, sends or receives a message. Message deletion, creation or other
changes can be scheduled to be sent to the server for synchronization by the data

management application 115.

10
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[0042] FIGURE 3 illustrates a method 300 for identifying changed objects between a
mobile device 110 and a server 120. The method 300 may be called when the address
book or calendar of the client device 110 is polled to check for changed objects and
returns a list with the client ID and the type of change (e.g., new, updated, deleted).
[0043] In step 310 of FIGURE 3, a sorted list of PIM objects on the device 110 is
generated, the list sorted by ID. A sorted list of IDs from a hash store is similarly
generated in step 320. The IDs of the PIM object list and the hash store list are then
compared beginning in step 320. At step 325, a determination is made as to whether the
next ID from the PIM object list generated in step 310 is smaller than the next ID from
the hash store list generated in step 315. If so, then the PIM object has been added and a
new change record is added at step 330. The process continues at step 320 albeit with
the ‘next” ID from the PIM object list.

[0044] If the determination at step 325 is in the negative, then a determination as to
whether the ID from the hash list is larger than that of the PIM object list is made at step
340. If so, then an object has been removed and a deleted change record is added at step
345 and the process continues at step 320 albeit with the ‘next’ ID from the hash list.
[0045] If there is no difference at steps 325 and 340, then the PIM object from the
PIM object list is hashed with the hash in the store for the corresponding ID in the hash
list at step 350. If the hashes are different following a comparison at step 355, then an
updated change record is added in step 360. If the hashes are the same, a determination
is next made as to whether there are objects still left in the PIM object and hash lists at
step 365. If there are no objects left in either list, then the process comes to an end.
[0046] If the PIM object list still has objects left in the list as determined at step 370
and the hash list is at its end, then deleted change records are added to the remaining
IDs from the hash list at step 375. If the PIM object list has no remaining objects, but the
hash list has remaining IDs as determined at step 380, then new change records are
added for all remaining objects in the PIM object list at step 385. Otherwise, the process

come to an end.

11
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[0047] FIGURE 4 illustrates a method 400 executed (i.e., called) during a
synchronization process after changes sent by the server have been processed; changes
are tracked in a list that is passed to an updated record store. The method 400 of
FIGURE 4 is useful as the process for finding a PIM object on some client devices (e.g., a
BlackBerry® device) is slow. Instead of iterating through updated IDs and looking up
each record, it may be faster to loop through all PIM objects in a PIM list and update
those for which an entry exists in an update ID store.

[0048] In method 400, for each PIM object of the PIM list, the ID of the PIM object is
retrieved in step 410. A determination is then made in step 420 as to whether the ID
exists in a list of updated IDs. If the ID is not in the list, then the method 400 of FIGURE
4 comes to an end at step 430. If the ID is in the list, then a hash operation is performed
on the PIM object at step 440. If the hash of the PIM object is already being tracked, as
determined at step 450, then the hash associated with the object is updated with the new
hash at step 460. If the hash is not yet being tracking, then tracking commences in step
470.

[0049] FIGURE 5 illustrates a method 500 for calculating a hash on a PIM object
using a standard MD?5 hash algorithm. The method 500 of FIGURE 5 may be
implemented on any device that supports the Java Specification Request 75 for accessing
the EventList (Calendar) and ContactList (Address book). The method 500 of FIGURE 5
will likewise work in the context of a To Do List.

[0050] In step 510, a byte stream array is created to store serialized PIM object fields.
The device is then asked for all fields supported by the particular PIM object fields in
step 520. For each supported field, the number of values is checked in step 530. For
each value, the field is serialized based upon its particular type in step 535. This
serialization may include types such as byte, Boolean, date, int, string, and string array).
In step 540, the serialized value is written to the stream; a separator value is written to
stream in step 545.

[0051] A determination is made at step 550 as to whether the PIM object is that for

an event. If the object is for an event, then the repeat rule for the event is serialized at

12



WO 2010/036983 PCT/US2009/058506

step 560. That serialized value is written to the stream in step 570. Event exceptions are
serialized in step 575 and written to the stream in step 580. An MD5 hash is then
generated on the stream at step 590, as likewise occurs if the determination at step 550
concludes that the object is not an event.

[0052] In some instances, a PIM application on a client device may not support the
same format of objects, records, fields or properties as the PIM application on a server.
For example, a client device PIM application may only have ten fields for an address
book contact object while a server PIM application may support up to fifty fields or
more for an address book contact object. A situation may therefore exist where an object
created by a server PIM application has fields or properties that a client PIM application
cannot support. This can result in data loss when transferring, synchronizing or
otherwise communicating the data object between the server and the client.

[0053] To avoid data loss, the PIM application data that is only supported by one of
the client device PIM application or server PIM application is managed to avoid data
loss. Managing a data object to avoid data loss can include mapping fields or properties
from both object formats, which correspond to each other, and handling fields or
properties that do not correspond in a separate manner.

[0054] Consider a case when a server supports more fields for an address book
object than the client device PIM application. When the server receives a new address
book object with data in a field not supported in the client device PIM application, the
data management application will create a new object which maps as many of the server
created object fields to corresponding client object fields. Fields that do not map from
the server object to the client object may be stored elsewhere on the client or ignored.
[0055] When a client updates an object for which the server supports more fields or
properties, there is a possibility that fields not supported by the client have values at the
server. Simply sending an update request by the client with empty values for
unsupported data object fields may cause those unsupported fields to be erased.
Therefore, the data for the unsupported fields is retrieved, placed in an update request

to be sent to the server, the data in the fields of the client data object are added to the

13
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object in the update request, and the update request is transmitted to the server with all
data for the object, including data not supported by the client device PIM.

[0056] In some instances, the unsupported data may be retrieved locally from the
client device if the data is stored locally. The entire data object may similarly be
retrieved from the server. The retrieved copy is then updated with data from the
corresponding client device object. In such an embodiment, only the fields supported by
the client device PIM will be updated in the retrieved copy. The updated retrieved copy
is then sent back to the server as part of an update request.

[0057] FIGURE 6 illustrates a method 600 for avoiding data loss. The method 600 of
FIGURE 6 is specifically referenced in the context of ActiveSync®. Notwithstanding,
other software, server, and client device environments are not meant to be excluded
from the application of method 600.

[0058] In step 610, for each client change, the PIM object is retrieved from a PIM list
at the client device. In step 620, a corresponding server ID is looked up in the client-
server ID map. A determination is made at step 630 as to whether the type of change is
an update. If the change is an update, then an AS PIM entity is created to represent the
state of the object of a corresponding server at step 640.

[0059] If the server (i.e.,, an ActiveSync® server) supports the ItemOperations
command (as determined at step 650), then the ItemOperations command is executed at
step 655 in order to retrieve the current state of the object from the server. The
ActiveSync® PIM entity object is then populated with the fields returned by the server
at step 660.

[0060] If the ItemOperations command is not supported as determined at step 650,
then a locally stored copy of unsupported fields are retrieved at step 670. The
ActiveSync® PIM entity object is populated at step 675 and the client object and server
object are then merged at step 680. The fields of the client objects take precedence in

such a merger operation.

14
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[0061] Returning to step 630, if the change is not that of an update, then no merger is
required. The entity object is sent to the server at step 690. Server delivery (step 690)
also occurs following the population step of step 660 as well as at merger step 680.
[0062] Mobile devices have a limited amount of memory. As a result, it may be
desirable to control the size of data required for messages and/or objects contained on
the client device. A message queue may be maintained that prioritizes messages based
on receipt date and when viewed. Message data may be stored for messages within the
queue and not stored for messages transitioned or “pushed” out of the queue.

[0063] For example, the queue may be implemented as a “backwards” queue in that
messages in the front of the queue are “removed.” Removal of a message from a queue
may result in deletion of the message data, transferring the message data to another
local or remote location in memory, or allowing the memory containing the message
data to be overwritten locally at the client device. In such an embodiment, messages are
prioritized and moved to the back of the queue when they are first received or when
they are viewed. Thus, as messages are received or viewed, other messages in the queue
are moved to the front and eventually “removed” from the queue. Message data for
recent messages and messages most recently viewed can be stored longer than message
data for older messages and messages for which a user has not viewed.

[0064] FIGURES 7, 8 and 9 illustrate exemplary methods for priority queue
management. The priority queue may be a part of a mail summary store used to
manage which messages are kept and which are thrown out when the store runs out of
memory or reaches a configured maximum capacity. A B+ Tree may be utilized where
message full objects are stored keyed by the message ID and a hash map where the
message summary objects are stored keyed by the message ID.

[0065] In the method 700 of FIGURE 7, a list of message to be added is retrieved in
step 705. A list of message locally stored is retrieved in step 710. The two lists are
merged in step 715; the merged list is sorted by date received in step 720 and then by ID
in step 725. A determination is made in step 730 as to whether the number of messages

in the list is in excess of a pre-configured capacity of limit. If the messages are not in
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excess of the limit, then the process ends until it is later necessary to determine whether
to manage the priority queue.

[0066] If the storage capacity or limit has been exceeded as determined in step 730,
then the highest indexed message from the list is identified in step 735, the ID of that
message is recorded in step 740, and the message is then removed from the list in step
745. For each ID recorded in step 740, a message full object is removed from local
storage and the list of messages to be added at step 750. The message full object for the
remaining objects to be added is stored at step 755.

[0067] The method 800 of FIGURE 8 commences at step 805 with the retrieval of a
list of messages to be updated. At step 810, a list of messages stored locally is retrieved.
For each message to be updated, if the message is stored locally as determined at step
815, then the locally stored message is updated at step 820. If the message is not stored

" locally, then the message to be updated is added to the local store as if it was new at step
825.

[0068] The list of messages to be stored locally is then sorted at step 830. If the
number of messages is greater than the pre-configured capacity as determined at step
835 —no further action being necessary if the number of messages are not in excess of
capacity —then the highest indexed message is identified in step 840. The ID of the
message is recorded at step 845 removed from the list in 850. For each ID recorded at
step 845, the message full object is removed from local storage at step 850.

[0069] The method 900 of FIGURE 9 commences at step 910 with the retrieval of a
list of messages to be removed, followed by retrieval of a list of messages stored locally
at step 920. A determination is made at step 930 as to whether messages exist in local
storage for each message to be removed. If the message does not exist locally, then the
method 900 comes to an end. If the message does exist in local store, then the message is
removed in step 940. The message full object is subsequently removed in step 950.
[0070] PIM applications and other applications that access and use PIM objects may
be updated with new versions. Some new versions may not be compatible with older

data object formats. To avoid errors and data loss, data objects can be updated to
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comply with new application versions. To avoid errors or comprising data due to
version incompatibility, the data management application 115 of FIGURE 1 will attempt
to deserialize a client configuration.

[0071] For example, the application 115 will identify whether an accessed object to
be updated is compatible with a most recent version. Version data for objects may be
stored in the base class of the object. If the accessed object, for example an address book
entry, is not compatible with a new version, the object is updated as discussed above. In
some embodiments, other objects similar to the accessed object may be updated as well.
In some instance, only the accessed object is updated to comply with requirements of the
new version.

[0072] An object and message transaction may require a series of steps to complete;
for example, updating a calendar object at a server based on a changed corresponding
calendar object at a client device. The client calendar object may be marked for updating
at the server. The update might then be scheduled, update request generated, and the
request then sent to the server. The server may receive the request, update the
corresponding calendar object, generate a confirmation response, and then transmit the
confirmation response to the client. The calendar object update transaction may be
interrupted at any of these steps, resulting in an incomplete transaction. This may cause
an undesirable result, especially if the transaction is not completed at some time after the
interruption.

[0073] The data management application 115 may implement a policy of managing
transactions such that interrupted transactions can be identified and completed at a later
time. Steps in a transaction may be logged or otherwise recorded. As transactions are
scheduled, the status of the transaction is not changed to a complete state until the
transaction is completely finished; thus, the transaction is not marked as complete
merely because the transaction has been initiated.

[0074] To detect non-completed transactions, a transaction log may be checked upon
restart after a hard reset, after an error condition or state occurs, or based on some other

event that may indicate a condition occurred that interrupted a transaction in progress.
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In some embodiments, the transaction log may be periodically checked. If the
transaction log indicates that a transaction was interrupted before it completed, the
transaction may be added to a transaction queue for completion.

[0075] FIGURE 10 illustrates a method 1000 for transaction management at the start
of a transactional synchronization process. In step 1010, a client change queue is locked
to ensure thread safety. A determination is made at step 1020 to determine if a
transaction has already started. If a transaction has already commenced at step 1020,
then an error is returned at step 1030. If the transaction has not commenced, then the
content of a client change queue are moved to an in progress queue at step 1040 and the
client change queue is then unlocked at step 1050.

[0076] FIGURE 11 illustrates a method 1100 for transaction management called
when a synchronization process is successfully completed. In step 1110, the client
change queue is locked to ensure thread safety. The in progress queue is emptied at step
1120 and the client change queue unlocked at step 1130.

[0077] FIGURE 12 illustrates a method 1200 for transaction management when an
error occurs. The client queue is locked at step 1210. A determination is then made at
step 1220 as to whether the client change queue is empty; that is, have any further
changes occurred? If the queue is empty, then objects are moved from an in progress
queue back to the changes queue at step 1230. If the queue is not empty as determined
at step 1220, then objects are merged from the in progress queue with newer changes to
a changes queue in step 1240. The in progress queue is then emptied at step 1250 and
the changes queue unlocked at step 1260.

[0078] The foregoing detailed description has been presented for purposes of
illustration and description. Said description is not intended to be exhaustive or to
otherwise limit the invention as claimed below. Modifications and variations are
possible in light of the above teachings including the combination of various
methodologies and processes. The scope of the present invention is intended to be

defined and limited only by the claims appended hereto.
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CLAIMS

WHAT IS CLAIMED IS:

1. A method for synchronizing data, comprising:

accessing a first data object stored on a client, the first data object having a first
format associated with a client application;

generating an update request for a second data object stored on a server, the
update request having a second format associated with the server; and

transmitting the update request to the server.

2. A computer-readable storeage medium having embodied thereon a program, the
program being executable by a processor to perform a method for synchronizing data,
the method comprising:

accessing a first data object stored, the first data object having a first format
associated with a client application;

generating an update request for a second data object, the update request having
a second format associated with a server; and

transmitting the update request to the server.
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