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ABSTRACT

Briefly, in accordance with one embodiment of the invention, a method of processing interrupts, includes the following. An interrupt status message is transmitted after detecting a change in state of an interrupt.

Briefly, in accordance with another embodiment of the invention, a method of processing interrupts includes the following. Interrupts signals received after receiving an end of interrupt (EOI) signal are masked until an interrupt status message indicating that the interrupt state is current is received.
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METHOD AND APPARATUS FOR PROCESSING INTERRUPTS

BACKGROUND

1. Field

This disclosure is related to processing interrupts, and, more particularly, to processing interrupts, such as input/output interrupts.

2. Background Information

The desire for expanding input/output capability for large computing systems, such as, for example, servers, has produced the ability to couple input/output subsystems to a server via a high speed serial cable, for example. This technology allows the subsystem to be physically distant or remote from the server. Present implementations employ discrete interrupt signals transmitted from input/output subsystems to interrupt controllers as part of the server's or personal computer's input/output (I/O) bus, for example. As the subsystems are physically moved from the system chassis and become remote, the feasibility of running discrete interrupt signals diminishes. A need, therefore, exists for a method or technique of processing interrupt signals in this environment.

BRIEF DESCRIPTION OF THE DRAWINGS

The subject matter regarded as the invention is particularly pointed out and distinctly claimed in the concluding portion of the specification. The invention, however, both as to organization and method of operation, together with objects, features, and advantages thereof, may best be understood by reference to the following detailed description when read with the accompanying drawings in which:

FIG. 1 is a schematic block diagram illustrating an embodiment of a system that may employ an embodiment of a method of processing interrupts in accordance with the present invention;

FIGS. 2 to 5 are flowcharts illustrating an embodiment of a method of processing interrupts in accordance with the present invention; and

FIGS. 6 and 7 are schematic diagrams illustrating logic that may be employed for an embodiment of an apparatus for processing interrupts in accordance with the present invention.

DETAILED DESCRIPTION

In the following detailed description, numerous specific details are set forth in order to provide a thorough understanding of the invention. However, it will be understood by those skilled in the art that the present invention may be practiced without these specific details. In other instances, well-known methods, procedures, components and circuits have not been described in detail so as not to obscure the present invention.

FIG. 1 is a schematic block diagram illustrating an embodiment of a system that may employ a method of processing interrupts in accordance with the present invention. Although the invention is not limited in scope in this respect, this particular embodiment illustrates a technology that allows a subsystem to be physically distant from the computing platform, such as, for example, a server. Therefore, in this particular embodiment, as illustrated in FIG. 1, a microprocessor (CPU) 160 is coupled to a data bus 170, which couples to input/output (I/O) cards 110. These cards in this embodiment operate to drive input and output signals to input/output devices and, likewise, receive signals from those devices. However, because the subsystems are remote or physically removed from the system chassis, the feasibility of running discrete interrupt signals diminishes. Therefore, instead, the interrupts are serialized near their source, by converter 120 in this embodiment, and shipped over the same high speed serial bus, 130 that provides the load store connectivity for the subsystem, in this embodiment. The discrete nature of the interrupts is recovered at the server by a receiver 140 and the discrete interrupts are processed by a programmable interrupt controller 150 that is compatible with an existing interrupt service or process for microprocessor 160.

One difficulty encountered with this approach is latency introduced by the serial process. Current interrupt service assumes no latency between the source of an interrupt and an interrupt controller. Therefore, introduction of latency may result in spurious interrupts, wasted microprocessor processing, and increased overhead, resulting from unproductive in the processing of such spurious interrupts. In general, the latency may introduce difficulties because the microprocessor may have serviced the interrupt over the data bus, however, due to a potential delay in clearing the interrupt, this may not be recognized and lead to a spurious interrupt. One advantage of employing an embodiment in accordance with the present invention, however, is backward compatibility. By introducing converter 120 and receiver 140, legacy input/output cards or units and programmable interrupt controllers (PICs) may be employed.

In this particular embodiment, sending the status and/or state of the interrupts at the time that the state of the interrupts change combined with the ability for the destination to sample interrupt state/status is employed. This particular embodiment takes advantage of the efficiency of technology to transmit status messages and employs a remote interrupt converter that generates an interrupt status message if it detects a change of state in an interrupt. Interrupt status messages are also transmitted in response to a message request from the target receiver in the computing platform, such as a server. In this particular embodiment, converter 120 converts level sensitive interrupts to the event driven format, that is, to a serial interrupt message format. It monitors for an interrupt status request message and for a change in interrupt state since it transmitted the last interrupt status message. In this particular embodiment, if it receives an interrupt status request message from receiver 140 and/or if it detects a change in an interrupt line in this particular embodiment, it initiates an interrupt status message that specifies the current state of all interrupt lines. Therefore, in this embodiment, it initiates a message corresponding to each occurrence of these events, although the invention is not limited in scope in this respect. The interrupt status message also identifies if it is the result of an interrupt status request message in this particular embodiment.

FIGS. 2 and 3 are flowcharts illustrating an embodiment of a process that may be employed by a remote interrupt converter in accordance with the present invention. Of course, the invention is not limited in scope to this particular embodiment. FIG. 3 is a flowchart illustrating for this embodiment a process of monitoring changes in the state of the interrupts. As illustrated in FIG. 3, at block 310, the request flag is checked. Setting of the request flag shall be described in greater detail hereinafter. If the request flag is not set, then, as indicated in block 320, the interrupt state is checked to see whether it has changed. If the interrupt state has not changed, then the process returns to block 310.
However, if the interrupt state has changed, the process moves to block 330, in which the current state is stored for later comparison. Then, at block 340, an interrupt status message is transmitted. At block 350, the request flag is reset. FIG. 2 illustrates a process employed by the converter in this particular embodiment for responding to a request for interrupt status. As illustrated in FIG. 2, a request for interrupt status is received. At block 220, the request flag is set and, at block 230, the converter returns from this particular subprocess.

Therefore, as FIGS. 2 and 3 illustrate, in this particular embodiment, an interrupt status message is transmitted if a change in the interrupt state is detected. In this particular embodiment, this comprises detecting changes in the state of an interrupt line, although the invention is not limited in scope in this respect. Likewise, an interrupt status message is also transmitted if an interrupt status message request is detected. Again, the invention is not limited in scope in this respect.

FIGS. 4 and 5 are flowcharts illustrating an embodiment of a process to be executed by an embodiment of an interrupt receiver in accordance with the present invention. In this particular embodiment, an interrupt receiver does not merely repeat the state of the discrete interrupt signals received. It also conditions the signals to inhibit spurious interrupts that may result from the delay of the assertion of the interrupt level to the peripheral interrupt controller (PIC). The microprocessor issues an interrupt acknowledge to the PIC when it begins or soon after it begins its interrupt service routine (ISR). This is a signal to the PIC to no longer drive the interrupt signal to the microprocessor. When the microprocessor finishes its interrupt service or soon after, it issues the EOI signal that signals the PIC to enable the interrupt signal to the microprocessor. Although the ISR cleared the interrupt signal at the source, the serial link delays the true status from reaching the PIC before the EOI signal. To handle this, at the time the microprocessor issues the EOI signal or soon after, the interrupt receiver masks or inhibits interrupts to the PIC until it has verified that the interrupt state is current.

Indication of an EOI signal, therefore, results in the interrupt receiver generating an interrupt status request to the remote interrupt converter and masks interrupt signals to the PIC. The interrupts remain masked or inhibited. The interrupt receiver, in this particular embodiment, should eventually receive an interrupt status message from the input/output subsystem indicating that the message is a result of the interrupt status message request. This assures that the status was generated after the time that the EOI was signaled. As a result of receiving this interrupt status message, then, the interrupt receiver unmask its interrupts.

FIGS. 4 and 5 are flowcharts that illustrate implementa-
tions of this particular embodiment in accordance with the present invention. FIG. 4 illustrates an embodiment of a process that may be employed by the interrupt receiver when an EOI signal is received. Reception of the EOI signal is illustrated in block 410. Block 420 indicates the interrupt state is cleared. Block 430 indicates that the mask flag is set. Therefore, the interrupt receiver masks interrupts received as a result of this flag being set. Block 440 indicates a request from the receiver to the converter for an interrupt status message and block 450 indicates a return from this subprocess.

FIG. 5 is a flowchart illustrating an embodiment of a process to be executed by an embodiment of the interrupt receiver after an interrupt status message is received. Reception of the status message is indicated by block 510. Block 520 determines whether the mask flag is set. If the mask flag is not set, this indicates that the interrupt status message was received, indicating a change in the state of the interrupts. Therefore, in block 550, the current interrupt state is stored using the received interrupt state. Alternatively, if the mask flag is set, in block 530 it is determined if this interrupt status message is an explicit response to a request for a status message. If it is an explicit response, then the mask flag is cleared by block 540 and, again, the interrupt status is updated based on the state indicated by status message, in block 550, as previously described. However, if the message flag has been set in block 520, and this is not an explicit response to a status message request, then the process jumps to block 560 and, therefore, returns from this subprocess.

As previously described, this particular embodiment of a method of processing interrupts masks interrupt signals received after receiving an end of interrupt (EOI) signal until after an interrupt status message is received indicating that the interrupt state is current. Furthermore, as previously described, an interrupt status request is transmitted after receiving an end of interrupt signal. After an interrupt status message responding to the interrupt status request indicates that the interrupt state is current, the interrupt signals are unmasked or no longer inhibited.

FIG. 6 is a schematic diagram illustrating logic that may be employed to implement this particular embodiment of a converter, such as converter 120. As illustrated in FIG. 6, receiver/decoder 610 receives an interrupt status request. This results in the setting of flip-flop 620. Likewise, the current state of the interrupts is received and latched by 650. The current state is also provided to message generator 660. Message generator 660, however, has received the status request from the q-port of flip-flop 620. Therefore, the current interrupt state, including the message header, which has been combined by generator 660, will be transmitted, as desired. Therefore, via OR gate 670, the request flag is cleared via flip-flop 680 and AND gate 630. In addition, however, the interrupt state is compared with the previous reported state by comparator 640. If a change has occurred so that the two states are not equal, via OR gate 670, flip-flop 680 is set, which results in message generator 660 also generating an interrupt status message that contains the information just received regarding the interrupt states.

FIG. 7 is a schematic diagram illustrating logic implemented by an embodiment of an interrupt receiver in accordance with the invention, such as receiver 130. An end of interrupt (EOI) signal is generated. As illustrated in FIG. 7, this results in message generator 770 sending an interrupt status request message. Likewise, via OR gate 750, this results in the setting of flip-flop 760, which indicates that an interrupt status message request has been made. Once the end of interrupt signal has occurred, as indicated in FIG. 7, this clears latch 720 and, from then on, received interrupt status messages are masked or inhibited, until an indication from the received interrupt status message that it is a response to the request for interrupt status occurs. This is accomplished using the logic of AND gate 730 and OR gate 740. Therefore, receiver/decoder 710 receives interrupt status message which is provided to latch 720. However, latch 720 is not clocked unless the status message received indicates that it is a response to the request for status. When this occurs, latch 720 is clocked, and this interrupt status signal information is provided to the PIC. Likewise, this also
c clears flip-flop 760, via flip-flop 780 and AND gate 790. Alternatively, where an interrupt status message request has not been made, inverter 705 unmask the interrupts. This is accomplished because inverter 705 provides a “high” signal to OR gate 740. Therefore, whenever receiver/decoder 710 receives an interrupt status message, the interrupt state is provided to latch 720 and latch 720 is clocked via AND gate 730.

While certain features of the invention have been illustrated as described herein, many modifications, substitutions, changes, and equivalents will now occur to those skilled in the art. It is, therefore, to be understood that the appended claims are intended to cover all such embodiments and changes as fall within the true spirit of the invention.

What is claimed is:
1. A system comprising:
a primary computing system;
a remote subsystem;
said primary computing system and said subsystem being coupled by a serial bus;
wherein said primary computing system includes a receiver to reconfigure serialized messages to be received by said primary computing system via the serial bus;
wherein said subsystem includes a converter to serialize messages to be transmitted to said primary computing system via the serial bus;
wherein said subsystem is further adapted to transmit an interrupt message if a change in interrupt state is detected; and
wherein said subsystem is further adapted to transmit an interrupt status message if an interrupt status request is detected.
2. The system of claim 1, wherein said converter is further adapted to transmit the interrupt message as an interrupt status message if a change in interrupt state is detected.
3. The system of claim 1, wherein said primary computing system includes a microprocessor to process the interrupts.
4. An apparatus comprising:
a converter to serialize messages to be transmitted to a primary computing system via a serial bus coupling said converter and said primary computing system;
said converter adapted to be employed in a remote subsystem;
said converter being further adapted to transmit an interrupt message to said primary computing system if a change in interrupt state of said subsystem is detected; and
wherein said converter is further adapted to transmit an interrupt status message if an interrupt status request is detected.
5. The system of claim 4, wherein said converter is further adapted to transmit the interrupt message as an interrupt status message if a change in interrupt state is detected.