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FIELD OF THE INVENTION
The present invention relates to the fields of publishing systems and middleware that provides a connection between clients and services on a server, and is particularly adapted to allowing front-end clients to interact efficiently with the server services to integrate and create final publishable documents using various client-based formats in a seamless environment.
BACKGROUND OF THE INVENTION

A principle application of the present invention is in the field of publishing software. The publishing field is one in which the assignee of the present invention (Unisys Corporation) has been active for a number of years, producing and selling a system called “Hermes” that supports the management, use, integration, formatting and the like, of various items useful for publishing newspapers, magazines and the like, particularly text, pages, images, and charts. Due to the rise of small scale systems and particularly ones that use various other versions of software for working on some or all of these items, e.g., Adobe’s “InDesign” and “InCopy” as well as Quark Xpress (sometimes referred to herein as “front-end clients”; see http://www.adobe.com/products/incopy/main.html and http://www.adobe.com/products/indesign/main.html for further information about the Adobe products), many users are familiar and comfortable with using features of these programs for managing their use of items and preparing and integrating them for publication. Therefore, even though the Hermes system has fine proprietary editors for handling such items, there has developed a need to accommodate such users in a way that permits them to be integrated into the proprietary publishing system. With such integrations the usefulness of legacy systems as well as the added value of user-selected front-end client systems can be maintained in a synergistic manner.

The Hermes system provides a repository and application software for manipulating, managing, sizing, layout, printing, and other related activities with respect to the items (charts, text, images, pages and the like), as do other proprietary publishing systems. Accordingly, a system and method for accomplishing such management and manipulation functions that accepts items formatted in a customer preferred front-end client is desirable. Further, with the rise of open standards such as HTTP, XML, and SOAP, many of the characteristics of the data files for objects can be communicated between and among software components and computing systems. However, there is a need for a system to make this all work together in a commercially viable manner.

SUMMARY OF THE INVENTION

In accordance with the present invention, a publishing system is provided with a middleware system for enabling manipulation of documents and the like that may be created in front-end clients so as to enable the publishing system to also integrate such manipulated documents and the like into a finished publishing product. The publishing system will include a repository and server facilitating editorial services with respect to digital items. These items may be produced by a plurality of front-end clients, and the middleware system includes a software-based mechanism to handle XML-based messages that can be transmitted as simple remote calls to a server or together with an item, where the item can be a file describing a page or an object in the
native client format. Each said object is referenced in the server repository thereby making the item accessible within the publishing system so that the publishing system can track the object, manage the permissions to access it (permitting, for example, different users to work with the item), and/or output the item alone or in conjunction with items produced by clients onto specific printers used in the editorial environment.

The present invention provides a system (and method) wherein a middleware system is coupled to a publishing system that includes a repository and server means facilitating editorial services with respect to digital items produced by a plurality of front-end clients. The middleware system comprises a software-based mechanism to create an envelope associated with each item and to thereby provide an object corresponding to each item. Each said object is accessible within the publishing system. In presently preferred embodiments of the invention, the envelope for each item is sufficient to enable the publishing system to manipulate the item. For example, the envelope may be described in SOAP and XML to define and enable handling of the object, and HTTP may be used for transmission of the object. Each item may be characterized by a native format, and the system may include a mechanism to associate additional metadata with each item to identify the native format of the item. Further, the system may be operable as a web service, generating a format field and providing standardized (HTTP/XML/SOAP) connections between the publishing system and the front-end clients. The items produced by the front-end clients may include charts, text, images, and the like. The front-end clients may comprise a writing and editing program and/or a page design program. The editorial services provided by the publishing system may include item manipulation, management, sizing, layout, and printing. The present invention may also be embodied in the form of software on a computer readable medium.

Other aspects of the present invention are described below.

BRIEF DESCRIPTION OF THE DRAWINGS

Figure 1 is a flow diagram schematically depicting an exemplary implementation of the invention.

Figure 2 is a block diagram schematically depicting another exemplary implementation of the invention.

Figure 3 is a workflow diagram illustrating how the present invention can be used to support copy-driven workflow scenarios.

DETAILED DESCRIPTION OF ILLUSTRATIVE EMBODIMENTS

We will now describe illustrative embodiments of the present invention. First, an overview of presently preferred embodiments is provided, and this is followed by an overview of
web services, XML and SOAP, which are known technologies utilized in connection with the preferred embodiments. These overview sections are followed by a detailed discussion of a preferred implementation of a middleware system and method in accordance with the present invention.

Overview

As discussed above, in one exemplary embodiment of the present invention, a middleware system is provided for use in combination with a publishing system. The publishing system (e.g., the Hermes or similar system) typically will include a repository and server for providing editorial services with respect to digital items produced by front-end clients. The clients can communicate with the publishing system server by sending XML-based messages that can be transmitted as simple remote calls, or as messages combined/associated with an item, where the item can be a file describing a page or an object in the native client format. An envelope for each item is preferably sufficient to enable the publishing system to manipulate the item. In an exemplary implementation of the invention, the envelope is described in SOAP and XML to define and enable handling of the object, and HTTP is used for its transmission. Moreover, each item is typically characterized by a native format, and a middleware system is employed and preferably includes a mechanism to associate additional metadata with each item to identify the native format of the item. The system is therefore operable as a web service, generating a format field and providing standardized (HTTP/XML/SOAP) connections between the publishing system and the front-end clients. Most preferably, the system will also include a software-based mechanism for providing items from the publishing system to the front-end clients in a native format of the front-end clients.

Thus, the present invention permits a first, proprietary or other large-system publishing system (Hermes, for example) to manage and manipulate as objects the items created by third party (such as front-end client) applications. To achieve this, a set of metadata about these items is produced. For example, in an illustrative implementation of the invention, the native page/object/image file is managed by the editorial system in the sense that the system tracks its status, access permissions and workflow, although the content of the asset is editable only by the client application that generated it (this is because the generating client has the knowledge of specific page/object elements, such as specific decorated fonts, shapes, layout composition, etc.). The metadata envelope identifies a set of characteristics about the item and allows the item to be managed by the proprietary system. Further, the front end or client software through which the item was created is not affected, because we provide the data file of the item in an unmodified format back to the client software, which is advantageous, e.g., should further content manipulation be needed either to support integration into
the final document for publishing or for other reasons. To accomplish this a metadata envelope is created around the item to make it into an object that is manageable by the server.

Accordingly, for example, using software to connect to clients InDesign and InCopy (such software may include InDesign/InCopy-compatible workflow software such as, e.g., Woodwing SmartConnection Pro; see http://www.woodwing.nlSMARTConnect.htm), a SOAP connector is used to forward the partially packaged object to the workflow engine and permissions schema (e.g., the Hermes editorial system), which then decouples each file and the SOAP request in different elements, so that they are manageable, and keeps track of what happens to the object inside of its repository. Thus, this middleware operates like a web service, providing HTTP/XML/SOAP connections between the workflow engine and permissions schema and the client software.

It should be noted that the SmartConnection software may also be used to connect an InCopy object to InDesign pages at the file system level, without involving the Hermes system. The SmartConnection software “as-is” (typical configuration) is a product that enables connectivity between InCopy and InDesign. This is useful because there is no support in the native InDesign for linking InCopy files to InDesign pages. SmartConnection enables connectivity also with the ability of doing a check-in/out of InCopy texts from InDesign pages. This occurs only on the client without integration with the editorial system. The mechanism of linking InCopy and InDesign at a file level (i.e., everything occurs on the client with no way to manage a workflow) has been extended to provide that linking with the workflow management supplied by Hermes. Per se, the SmartConnection software offers only the handling of files and a user interface (GUI, or palette inside InDesign) to display data. In our case, the data are query results performed via SOAP against the Hermes database, for example. The login function for connecting InDesign/InCopy to the editorial system via SOAP is done by our Hermes Connector, that is, a plugin for InDesign/InCopy. In the editorial environment, connections between objects and pages is managed by the database. The InDesign/InCopy clients may use that information to reestablish the connections when a page, for example, is open from the Hermes system. In essence, SmartConnection is something that manages the links on the client but those links are kept and managed by the server. SmartConnection is an implementation that allows the connection on the client but it is not the only one.

The term “middleware” as used herein is intended to be accorded a broad definition, and its use is not intended to limit the scope of protection of the claims set forth at the end of this specification. In general, “middleware” encompasses software that connects two otherwise separate applications. It is known, however, that such “middleware” could in some cases be more effectively integrated into one of the applications, e.g., it could be implemented as an import or
export feature of one of the applications. Unless explicitly stated otherwise in the claims, use of the term "middleware" is not intended to limit the present invention to scenarios wherein the middleware layer is kept separate from one or the other applications. For example, the present invention may be practiced by making the middleware layer a part of the publishing system server.

In a similar vein, it should be noted that the invention is sometimes described herein with reference to a "web service". The term "web service" is intended to be construed broadly to encompass a software system, which may be identifiable by a uniform resource identifier (URI), whose public interfaces and bindings are defined and described using XML. In this manner, the web service definition can be discovered by other software systems, which may then interact with the web service in a manner prescribed by its definition, using XML based messages conveyed by Internet protocols. As data communications technology progresses, we believe adaptations thereto shall be available without undue experimentation to those of ordinary skill in these arts.

Web Services, XML & SOAP, and their application to the invention

To provide a more thorough explanation of the technologies underlying the presently preferred implementations of the subject invention, we will now provide an overview of web services, XML and the Simple Object Access Protocol (SOAP). We note, however, that persons of ordinary skill in the field of the present invention will no doubt be very familiar with these technologies.

Standalone applications and Web sites create islands of functionality and data. Users may be forced to navigate manually between Web sites, devices, and applications, logging in each time, rarely being able to carry data from one site to another. This makes business tasks that ought to be simple very difficult and many times repetitive.

As a result of the changes in how businesses and consumers use the Web, industry, particularly the publishing industry, is converging on a new computing model that enables a standard way of building applications and processes to connect and exchange information over the Web. This new Internet-based integration methodology, called "XML Web services," enables applications, machines, and business processes to work together. Web services describe themselves to the outside world; telling the world what functions they perform, how they can be accessed, and what kinds of data they require. The widespread support around XML makes it likely that businesses will cooperate in the Internet-based economy with this XML Web services model.
XML Web services utilize XML (eXtensible Markup Language) to develop formats for describing data components. XML is an open industry standard managed by the World Wide Web Consortium. It enables developers to describe data being exchanged between PCs, smart devices, applications, and Web sites, etc. Because the data is separate from the format and style definitions, it can be easily organized, programmed, edited, and exchanged between Web sites, applications, and devices. XML has transformed how applications talk to each other, enabling more and more businesses to exchange data and process documents electronically without requiring piecemeal creation of both client and server-side interactive components and services. Web services are described in XML and are communicated over the existing HTTP infrastructure. Web services can be written and called in almost any language: VC++, C#, VB, Java, and JavaScript.

Overview of SOAP

The transport of XML over HTTP has been codified as the Simple Object Access Protocol (SOAP). SOAP is a lightweight protocol for exchange of information in a decentralized, distributed environment. It is an XML-based protocol that includes three parts: an envelope that defines a framework for describing what is in a message and how to process it, a set of encoding rules for expressing instances of application-defined datatypes, and a convention for representing remote procedure calls and responses. Web services can be called with messages that are written in the SOAP format. A well-formed XML fragment enclosed within SOAP elements is a SOAP message. When using SOAP, a client-side component can allow an application to invoke XML Web service operations by using a Web Services Description Language (WSDL) file. Also, a server-side component may map invoked XML Web service operations described by WSDL and a Web Services Meta Language (WSML) file.

The following paragraphs provide a further explanation of how a message can be communicated using SOAP. For further technical information about the SOAP, see http://www.w3schools.com/soap/default.asp.

As discussed, it is generally important to allow Internet communication between programs. Many modern application programs communicate using Remote Procedure Calls (RPC) between objects like DCOM and CORBA, but HTTP was not designed for this. RPC represents a compatibility and security problem; firewalls and proxy servers will normally block this kind of traffic. Thus, it has been determined that a better way to communicate between applications is over HTTP because HTTP is supported by Internet browsers and servers. SOAP
was created to accomplish this. SOAP provides a way to communicate between applications running on different operating systems, with different technologies and programming languages.

A SOAP message is an ordinary XML document containing the following elements:
1. a required Envelope element that identifies the XML document as a SOAP message;
2. an optional Header element that contains header information;
3. a required Body element that contains call and response information; and
4. an optional Fault element that provides information about errors that occurred while processing the message.

All the elements above are declared in the default namespace for the SOAP envelope -- see http://www.w3.org/2001/12/soap-envelope. For background on the default namespace for SOAP encoding and data types, see http://www.w3.org/2001/12/soap-encoding.

The following table illustrates an exemplary skeleton SOAP message:

```
<?xml version="1.0"?>
<soap:Envelope xmlns:soap="http://www.w3.org/2001/12/soap-envelope"
soap:encodingStyle="http://www.w3.org/2001/12/soap-encoding">
  <soap:Header>
    ...
  </soap:Header>
  <soap:Body>
    ...
    <soap:Fault>
      ...
    </soap:Fault>
  </soap:Body>
</soap:Envelope>
```

As can be seen, the SOAP envelope element is the root element of a SOAP message. It defines the XML document as a SOAP message. Note the use of the “xmlns:soap” namespace. It should always have the value of: http://www.w3.org/2001/12/soap-envelope, and it defines the envelope as a SOAP envelope:

```
<?xml version="1.0"?>
<soap:Envelope
xmlns:soap="http://www.w3.org/2001/12/soap-envelope"
soap:encodingStyle="http://www.w3.org/2001/12/soap-encoding">
  Message information goes here
  ...
</soap:Envelope>
```
A SOAP message should always have an envelope element associated with the "http://www.w3.org/2001/12/soap-envelope" namespace. If a different namespace is used, the application should generate an error and discard the message. In addition, the SOAP encodingStyle attribute is used to define the data types used in the document. This attribute may appear on any SOAP element, and it will apply to that element’s contents and all child elements. A SOAP message has no default encoding. The following table illustrates these rules:

```xml
<soap:Envelope
 xmlns:soap="http://www.w3.org/2001/12/soap-envelope"
 soap:encodingStyle="http://www.w3.org/2001/12/soap-encoding">
 ...
 Message information goes here
 ...
</soap:Envelope>
```

The optional SOAP header element contains application specific information (e.g., authentication, payment, etc) about the SOAP message. If present, the header should be the first child element of the envelope element, for example:

```xml
<soap:Envelope
 xmlns:soap="http://www.w3.org/2001/12/soap-envelope"
 soap:encodingStyle="http://www.w3.org/2001/12/soap-encoding">
 <soap:Header>
 <m:Trans
 xmlns:m="http://www.w3schools.com/transaction/
 soap:mustUnderstand="1">234</m:Trans>
 </soap:Header>
 ...
</soap:Envelope>
```

Each SOAP message is carried as part of an HTTP request/response packet. Together with standard HTTP header values, the protocol to connect a front-end client with the publishing system involves more specific header values to be inserted into each HTTP message:

SOAPAction: this header variable is specified in the SOAP specification and contains a value indicating the endpoint that should fulfill the request. In the exemplary implementation described herein, we have different endpoints:

<table>
<thead>
<tr>
<th>Value of SOAPAction</th>
<th>Used in</th>
</tr>
</thead>
<tbody>
<tr>
<td>HermesSOAP</td>
<td>All the specific editorial functions, such as enumerate editions, create a page, browse publication levels.</td>
</tr>
</tbody>
</table>
HermesRegisterListener  
Used whenever a client application needs to be notified by the server, for example, to receive mail from proprietary post office software. When a client registers to the server, there is an inversion of roles in sense that the client acts also as a server (listening for incoming SOAP messages) and the server acts also as a client (sending SOAP messages).

HermesSOAPLogin  
Endpoint used to make login/logout (authentication) operations against the publishing server.

The second header value is SESSIONID. The HTTP specification allows one to place any arbitrary header value in the HTTP header. We use the SESSIONID because after a successful login, the publishing system generates a unique identifier that is used by the front-end clients. In this way, the publishing system can identify uniquely the client application making a request.

The above example of an envelope element contains a header with a “Trans” element, a “mustUnderstand” attribute value of “1”, and a value of “234”. SOAP defines three attributes in the default namespace. These attributes are actor, mustUnderstand, and encodingStyle. The attributes defined in the SOAP header defines how a recipient should process the SOAP message. A SOAP message may travel from a sender to a receiver by passing different endpoints along the message path. Not all parts of the SOAP message may be intended for the ultimate endpoint of the SOAP message but, instead, may be intended for one or more of the endpoints on the message path. For example, the SOAP actor attribute may be used to address the header element to a particular endpoint. The SOAP mustUnderstand attribute can be used to indicate whether a header entry is mandatory or optional for the recipient to process.

The SOAP body element contains the actual SOAP message intended for the ultimate endpoint of the message. Immediate child elements of the SOAP body element may be namespace-qualified. SOAP defines one element inside the body element in the default namespace. This is the SOAP fault element, which is used to indicate error messages. The following table illustrates this:

```
<?xml version="1.0"?>
<soap:Envelope
xmlns:soap="http://www.w3.org/2001/12/soap-envelope"
soap:encodingStyle="http://www.w3.org/2001/12/soap-encoding">
<soap:Body/>
```
The example above requests the price of apples. Note that the m:GetPrice and the Item elements above are application-specific elements. They are not a part of the SOAP standard.

With the foregoing overview as background, we will now describe in greater detail the presently preferred implementations of the present invention.

Middleware System and Method

We will now explain the present invention in greater detail with reference to the drawings, particularly, Figures 1-3.

Referring to Figure 1, in a typical use of the present invention, a client computer 10 is used in a first step 12 to create an item in the client's native format. For example, as discussed above and shown in Figures 2 and 3, the client may include the Adobe InCopy and/or InDesign applications, which are identified in Figures 2 and 3 with reference numerals 10A and 10B, respectively. The client 10 may then perform a next step 14 in which it requests input of the item to a publishing system. According to the invention, a piece of "middleware", which could operate as a web service, is employed to carry out this step. This middleware/web service is designated with reference numeral 20 in Figures 1-3. In Figure 2, it is shown as comprising three components, namely, an HRAS 10A, a login server 20B, and a an application server 20C. The application server is used to forward SOAP requests to the SOAP layer for further processing of the methods. These are exemplary, functional components and are not required to practice the present invention. In Figure 3, the middleware/web service 20 is shown as being integrated with the server component 30, in a box labeled "Supervisor", thus indicating that it is not strictly necessary that the middleware layer be physically separated from the server layer.

The Supervisor application is a client application that is used to plan the newspaper/magazine. Each newspaper can be viewed as a set of pages aggregated into editions, and each edition can be inherited into other editions so that a page can have the same editorial content in different zones and different advertising content, one for each zone (this relates to content reuse, i.e., where the news is the same in a given country or region but the advertising depends on where it is published). The pages in Supervisor are called "physical pages" because they are printed onto plates that in turn are placed into a press to produce the newspaper pages that a consumer can read. In Hermes, all the pages produced by Newsroom or by the front end
clients are called logical pages. Basically, logical pages are where the content is placed (layout of the pages, news, pictures) but they, for example, do not have page numbers until they are imposed with Supervisor onto a physical page. The physical page is then imposed onto a plate, which is the physical medium on which the page is printed and then the plate is placed into the press.

Returning now to Figure 1, as shown, the middleware/web service 20 performs the step 22 of receiving the native item or a SOAP message without native file from the client 10. Next, it extracts the SOAP requests from the HTTP buffer, parses the SOAP request and dispatches the request to the service that can fulfill that request. If a request is intended to carry also the native file, for example, when the item must be stored into the publishing system, the server extracts the binary data corresponding to the native item (step 24). In this case, when the native item is sent by the front end client, the server saves the item onto the file system and updates the references into the publishing database. From that point, working on that item requires that the user have the right privileges to read, write, or list it. An item can be not only a proprietary file format but also, for example, an image. When an image is placed on a page of the font-end client, it is linked to the page. Due to the characteristic of the professional printing, the image needs to be included in the final output with the highest resolution possible but since the high resolution can be very expensive in size, the transmission can slow down dramatically making it difficult or impossible for the user to work with the image. In this case, the SOAP message to save and link the image results in a series of activities involving the server:

1. The client sends the very high resolution to the server.
2. The server stores the high resolution image and down samples the image to produce a low resolution version of the same image.
3. The server responds to the client that the object (image in this case) has been processed successfully and the low resolution version is carried with the response.

Now the client can use the low resolution version of the same picture to make the user’s work easily. When the final output is performed, the PostScript file representing the page contains special tags (OPI, open prepress interface) that instruct the typesetter to substitute the low resolution image sent by the client with the high resolution stored on the server. In this way, the handling of the large image is made by specialized hardware (typesetter).

Referring to Figure 2, the server is depicted as being associated with the “editorial system” and comprising a Hermes database 30A and a Hermes File System 30B.
Referring again to Figure 1, the server 30 receives the request with the item (step 32), stores the item in a repository, i.e., database (step 34), and permits the item to be manipulated within the publishing system or server 30 (step 36). Thereafter, the server 30 may return the item for further editing by the client (step 38). In step 16 the client receives the item and may then perform any desired editing.

Refer now to Figure 2. As shown, the clients 10A and 10B communicate with the middleware/web service 20, e.g., through the application server 20C, by formatting their messages in accordance with the HTTP and XML-based protocols. These well-known protocols are commonly used to communicate with web servers. Although not an aspect of the present invention, it should also be noted that other clients 10, e.g., the Newsroom and Supervisor applications, may communicate with the middleware/web service 20 using a proprietary protocol over TCP/IP. The TCP/IP protocol is a well known, standard low level protocol and, on top of it, there is an application level proprietary protocol used for communication between proprietary application and the editorial system.

It should now be clear that the middleware system performs a bridging function with respect to a variety of client applications. Normally, in a client-server environment, a client application connects to a server application by way of client libraries, which are pieces of code that offer to the client specific APIs to make the connection possible. This is a limited way of communicating between software elements because, for example, the client software needs to have the specific libraries to be able to use server functionality. Moreover, in a typical client-server environment, such as the Hermes system, the client and the server move back and forth the data required for any operation. The SOAP integration platform allows one to "externalize" the proprietary, server side functions and make them available to any client without requiring the client to have a specific library. The middleware does this by interacting natively with the editorial or publishing system on one side, and on the other side provides a client with the ability to call those APIs without knowing anything about them, other than the XML description. Accordingly, there is no need for a client to have specific libraries to access the functionality of the editorial system.

That said, the SOAP API has been designed to abstract implementation details to the client. For example, if a client needs to obtain a list of available editions for use in connection with a newspaper page/object, it can call an XML SOAP method called HermesEnumEditions and wait for a response from the server with the list of editions. The server and the middleware, to fulfill the request, perform the following steps:

1. Read the request from the client.
2. Verify that the request comes from a valid authenticated client (e.g., the client has a valid SESSIONID).

3. Dispatch the call to a service, or piece of software, that actually interacts with the publishing system internally.

4. The service in turn calls some server functions to fetch the list of editions.

5. The middleware offers to the service a set of methods to create a SOAP XML response that is valid and conforming to the SOAP specification.

6. Prepare the HTTP buffer to be sent to the client. The buffer encapsulates the SOAP response.

7. Send back to the client the HTTP buffer with the response.

This is a simple example of interaction without involving any page or object (i.e., item). If we look at the overall process to save a page/object into the publishing system, the front end application calls several APIs:

1. HermesEnumLevels, to obtain the level tree. You can think about a level like a folder on a file system, with the difference that the available levels are 5. For example, a sports page could be created into a level called “PUBLICATIONS/EDITORIAL/SPORT”. An article could be saved into “PUBBLICATION/EDITORIAL/SPORT/ARTICLES” and the relevant images “PUBBLICATION/EDITORIAL/SPORT/PAGES/IMAGES”. The names of the levels are decided at configuration time and can vary. To uniquely identify a level, the publishing system uses the unique level identifier.

2. HermesEnumEditions, to obtain the list of editions available for placing the page/object.

3. HermesGetNextValidPubdate, to obtain the next valid publication date. The publication date in a newspaper world can vary, for example there may be no publication on the 1st of January. These dates are kept by the publishing system and, again, the client does not handle the details of navigating the publishing calendar. Something like “give me the next valid date,” and the server says “03-30-2004”. Internally the publishing server could obtain this simple date by calling proprietary methods.

We will now explain further how the present invention may be employed to facilitate a publisher’s use of a system such as Hermes in combination with front-end clients such as InDesign and InCopy. Let’s say the user is working in a Windows environment (where the Hermes client application exists). The user can take advantage of useful features: From
UPSE Explorer (the Hermes client tool to query, searching both editorial content and wires), once the asset, page or object, has been identified, the user can select (double click on) the element of the query result to open the originating application, in this example InDesign/InCopy. The front-end client, once opened, can post a SOAP message to the Hermes SOAP server to obtain the page/object.

Now consider a production scenario: Typically, the newspaper/magazine is planned by starting with the advertising. To do this with Hermes, the newspaper/magazine is planned with Supervisor. The newspaper/magazine is “constructed” by creating pages into editions. Those pages exist inside the Hermes database as “simple” data, since for the native Hermes environment pages and objects are not stored as files. A problem arises, however, since external applications (InDesign and InCopy) require a file to handle the content. What we have done is to provide the external application with enough information to create a page/object in the native format. That information is provided as a SOAP XML message. Continuing with the production scenario, once the pages have been created with Supervisor, the user can choose “open page” to begin design of the layout. In this case, InDesign is triggered to a specific API implemented inside it and that Supervisor knows, that tells it: “Open yourself if needed and ask Hermes via SOAP to open a page called <whatever> that exists in the edition <whatever>, etc.” The SOAP server will provide a SOAP response with enough information to let InDesign create a page and write the file in its native format. From that point, the file will be used whenever the page is to be open/saved.

We now turn our attention to a further discussion of an exemplary XML schema for use in connection with the present invention.

**XML Schema**

A schema may be used to define a class of XML documents. The term “instance document” is often used to describe an XML document that conforms to a particular schema (however, neither instances nor schemas need to exist as documents per se -- they may exist as streams of bytes sent between applications, as fields in a database record, etc.). A schema can be viewed as a collection of type definitions and element declarations whose names belong to a particular target namespace. Target namespaces enable one to distinguish between definitions and declarations from different schemas.

An exemplary schema description is provided below in the Appendix set forth before the claims. This exemplary schema description includes the following namespace references:

```
<xs:schema targetNamespace="http://www.unisys.com"
     elementFormDefault="qualified"
```
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As can be seen, the schema can include definitions for elements corresponding to messages and functions that may be performed in connection with the exemplary Hermes publishing (editorial) system. A schema file acts as a contract between the Integration Platform for the publishing system and the front-end clients. The schema defines the data types and the methods that can be used by both to communicate over HTTP. In this way, there is a complete independence between the client and the server implementation, platform and physical location. These elements, both data types and SOAP APIs in the preferred embodiment include but are not limited to the following: HermesLogin, HermesLoginResponse, HermesLogout, HermesLogoutResponse, HermesError, Level, HermesEnumLevels, HermesEnumLevelResponse, HermesGetLevelData, HermesGetLevelDataResponse, Edition, HermesEnumEditions, HermesEnumEditionsResponse, HermesEnumGrids, HermesEnumGridsResponse, HermesLoadGridData, HermesLoadGridDataResponse, User, HermesGetCurrentUser, HermesGetUserData, HermesGetUserDataResponse, HermesEnumUsers, HermesEnumUsersResponse, Status, HermesGetInitialStatus, HermesGetInitialStatusResponse, HermesGetStatusData, HermesGetStatusDataResponse, HermesGetNextValidStatus, HermesGetNextValidStatusResponse, HermesGetNextValidStatusResponse, HermesGetAllValidStatus, HermesGetAllValidStatusResponse, HermesGetAllStatus, HermesGetAllStatusResponse, HermesGetObjectStatus, HermesGetObjectStatusResponse, ObjectIdentification, QueryUserObjectAccess, UserObjectAccess, Object, HermesUnlockObject, HermesUnlockObjectResponse, HermesLockObject, HermesLockObjectResponse, HermesIsObjectLocked, HermesGetModificationData, HermesQueryObject, HermesEnumObjectTypes, HermesEnumObjectTypesResponse, HermesGetNextValidObjectDate, HermesSendAlert, HermesSendMail, EventTypeList, MetadataField. We will not explain these elements or describe the exemplary schema in greater detail, since persons having an ordinary level of skill in XML programming will be able to understand the schema description set forth in detail in the appendix.

Related Documents

The following documents were cited and incorporated by reference in the above-cited Provisional Application Serial No. 60/457,277.

1. *Software License and Development Agreement Number 02/00311346 by and Between Unisys Corporation and Woodwing Software bv.* This document describes an overall architecture and design specification for
integration between Woodwing’s SmartConnection Pro software and the Hermes SOAP Connector/Services middleware.

2. Database Format Field Design Specification. This document identifies format field characteristics that may be employed in practicing the invention.

3. Hermes Connector Use Case Specification. This document describes illustrative use cases.

4. SOAP Application Server Project Design Specification. This document describes an exemplary SOAP application server design.

5. SOAP Integration Platform Project Design Specification. This document describes an exemplary SOAP integration platform system.

6. Third Parties Integration with NewsRoom Design Specification. This describes an exemplary design for third party integration with NewsRoom, which is a component of Hermes that may have counterparts in other similar workflow and permissions systems.

7. Integration Platform Project Supplementary Specification. This document describes a prototype design of Hermes integration using HTTP and SOAP.

8. Database Format Field Project Functional Specification. This document describes an exemplary database format for use in storing objects/pages from third party native applications so they can be retrieved from the Hermes database (i.e., adding a string field to the pages table of the Hermes database).

9. Adobe® Integration with eEditorial® Solutions Project Design Specification. This document describes an exemplary Hermes Web Services API.

10. A 26 page chart of exemplary iconography.

11. Third Parties Integration with NewsRoom Project Functional Specification. This further describes exemplary ways of integrating third party applications with NewsRoom and makes reference to Third Parties Integration with NewsRoom Design Specification.

12. Workflow Definition for External Objects Project Functional Specification. This document describes aspects of the integration of third party applications with Hermes applications.

13. Adobe InDesign Integration with News Content Manager – Hermes. This document describes scenarios for the integration of Adobe applications with the Hermes system.
   This describes further aspects of the integration of third party applications
   with the Hermes system.

15. Pages and Objects Management in External Applications Project Functional
    Specification. This describes aspects of how pages and objects created with
    third party applications may be managed so as to integrate them with the
    Hermes workflow.

16. Hermes Palette Availability in External Applications Project Functional
    Specification. This document describes a tool palette for use by third party
    applications so as to provide access to content stored in Hermes.

17. Third Parties Integration with Hermes Explorer Project Functional
    Specification. This document describes aspects of changes to the Hermes
    Explorer module implied by the integration of third party applications.

Conclusion

While exemplary embodiments of the present invention have been described in
connection with certain computing devices and network architectures, the underlying concepts
may be applied to any computing device or system in which it is desirable to define interfaces or
services between devices or objects across a network. Thus, the techniques described herein for
facilitating interoperability between various front-end clients and a server may be applied to a
variety of applications and devices. Further, while exemplary programming languages, names
and examples are chosen herein as representative of various choices, these languages, names and
examples are not intended to be limiting. One of ordinary skill in the art will recognize that such
languages, names and examples are choices that may vary depending upon which type system is
implicated, and the rules for the system. Although particular names for software components are
utilized herein for distinguishing purposes, any name would be suitable and the present invention
does not lie in the particular nomenclature.

The various techniques described herein may be implemented in connection with
hardware or software or, where appropriate, with a combination of both. Thus, the methods and
apparatus of the present invention, or certain aspects or portions thereof, may take the form of
program code (i.e., instructions) embodied in tangible media, such as floppy diskettes, CD-
ROMs, hard drives, or any other machine-readable storage medium, wherein, when the program
code is loaded into and executed by a machine, such as a computer, the machine becomes an
apparatus for practicing the invention. In the case of program code execution on programmable
computers, the computing device will generally include a processor, a storage medium readable by the processor (including volatile and non-volatile memory and/or storage elements), at least one input device, and at least one output device. One or more programs that may utilize the histogram of the present invention, e.g., through the use of a data processing API or the like, are preferably implemented in a high level procedural or object oriented programming language to communicate with a computer system. However, the program(s) can be implemented in assembly or machine language, if desired. In any case, the language may be a compiled or interpreted language, and combined with hardware implementations.

Thus, while the present invention has been described in connection with the preferred embodiments as illustrated, it is to be understood that other similar embodiments may be used or modifications and additions may be made to the described embodiments for performing the same function of the present invention without deviating therefrom. For example, while exemplary embodiments of the invention are described in the context of a loosely coupled client-server network, one skilled in the art will recognize that the present invention is not limited thereto, and that the methods described herein may apply to any computing device or environment, such as a handheld or portable computer, etc., whether wired or wireless, and may be applied to any number of such computing devices connected via a communications network, and interacting across the network. Therefore, the present invention should not be limited to any single embodiment, but rather should be construed in breadth and scope in accordance with the appended claims.
APPENDIX: ILLUSTRATIVE XML SCHEMA DESCRIPTION

<?xml version="1.0" encoding="utf-8"?>
<xs:schema targetNamespace="http://www.unisys.com" elementFormDefault="qualified"
<xs:include schemaLocation="DataTypes.xsd"/>

<!--
-----------------------------------------------
10 Dec 2003: Tulimieri Gerardo
Inserted: JumpStyle, JumpStyleList
Modified: GridData to include the JumpStyleList.

-----------------------------------------------
21 Nov 2003: Tulimieri Gerardo
Inserted: Rows, RowsList, lineType, StyleHeader, StyleFooter
Modified: GridData to include the RowsList and Header/Footer informations.
Changed the tag "HorizontalDim" with "HorizontalDim".

-----------------------------------------------
09 Sep 2003: Negro Massimiliano
Inserted: MetadataField, MetadataInformation, HermesDescribeMetadata,
HermesDescribeMetadataResponse, UpdateMetadata, UpdateMetadataResponse,
HermesGetMetadata, HermesGetMetadataResponse.

-----------------------------------------------
16 Jun 2003: Negro Massimiliano
Inserted HermesCopyPageTo, HermesCopyPageToResponse

-----------------------------------------------
14 Jun 2003: Negro Massimiliano
Inserted HermesMovePageTo, HermesMovePageToResponse

-----------------------------------------------
14 May 2003: Negro Massimiliano
Added HermesEvent, EventType, EventTypeList, HermesRegisterEventListener,
HermesRegisterEventListenerResponse, HermesRegisterEventListener,
HermesRegisterEventListenerResponse, EmailStatus, UserList, MailItem,
HermesListMail, HermesListMailResponse, HermesReadMail, HermesReadMailResponse,
HermesNewMail, HermesNewAlert, HermesDeleteMail, HermesDeleteMailResponse,
HermesRestoreMail, HermesRestoreMailResponse.

-----------------------------------------------
02 Apr 2003: Negro Massimiliano
Added HermesIsLogged and HermesIsLoggedResponse

-----------------------------------------------
27 Mar 2003: Negro Massimiliano
Modified HermesCreatePage, HermesCreatePageResponse
and HermesSavePageResponse.

-----------------------------------------------
27 Mar 2003: Negro Massimiliano
Modified HermesSaveObjectResponse.

-----------------------------------------------
25 Mar 2003: Negro Massimiliano
Added "LayoutList" into "HermesSavePage" to save position and
dimension changes on Hermes Layouts in page.

-----------------------------------------------
20 Mar 2003: Negro Massimiliano
Inserted the element "LayoutList" and modified "HermesGetPage".
Inserted "HermesSendAlert" and "HermesSendAlertResponse",
"HermesSendMail" and "HermesSendMailResponse".

-----------------------------------------------
28 Feb 2003: Gerardo Tulimieri
Inserted "HermesGetNextValidPubDate" and
"HermesGetNextValidPubDateResponse".

-----------------------------------------------
19 Feb 2003: Gerardo Tulimieri
Inserted "OlaMargin" and modified the "GridData".

-----------------------------------------------
07 Feb 2003: Negro Massimiliano
Inserted HermesMoveObjectTo, HermesMoveObjectToResponse
HermesCopyObjectTo, HermesCopyObjectToResponse.
Inserted the default value in "Deleted" element for
HermesGetObjectHistory and HermesGetObjectContentVersion.

-----------------------------------------------
30 Jan 2003: Negro Massimiliano
Inserted the complexType "ObjectHistory";
Inserted HermesGetObjectHistory, HermesGetObjectHistoryResponse,
HermesGetObjectContentVersion, HermesGetObjectContentVersionResponse,
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HermesDeleteObject, HermesDeleteObjectResponse.

27 Jan 2003: Negro Massimiliano
Inserted the element "Version" in complexType "Object".
Modified the HermesGetAllValidStatusResponse and
HermesGetAllStatusResponse.

18 Jan 2003: Negro Massimiliano
Inserted the element "InUse" in complexType "Page".
Inserted HermesIsPageLocked.

18 Jan 2003: Negro Massimiliano
Changed the Page, HermesCreatePage, HermesGetPage,
HermesSavePage, HermesPageQuery definition.

Inserted HermesIsObjectLinked.

16 Jan 2003: Gerardo Tulimieri
Inserted the HermesEnumObjectTypes and HermesEnumObjectTypesResponse
Inserted the element ExternalType and ObjectTypeStatusList
Modified the HermesGetAllStatus, HermesGetAllStatusResponse
HermesGetAllValidStatus, HermesGetNextValidStatusResponse

15 Jan 2003: Negro Massimiliano
Inserted in UserDataAccess the element Name.
Replaced in UserDataAccess the TimestampFrom with Timestamp.
Replaced in HermesIsObjectLocked the element "IsLocked" with "InUse".
Inserted the element HermesGetModificationData
and HermesGetModificationDataResponse
Replaced the type xs:time with xs:dateTime in
QueryUserDataAccess and UserDataAccess
Inserted HermesDeleteObject and HermesDeleteObjectResponse
HermesEnumGrids, HermesEnumGridsResponse, GridData,
HermesLoadGridData, HermesLoadGridDataResponse.

10 Jan 2003: Negro Massimiliano
Inserted the HermesIsObjectLocked and HermesIsObjectLockedResponse
to know if the object is locked.
Modified the QueryUserDataAccess and modified the UserDataAccess
and then modified HermesQueryObject and HermesPageQuery

26 Nov 2002: Gerardo Tulimieri
Inserted in HermesGetNextValidStatus the LeveID.

10 Nov 2002: Andrea Politi
Added the remaining status API

05 Oct 2002: Andrea Politi
The save object was wrong. It expected the XMMFIndex in the
"Object" data type which is wrong.
Tag moved outside the "Object" data type

26 Sep 2002: Andrea Politi
Added tag Format in HermesQueryObjects to specify the
format of the external objet to query for.

06 Sep 2002: Paolo Lenzi
Changed the HermesCreateObject definition
+-----------------------------------------------------------------------------------------------------------------------------------+
05 Sep 2002: Paolo Lenzi
Changed the ObjectList definition
Added some LevelAttribute in the LevelAttribute definition
Added a StatusID definition as list od status ID
inserted in HermesQueryObject the StatusIDList.
+-----------------------------------------------------------------------------------------------------------------------------------+

--> 
<!-- => HermesLogin
Root element for login request
To validate a login, Hermes LoginServer needs:
- A user name
- A obfuscated (hashed) password
- A workstation name
Based on those information (and on the number of available licenses)
the login request will be accepted or refused

We try to stick to some existing standard here:
The HTTP basic authentication (RFC 2617) uses the following format:
Authorization: basic <credential>
where <credential> ::= <User>::<Password> (all encoded in base64)
Usually, a CGI would receive an environment variable REMOTE_USER but
not the password, so we put everything into the HTTP body.
This information travels in "clear" on the network, unless the
HTTP connection had been engaged over SSL.

--> 
<xs:element name="HermesLogin">
  <xs:complexType>
    <xs:sequence maxOccurs="1" minOccurs="1">
      <!-- Credentials : login credentials (user/password)
      The credential are encoded with the RFC 2617 basic scheme
      This is to be as standard as possible, in case we wish to
      use the
      real Authorization: HTTP header field.
      This scheme is weaker than the Hermes scheme (where a
      hashed
      password is sent over) but not less secure.
      -->
      <xs:element name="Credentials" type="xs:string" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => HermesLoginResponse

--> 
<xs:element name="HermesLoginResponse">
  <xs:complexType>
    <xs:sequence maxOccurs="1" minOccurs="1">
      <!-- SessionID
      When the login request is accepted, a session need to be
      maintained
      to maintain
      per-session information
      -->
      <xs:element name="SessionID" type="xs:string" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => HermesQueryObject

--> 
<!-- Timeout (value in seconds)
When the the user do no performe no more operation after
the timeout value
the system will automatically disconnect the user.
Any server activity will reset this counter.
No Timeout element or Timeout value to zero means NO
timeout

->>
<xs:element name=" Timeout" type="xs: unsignedLong" minOccurs="0" maxOccurs="1" />
  </xs:sequence>
</xs:complexType>
</xs:element>
<!-- => HermesLogout
Root element for logout request
The working section will close and the sectionID will be invalidate. -->
<xs:element name="HermesLogout"
  type="xs:complexType" minOccurs="1" maxOccurs="1">
  <xs:sequence>
    <xs:element name="SessionID" type="xs:string" maxOccurs="1" minOccurs="1" />
  </xs:sequence>
</xs:complexType>
</xs:element>
<!-- => HermesLogoutResponse
empty logout response -->
<xs:element name="HermesLogoutResponse"
  type="xs:complexType" minOccurs="1" maxOccurs="1">
  <xs:sequence>
    <xs:element name="SessionID" type="xs:string" maxOccurs="1" minOccurs="1" />
  </xs:sequence>
</xs:complexType>
</xs:element>
<!-- => HermesError
HermesError used into a SOAP Fault element -->
<xs:element name="HermesError"
  type="xs:complexType"
  minOccurs="1" maxOccurs="1">
  <xs:sequence>
    <xs:element name="Code" type="xs:int" minOccurs="1" maxOccurs="1" />
  </xs:sequence>
</xs:complexType>
</xs:element>
<!-- => Level
Hermes Level data definition -->
<xs:complexType name="Level">
  <xs:sequence>
    <xs:element name="LevelID" type="LevelID" minOccurs="1" maxOccurs="1" />
    <xs:element name="LevelName" type="xs:string" minOccurs="1" maxOccurs="1" />
    <xs:element name="Attributes" type="LevelAttributeList" minOccurs="1" maxOccurs="1" />
    <xs:element name="Header" type="xs:string" minOccurs="1" maxOccurs="1" />
    <xs:element name="PageLevelID" type="LevelID" minOccurs="1" maxOccurs="1" maxOccurs="1" />
    <xs:element name="LastUpdated" type="xs:dateTime" minOccurs="1" maxOccurs="1" maxOccurs="1" />
  </xs:sequence>
</xs:complexType>
</xs:element>
Attributes: list of attribute requested in any level or sublevel returned

(Objectal)

ObjectTypes: list of objects type where the user has any ACW (optional)

ObjectACW: list of ACW over the objecttypes defined (optional)

-->

<xs:element name="HermesEnumLevels">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="LevelID" type="LevelID" minOccurs="1" maxOccurs="1" nilable="false" />
      <xs:element name="Attributes" type="LevelAttributeList" minOccurs="0" maxOccurs="1" />
      <xs:element name="ObjectType" type="ObjectTypeList" minOccurs="0" maxOccurs="1" />
      <xs:element name="ObjectACW" type="ObjectACWList" minOccurs="0" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- HermesEnumLevelsResponse -->
return a sequence of 0 or more Level elements

--><xs:element name="HermesEnumLevelsResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Level" minOccurs="0" maxOccurs="255" type="Level" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- HermesGetLevelData -->
element definition
LevelID: levelID or Name: the name (path) that identify the level

--><xs:element name="HermesGetLevelData">
  <xs:complexType>
    <xs:sequence>
      <xs:choice maxOccurs="1" minOccurs="1">
        <xs:element name="LevelID" type="LevelID" />
        <xs:element name="Name" type="xs:string" />  
      </xs:choice>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- HermesGetLevelDataResponse -->
element definition
return a sequence of 0 or 1 Level element

--><xs:element name="HermesGetLevelDataResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Level" minOccurs="0" maxOccurs="1" type="Level" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- Edition -->
complexType definition: Edition data definition

--><xs:complexType name="Edition">
  <xs:sequence>
    <xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" />
    <xs:element name="Name" type="xs:string" minOccurs="1" maxOccurs="1" />
    <xs:element name="MasterEditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
    <xs:element name="TimeName" type="xs:string" minOccurs="1" maxOccurs="1" />
    <xs:element name="ZoneName" type="xs:string" minOccurs="1" maxOccurs="1" />
  </xs:sequence>
</xs:complexType>

<!-- HermesEnumEditions -->
<xs:element name="HermesEnumEditions">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="LevelID" type="LevelID" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesEnumEditionsResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Edition" type="Edition" minOccurs="0" maxOccurs="unbounded" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesEnumGrids">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="LevelID" type="LevelID" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesEnumGridsResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="StyleName" type="xs:string" minOccurs="1" maxOccurs="unbounded" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesLoadGridData">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="LevelID" type="LevelID" minOccurs="1" maxOccurs="1" />
      <xs:element name="StyleName" type="xs:string" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesLoadGridDataResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="GridData" type="GridData" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="User">
  <xs:complexType definition: User data definition"

  <xs:element name="UserID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
  <xs:element name="Name" type="xs:string" minOccurs="1" maxOccurs="1" />
  <xs:element name="DefaultLevelID" type="LevelID" minOccurs="1" maxOccurs="1" />
  <xs:element name="Description" type="xs:string" minOccurs="1" maxOccurs="1" />
  <xs:element name="DepartmentID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
  <xs:element name="Color" type="RGBColor" minOccurs="1" maxOccurs="1" />
  <xs:element name="UserOffice" type="xs:string" minOccurs="1" maxOccurs="1" />
</xs:element>
</xs:sequence>
<!-- => HermesGetUserData
We can find the user information using the userID or the UserName. Any incorrect userID or UserName will generate a fault

-->
<xs:element name="HermesGetUserData">
  <xs:complexType>
    <xs:sequence>
      <xs:choice>
        <xs:element name="UserID" type="xs:unsignedShort" fixed="0" />
        <xs:element name="Name" type="xs:string" />
      </xs:choice>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => HermesGetUserDataResponse
-->
<xs:element name="HermesGetUserDataResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="User" type="User" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => HermesEnumUsers
-->
<xs:element name="HermesEnumUsers">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="DepartmentID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" fixed="0" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => HermesEnumUsersResponse
-->
<xs:element name="HermesEnumUsersResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="User" type="User" minOccurs="0" maxOccurs="unbounded" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => Status complexType definition: Status data definition
-->
<xs:complexType name="Status">
  <xs:sequence>
    <xs:element name="StatusID" type="xs:unsignedShort" maxOccurs="1" minOccurs="1" />
  </xs:sequence>
</xs:complexType>

<!-- => HermesGetInitialStatus
In Hermes any user can create a object with a different initial status
Using this function the user can find the right initial status
In case of error a SOAP fault will be generated otherwise a HermesGetInitialStatusResponse will be generated
-->
<xs:element name="Object Type" type="ObjectTypeList" minOccurs="1" maxOccurs=""1" />
</xs:sequence>
</xs:complexType>
</xs:element>

<!-- => HermesGetAllValidStatusResponse -->
<xs:element name="HermesGetAllValidStatusResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="Status" type="Status" minOccurs="0" maxOccurs="unbounded" />
</xs:sequence>
</xs:complexType>
</xs:element>

<!-- => HermesGetAllStatus -->
<xs:element name="HermesGetAllStatus">
<xs:complexType>
<xs:sequence>
<xs:element name="Object Types" type="ObjectTypeList" minOccurs="1" maxOccurs=""1" />
</xs:sequence>
</xs:complexType>
</xs:element>

<!-- => HermesGetObjectStatus -->
<xs:element name="HermesGetObjectStatus">
<xs:complexType>
<xs:sequence>
<xs:element name="Object ID" type="xs:unsignedLong" minOccurs="1" maxOccurs=""1" />
</xs:sequence>
</xs:complexType>
</xs:element>

<!-- => HermesGetObjectStatusResponse -->
<xs:element name="HermesGetObjectStatusResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="Status" type="Status" minOccurs="1" maxOccurs=""1" />
</xs:sequence>
</xs:complexType>
</xs:element>

<!-- => ObjectIdentification
In Hermes system all the object are uniquely identified by the
ObjectID (unsignedLong) or by a five fields that are:
LevelID, Name, ExpectedPubDate, ExpectedEditionId and Type
-->
<xs:complexType name="ObjectIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" minOccurs="1" maxOccurs=""1" />
<xs:element name="Name" type="xs:string" minOccurs="1" maxOccurs=""1" />
<xs:element name="ExpectedPubDate" type="xs:date" minOccurs="1" maxOccurs=""1" />
<xs:element name="ExpectedEditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs=""1" />
<xs:element name="Types" type="ObjectType" minOccurs="1" maxOccurs=""1" />
</xs:sequence>
</xs:complexType>

<!-- => QueryUserDataAccess
user data information used to make a query using creator, modifier or modifying
and relative time intervals.
-->
<xs:complexType name="QueryUserDataAccess">
<xs:sequence>
<xs:element name="UserID" type="xs:unsignedShort" minOccurs="1" maxOccurs=""1" />
</xs:sequence>
</xs:complexType>
The fundamental (built-in) units is the PostScript point.

The fundamental (built-in) units is the PostScript point.

The fundamental (built-in) units is the PostScript point.

An object locked by the use can be unlock using this function
The object can be uniquely identified using the objectID or
Levle, name, date, edition, and type

ForceUnlock: if an use has the right permission can unlock an object
also if it not locked by himself
<xs:element name="HermesUnlockObject">
  <xs:complexType>
    <xs:sequence>
      <xs:choice type="ObjectIdentification" maxOccurs="1"/>
      <xs:element name="ForceUnlock" type="xs:boolean" minOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- HermesUnlockObjectResponse
 if the unlock operation is successful performed the objectID only will be
 returned. otherwise a fault will be generated
-->
<xs:element name="HermesUnlockObjectResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="ObjectID" type="xs:unsignedLong" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesLockObject">
  An object can be locked for performs any type of operation. The object can be
  uniquely identified using the objectID or version, name, date, edition, and
  type
-->
<xs:element name="HermesLockObjectResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:choice type="ObjectIdentification" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- HermesLockObjectResponse
 if the lock operation is successful performed the objectID only will be returned. otherwise a fault will be generated
-->
<xs:element name="HermesLockObjectResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="ObjectID" type="xs:unsignedLong" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- HermesIsObjectLocked
 To know if the object is locked. The object can be uniquely identified using the objectID or
 version, name, date, edition, and type
-->
<xs:element name="HermesIsObjectLocked">
  <xs:complexType>
    <xs:sequence>
      <xs:choice type="ObjectIdentification" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- HermesIsObjectLockedResponse
-->
<xs:element name="HermesIsObjectLockedResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="ObjectID" type="xs:unsignedLong" minOccurs="1" maxOccurs="1"/>
      <xs:element name="InUse" type="xs:boolean" minOccurs="1" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>
<xs:element name="Modifying" type="UserDataAccess" minOccurs="0" maxOccurs="1"/>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:complexType>

<xs:element name="HermesGetModificationData">
<xs:complexType>
<xs:sequence>
<xs:element name="ObjectId" type="xs:unsignedLong" minOccurs="1" maxOccurs="1"/>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:complexType>

<xs:element name="HermesGetModificationDataResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="ObjectId" type="xs:unsignedLong" minOccurs="1" maxOccurs="1"/>
<xs:element name="Modified" type="UserDataAccess" minOccurs="1" maxOccurs="1"/>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:complexType>

<xs:element name="HermesQueryObject">
<xs:complexType>
<xs:sequence>
<xs:element name="LevelID" type="LevelID" minOccurs="1" maxOccurs="1"/>
<xs:element name="Name" type="xs:string" minOccurs="0" maxOccurs="1"/>
<xs:element name="Type" type="ObjectType" minOccurs="0" maxOccurs="1"/>
<xs:element name="Format" type="xs:string" minOccurs="0" maxOccurs="1"/>
<xs:element name="ExpectedPubDate" type="xs:date" minOccurs="0" maxOccurs="1"/>
<xs:element name="ExpectedEditionID" type="xs:short" minOccurs="0" maxOccurs="1"/>
<xs:element name="ExpectedPubDateTo" type="xs:date" minOccurs="0" maxOccurs="1"/>
<xs:element name="IncludeSubLevels" type="xs:boolean" minOccurs="1" maxOccurs="1"/>
<xs:element name="Author" type="xs:string" minOccurs="0" maxOccurs="1"/>
<xs:element name="Comment" type="xs:string" minOccurs="0" maxOccurs="1"/>
<xs:element name="Creator" type="QueryUserDataAccess" minOccurs="0" maxOccurs="1"/>
<xs:element name="Modified" type="QueryUserDataAccess" minOccurs="0" maxOccurs="1"/>
<xs:element name="Modifying" type="QueryUserDataAccess" minOccurs="0" maxOccurs="1"/>
<xs:element name="StatusIDList" type="StatusIDList" minOccurs="0" maxOccurs="1"/>
<xs:element name="AssignedToUserID" type="xs:unsignedShort" minOccurs="0" maxOccurs="1"/>
<xs:element name="Paginated" type="xs:boolean" nillable="true" minOccurs="0" maxOccurs="1"/>
<xs:element name="Deleted" type="xs:boolean" minOccurs="0" maxOccurs="1"/>
<xs:element name="InUse" type="xs:boolean" minOccurs="0" maxOccurs="1"/>
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:complexType>

<xs:element name="HermesQueryObjectResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="Object" minOccurs="0" type="Object" maxOccurs="unbounded"/>
</xs:sequence>
</xs:complexType>
</xs:element>
maxOccurs="1" minOccurs="1" />
                  <xs:element name="ExpectedPublicationDate" type="xs:date" maxOccurs="1" minOccurs="0" />
                  <xs:element name="StorageFormat" type="ObjectStorageFormat" maxOccurs="1" minOccurs="1" />
                  <xs:element name="Author" type="xs:string" maxOccurs="1" minOccurs="0" />
                  <xs:element name="Comment" type="xs:string" maxOccurs="1" minOccurs="0" />
                  <xs:element name="AssignedToUserID" type="xs:unsignedShort" maxOccurs="1" minOccurs="0" />
                  <xs:element name="Format" type="xs:string" maxOccurs="1" minOccurs="1" />
                  <xs:element name="PosX" type="xs:double" maxOccurs="1" minOccurs="0" />
                  <xs:element name="PosY" type="xs:double" maxOccurs="1" minOccurs="0" />
                  <xs:element name="Width" type="xs:double" maxOccurs="1" minOccurs="0" />
                  <xs:element name="Depth" type="xs:double" maxOccurs="1" minOccurs="0" />
                  <xs:element name="NativeFormatMPIndex" type="xs:unsignedShort" maxOccurs="1" minOccurs="0" />
                  <xs:element name="GraphicalFormatMPIndex" type="xs:unsignedShort" maxOccurs="1" minOccurs="0" />
                  <xs:element name="UnlockAfter" type="xs:boolean" default="0" maxOccurs="1" minOccurs="0" />
        </xs:sequence>
    </xs:complexType>
</xs:element>
<xs:element name="HermesCreateObjectResponse">
    <xs:complexType>
        <xs:sequence>
            <xs:element name="ObjectID" type="xs:unsignedLong" maxOccurs="1" minOccurs="1" />

            <!-- Creator Information
            That are readonly data because is the system that fill this
            -->
            <xs:element name="Creator" type="UserDataAccess" maxOccurs="1" minOccurs="1" />

            <!-- Modified Information
            That are readonly data because is the system that fill this
            the object
            -->
            <xs:element name="Modified" type="UserDataAccess" maxOccurs="1" minOccurs="1" />

            <!-- Modifying Information
            That are readonly data because is the system that fill this
            updating it.
            -->
            <xs:element name="Modifying" type="UserDataAccess" maxOccurs="1" minOccurs="0" />

            <xs:element name="StatusID" type="xs:unsignedShort" maxOccurs="1" minOccurs="0" />
            <xs:element name="ExtStatus" type="xs:unsignedShort" maxOccurs="1" minOccurs="0" />
            <xs:element name="Attribute" type="ObjectAttribute" maxOccurs="1" minOccurs="1" />
        </xs:sequence>
    </xs:complexType>
</xs:element>
<xs:choice>
  <xs:element name="ObjectID" type="xs:unsignedLong" />
</xs:choice>
<xs:element name="ObjectIdentification" />
<xs:element name="NativeFormat" type="xs:boolean" minOccurs="0" maxOccurs="1" />
<xs:element name="GraphicalFormat" type="xs:boolean" minOccurs="0" maxOccurs="1" />
<xs:element name="LockBefore" type="xs:boolean" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesGetObjectResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Object" type="Object" minOccurs="1" maxOccurs="1" />
      <xs:element name="MetadataInformation" type="MetadataInformation" minOccurs="0" maxOccurs="1" />
      <xs:element name="UnlockAfter" type="xs:boolean" default="0" minOccurs="0" maxOccurs="1" />
      <xs:element name="NativeFormatMIndex" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />
      <xs:element name="GraphicalFormatMIndex" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />
      <xs:element name="MetadataInformation" type="MetadataInformation" minOccurs="0" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>
<xs:element name="HermesSaveObject">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Object" type="Object" minOccurs="1" maxOccurs="1" />
      <xs:element name="UnlockAfter" type="xs:boolean" default="0" minOccurs="0" maxOccurs="1" />
      <xs:element name="NativeFormatMIndex" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />
      <xs:element name="GraphicalFormatMIndex" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />
      <xs:element name="MetadataInformation" type="MetadataInformation" minOccurs="0" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>
<xs:element name="HermesSaveObjectResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="ObjectID" type="xs:unsignedLong" minOccurs="1" maxOccurs="1" />
      <xs:element name="Creator" type="UserDataAccess" minOccurs="0" maxOccurs="1" />
      <xs:element name="Modified" type="UserDataAccess" minOccurs="0" maxOccurs="1" />
      <xs:element name="Modifying" type="UserDataAccess" minOccurs="0" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>
<xs:element name="HermesDeleteObject">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="ObjectID" type="xs:unsignedLong" minOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>
<xs:element name="HermesDeleteObjectResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="ObjectID" type="xs:unsignedLong" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>
<xs:element name="HermesIsObjectLinked">
  <xs:complexType>
    <xs:sequence>
  </xs:sequence>
</xs:element>
minOccurs="1" />
</xs:element>
<xs:element name="PageID" type="xs:unsignedLong" maxOccurs="1" minOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Page function and definition -->
<xs:complexType name="PageIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" maxOccurs="1" minOccurs="1" />
<xs:element name="Name" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="PubDate" type="xs:date" maxOccurs="1" minOccurs="1" />
<xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" />
<xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="PageID" type="xs:unsignedLong" maxOccurs="1" minOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="PageID" type="xs:unsignedLong" maxOccurs="1" minOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Width of the page in Postscript point unit
A real number is defined consistently with the SVG specification
as either a decimal number or a scientific notation number, which
is a decimal number followed by an "e" followed by a signed
integer.)

The fundamental (built-in) units is the PostScript point.

-->}
<xs:element name="Width" type="xs:double" maxOccurs="1" minOccurs="1" />
</xs:element>
<xs:element name="Comment" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="AssignedToUserID" type="xs:unsignedShort" maxOccurs="1" minOccurs="0" />
</xs:element>
<xs:element name="Creator" type="UserDataAccess" maxOccurs="1" minOccurs="0" />
<xs:element name="Modified" type="UserDataAccess" maxOccurs="1" minOccurs="0" />
<xs:element name="InUse" type="xs:boolean" maxOccurs="1" minOccurs="0" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="PageIdentification" type="PageIdentification">
<xs:sequence>
</xs:element>
<!-- Width of the page in Postscript point unit
A real number is defined consistently with the SVG specification
as either a decimal number or a scientific notation number, which
is a decimal number followed by an "e" followed by a signed
integer.)

The fundamental (built-in) units is the PostScript point.

-->}
<xs:element name="Width" type="xs:double" maxOccurs="1" minOccurs="1" />
</xs:element>
<xs:element name="Comment" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="AssignedToUserID" type="xs:unsignedShort" maxOccurs="1" minOccurs="0" />
</xs:element>
<xs:element name="Creator" type="UserDataAccess" maxOccurs="1" minOccurs="0" />
<xs:element name="Modified" type="UserDataAccess" maxOccurs="1" minOccurs="0" />
<xs:element name="InUse" type="xs:boolean" maxOccurs="1" minOccurs="0" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Page function and definition -->
<xs:complexType name="PageIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" maxOccurs="1" minOccurs="1" />
<xs:element name="Name" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="PubDate" type="xs:date" maxOccurs="1" minOccurs="1" />
<xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Page function and definition -->
<xs:complexType name="PageIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" maxOccurs="1" minOccurs="1" />
<xs:element name="Name" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="PubDate" type="xs:date" maxOccurs="1" minOccurs="1" />
<xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Page function and definition -->
<xs:complexType name="PageIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" maxOccurs="1" minOccurs="1" />
<xs:element name="Name" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="PubDate" type="xs:date" maxOccurs="1" minOccurs="1" />
<xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Page function and definition -->
<xs:complexType name="PageIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" maxOccurs="1" minOccurs="1" />
<xs:element name="Name" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="PubDate" type="xs:date" maxOccurs="1" minOccurs="1" />
<xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Page function and definition -->
<xs:complexType name="PageIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" maxOccurs="1" minOccurs="1" />
<xs:element name="Name" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="PubDate" type="xs:date" maxOccurs="1" minOccurs="1" />
<xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Page function and definition -->
<xs:complexType name="PageIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" maxOccurs="1" minOccurs="1" />
<xs:element name="Name" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="PubDate" type="xs:date" maxOccurs="1" minOccurs="1" />
<xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Page function and definition -->
<xs:complexType name="PageIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" maxOccurs="1" minOccurs="1" />
<xs:element name="Name" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="PubDate" type="xs:date" maxOccurs="1" minOccurs="1" />
<xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<!-- Page function and definition -->
<xs:complexType name="PageIdentification">
<xs:sequence>
<xs:element name="LevelID" type="LevelID" maxOccurs="1" minOccurs="1" />
<xs:element name="Name" type="xs:string" maxOccurs="1" minOccurs="1" />
<xs:element name="PubDate" type="xs:date" maxOccurs="1" minOccurs="1" />
<xs:element name="EditionID" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
as either a decimal number or a scientific notation number, which is a decimal number followed by an "e" followed by a signed integer.) The fundamental (built-in) units is the PostScript point. 

</xs:element name="Width" type="xs:double" maxOccurs="1" />

<!-- Depth of the page in Postscript point unit A real number is defined consistently with the SVG specification which as either a decimal number or a scientific notation number, is a decimal number followed by an "e" followed by a signed integer.) The fundamental (built-in) units is the PostScript point. -->

</xs:element name="Depth" type="xs:double" maxOccurs="1" />

<!-- Comment generic page comment -->

</xs:element name="Comment" type="xs:string" minOccurs="0" />

</xs:element name="AssignedToUserID" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />

</xs:element name="NativeFormatMPIIndex" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />

</xs:element name="GraphicalFormatMPIIndex" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />

</xs:element name="UnlockAfter" type="xs:boolean" default="0" minOccurs="0" maxOccurs="1" />

</xs:element name="LayoutList" type="LayoutList" minOccurs="0" maxOccurs="1" />

</xs:element name="HermesCreatePageResponse"> 

</xs:element name="PageID" type="xs:unsignedLong" maxOccurs="1" />

</xs:element name="StatusID" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />

</xs:element name="ExtStatus" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />

</xs:element name="LayoutList" type="LayoutList" minOccurs="0" maxOccurs="1" />

</xs:element name="HermesGetPage"> 

</xs:element name="PageIdentification" type="PageIdentification" maxOccurs="1" />

</xs:element name="NativeFormat" type="xs:boolean" minOccurs="0" maxOccurs="1" />

</xs:element name="GrphicalFormat" type="xs:boolean" minOccurs="0" maxOccurs="1" />

</xs:element name="LockBefore" type="xs:boolean" minOccurs="0" maxOccurs="1" />

</xs:element name="HermesGetPageResponse"> 

</xs:element name="Page" type="Page" minOccurs="1" maxOccurs="1" />

</xs:element name="NativeFormat" type="xs:boolean" minOccurs="0" maxOccurs="1" />

maxOccurs="1" />
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<xs:element name="PageID" type="xs:unsignedLong" maxOccurs="1" minOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesDeletePage">
<xs:complexType>
<xs:sequence>
<xs:element name="PageIdentification" type="xs:PageIdentification" minOccurs="1" maxOccurs="1" />
<xs:element name="LockBefore" type="xs:boolean" minOccurs="1" maxOccurs="1" default="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesDeletePageResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="PageID" type="xs:unsignedLong" maxOccurs="1" minOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesLinkObject">
<xs:complexType>
<xs:sequence>
<xs:element name="Object" type="xs:Object" maxOccurs="1" minOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesLinkObjectResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="Object" type="xs:Object" maxOccurs="1" minOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesUnlinkObject">
<xs:complexType>
<xs:sequence>
<xs:element name="Object" type="xs:Object" maxOccurs="1" minOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesUnlinkObjectResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="Object" type="xs:Object" maxOccurs="1" minOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesPageQuery">
<xs:complexType>
<xs:sequence>
<xs:element name="LevelID" type="xs:LevelID" minOccurs="1" maxOccurs="1" />
<xs:element name="Name" type="xs:string" minOccurs="0" maxOccurs="1" />
<xs:element name="ExpectedPubDate" type="xs:date" minOccurs="0" maxOccurs="1" />
<xs:element name="ExpectedPubDateT0" type="xs:date" minOccurs="0" maxOccurs="1" />
<xs:element name="EditionID" type="xs:short" minOccurs="0" maxOccurs="1" />
<xs:element name="IncludeSubLevels" type="xs:boolean" minOccurs="1" maxOccurs="1" />
<xs:element name="Format" type="xs:string" minOccurs="0" maxOccurs="1" />
<xs:element name="Comment" type="xs:string" minOccurs="0" maxOccurs="1" />
<xs:element name="Creator" type="xs:QueryUserDataAccess" minOccurs="0" maxOccurs="1" />
<xs:element name="Modified" type="xs:QueryUserDataAccess" minOccurs="0" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="Modifying" type="QueryUserDataAccess" minOccurs="0" maxOccurs="1" />
</xs:element>
<xs:element name="StatusIDList" type="StatusIDList" minOccurs="0" maxOccurs="1" />
<xs:element name="AssignedToUserID" type="xs:unsignedShort" maxOccurs="0" />
<xs:element name="InUse" type="xs:boolean" minOccurs="0" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
<xs:element name="HermesPageQueryResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="Page" type="Page" minOccurs="0" maxOccurs="unbounded" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesCreateLayout">
<xs:complexType>
<xs:sequence>
<xs:element name="Layout" type="Layout" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesCreateLayoutResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="LayoutID" type="xs:unsignedLong" maxOccurs="1" minOccurs="0" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="ExternalType">
<xs:complexType>
<xs:sequence>
<xs:element name="Name" type="xs:string" minOccurs="1" maxOccurs="1" />
<xs:element name="MimeType" type="xs:string" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:complexType>
<xs:element name="HermesEnumObjectTypes">
<xs:complexType>
<xs:sequence>
<xs:element name="HermesEnumObjectTypesResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="Type" type="ExternalType" minOccurs="0" maxOccurs="unbounded" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="ObjectHistory">
<xs:complexType>
<xs:sequence>
<xs:element name="ObjectID" type="xs:unsignedLong" minOccurs="1" maxOccurs="1" />
<xs:element name="ContentVersion" type="xs:unsignedShort" minOccurs="0" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesGetObjectHistory">
<xs:complexType>
<xs:sequence>
<xs:choice type="ObjectIdentification" minOccurs="0" maxOccurs="1" />
<xs:element name="ObjectIdentification">
<xs:element name="ObjectID" type="xs:unsignedLong" />
<xs:element name="ObjectIdentification" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="Deleted" type="xs:boolean" minOccurs="0" maxOccurs="1" default="false" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:complexType>
  <xs:element name="HermesGetObjectHistoryResponse">
    <xs:complexType>
      <xs:sequence>
        <xs:element name="ObjectHistory" type="ObjectHistory" minOccurs="0" maxOccurs="unbounded"/>
      </xs:sequence>
    </xs:complexType>
  </xs:element>
</xs:complexType>

<xs:element name="HermesGetObjectContentVersion">
  <xs:complexType>
    <xs:sequence>
      <xs:choice>
        <xs:element name="ObjectID" type="xs:unsignedLong"/>
        <xs:element name="ObjectIdentification" type="ObjectIdentification"/>
      </xs:choice>
      <xs:element name="ContentVersion" type="xs:unsignedShort" minOccurs="0" maxOccurs="1"/>
      <xs:element name="Deleted" type="xs:boolean" minOccurs="0" maxOccurs="1" default="false"/>
      <xs:element name="LockBefore" type="xs:boolean" minOccurs="1" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesGetObjectContentVersionResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Object" type="Object" minOccurs="1" maxOccurs="1"/>
      <xs:element name="NativeFormatMPIndex" type="xs:unsignedShort" minOccurs="0" maxOccurs="1"/>
      <xs:element name="GraphicalFormatMPIndex" type="xs:unsignedShort" minOccurs="0" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesUndeleteObject">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="ObjectID" type="xs:unsignedLong" minOccurs="1" maxOccurs="1"/>
      <xs:element name="ObjectIdentification" type="ObjectIdentification" minOccurs="1" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesUndeleteObjectResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="ObjectID" type="xs:unsignedLong" minOccurs="1" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesMoveObjectTo">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="FromObjectID" type="xs:unsignedLong" minOccurs="1" maxOccurs="1"/>
      <xs:element name="ToObjectIdentification" type="ObjectIdentification" minOccurs="1" maxOccurs="1"/>
      <xs:element name="ToExpectedPubDateTo" type="xs:date" minOccurs="0" maxOccurs="1"/>
      <xs:element name="ToComment" type="xs:string" minOccurs="0" maxOccurs="1"/>
      <xs:element name="ToStatusID" type="xs:unsignedShort" minOccurs="0" maxOccurs="1"/>
      <xs:element name="ToAssignedToUserID" type="xs:unsignedShort" minOccurs="0" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>
<xs:element name="HermesCopyPageToResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Page" type="Page" minOccurs="1" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => HermesGetNextValidPubDate
   if the FromDate is not present then is considered the current Date
-->
<xs:element name="HermesGetNextValidPubDate">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="FromDate" type="xs:dateTime" minOccurs="0" maxOccurs="1"/>
      <xs:element name="LevelID" type="LevelID" minOccurs="0" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesGetNextValidPubDateResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="NextValidPubDate" type="xs:dateTime" minOccurs="1" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => HermesSendAlert
-->
<xs:element name="HermesSendAlert">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Message" type="xs:string" minOccurs="1" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => ToUsersList like "USERA USERB USERC" -->
<xs:element name="To" type="UserList" minOccurs="1" maxOccurs="1"/>

<!-- => Popup type="xs:boolean" minOccurs="0" maxOccurs="1" default="false" -->
<xs:element name="Popup" type="xs:boolean" minOccurs="0" maxOccurs="1" default="false"/>

<!-- => MailWhenUndelivered type="xs:boolean" -->
<xs:element name="MailWhenUndelivered" type="xs:boolean" minOccurs="0" maxOccurs="1" default="false"/>

<xs:element name="HermesSendAlertResponse">
  <xs:complexType>
    <xs:sequence>
      <!-- => UnreachedUsers like "USERA USERB" -->
      <xs:element name="UnreachedUsers" type="UserList" minOccurs="1" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => HermesSendMail
-->
<xs:element name="HermesSendMail">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Message" type="xs:string" minOccurs="1" maxOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<!-- => To like "USERA USERB USERC" -->
<xs:element name="To" type="UserList" minOccurs="0" maxOccurs="1"/>

<!-- => Cc like "USERA USERB USERC" -->
<xs:element name="Cc" type="UserList" minOccurs="0" maxOccurs="1"/>

<!-- => Bcc like "USERA USERB USERC" -->
<xs:element name="Bcc" type="UserList" minOccurs="0" maxOccurs="1"/>

<!-- => Subject type="xs:string" minOccurs="0" maxOccurs="1" -->
<xs:element name="Subject" type="xs:string" minOccurs="0" maxOccurs="1"/>
<xs:element name="HermesSendMailResponse">
  <xs:complexType>
    <xs:sequence/>
  </xs:complexType>
</xs:element>

<xs:element name="HermesIsLogged">
  <xs:complexType>
    <xs:sequence/>
  </xs:complexType>
</xs:element>

<xs:element name="HermesIsLoggedResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="UserID" type="xs:unsignedShort" maxOccurs="1" minOccurs="1"/>
      <xs:element name="LocationURL" type="xs:string" maxOccurs="1" minOccurs="1"/>
      <xs:element name="LocationName" type="xs:string" maxOccurs="1" minOccurs="1"/>
      <xs:element name="SessionID" type="xs:string" maxOccurs="1" minOccurs="1"/>
      <xs:element name="Timeout" type="xs:unsignedLong" maxOccurs="1" minOccurs="1"/>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermesEvent">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Location" type="xs:string" maxOccurs="1" minOccurs="1"/>
      <xs:element name="QueueId" type="xs:unsignedLong" maxOccurs="1" minOccurs="1"/>
      <xs:element name="EventId" type="xs:unsignedLong" maxOccurs="1" minOccurs="1"/>
      <xs:element name="QueueSeq" type="xs:unsignedLong" maxOccurs="1" minOccurs="1"/>
      <xs:element name="AppId" type="xs:unsignedLong" maxOccurs="1" minOccurs="1"/>
      <xs:element name="AppIdSeq" type="xs:unsignedLong" maxOccurs="1" minOccurs="1"/>
      <xs:element name="Time" type="xs:dateTime" maxOccurs="1" minOccurs="1"/>
      <xs:choice maxOccurs="1" minOccurs="1"/>
        <xs:element name="Object" type="Object"/>
        <xs:element name="Page" type="Page"/>
      </xs:choice>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:simpleType name="EventType">
  <xs:restriction base="xs:string">
    <xs:enumeration value="Objects"/>
    <xs:enumeration value="Pages"/>
  </xs:restriction>
</xs:simpleType>

<xs:complexType>
  <xs:complexContent>
    <xs:restriction base="HermesEventList">
      <xs:sequence>
        <xs:element name="EventTypeList" type="EventType"/>
      </xs:sequence>
    </xs:restriction>
  </xs:complexContent>
</xs:complexType>

<xs:element name="HermesRegisterEventListener">
<xs:element name="RemoteURL" type="xs:string" minOccurs="1" maxOccurs="1" />
<xs:element name="EventTypes" type="EventTypesList" minOccurs="0" maxOccurs="2" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesRegisterEventListenerResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="Registered" type="xs:boolean" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:complexType>
</xs:element>
<xs:element name="HermesRegisterEventListener"
SOAPAction: HermesRegisterMail
SESSIONID: xxxxxx
-->
<xs:element name="HermesRegisterMailListener">
<xs:complexType>
<xs:sequence>
<xs:element name="RemoteURL" type="xs:string" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:complexType>
</xs:element>
<xs:element name="HermesRegisterMailListenerResponse">
<xs:complexType>
<xs:sequence>
<xs:element name="Registered" type="xs:boolean" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
</xs:complexType>
</xs:element>
<xs:simpleType name="EmailStatus">
<xs:restriction base="xs:string">
<xs:enumeration value="R"/>
<xs:enumeration value="D"/>
<xs:enumeration value="W"/>
</xs:restriction>
</xs:simpleType>
<xs:simpleType name="UserList">
<xs:list itemType="xs:string"/>
</xs:simpleType>
<xs:complexType name="MailItemType">
<xs:sequence>
<xs:element name="From" type="xs:string" minOccurs="1" maxOccurs="1"/>
<xs:element name="To" type="UserList" minOccurs="1" maxOccurs="1"/>
<xs:element name="Cc" type="UserList" minOccurs="1" maxOccurs="1"/>
<xs:element name="Subject" type="xs:string" minOccurs="1" maxOccurs="1"/>
<xs:element name="MailID" type="xs:string" minOccurs="1" maxOccurs="1"/>
<xs:element name="Date" type="xs:dateTime" minOccurs="1" maxOccurs="1"/>
<xs:element name="Status" type="EmailStatus" minOccurs="1" maxOccurs="1"/>
</xs:sequence>
</xs:complexType>
</xs:complexType>

<xs:element name="HermesListMail">
<xs:complexType>
<xs:sequence/>
</xs:complexType>
</xs:element>
<xs:element>
  <xs:complexType>
    <xs:sequence>
      <xs:element name="HermeListMailResponse">
        <xs:complexType>
          <xs:sequence>
            <xs:element name="Mail" type="MailItemType" minOccurs="0" />
          </xs:sequence>
        </xs:complexType>
      </xs:element>
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermeReadMail">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="MailID" type="xs:string" minOccurs="1" maxOccurs="1" />
      <xs:element name="Mail" type="MailItemType" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermeNewMail">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Mail" type="MailItemType" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermeNewAlert">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="From" type="xs:string" minOccurs="1" maxOccurs="1" />
      <xs:element name="Message" type="xs:string" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermeDeleteMail">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="MailID" type="xs:string" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermeDeleteMailResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Deleted" type="xs:boolean" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xs:element>

<xs:element name="HermeRestoreMail">
  <xs:complexType>
  </xs:complexType>
</xs:element>
<xs:sequence>
  <xs:element name="MailID" type="xs:string" minOccurs="1" maxOccurs="1" />
</xs:sequence>
</xs:complexType>
</xs:element>
<xls:element name="HermesRestoreMailResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Restored" type="xs:boolean" minOccurs="1" maxOccurs="1" />
    </xs:sequence>
  </xs:complexType>
</xls:element>
</xs:element>

<!-- MetadataField Hermes MetadataField data definition -->
<xs:complexType name="MetadataField">
  <xs:sequence>
    <xs:element name="ID" type="xs:string" minOccurs="1" maxOccurs="1" />
    <xs:element name="Label" type="xs:string" minOccurs="1" maxOccurs="1" />
    <xs:element name="DBField" type="xs:string" minOccurs="1" maxOccurs="1" />
    <xs:element name="DataType" type="xs:string" minOccurs="1" maxOccurs="1" />
    <xs:element name="Width" type="xs:unsignedShort" minOccurs="1" maxOccurs="1" />
  </xs:sequence>
</xs:complexType>
</xs:element>
<xls:element name="HermesDescribeMetadata">
  <xs:complexType>
    <xs:sequence/>
  </xs:complexType>
</xls:element>
<xls:element name="HermesDescribeMetadataResponse">
  <xs:complexType>
    <xs:sequence>
      <xs:element name="Field" type="MetadataField" minOccurs="0" maxOccurs="16" />
    </xs:sequence>
  </xs:complexType>
</xls:element>
</xs:element>
<xs:complexType name="MetadataInformation">
  <xs:sequence>
    <xs:element name="Field" type="MetadataField" minOccurs="0" maxOccurs="16" />
  </xs:sequence>
</xs:complexType>
</xs:element>
<xls:element name="UpdateMetadata">
  <xs:complexType>
    <xs:sequence>
      <xs:choice minOccurs="1" maxOccurs="1">
        <xs:element name="ObjectId" type="xs:unsignedLong" />
        <xs:element name="PageID" type="xs:unsignedLong" />
      </xs:choice>
    </xs:sequence>
  </xs:complexType>
</xls:element>
</xs:element>
<xls:element name="UpdateMetadataResponse">
  <xs:complexType>
    <xs:sequence/>
  </xs:complexType>
</xls:element>
<xls:element name="HermesGetMetadata">
  <xs:complexType>
    <xs:sequence>
      <xs:choice minOccurs="1" maxOccurs="1">
        <xs:element name="ObjectId" type="xs:unsignedLong" />
      </xs:choice>
    </xs:sequence>
  </xs:complexType>
</xls:element>
</xs:element>
<xs:element name="PageID" type="xs:unsignedLong" />
</xs:choice>
</xs:sequence>
</xs:complexType>
</xs:element>
<xs:element name="HermesGetMetadataResponse">
 <xs:complexType>
  <xs:sequence>
   <xs:element name="MetadataInformation" type="MetadataInformation" minOccurs="1" maxOccurs="1" />
  </xs:sequence>
 </xs:complexType>
</xs:element>
</xs:schema>
What is Claimed:

1. A publishing system including a middleware system, wherein the publishing system includes a repository and server means facilitating editorial services with respect to digital items produced by a plurality of front-end clients, said middleware system comprising a software-based mechanism to create an envelope associated with each item and to thereby provide an object corresponding to each item, each said object being accessible within said publishing system.

2. A system as recited in claim 1, wherein said envelope for each item is sufficient to enable the publishing system to manipulate the item.

3. A system as recited in claim 2, wherein said envelope is described in SOAP and XML to define and enable handling of the object and HTTP is used for its transmission.

4. A system as recited in claim 1, wherein each said item is characterized by a native format, and wherein the system includes a mechanism to associate additional metadata with each said item to identify the native format of the item.

5. A system as recited in claim 1, wherein the system is operable as a web service, generating a format field and providing standardized (HTTP/XML/SOAP) connections between the publishing system and the front-end clients.

6. A system as recited in claim 1, wherein said items produced by the front-end clients include charts, text, and images.

7. A system as recited in claim 1, wherein at least one of said front-end clients comprises a writing and editing program.

8. A system as recited in claim 1, wherein at least one of said front-end clients comprises a page design program.

9. A system as recited in claim 1, wherein said editorial services provided by the publishing system include item manipulation, management, sizing, layout, and printing.
10. A system as recited in claim 1, further comprising software based mechanism for providing items from the publishing system to the front-end clients in a native format of said front-end clients.

11. A system as recited in claim 1, wherein said envelope for each item is described in SOAP and XML to define and enable handling of the object, and HTTP is used for its transmission; and wherein each said item is characterized by a native format, and the system includes a mechanism to associate additional metadata with each said item to identify the native format of the item; and wherein said items produced by the front-end clients include charts, text, and images; and further comprising a software based mechanism for providing items from the publishing system to the front-end clients in the native format of said front-end clients.

12. A method for facilitating the interoperability of a publishing system with a plurality of front-end clients, wherein the publishing system includes a repository and a server for providing editorial services with respect to digital items produced by the front-end clients, wherein each digital said item is characterized by a native format, the method comprising the creation of a metadata envelope associated with each item, thereby providing an object corresponding to each item, each said object being accessible within said publishing system.

13. A method as recited in claim 12, wherein said envelope for each item is sufficient to enable the publishing system to manipulate the item.

14. A method as recited in claim 13, wherein said envelope is described in SOAP and XML to define and enable handling of the object and HTTP is used for its transmission.

15. A method as recited in claim 12, wherein each said item is characterized by a native format, and further comprising the provision of additional metadata to be associated with each said item to identify the native format of the item.

16. A method as recited in claim 12, wherein the method is performed as a web service, generating a format field and providing standardized (HTTP/XML/SOAP) connections between the publishing system and the front-end clients.
17. A method as recited in claim 12, wherein said items produced by the front-end clients include charts, text, and images.

18. A method as recited in claim 12, wherein at least one of said front-end clients comprises a writing and editing program.

19. A method as recited in claim 12, wherein at least one of said front-end clients comprises a page design program.

20. A method as recited in claim 12, wherein said editorial services provided by the publishing system include item manipulation, management, sizing, layout, and printing.

21. A method as recited in claim 12, further comprising the provision of items from the publishing system to the front-end clients in a native format of said front-end clients.

22. A method as recited in claim 12, wherein said envelope for each item is described in SOAP and XML to define and enable handling of the object, and HTTP is used for its transmission; and wherein each said item is characterized by a native format, and the method includes a step to associate additional metadata with each said item to identify the native format of the item; and wherein said items produced by the front-end clients include charts, text, and images; and further comprising a step for providing items from the publishing system to the front-end clients in the native format of said front-end clients.

23. A computer-readable medium comprising executable instructions for instruction a computer to perform the method recited in claim 12.

24. A computer-readable medium comprising instructions for causing a computer to perform a web service for facilitating the interoperability of a publishing system with a plurality of front-end clients, wherein the publishing system includes a repository and a server for providing editorial services with respect to digital items produced by the front-end clients, wherein each digital said item is characterized by a native format, the web service comprising the creation of a metadata envelope associated with each item, thereby providing an object corresponding to each item, each said object being accessible within said publishing system.
25. A computer-readable medium as recited in claim 24, wherein said envelope for each item is sufficient to enable the publishing system to manipulate the item.

26. A computer-readable medium as recited in claim 25, wherein said envelope is described in SOAP and XML to define and enable handling of the object and HTTP is used for its transmission.

27. A computer-readable medium as recited in claim 24, wherein each said item is characterized by a native format, and wherein the system includes a mechanism to associate additional metadata with each said item to identify the native format of the item.

28. A computer-readable medium as recited in claim 24, wherein the system is operable as a web service, generating a format field and providing standardized (HTTP/XML/SOAP) connections between the publishing system and the front-end clients.

29. A computer-readable medium as recited in claim 24, wherein said items produced by the front-end clients include charts, text, and images.

30. A computer-readable medium as recited in claim 24, wherein at least one of said front-end clients comprises a writing and editing program.

31. A computer-readable medium as recited in claim 24, wherein at least one of said front-end clients comprises a page design program.

32. A computer-readable medium as recited in claim 24, wherein said editorial services provided by the publishing system include item manipulation, management, sizing, layout, and printing.

33. A computer-readable medium as recited in claim 24, further comprising software based mechanism for providing items from the publishing system to the front-end clients in a native format of said front-end clients.

34. A computer-readable medium as recited in claim 24, wherein said envelope for each item is described in SOAP and XML to define and enable handling of the object, and HTTP is used for its transmission; and wherein each said item is characterized by a native format, and the
system includes a mechanism to associate additional metadata with each said item to identify the native format of the item; and wherein said items produced by the front-end clients include charts, text, and images; and further comprising a software based mechanism for providing items from the publishing system to the front-end clients in the native format of said front-end clients.