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METHOD AND APPARATUS FOR SECURING DIGITAL CONTENT

' Cross Reference To Related Application

This application claims priority to and all benefits accruing from a
provisional application filed in the United States Patent and Trademark Office on.
February 9, 2006, and there assigned serial number 60/771,692. ‘

Field of the Invention

[01] The present invention relates generally to digital content delivery systems,
and more particularly to digital content receivers.

Background of the Invention

[02] Fig. 1 shows a conventional digital set-top box (STB) architecture 10.

. Architecture 10 includes a processor 20, along with non-volatile memory 30 and

volatile memory 35. “Processor”, as used herein, refers generally to a computing
device including a Central Pfocessirﬁng.Unit (CPU), such as a microprocessor. A
CPU generally includes an arithmetic logic unit (ALU), which performs arithmetic |
and logical operations, and a control unit, which extracts instrdctions (e.g., a
computer program incorporating code) from memory and decodes and executes
the instructions, calling on the ALU when necessary. “Memory”, as used herein,
refers generally to one or more devices capable of storing data, such as in the
form of chips, tapes, disks or drives. Memory may take the form of one or more
random-access memory (RAM), read-only memory (ROM), programmable read-
only memory (PROM), erasable programmable read-only memory (EPROM), or
electrically erasable programmable read-only memory (EEPROM) chips, by way of
example only. Memory may be internal or external to an integrated unit, e.g. an
integrated circuit (IC), including a processor.
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[03] In normal operation, digital content is received using input 40., Input 40 may
take the form of a satellite receiver, Internet Protocol (IP) receiver or digital cablé
television receiver, for example. The received content is decoded using decoder
50 responsively to processor 20 executing softwa're instructions, e.g.v, processor
executable code, accessed via memory bus 25. Power-up and reset cichitry 60 is
used to operate, boot and/or re-boot architecture 10 in a conventional manner.
Such architecture is well understood by those possessing an ordinary skill-in the
pertinent arts. |

[04] One drawback of architecture 10 of FIG.1 is its susceptibility to hacking

For example, a hacker can replace the original equupment manufacturer’'s (OEMs)
or other authorized software, such as processor executable code being stored in

memory 30 and/or 35, with unauthonzed or modsf ed software, for the purposes of
copying or stealing digital content or for other ||legal or unauthorized purposes. |

[05] Accordingly, it is desirable to provide a method and apparatus that can |
operate to prevent hackers or pirates from replacing a set-top box’s core software
with their own or modified software, to prevent or impede unauthorized captdre or
viewing of digital content. '

Summary of the Invention

[06] A method for continuously cHecking data integrity, including: generating a
random number; retrieving data; generating an authentication value in response to
the random number and the retrieved data; storing the data and the authentication
value; generating a subsequent authentication value from the stored data and the
random numbér; comparing the stored authéntication value with the subsequent:
authentication value to check data integrity.



10

15

20

25

WO 2007/094857 PCT/US2006/048218

Brief Description of the Figures

[07]1 Understanding of the present invention will be facilitated by consideration of

the following detailed description of the preferred embodiments of the present

invention taken in conjunction with the accompanying drawings, in which like
numerals refer to like parts and in which:

[08] FIG. 1 illustrates a block diagram of a conventional digital set-top box (STB)
architecture; A

[09] FIG. 2 illustrates a block diagram of a digital set-top box (STB) architecture
according to an embodiment of the present invention; and

[10] FIGS. 3-6 illustrate flow diagrams depicting process flows associated with
the secure processor, main processor and memory in accordance with an

embodiment of the invention.

Detailed Description of the Invention

[11] Itis to be understood that the figures and descriptions of the present
invention have been simplified to illustrate elements ihat are relevant for a clear
understanding of the present invention, while eliminating, for purposes of clarity,
many other elements found in typical decoding methods and systems. However,
because such elements are well known in the art, and because they do not
facilitate a better un.derstanding of the present invention, a discussion of such
elements is not provided herein. The disclosure herein is directed to all such
variations and modifications known to those skilled in the art.

[12] Fig. 2 shows a block diagram of a digital content receiver architecture 100
according to an embodiment of the present invention. Architecture 100 may be
embodied as a set-top box analogous to that of Fig. 1. Alternatively, architecture
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100 may be included in another device, such as a personal video recorder (PVR)
or a digital television, for example. Like elements in architectures 10 and 100
have been labeled using like references. Architecture 100 additionally includes
secure processor 110 with erhbedde,d memory 120. Memory 120 may include
both volatile and non-volatile memory. Volatile memory used as part of memory
120 and/or 35 may take the form of DDR RAM memory. Non-volatile memory'
used as part of memory 120 and/or 30 may take the form‘ of boot ROM and/or
flash memory. Secure processor 110 may take the form of a conventional secure
microprocessor, or integrated circuit (IC) incorporating a microprocessor, for
example. Processors 20, 110 may be embedded within a common integrated
circuit, for example. In one embodiment, processor 20, 110 may be embedded
within a common integrated circuit with decoder 50, for example.

[13] Architecture 100 may support direct memory access (DMA), and allow for
DMA data transfers. A DMA data transfer essentially copies a block of memory
from one device to another. The transfer may be performed by a DMA confroller,
which is incorporated into the secure processor 110. Alternatively, bus mastering
DMA, where the device takes control of the bus and performs the transfer itself,
may be utilized.

[14] Referring now also to Fig. 3, there is shown a flow diagram of a process
according to an embodiment of the present invention, and suitable for use with |
architecture 100 of Fig. 2. Upon booi-up, or reset, secure processor 110 unpacks
processor 20 executable code from non-volatile memory 120 at block 310.
“Unpacking”, as used herein, generally refers to un-compressing. According to an
embodiment of the present invention, the secure processor 110 transfer of
processor 20 executable code at block 310 may include decrypting, where the
processor code is stored in memory 120 in an encrypted form. The code may be
unpacked to memory 120, for example. '
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[15] The packed and/or unpacked code is initially checked for validity by secure
processor 110, such as by verifying the integrity of an irriage or at least a portion4
thereof, at block 320. Here the term image may refer to the code or a portion of
the code. If validated, secure processor 110 stores the processor 20 executable
code in volatile memory 35, and the main processor 20 is permitted to operate,
e.g., boot, using the secure processor 110 volatile memory 35 loaded boot data, at
block 330. Thereafter, the code stored in memory 35 is rechecked for validity, at
block 340. Such a re-check may occur periodically, or aperiodically, such as upon
the occurrence of a predetermined event, or substantially randomly. If the code
stored in volatile memory 35 is deterrnined to be valid by a re-check, architecture
100 continues to operate in a normal fashion, e.g., analbgous to operation of STB
architecture 10. If the stored code is determined to be invalid at either block 320
or block 340, architecture 100 may be reset, such that processing returns to block
310.

[16] In one embodiment of the present invention, a secure boot is performed.
Referring now also to Fig. 4, there is shown a flow diagram of one embodiment of
secure boot actions taken at blocks 310, 320. When the architecture 100 is
booted or re-booted (e.g., reset), secure processor 110 identifies non-volatile
memory 30, such as by checking a jumper configuration, at block 311. At block
312, an initial security state may be established by setting one or more registers to
a default condition. One such register may be incorporated within secure
processor memory 120 or within memory 35, for example, such that the register is
coupled to a reset pin of processor 20 and set to a default value that inhibits
operation of processor 20. | |

[17] At block 313, secure processor 110 boots, such as by using code stored

within a boot sector of memory 120. At block 314, secure processdr 110 selects a
key to authenticate processor 20 executable code stored in non-volatile memory .
30. The key may take the form of any data suitable for authenticating code stored
in memory 30. For example, the selected key may take the form of a Rivest, |
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Shamir, and Adelman (RSA) algorithm compatible public key. The key may be
stored in memory 120. Optionally, more than one key may be stored in memory
120, and one of the stored keys selected in any conventional manner; as long as
the selected key is a public key that corresponds to a private key used to digitally
sign the memory 30 boot block stored data, or a portion thereof.

[18] At block 315, secure processar 110 reads the boot block from memory 30.
Block 315 may include the operation of identifying the boot block location in non-

volatile memory 30 using a pointer, and loading the boot block stored data (e.g.; a
7 kilobyte data portion) into memory 120.

[19] At block 316, secure processor 110 authenticates the memory 30 read boot

. block using the selected key. By way of further example, the read boot block may

be verified as being created by a party in possession of the private key
corresponding to the public key selected at block 314, by verifying the authenticity
of a digital signature incorporated with the boot block data using the selected key.

[20] At block 317, once the boot ‘blc;ck is aufhenticated at block 316, Aprocessor
20 executable code stored in non-volatile memory ‘i20 is transferred to volatile
memory 35, for subsequent use by processor 20. According to an embodiment of "
the present invention, processor 20 executable code stored in memory 30 may be
encrypted prior to unpacking, to prevent or frustrate unauthorized attempts to
operate processor 20. In such a case, block 317 may involve decrypting the
processor executable code stored in ,non-volatile‘ memory 30 and transferring it to
volatile memory 120. Where the same RSA private key used to digitally sign the
boot block is used to encrypt the processor executable code, the same selected
key may be used to decrypt the processor executable code. Alternatively, a
different key pair (or even a symmetri¢ key) stored in memory 120 may be used to
decrypt the processor 20 executable code. An analogous decrypting can be used
as part of block 310.
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[21] Referring again to Fig. 3, processor 20 is booted at block 330. According to
an embodiment of the present invention, block 330 involves secure processor 110
changing the default security configuration (e.g., setting or resetting the register
coupled to the processor 20 reset pin), to enable processor 20 to boot. '

[22] Alternatively, any suitable secure boot methodology may be utilized.

[23] Referring still to Fig. 3, the software is again validated at block 340. In one
gonfiguration, as part of block 320, a random number is generated and stored. An
authentication value indicative of the software (using the random number as a

- seed value) is also generated and stored in memory. After some temporal period,

such as periodically, or upon the occurrence of a triggering event, or pseudo- -
randomly, the authentication value is again calculated (i.e., recalculated) at block
340. [f the software has not been tampered with, the re-calculated authentication
value will match the stored authentication value. If the software has been 4
tampered with or replaced, these authentication values will not match. Thus, by
comparing each re-calculated authentication value with the stored authentication
value, the software may continue to be validated. If the authentication value's do
not match, architecture 100 (Fig. 2) may be reset, so as to re-initialize the software
to a valid condition, such as by secure processor 110 setting or resetting a régister‘
coupled to the reset pin of processor 20.

[24] According to an embodiment of the present invention, primitive
cryptographic functions can be used to provide a suitable authentication value or
code for the processor 20 executable software. One such example méy be
implemented utilizing a cryptographic hash function. Another such example is
implemented utilizing a message authentication code generating function, such as
cipher block chaining, where a cryptographic block cipher is used, like DES,
3DES, for example. Referring now also to Fig. 5, there is shown a flow diagram of
a process 500 that may be used at blocks 320, 340 (Fig. 3). According to an
embodiment of the present inventioh, either during or after processor 20.
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executable code initial validation at block 320, a random number may be
determined at block 510. Thereafter, at block 520, an authentication value of at
least a portion of the processor 20 executable code and the random number is
generated. “Authentication vélue”, as used herein, generally refers to a small
digitél value akin to a "fingerprint” of data. An authentication value is commonly
represented as a short string of random-looking letters and numbers. Where an
authentication value implementation is utilized, a variety of hash functions may be
used to generate the authentication valué. Examples of conventional hash
functions include: HAVAL, MD2, MD4, MD5, PANAMA, RIPEMD, SHA-x, Tiger(2)
and WHIRLPOOL. |

[25] Referring still to Fig. 5, once the authentication value is determined (at
block 520), the authentication value may be stored at block 530. The _
authentication value may be stored in memory 120 of secure processor 110 (Fig.

‘2), to frustrate unauthorized efforts to alter it, for example. The random number

determined at block 510 may also be stored in memory 120. At block 540, itis
determined whether the processor 20 executable code stored in memory 35 (Fig.
2) should be re-validated. This may occur at pre-determined intervals, such as
once every x seconds, minutes or hours, or upon the occurrence of a pre-
determined event, such as a channel change or a digital content event occurring
(e.g., a user selected program commencing). Alternatively, it may occur pseudo-

randomly, such as by determining another pseudorandom number, and using it in

"~ combination with a counter as a pseudorandom timer.

[26] When it is determined the processor 20 executable code should be re-
validated at block 540, a subsequent authentication value is determined at block
550. To determine a subsequent authentication value, the random number
determined at block 510 is recovered from memory 120 (Fig. 2) and used in
combination with the processor 110 executable code then stored in memory 120 to
determine a subsequent authentication value using the same methodology as was
used at block 520.
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[27] The authentication value stored at block 530 and subsequent authentication
value determined at block 550 are then compared at block 560. 1] the.proces‘sor. |
20 executable code has not been tampered with, the subsequently determined
and stored authentication values will match. If the processor 20 executable code
has been tampered with or replaced, the authentication values will not match.
Thus, by comparing the subsequently determined authentication value with the
stored authentication value at block $60, the processor 20 executable code may
continue to be validated. If the authentication values do not match, processor 20
fnay be reset at block 570, so as to re-initialize the software to a valid condition. If
the authentication values do match, processing may return to block 540.

[28] Referring now to Fig. 6, there is shown a flow diagram of an authentication
process 600 suitable for use at blockss 520, 550 of the process of Fig. 5. At block
620, a memory address is determined using the random number détermined at
block 510 (?ig. 5). The random 'numbe.r is converted to a physical addreés in
volatile memory 35. This may be accomplished in any suitable manner, such as
by truncating a number of most significant bits of the random number (if
necessary), and adding the remaining least significant bits portion to a given
physical address, such as the lowest physical address, in memory 35. Of course,
another physical address may alternatively be used as a starting point.

[29] Atblock 630, an authentication value of the data content of the memory
address determined at block 620 is calculated. According to an embodiment of
the present invention, an encrypting DMA transfer of the data content of the
memory address determined at block 620 to a register (such as a register included
in memory 120 or memory 35, Fig. 2) may be used. The key used in the |
encrypting DMA transfer may be the same public key that was used to initially
authenticate the processor executable code, or may take the form 6f a different
key. Such an encrypting DMA transfer may be accomplished by the DMA engine
itself, for example. |
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[30] Atblock 640, it is determined if more memory locations are to be
considered in the authentication value. This may be accomplished by determining
what percentage of the stored processor code is statistically significant for
purposes of confirming the processor executable code stored in memory 35 has
not changed. The address and authentication value determination is then
repeated on at least a number of addresses in memory 35 that corresponds td that
percentage. Alternatively, a given number of memory locations, such as 2'®, may
be considered in the authentication v’alue determination. .

[31] When it is determined the data content of additional memory location(s) ié
to be considered in the authentication value, another address in memory 35 is
determined at block 620. According o aAn embodiment of the present invention,
the subsequent address locations in memory 35 may be determined in a )
pseudorandom fashion. This may be accomplished by performing an encrypting
DMA transfer in place using the previous address and a key. Again, the key used
may be the same public key that was used to initially authenticate the processor
executable code, or may take the forrn of a different key. Such an encrypting DMA
transfer may be accomplished by the DMA engine itself, for example.

[32] Thereafter, a new authenticaticyh value is determined at block 630. This
may be accomplished by exclusive OR’ing the data contents of the currently ‘
determined memory address with the prior determined authentication value, and
again performing an encrypting DMA transfer of the resultant in place in an
authgantication value storing register.

[33] Processing again returns to block 640, such that the memory address and
authentication value determining are repeated until a final authentication value is
determined. Thereafter, processing ends at block 650.

[34] It will be apparent to those skilled in the art thaf modifications and variations
may be made in the apparatus and process of the present invention without

10
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departing from the spirit or scope of the invention. It is intended that the present
invention cover the modification and variations of this invention provided they
come within the scope of the appended claims and their equivalents.

11
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CLAIMS

1. A method for continuously checking data integrity, comprising:

generating a random number;

retrieving data;

generating an authentication value in response to the random number and
the retrieved data;

storing the data and the authentication value;

generating a subsequent authentication value from the stored data and the
random number; and '

comparing the stored authentication value with the subsequent
authentication value to check data integrity.

2. The method of Claim 1, wherein the data is retrieved from a first memory,
and the authentication value and datza are stored in at least one memory distinct
from the first memory. |

3. The method of Claim 2, wherein the first memory is a read-only memory.

4, The method of Claim 2, wherein the authentication value and random
number are stored in a second memory, and the data is stored in a third memory
distinct from the second memory.

5. The method of Claim 1, further comprising:

periodically generating subsequent authentication values from the stored
data and the random number; and, |

comparing the stored authentication value with the subsequent
authentication values to check data integrity.

12
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6. The method of Claim 1, further comprising detecting an event, wherein the
generating a subsequent authentication value from the stored data and the
random number and comparing the stored authentication value with the
subsequent authentication values to check data integrity are performed
responsively to the detecting.

7. The method of Claim 1, further comprising setting a timer, wherein the
generating a subsequent authentication value from the stored data and the |
random number and comparing the stored authentication value with the
subsequent authentication values to check data integrity are performed
responsively to the timer.

8. The method of Claim 1, further comprising:
generating subsequent authentication values from the stored data and the

random number; and,

comparing the stored authentication value with the subsequent
authentication values to check data integrity;

wherein, the subsequent authentication values are generated and
compared at substantially random times.

9. A method for checking the integrity of processor executable code stored in
a first memory, said method comprising:

generating an authentication value using at least a portion of the stored
processor executable code; '

storing the generated authentication value in a second memory;

generating subsequent authentication values using the at least said portion
of processor executable code; and

comparing the stored authentication value with the subsequent generated
authentication values.

13
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10.  The method of Claim 1, further comprising operating a processor
responsively to the stored processorexecutable code. '

11.  The method of Claim 10, whesein the processor operates over a time period
that commences prior to generating said subsequént authentication values.

12.  The method of Claim 11, further comprising resetting the processor when
one of the subsequent authentication values does not match the stored

authentication value.

13.  The method of Claim 12, wherein the resetting comprises retrieving the.
processor executable code from a third memory and storing said retrieved
processor executable code in the first memory.

14. The method of Claim 9, wherein said generating the stored authentication
value comprises: determining a substantially random number.

15. The method of Claim 14, wherein generating the stored authentication
value further comprises: determining a first memory address using the determined

substantially random number.

16. The method of Claim 15, wherein the determining a first merhory address

comprises truncating a value.

14
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17. A device comprising:
a processor;
a memory;
first processor executable code being stored in the memory;
data indicative of a random number being stored in the memory;
data indicative of an authentication value being stored in the memory; and,
second processor executable ¢code being stored in the memory; |
wherein, when executed, the second processor executable code causes:
a subsequént authentication value to be determinéd dependently
upon the first processor executable code being stored in the memory and the data
indicative of a random number being stored in the memory; and,
the subsequent authentication value to be compared with the data

indicative of an authentication value being stored in the memory.

18. ° The device of Claim 17, wherein the processor and memory are embedded
within a common integrated circuit.

19.  The device of Claim 17, further comprising a data bus coupled to the
processor and memory.

20. The device of Claim 17, further comp:rising:

third processor executable code being stored in the merhory;

wherein, when executed, the third processor executable code resets the
processor.

15
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