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VIRTUAL STORAGE DEVICES

Background of the Invention

1. Technical Field

This application relates to computer storage devices, and more particularly to

the field of providing copies of portions of data stored on a computer storage device.

2. Description of Related Art

Host processor systems may store and retrieve data using a storage device
containing a plurality of host interface units (host adapters), disk drives, and disk
interface units (disk adapters). Such storage devices are provided, for example, by
EMC Corporation of Hopkinton, Mass. and disclosed in U.S. Patent No. 5,206,939 to
Yanai et al., 5,778,394 to Galtzur et al., U.S. Patent No. 5,845,147 to Vishlitzky et al.,
and U.S. Patent No. 5,857,208 to Ofek. The host systems access the storage device
through a plurality of channels provided therewith. Host systems provide data and
access control information through the channels of the storage device and the storage
device provides data to the host systems also through the channels. The host systems
do not address the disk drives of the storage device directly, but rather, access what
appears to the host systems as a plurality of logical volumes. The logical volumes

may or may nor correspond to the actual disk drives.

In some instances, it may desirable to provide a copy of a logical volume
where the copy is then accessed by other processes. For example, to test new
software on actual stored data, a copy of a logical volume containing the data may be
made and the copy, as opposed to the original data, may be used to test new software.

Once the test is complete, the copy may be eliminated. Thus, the new software is
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tested on actual data without affecting the actual data. This reduces the likelihood

that testing new software and/or functionality will corrupt actual data.

One difficulty with making such copies is that they require as much storage
space as the logical volume from which the data is obtained since the copy process
simply creates a new volume containing all the data of the original volume. In
addition, in some instances, the differences between the original volume and the copy
are minimal. Thus, the extra storage space required for such a copy of a logical
volume is used somewhat inefficiently since it merely duplicates already-existing
data. Accordingly, it would be desirable to provide a mechanism for copying data in

a way that uses storage space efficiently.

Summary of the Invention

According to the present invention, accessing stored data includes providing a
virtual storage area having a table of pointers that point to sections of at least two
other storage areas, where the virtual storage area contains no sections of data, in
response to a request for accessing data of the virtual storage area, determining which
particular one of the other storage areas contain the data, and accessing the data on the
particular one of the other storage areas using the table of pointers. Accessing stored
data may also include associating a first one of the other storage areas with the virtual
storage area, where the virtual storage area represents a copy of data of the first one of
the other storage areas. Accessing stored data may also include causing all of the
pointers of the table to initially point to sections of the first one of the other storage
areas when the virtual storage area is initially associated with the first one of the other
storage areas. Accessing stored data may also include, in response to a write to a first

section on the first one of the other storage areas, copying data of the first section to a

2
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second section that is on a second one of the other storage areas and causing a
corresponding one of the pointers of the table to point to the second section. Prior to
copying data from the first section to the second section, the second section may be
maintained as a free section containing no data. Accessing stored data may also
include maintaining a doubly linked list of all free sections of the second one of the
other storage areas. Accessing stored data may also include associating a data
indicator with sections of the first one 9f the other storage areas, where the data
indicator for a particular section indicafes whether a write operation has been
performed to the particular section after the first one of the other storage areas has
been associated with the virtual storage area. Accessing stored data may also include,
in response to a write to a first section on the first one of the other storage areas and
the data indicator indicating that no write operation has been performed to the first
section after the first one of the other storage areas has been associated with the
virtual storage area, copying data of the first section to a second section that is on a
second one of the other storage areas and causing a corresponding one of the pointers
of the table to point to the second section. Accessing stored data may also include
sending status information to a device that caused the write operation to be performed
following copying the data from the first section to the second section. Each of the
sections of data may be a track of data. Each of the storage areas may be a storage

device.

According further to the present invention, accessing stored data includes
providing a first virtual storage area having a first table of pointers that point to
sections of at least two other storage areas, where the first virtual storage area

contains no sections of data, associating a first one of the other storage areas with the
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first virtual storage area, where the first virtual storage area represents a copy of data
of the first one of the other storage areas at a first point in time, providing a second
virtual storage area having a second table of pointers that point to sections of at least
two other storage areas, where the second virtual storage area contains no sections of
data, associatiﬁg the first one of the other storage areas with the second virtual storage
area, where the first virtual storage area represents a copy of data of the first one of
the other storage areas at a second point in time, in response to a request for accessing
data of one of the virtual storage areas, determining which particular one of the other
storage areas contain the data, and accessing the data on the particular one of the other
storage areas using one of the tables of pointers. Accessing stored data may also
include causing all of the pointers of the first table to initially point to sections of the
first one of the other storage areas when the first virtual storage area is initially
associated with the first one of the other storage areas and causing all of the pointers
of the second table to initially point to sections of the first one of the other storage
areas when the second virtual storage area is initially associated with the first one of
the other storage areas. Accessing stored data may further include associating a first
data indicator with sections of the first one of the other storage areas, where the first
data indicator for a particular section of the first other one of the storage areas
indicates whether a write operation has been performed to the particular section after
the first one of the other storage areas has been associated with the first virtual storage
area, and associating a second data indicator with sections of the first one of the other
storage areas, where the second data indicator for a particular section of the first other
one of the storage areas indicates whether a write operation has been performed to the
particular section after the second one of the other storage areas has been associated

with the second virtual storage area. Accessing stored data may also include, in
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response to a write to a first section that is on the first one of the other storage areas
and the data indicator indicating that no write operation has been performed to the
first section after the first one of the other storage areas has been associated with the
first virtual storage area, copying data of the first section to a second section that is on
a second one of the other storage areas and causing a corresponding one of the
pointers of the first table to point to the second section. Accessing stored data may
also include, in response to a write to a first section that is on the first one of the other
storage areas and the data indicator indicating that no write operation has been
performed to the first section after the first one of the other storage areas has been
associated with the first and second virtual storage areas, copying data of the first
section to a second section that is on a second one of the other storage areas and
causing a corresponding one of the pointers of the first table and a corresponding one
of the pointers of the second table to point to the second section. Accessing stored
data may also include, in response to a write to the first virtual storage area
corresponding to the second section, copying data from the second section to a third
section. Accessing stored data may also include causing a corresponding one of the
pointers of the first table to point to the third section. Accessing stored data may also
include causing a corresponding one of the pointers of the second table to point to the
third section. The first time may be the same as the second time. The first time may
be different from the second time. Each of the sections of data may be a track of data.

Each of the storage areas may be a storage device.

According further to the present invention, a computer program product
includes executable code that provides a virtual storage area having a table of pointers

that point to sections of at least two other storage areas, where the virtual storage area
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contains no sections of data,‘ executable code that determines which particular one of
the other storage areas contain the data in response to a request for accessing data of
the virtual storage area, and executable code that accesses the data on the particular
one of the other storage areas using the table of pointers. The computer program
product may also include executable code that associates a first one of the other
storage areas with the virtual storage area, where the virtual storage area represents a
copy of data of the first one of the other storage areas. The computer program
product may also include executable code that causes all of the pointers of the table to
initially point to sections of the first one of the other storage areas when the virtual
storage area is initially associated with the first one of the other storage areas. The
computer program product may also include executable code that copies data of the
first section to a second section that is on a second one of the other storage areas and
causes a corresponding one of the pointers of the table to point to the second section
in response to a write to a first section on the first one of the other storage areas. The
computer program product may also include executable code that associates a data
indicator with sections of the first one of the other storage areas, where the data
indicator for a particular section indicates whether a write operation has been
performed to the particular section after the first one of the other storage areas has
been associated with the virtual storage area. The computer program product may
also include executable code that copies data of the first section to a second section
that is on a second one of the other storage areas and causes a corresponding one of
the pointers of the table to point to the second section in response to a write to a first
section on the first one of the other storage areas and the data indicator indicating that
no write operation has been performed to the first section after the first one of the

other storage areas has been associated with the virtual storage area. The computer
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program product may also include executable code that sends status information to a
device that caused the write operation to be performed following copying the data
from the first section to the second section. Each of the sections of data may be a track

of data. Each of the storage areas may be a storage device.

According further to the present invention, a virtual storage device includes at
least one table for associating the virtual storage device with a standard storage
device, storage for sections of data of the virtual storage device, where a first portion
of the storage for sections is sections of data of the standard storage device, and a first
plurality of pointers provided with the at least one table, where at least some of the
pointers point to sections of the standard storage device corresponding to the first
portion. The virtual storage device may also include a second portion of the storage
for sections that contain data that is different from data on corresponding sections of
the standard storage device that map to the second portion, and a second plurality of
pointers provided with the at least one table, where the second plurality of pointers
point to sections of a device different from the standard storage device. Each section
of the second portion may contain an earlier version of data on a corresponding
section of the standard storage device. Each of the sections of data may be a track of

data.

Brief Description of Drawings

Figure 1 is a diagram of a storage device used in connection with the system

described herein.

Figure 2 is a diagram of a storage that shows various logical volumes that are

used in connection with the system described herein.

7
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Figure 3 is a diagram showing use of a virtual device according to the system

described herein.

Figure 4 is a diagram showing use of a plurality of virtual devices according to

the system described herein.

Figure 5 is a diagram showing device tables used in connection with the

system described herein.

Figure 6 is a flow chart illustrating reading a table used in connection with a

virtual device according to the system described herein.

Figure 7 is a flow chart illustrating writing to a table used in connection with a

virtual device according to the system described herein.

Figure 8 is a flow chart illustrating modification of a virtual device table and

establishing a virtual device according to the system described herein.

Figure 9 is a flow chart illustrating modification of data structures used to

handle tracks of a log device according to the system described herein.

Figure 10 is a flow chart illustrating steps performed in connection with

reading a virtual device according to the system described herein.
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Figure 11 is a flow chart illustrating steps performed by a disk adapter in
connection with writing to a standard logical device to which a virtual device has been

established according to the system described herein.

Figure 12 is a flow chart illustrating steps performed by a host adapter in
connection with writing to a standard logical device to which a virtual device has been

established according to the system described herein.

Figure 13 is a flow chart illustrating steps performed in connection with

writing to a virtual device according to the system described herein.

Figure 14 is a flow chart illustrating steps performed in connection with

removing a virtual device.

Detailed Description of Various Embodiments

Referring to Fig. 1, a storage device 30 includes a plurality of host adapters
(HA) 32-34, a plurality of disk adapters (DA) 36-38 and a plurality of disk drives 42-
44. Each of the disk drives 42-44 is coupled to a corresponding one of the DA’s 36-
38. The storage device 30 also includes a global memory 46 that may be accessed by
the HA’s 32-34 and the DA’s 36-38. The storage device 30 also includes an RDF
adapter (RA) 48 that may also access the global memory 46. The RA 48 may
communicate with one or more additional remote storage devices (not shown) and/or
one or more other remote devices (not shown) via a data link 52. The HA’s 32-34,
the DA’s 36-38, the global memory 46 and the RA 48 are coupled to a bus 54 that is

provided to facilitate communication therebetween.
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Each of the HA’s 32-34 may be coupled to one or more host computers (not
shown) that access the storage device 30. The host computers (hosts) read data stored
on the disk drives 42-44 and write data to the disk drives 42-44. The global memory
46 contains a cache memory that holds tracks of data from the disk drives 42-44 as
well as storage for tables that may be accessed by the HA’s 32-34, the DA’s 36-38
and the RA 48. Note that, for the discussion herein, blocks of data are described as
being a track or tracks of data. However, it will be appreciated by one of ordinary
skill in the art, that the system described herein may work with any appropriate
incremental amount, or section, of data, including possibly variable incremental

amounts of data and/or fixed incremental amounts of data.

Referring to Fig. 2, the storage device 30 is shown as including a plurality of
standard logical devices 61-68. Each of the standard logical devices 61-68 may
correspond to a volume that is accessible to one or more hosts coupled to the storage
device 30. Each of the standard logical devices 61-68 may or may not correspond to
one of the disk drives 42-44. Thus, for example, the standard logical device 61 may
correspond to the disk drive 42, may correspond to a portion of the disk drive 42, or
may correspond to a portion of the disk drive 42 and a portion of the disk drive 43.
Each of the standard logical devices 61-68 appears to the host as a contiguous block
of disk storage, even though each of the standard logical devices 61-68 may or may

not correspond to actual contiguous physical storage of the disk drives 42-44.

The storage device 30 may also includes a plurality of virtual devices 71-74.
The virtual devices 71-74 appear to a host coupled to the storage device 30 as
volumes containing a contiguous block of data storage. Each of the virtual devices

71-74 may represent a point in time copy of an entire one of the standard logical

10
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devices 61-68, a portion of one of the standard logical devices 61-68, or a
combination of portions or entire ones of the standard logical devices 61-68.
However, as described in more detail elsewhere herein, the virtual devices 71-74 do
not contain the track data from the standard logical devices 61-68. Instead, each of
the virtual devices 71-74 is coupled to a log device 76 or a log device 78 that stores
some or all the track data, as described in more detail elsewhere herein. The virtual
devices 71-74 contain tables that point to tracks of data on either on the standard

logical devices 61-68 or the log devices 76, 78.

The virtual device 71 may represent a point in time copy of the standard
logical device 61. As described in more detail elsewhere herein, the virtual device 71
is coupled to the log device 76 that contains track data to facilitate the virtual device
71 appearing to a host to be a point in time copy of the standard logical device 61. It
is possible for more than one virtual device to use a single log device. Thus, the
virtual devices 72-74 are shown being coupled to the log device 78. Similarly, it is
possible for more than one virtual device to represent point in time copies of a single
standard logical device. Thus, the virtual devices 72,73 are shown as being point in
time copies of the standard logical device 64. The virtual devices 72,73 may
represent the same point in time copy of the standard logical device 64 or,
alternatively, may represent point in time copies of the standard logical device 64
taken at different times. Note that only some of the standard logical devices 61-68 are
shown as being associated with a corresponding one of the virtual devices 71-74

while others of the standard logical devices 61-68 are not.

In some embodiments, it may be possible to implement the system described

herein using storage areas, instead of storage devices. Thus, for example, the virtual

11
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devices 71-74 may be virtual storage areas, the standard logical devices 61-68 may be
standard logical areas, and the log devices 76,78 may be log areas. In some instances,
such an implementation may allow for hybrid logical/virtual devices where a single
logical device has portions that behave as a standard logical device, portions that
behave as a virtual device, and/or portions that behave as log device. Accordingly, it
should be understood that, in appropriate instances, references to devices in the
discussion herein may also apply to storage areas that may or may not correspond

directly with a storage device.

Referring to Fig. 3, a diagram shows a standard logical device 82, a virtual
device 84, and a log device 86. As discussed above, the virtual device 84 may
represent a point in time copy of all or a portion of the standard logical device 82. A
host coupled to a storage device that accesses the virtual device 84 may access the
virtual device 84 in the same way that the host would access the standard logical
device 82. However, the virtual device 84 does not contain any track data from the
standard logical device 82. Instead, the virtual device 84 includes a plurality of table
entries that point to tracks on either the standard logical device 82 or the log device

86.

When the virtual device is established 84 (e.g., when a point in time copy is
made of the standard logical device 82), the virtual device 84 is created and provided
with appropriate table entries that, at the time of establishment, point to tracks of the
standard logical device 82. A host accessing the virtual device 84 to read a track
would read the appropriate track from the standard logical device 82 based on the
table entry of the virtual device 84 pointing to the track of the standard logical device

82.
12
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After the virtual device 84 has been established, it is possible for a host to
write data to the standard logical device 82. In that case, the previous data that was
stored on the standard logical device 82 is copied to the log device 86 and the table
entries of the virtual device 84 that previously pointed to tracks of the standard logical
device 82 would be modified to point to the new tracks of the log device 86 to which
the data had been copied. Thus, a host accessing the virtual device 84 would read
either tracks from the standard logical device 82 that have not changed since the
virtual device 84 was established or, alternatively, would read corresponding tracks
from the log device 86 that contain data copied from the standard logical device 82
after the virtual device 84 was established. Adjusting data and pointers in connection
with reads and writes to and from the standard logical device 82 and virtual device 84

is discussed in more detail elsewhere herein.

In an embodiment described herein, hosts would not have direct access to the
log device 86. That is, the log device 86 would be used exclusively in connection
with the virtual device 84 (and possibly other virtual devices as described in more
detail elsewhere herein). In addition, for an embodiment described herein, the
standard logical device 82, the virtual device 84, and the log device 86 may be
provided on the single storage device 30. However, it is possible to provide the
different logical devices and the log device on separate storage devices interconnected
using, for example, the RDF protocol or other remote communication protocols. In
addition, it may be possible to have portions of one or more of the standard logical
device 82, the virtual device 84, and/or the log device 86 provided on separate storage

devices that are appropriately interconnected.

13
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Referring to Fig. 4, another example of the use of virtual devices shows a
standard logical device 92, a plurality of virtual devices 94-97 and a log device 98. In
the example of Fig. 4, the virtual device 94 represents a point in time copy of the
standard logical device 92 taken at ten a.m. Similarly, the virtual device 95 represents
a copy of the standard logical device 92 taken at twelve noon, the virtual device 96
represents a copy of the standard logical device 92 taken at two p.m., and the virtual
device 97 represents a copy of the standard logical device 92 taken at four p.m. Note
that all of the virtual devices 94-97 may share the log device 98. In addition, it is
possible for table entries of more than one of the virtual devices 94-97, or, a subset of
the table entries of the virtual devices 94-97, to point to the same tracks of the log
device 98. For example, the virtual device 95 and the virtual device 96 are shown as

having table entries that point to the same tracks of the log device 98.

In an embodiment discussed herein, the log device 98 and other log devices
discussed herein are provided by a pool of log devices that is managed by the storage
device 30. In that case, as a virtual device requires additional tracks of a log device,
the virtual device would cause more log device storage to be created (in the form of
more tracks for an existing log device or a new log device) using the log device pool
mechanism. Pooling storage device resources in this manner is known in the art.

Other techniques that do not use pooling may be used to provide log device storage.

Referring to Fig. 5, a diagram 100 illustrates tables that are used to keep track
of device information. A first table 102 corresponds to all of the devices used by a
storage device or by an element of a storage device, such as an HA and/or a DA. The
table 102 includes a plurality of logical device entries 106-108 that correspond to all

the logical devices used by the storage device (or portion of the storage device). The

14
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entries in the table 102 include descriptions for standard logical devices, virtual

devices, log devices, and other types of logical devices.

Each of the entries 106-108 of the table 102 correspond to another table that
contains information for each of the logical devices. For example, the entry 107 may
correspond to a table 112. The table 112 includes a header that contains overhead
information. The table 112 also includes entries 116-118 for each of the cylinders of
the logical device. In an embodiment disclosed herein, a logical device may contain
any number of cylinders depending upon how the logical device is initialized.
However, in other embodiments, a logical device may contain a fixed number of

cylinders.

The table 112 is shown as including a section for extra track bytes 119. The
extra track bytes 119 are used in connection with the log devices in a manner that is
discussed elsewhere herein. In an embodiment disclosed herein, there are eight extra
track bytes for each track of a log device. For devices that are not log devices, the

extra track bytes 119 may not be used.

Each of the cylinder entries 116-118 corresponds to a track table. For
example, the entry 117 may correspond to a track table 122 that includes a header 124
having overhead information. The track table 122 also includes entries 126-128 for
each of the tracks. In an embodiment disclosed herein, there are fifteen tracks for
every cylinder. However, for other embodiments, it may be possible to have different
numbers of tracks for each of the cylinders or even a variable number of tracks for
each cylinder. For standard logical devices and log devices, the information in each

of the entries 126-128 includes a pointer (either direct or indirect) to the physical

15
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address on one of the disk drives 42-44 of the storage device 30 (or a remote storage
device if the system is so configured). Thus, the track table 122 may be used to map
logical addresses of the logical device corresponding to the tables 102, 112, 122 to
physical addresses on the disk drives 42-44 of the storage device 30. For virtual
devices, each of the entries 126-128 of the table 122 points to a track of a
corresponding standard logical device or corresponding log device. For other
embodiments, however, it may be possible to use a different mechanism where the
tables 102, 122, 122 are used only for standard logical devices that contain tracks of
data while another type of table, such as a simple array of tracks, is used by virtual
devices to map tracks of the virtual devices to tracks of corresponding standard

logical devices or log devices.

Each track of a log device is either free, meaning that it is not being used by a
virtual device, or is assigned, meaning that the track is pointed to by a table entry in
one or more of the virtual devices. In an embodiment disclosed herein, the tracks of a
log device are managed by first creating a doubly linked list of all of the free tracks of
the log device. The pointers for the doubly linked list are provided by the extra track
bytes 119 of the table 112 so that the extra track bytes 119 for a log device contains
eight bytes for every track of the log device. For every track of the log device that is
free, the extra eight bytes include a forward pointer pointing to the next free track of
the log device and a backward pointer pointing to the previous free track of the log
device. Using a doubly linked list in this manner facilitates accessing free tracks of

the log device.

In addition, if a track of a log device is assigned (i.e., is used by one or more

virtual devices), the corresponding extra track bytes 119 for the track may be used to

16
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point back to the corresponding track of the standard logical device. Thus, when a
write is performed to the standard logical device after the virtual device has been
established, the data from the standard logical device is copied to a new track of the
log device and the extra track bytes corresponding to the new track of the log device
are made to point back to the track of the standard logical device from which the data
came. Having each track of the log device point back to the corresponding track of

the standard logical device is useful in, for example, data recovery situations.

In addition, for an embodiment disclosed herein, the pointers for the extra
eight bytes per track for an assigned track are stored with the data also. That is, when
a particular track of a log device is assigned, the pointer back to the corresponding
track of a standard logical device is stored with the extra track bytes 119 and, in
addition, the pointer is stored with the track data itself on the track of the log device.
For CKI‘) formatted tracks, the extra eight bytes may be stored in block zero. For
FBA formatted tracks, the extra eight bytes may be stored in an additional block
appended on the end of the track. In an embodiment disclosed herein, a block is five
hundred and twelve bytes and an FBA track contains forty blocks, which is increased
to forty one when an additional block is appended. Different track formats are
disclosed, for example, in U.S. Patent No, 5,206,939 to Yanai, et al., which is

incorporated herein by reference.

The tables 102, 112, 122 of Fig. 5 may be stored in the global memory 46 of
the storage device 30. In addition, the tables corresponding to devices accessed by a
particular host may be stored in local memory of the corresponding one of the HA’s
32-36. In addition, the RA 48 and/or the DA’s 36-38 may also use and locally store
portions of the tables 102, 112, 122.
17
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Referring to Fig. 6, a flow chart 140 illustrates steps performed when a host
reads data from a device table corresponding to a track that is accessible through a
virtual device. That is, the flow chart 140 illustrates obtaining information about a

track that is pointed to by a table entry for a virtual device.

Processing begins at a test step 142 where it is determined if the track of
interest (i.e., the track corresponding to the table entry being read) is on the standard
logical device or the log device. This is determined by accessing the device table
entry for the virtual device and determining whether the table entry for the track of
interest points to either the standard logical device or the log device. Ifitis
determined at the test step 142 that the pointer in the table for the virtual device points
to the standard logical device, then control passes from the step 142 to a step 148
where the table entry of interest is read. Following the step 148, processing is

complete.

If it is determined that the test step 142 that the pointer in the device table for
the virtual device for the track of interest points to the log device, then control
transfers from the step 142 to a step 158 where the log table entry of interest is read.

Following the step 158, processing is complete.

Note that, in some instances, access to data may be controlled by a flag or lock
that prohibits multiple processes having access to the data simultaneously. This is
especially useful in instances where a device table is being read or modified. The
system disclosed herein contemplates any one of a variety of mechanisms for
controlling access to data by multiple processes, including conventional combinations

of software and/or hardware locks, also known as "flags" or "semaphores". In some
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instances, a process accessing data may need to wait until another process releases the
data. In one embodiment, a hardware lock controls access to a software lock (flag) so
that a process first obtains control of the hardware lock, tests the software lock, and
then, if the software lock is clear, the process sets the software lock and then releases
the hardware lock. If the process gets the hardware lock and determines that the
software lock is not clear, then the process releases the hardware lock so that another
process that has set the software lock can clear the software lock at a later time.
Further note that, in some instances, it is useful to first read a table entry
corresponding to a particular track, read the track into a cache slot (if the track is not

already in cache), lock the cache slot, and then reread the corresponding table entry.

Referring to Fig. 7, a flow chart 170 illustrates steps performed in connection
with writing information to a device table for a virtual device corresponding to a
standard logical device or a log device. Processing begins at a first step 172 where it
is determined if the particular track corresponding to the device table entry being
written is on the standard logical device or the log device. Ifit is determined the
particular track of interest is on the standard logical device, control passes from the
step 172 to a step 178 where the track corresponding to the device table entry being
written is locked. Locking the track at the step 178 prevents other processes from
getting access to the track, and from modifying the corresponding table entry, while
the current process is modifying the device table entry corresponding to the track.
Following the step 178 is a step 182 where the write operation is performed.
Following the step 182 is a step 184 where the track is unlocked. Following the step

184, processing is complete.
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If it is determined that the test step 172 that the track corresponding to the
table entry for the virtual device that is being modified points to the log device, then
control passes from the test step 172 to a step 194 where the track of the log device
corresponding to the entry of the device table that is being written is locked.
Following the step 194 is a step 196 where the write operation is performed.
Following the step 196 is a step 198 where the track is unlocked. Following the step

198, processing is complete.

Referring to Fig. 8, a flow chart 210 illustrates steps performed in connection
with modifying a device table corresponding to a virtual device. This may be
contrasted with the flow chart 170 of Fig. 7 that illustrates modifying the device table
for the standard logical device or the log device pointed to by an entry for a track of
the device table for a virtual device. In flow chart 210, the device table for the virtual
device is modified, as opposed to the device table for the standard logical device or

the device table for the log device.

Processing begins at a first step 212 where it is determined if the modifications
to the table relate to establishing the virtual device. As discussed elsewhere herein,
establishing a virtual device includes making the virtual device available for access by
a host after the virtual device is created. Establishing a virtual device causes the
virtual device to be associated with a standard logical device (and thus, represent a
point in time copy of the standard logical device at the time of establishment). Prior
to being associated with a standard logical device, a virtual device is not established
and is not accessible by a host. After being established, a virtual device is accessible

by a host.
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If it is determined at the step 212 that the modifications to the table relate to
establishing the virtual device, then control passes from the step 212 to a step 214
where a device lock for the virtual device is set to prohibit access to the table by other
processes. The device lock is comparable to the cache slot lock, discussed elsewhere

herein.

Following the step 214 is a step 216 where the pointers of the virtual device
table are made to point to tracks of the standard logical device and where a protection
bit is set for each of the tracks of the standard logical device that corresponds to the
virtual device being established. In an embodiment disclosed herein, each of the
tracks of the standard logical device has sixteen bits which may be set as protection
bits, one for each virtual device established to the standard logical device. In some
embodiments, the protection bits may have uses that are unrelated to virtual devices.
A new virtual device being established may be assigned a new bit position in the
sixteen bit field while the bit for each track of the standard logical device may be set.
As discussed in more detail elsewhere herein, the protection bit being set followed by
a subsequent write to the standard logical device indicates that special processing
needs to take place to accommodate the virtual device established to the standard
logical device. The special processing is described in more detail elsewhere herein.
Also at the step 216, the track entries for the device table for the virtual device are all
modified to point to the corresponding tracks of the standard logical device. Thus,
when the virtual device is first established, all of the pointers of the device table of the

virtual device point to the tracks of the standard logical device.

Following the step 216 is a step 217 the virtual device is set to the ready state,

thus making the virtual device accessible to hosts. Following the step 217 is a step
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218 where the virtual device is unlocked, thus allowing access by other processes.

Following the step 218, processing is complete.

If it is determined that the test step 212 that the virtual device is not being
established (i.e., some other operation is being performed), then control passes from
the test step 212 to a step 222 to lock a track corresponding to the entry of the device
table for the virtual device that is being modified. Note that the track that is locked at
the step 222 may either be a track on the standard logical device (if the entry of
interest in the device table of the virtual device points to the standard logical device)
or a track of the log device (if the entry of interest points to the log device).
Following the step 222 is a step 224 where the modification to the device table for the
virtual device is performed. Following the step 224 is a step 226 where the track is

unlocked. Following the step 226, processing is complete.

Referring to Fig. 9, a flow chart 230 illustrates steps performed in connection
with manipulating tracks of a log device. As discussed above, the tracks of a log
device are maintained by creating a doubly linked list of tracks of the log device that
are free (i.e. tracks that are available for accepting new data). Thus, if one or more
tracks are needed for use in connection with a corresponding virtual device, the free
tracks are obtained from the doubly linked list, which is modified in a conventional
manner to indicate that the tracks provided for use by the virtual device are no longer
free. Conversely, if one or more tracks that are used by one or more virtual devices
are no longer needed, the tracks are returned to the doubly linked list, in a
conventional manner, in order to indicate that the tracks are free. The flow chart 230
of Fig. 9 illustrates the steps performed in connection with controlling access to the

tracks (and track pointers) by multiple processes which manipulate the tracks.
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Processing begins at a test step 232 where it is determined if the operation
being performed is modifying only tracks that are on the free list. Note that
modifying tracks only on the free lists by, for example, transferring a free track from
one part of the list to another part or from one free lists to another free list (in the case
of multiple free lists), does not involve modifications for tracks corresponding to any
data. Ifitis determined at the test step 232 that the modification being performed
does not involve only tracks on the free list, then control transfers from the step 232 to

a step 234 where the track is locked to prevent access by other processes.

Following the step 234 or the step 232 if the step 234 is not reached is a test
step 236 where it is determined if the manipulation involves only allocated tracks.
For any operation involving only allocated tracks, it is not necessary to lock the log
device list of free tracks. If it determined at the step 236 that the operation being
performed is not manipulating only allocated tracks, then control transfers from the
step 236 to the step 238 where the log device list of free tracks is locked to prevent
access by other processes. Following the step 238, or following the step 236 if the

step 238 is not executed, is a step 242 where the modification is performed.

Following the step 242 is a test step 244 where it is determined if the
manipulation involves only allocated tracks. If it is determined at the test step 244
that the modification being performed does not involve only allocated tracks, then
control transfers from the step 244 to a step 246 where the log device free list is
unlocked. Following the step 246 or the step 244 if the step 246 is not reached is a
test step 248 where it is determined if the operation being performed is modifying
only tracks that are on the free list. If it determined at the step 248 that the operation

being performed is modifying only tracks that are on the free list, then control
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transfers from the step 248 to the step 252 where the track or tracks locked at the step
234 are unlocked. Following the step 252, or following the step 248 if the step 252 is

not executed, processing is complete.

Referring to Figure 10, a flow chart 280 illustrates steps performed in
connection with reading data from a virtual device. Processing begins at a test step
282, where it is determined if the device table entry for the track of interest of the
virtual device points to the standard logical device or points to the log device. Ifitis
determined at the test step 282 that the table points to the standard logical device, then
control passes from the step 282 to a step 284, where the track is read from the
standard logical device. Following the step 284, processing is complete.
Alternatively, if it determined at the test step 282 that the device table of the virtual
device points to the log device, then control passes from the step 282 to a step 286,
where the track of interest is read from the log device. Following the step 286,

processing is complete.

Note that in some instances, it may be possible that prior to the test step 282, it
is determined that the track of interest being read is already in the cache memory
(global memory). In that case, the track may be obtained from the cache memory

without executing any of the steps 282, 284, 286.

Referring to Figure 11, a flow chart 300 illustrates steps performed by a DA in
connection with writing to a track of a standard logical device to which a virtual
device has been previously established. Processing begins at a first step 302 where it
is determined if any protection bits for the track being written on the standard logical

device have been set. If it determined at the test step 302 that the protection bits are
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not set, then control transfers from the step 302 to a step 304, where a normal write
operation is performed. That is, at the step 304, data is written to the standard logical
device in a conventional fashion without regard to the existence of a virtual device
that had been previously established to the standard logical device. Following the

step 304, processing is complete.

If it is determined at the test step 302 that one or more protection bits have
been set on the track of the standard logical device that is being written, control passes
from the step 302 to a step 306, where a free track of the log device is obtained. The
free track of the log device is needed to copy data from the track of the standard
logical device. Also, as described in more detail elsewhere herein, free tracks of the
log device may be managed using a doubly-linked list of the free tracks. Thus, at the
step 306, it may be possible to obtain a free track by traversing the list of free tracks
of the log device and modifying the pointers appropriately to remove one of the free

tracks for use.

Following the step 306 is a step 308, where, for each virtual device that
corresponds to a protection bit that was determined to be set at the test step 302, the
pointers of the virtual devices, which initially pointed to the track being written on the
standard logical device, are modified at the step 308 to point to the free track of the
log device obtained at the step 306. As discussed above, it is possible to have more
than one virtual device established to a standard logical device. For each virtual
device that has been established to a particular standard logical device, a specific
protection bit will be set for each of the tracks of the standard logical device. Thus, at
the step 308, the track pointers are changed for all the virtual devices corresponding to

a set protection bit detected at the step 302. The track pointers in the device tables of
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virtual devices are modified to point to the new track that was obtained at the step

306.

Following the step 308 is a step 312, where the data is caused to be copied
from the standard logical device to the new track on the log device that was obtained
at the step 306. In an embodiment disclosed herein, the data may be copied by
moving the data from disk storage to the global memory of the storage device (e.g.,
into a cache slot), and then setting a write pending indicator to cause the data to be
copied to the track of the log device obtained at the step 306. The step 312 represents
copying the data from the track of the standard logical device that is being written to
the new track of the log device obtained at the step 306. Since all the pointers are
modified at the step 308, any virtual device that has been established to the standard
logical device prior to the track being written now points to the old data (i.e., the data
as it existed on the track of the standard device when the virtual devices were
established). Note also that, in connection with copying the track, the protection bits
of the standard logical device track are copied to virtual device map bits for the track

on the log device, which is explained in more detail elsewhere herein.

Following the step 312 is a step 314, where the track of the log device
obtained at the step 306 is modified so that the extra bytes in the table (discussed
elsewhere herein) are made to point back to the track of the standard logical device
that is being written. Having the track of the log device point to the corresponding
track of the standard logical device from which the data was provided is useful in
many instances. For example, it may be useful in connection with data recovery.

Following the step 314 is a step 316, where the protection bits of the tracks of the
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standard logical device being written are cleared. Following the step 316 is a step

318, where status is sent to the HA. Following the step 318, processing is complete.

Note that once the HA receives status, the HA may perform a normal write
operation and, in that case, at the test step 302, the protection bits will not be set, since
the bits are cleared at the step 316. The HA that is performing the write operation
sees the protection bits that are set at the step 302 and sends a protection request to the
appropriate DA. The HA then may disconnect from the DA and wait for status to
arrive from the DA indicating that a normal write may be performed. While the HA
is disconnected and waiting for status from the DA, the DA may perform the steps

disclosed in the flow chart 300. This is described in more detail below.

Referring to Figure 12, a flow chart 320 illustrates steps performed by an HA
in connection with a write to a standard logical device to which one or more virtual
devices have been established. Processing begins at a first test step 322, where it is
determined if any protection bits are set for the tracks of the standard logical device
that are being written. If it is determined at the test step 322 that no protection bits are
set, then control passes from the step 322 to a step 324, where a normal write is

performed. Following the step 324, processing is complete.

If it is determined at the test step 322 that one or more protection bits are set
for the tracks of the standard logical device that are being written, control passes from
the step 322 to a step 326, where the HA sends a request to the DA indicating that
protection bits are set for the tracks. When the DA receives the request that is sent at
the step 326, the DA performs the operations set forth in the flow chart 300 of Figure

11, discussed above. Following the step 326 is a step 328, where the HA disconnects
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from the DA in order to allow (possibly unrelated) operations to be performed with

the DA by other processes and/or other HA's.

Following the step 328 is a step 332, where the HA waits for the DA to
perform the operations set forth in the flow chart 300 of Figure 11 and to send status
to the HA indicating that the appropriate steps have been performed to handle the set
protection bits. Following the step 332, processing transfers back to the step 322,
where the protection bits for the track of the standard logical device are again tested.
Note that on a second iteration, it is expected that the protection bits of the track of the
standard logical device that are being written would be clear at the step 322, since the
DA would have cleared the protection bits in connection with performing the steps of
the flow chart 300. Of course, it is always possible that a new virtual device will be
established to the standard logical device in between the DA clearing the protection
bits and the step 322 being executed again. However, it is usually expected that the
second iteration of the step 322 for a particular track of the standard logical device
will determine that all the protection bits are clear, and control will transfer from the

step 322 to the step 324 to perform a normal write.

Referring to Figure 13, a flow chart 340 illustrates steps performed in
connection with writing to a virtual device. The flow chart 340 represents steps
performed by both the HA and the DA and thus could have been provided as two flow
charts, similar to the flow chart 300 of Figure 11 and the flow chart 320 of Figure 12.
However, it will be understood by those of ordinary skill in the art that the flow chart
340 may represent a division of steps similar to those set forth in the flow charts 300,

320 and described in the corresponding portions of the text of the specification.

28
3547679v1



10

15

20

WO 03/088045 PCT/US03/11272

Processing begins at a first step 342, where it is determined if the virtual
device points to the standard logical device. If so, thén control transfers from the test
step 342 to a step 344, where a free track of the log device is obtained. Following the
step 344 is a step 346, where data from the standard logical device corresponding to
the track being written is caused to be copied from the standard logical device to the
track of the log device obtained at the step 344. Following the step 346 is a step 348,
where the virtual device pointer for the track is adjusted to point to the track obtained
at the step 344. Following the step 348 is a step 352, where a protection bit
corresponding to the virtual device is cleared in the track data of the standard logical
device, thus indicating that no special processing on behalf of the virtual device is
required when writing to the track of the standard device. Following the step 352 is a
step 354, where the write is executed. At the step 354, the data to be written may be a
track or a portion of a track that is written to the track obtained at the step 344.
Following the step 354, processing is complete. If the data corresponds to an entire
track, then it may be possible to eliminate the step 346, which copies data from the
track of the standard logical device to the new track of the log device, since writing an
entire track's worth of data at the step 354 would overwrite all of the data copied at

the step 346.

If it is determined at the test step 342 that the pointer for the track of the
virtual devices being written does not point to the standard logical device, then control
transfers from the step 342 to a test step 356, where it is determined if more than one
virtual devices have been established to the standard logical device. If not, then
control transfers from the step 356 to a step 358, where a normal write operation to

the track of the log device is performed. If it is determined at the test step 356 that
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there is more than one virtual device established to the standard logical device, then
control transfers from the step 356 to a step 362, where a free track from the log

device is obtained.

Following the step 362 is a step 364, where the data of the track corresponding
to the virtual device being written is copied to the track obtained at the step 362.
Following the step 364 is a step 366, where the virtual device pointers are adjusted to
point to the new track. In one embodiment, the pointer for the virtual device that is
being written is made to point to the new track. Alternatively, it is possible to not
change the pointer for the virtual device that is being written and, instead, adjust all

the pointers for all of the other virtual devices that point to the track at the step 366.

Following the step 366 is a step 368 where the virtual device map bits for the
tracks of the log device are modified. For the log device tracks, the virtual device
map bits may be used to indicate which virtual devices point to each track, where, in
one embodimen/t, there are sixteen virtual device map bits and each bit corresponds to

a particular virtual device. Thus, the test at the step 356 may examine the virtual

device map bits for the track.

Following the step 368 is a step 369, where the write is executed. Note that
whether the write is executed to the track obtained at the step 362 or to the track that
is initially pointed to by the virtual device being written depends upon how the
pointers are adjusted at the step 366. In all cases, however, data is written to the track
pointed to by the virtual device to which the data is being written. Following the step

369, processing is complete.

30

3547679v1



10

15

20

WO 03/088045 PCT/US03/11272

Referring to Figure 14, a flow chart 370 illustrates steps performed in
connection with removing (i.e., eliminating) a virtual device. Once a virtual device
has been established and used for its intended purpose, it may be desirable to remove
the virtual device. Processing begins at a first step 372, where a pointer is set to point
to the first track of the virtual device. The virtual device is removed by examining

each track corresponding to the virtual device.

Following the step 372 is a step 374, where it is determined if the track of the
virtual device that is being examined points to the standard logical device. If so, then
control transfers from the step 374 to a step 376 to clear the protection bit on the track
of the standard logical device corresponding to the virtual device being removed.
Following the step 376 is a step 378, where a pointer points to the next track of the
virtual device in order to continue processing by examining the next track. Following
the step 378 is a step 382, where it is determined if processing complete (i.€., all the
tracks of the virtual device have been processed). If not, then control transfers from

the step 382 back to the test step 374, discussed above.

If it is determined at the test step 374 that the track of the virtual device being
examined does not point to the standard logical device, then control transfers from the
step 374 to a step 384, where a virtual device map bit on the track of the log device
that corresponds to the virtual device being removed is cleared. Each track of the log
device may have a set of virtual device map bits indicating which virtual devices use
the track of the log device. Thus, at the step 384, the virtual device map bit

corresponding to the virtual device being removed is cleared.
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Following the step 384 is a test step 386, where it is determined if the bit that
was cleared at the step 384 was the last virtual device map bit that was set for the A
track. In other words, the test step 386 determines if there are other virtual devices
that are using the track on the log device. Ifit is determined at the test step 386 that
the last virtual device map bit was cleared at the step 384 (and thus, no other virtual
devices use the track), then control transfers from the step 386 to a step 388, where
the track of the log device is returned to the free list of tracks of the log device,
discussed elsewhere herein. Following the step 388, or following the step 386 if it is
determined that the bit cleared at the step 384 is not the last virtual device map bit of
the track of the log device, is the step 378, discussed above, where the next track of
the virtual device is pointed to for subsequent examination. Once all of the tracks
corresponding to the virtual device have been processed, the tables and other data
structures associated with the virtual device may also be removed although, in some
embodiments, the tables and other data structures from the virtual device may be
maintained, so long as the virtual device is not made available for use by hosts after

the virtual device is deestablished.

While the invention has been disclosed in connection with various
embodiments, modifications thereon will be readily apparent to those skilled in the
art. Accordingly, the spirit and scope of the invention is set forth in the following

claims.
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What is claimed is:

1. A method of accessing stored data, comprising:

providing a virtual storage area having a table of pointers that point to sections
of at least two other storage areas, wherein the virtual storage area contains no
sections of data;

in response to a request for accessing data of the virtual storage area,
determining which particular one of the other storage areas contain the data; and

accessing the data on the particular one of the other storage areas using the

table of pointers.

2. A method, according to claim 1, further comprising:
associating a first one of the other storage areas with the virtual storage area,
wherein the virtual storage area represents a copy of data of the first one of the other

storage areas.

3. A method, according to claim 2, further comprising:
causing all of the pointers of the table to initially point to sections of the first
one of the other storage areas when the virtual storage area is initially associated with

the first one of the other storage areas.
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4. A method, according to claim 3, further comprising:

in response to a write to a first section on the first one of the other storage
areas, copying data of the first section to a second section that is on a second one of
the other storage areas and causing a corresponding one of the pointers of the table to

point to the second section.

5. A method, according to claim 4, wherein prior to copying data from the first
section to the second section, the second section is maintained as a free section

containing no data.

6. A method, according to claim 3, further comprising:

associating a data indicator with sections of the first one of the other storage
areas, wherein the data indicator for a particular section indicates whether a write
operation has been performed to the particular section after the first one of the other

storage areas has been associated with the virtual storage area.

7. A method, according to claim 1, wherein each of the sections of data is a track

of data.

8. A method, according to claim 1, wherein each of the storage areas is a storage

device.
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9. A method of accessing stored data, comprising:

providing a first virtual storage area having a first table of pointers that point
to sections of at least two other storage areas, wherein the first virtual storage area
contains no sections of data;

associating a first one of the other storage areas with the first virtual storage
area, wherein the first virtual storage area represents a copy of data of the first one of
the other storage areas at a first point in time;

providing a second virtual storage area having a second table of pointers that
point to sections of at least two other storage areas, wherein the second virtual storage
area contains no sections of data;

associating the first one of the other storage areas with the second virtual
storage area, wherein the first virtual storage area represents a copy of data of the first
one of the other storage areas at a second point in time;

in response to a request for accessing data of one of the virtual storage areas,
determining which particular one of the other storage areas contain the data; and

accessing the data on the particular one of the other storage areas using one of

the tables of pointers.

10. A method, according to claim 9, further comprising:

causing all of the pointers of the first table to initially point to sections of the
first one of the other storage areas when the first virtual storage area is initially
associated with the first one of the other storage areas; and

causing all of the pointers of the second table to initially point to sections of
the first one of the other storage areas when the second virtual storage area is initially

associated with the first one of the other storage areas.
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