A scene S0 to be rendered is divided into plural individual sub-regions or tiles S1.

The individual sub-regions S1 are also grouped into differing groups of sets of plural sub-regions.

There is a top level layer comprising a set S4 of 8x8 sub-regions which encompasses the entire scene area S0. There is then a group of four 4x4 sets of sub-regions S3, then a group of sixteen 2x2 sets of sub-regions S2, and finally a layer comprising the 64 single sub-regions S1.

A primitive list building unit takes each primitive S8 in turn, determines a location for that primitive, compares the primitive’s location with the locations of the sub-regions S1 and the locations of the sets of sub-regions S2, S3 and S4, and allocates the primitive to respective primitive lists for the sub-regions and sets of sub-regions accordingly.
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FIG. 3
METHOD OF AND APPARATUS FOR PROCESSING GRAPHICS

[0001] The present invention relates to a method of and apparatus for processing graphics, and in particular to such a method and apparatus for use in a tile-based graphics processing system.

[0002] The present invention will be described with particular reference to the processing of three-dimensional graphics, although as will be appreciated by those skilled in the art, it is equally applicable to the processing of two-dimensional graphics as well.

[0003] As is known in the art, graphics processing is normally carried out by first splitting the scene to be displayed into a number of similar basic components or "primitives", which primitives are then subjected to the desired graphics processing operations. The graphics "primitives" are usually in the form of simple polygons, such as triangles, and are usually described by defining their vertices.

[0004] For the graphics processing operations, each graphics primitive is usually further divided, as is known in the art, into discrete graphic entities or elements, usually referred to as "fragments", on which the actual graphics processing operations (such as rendering operations) are carried out. Each such graphic fragment will represent and correspond to a given position in the primitive and comprise, in effect, a set of data (such as colour and depth values) for the position in question.

[0005] Each graphics fragment (data element) usually corresponds to a single pixel (picture element) in the final display (since as the pixels are the singularities in the final picture to be displayed, there will usually be a one-to-one mapping between the "fragments" the graphics processor operates on and the pixels in the display). However, it can be the case that there is not a direct correspondence between "fragments" and "pixels", for example where particular forms of post-processing such as down-scaling are carried out on the rendered image prior to displaying the final image.

[0006] Thus, two aspects of graphics processing that are typically carried out are the "rasterising" of graphics "primitive" (polygon) position data to graphics fragment position data (i.e. determining the (x, y) positions of the graphics fragments to be used to represent each primitive in the scene to be displayed), and then "rendering" the "rasterised" fragments (i.e. colouring, shading, etc. the fragments) for displaying on a display screen.

[0007] (In graphics literature, the term "rasterisation" is sometimes used to mean both primitive conversion to fragments and rendering. However, herein "rasterisation" will be used to refer to converting primitive data to fragment addresses only.)

[0008] Many graphics processing systems use so-called "tile-based" rendering. In tile-based rendering, the two-dimensional scene to be displayed is sub-divided or partitioned into a plurality of smaller sub-regions, usually referred to as "tiles". The tiles (sub-regions) are each rendered separately (typically one-after-another). The rendered sub-regions (tiles) are then recombined to provide the complete frame for display. In such arrangements, the scene is typically divided into regularly-sized and shaped sub-regions (tiles) (they are usually e.g., squares or rectangles) but this is not essential.

[0009] Other terms that are commonly used for "tiling" and "tile-based" rendering include "chunking" (the sub-regions are referred to as "chunks") and "bucket" rendering. The terms "tile" and "tiling" will be used hereinafter for convenience, but it should be understood that these terms are intended to encompass all alternative and equivalent terms and techniques.

[0010] The advantage of such tile-based rendering is that primitives that do not appear in a given tile do not have to be processed for that tile, and therefore can be ignored when the tile is processed. This allows the overall amount of graphics processing necessary for a given scene to be reduced.

[0011] In a tile-based rendering system, it is accordingly usually desirable to be able to identify and know those primitives that are actually present in a given sub-region (tile), so as to, e.g., avoid unnecessarily rendering primitives that are not actually present in a tile. In order to facilitate this, it is known to prepare for each sub-region (tile) a list of the primitives to be rendered for that sub-region (e.g. that will appear in the sub-region). Such a "tile-list" (which can also be referred to as a "primitive list") identifies (e.g. by reference to a primitive indicator) the primitives to be rendered for the tile (sub-region) in question.

[0012] The process of preparing tile lists for each sub-region (tile) to be rendered basically therefore involves determining the primitives that should be rendered for a given sub-region (tile). This process is usually carried out by determining (at a desired level of accuracy) the primitives that intersect (i.e. that will appear (at least in part) within) the tile in question, and then preparing a list of those primitives for future use by the graphics processing system. (It should be noted here that where a primitive falls into more than one tile (as will frequently be the case), it is included in the tile list for each tile that it falls within.) In effect, each sub-region (tile) can be considered to have a bin (the tile-list) into which any primitive that is found to fall within (i.e. intersect) the sub-region is placed (and, indeed, the process of sorting the primitives on a tile-by-tile basis in this manner is commonly referred to as "binning").

[0013] As known in the art, the process of determining the primitives that should be listed (rendered) for any given tile can be carried out at varying levels of precision, for example depending on efficiency optimizations for different parts of the tiling and rendering processes. For example, at the most precise level, it could be determined exactly which tiles a given primitive will appear at least in part in, and the primitive then included in the tile lists for those tiles only. This is commonly referred to as "exact" binning.

[0014] FIG. 1 illustrates the exact binning process. As shown in FIG. 1, the scene 1 to be displayed is divided into sixteen regularly sized sub-regions or tiles 2. It is then determined for each primitive in the scene, which tile or tiles the primitive actually appears (falls) within. The primitive is added to the tile-list for each tile that it is found to fall within. Thus, taking the example shown in FIG. 1, the primitive 3 is added to the tile-list for tile 4, the primitive 5 is included in the tile-list for tiles 6 and 7, the primitive 8 is
included in the tile lists for tiles 9, 10, 11 and 12, and the primitive 13 is included in the tile-list for tile 12. (It should be noted here that FIG. 1 shows only a few tiles and primitives for clarity purposes. As will be appreciated by those skilled in the art, in an actual graphics processing operation, there will typically be many more primitives and tiles.)

[0015] It is also known to prepare tile-lists with a lower precision than is achieved with exact binning. This can be useful, e.g., simplify the preparation of the tile-lists. One common “less precise” binning technique is “bounding box” binning. In this case, a so-called “bounding box” is drawn around a primitive or a set of primitives, and then the tiles covered by the bounding box are determined. The primitive or primitives that the bounding box represents (i.e. that are encompassed by the bounding box) are then listed (binned) for each tile that the bounding box has been found to cover (at least in part).

[0016] This arrangement thus uses a bounding box to determine the tiles for which a given primitive should be listed to be rendered, rather than the primitive itself. This can mean, e.g., that a primitive may be listed for rendering for a tile that it does not actually fall within (e.g. if the bounding box does not sufficiently tightly or precisely surround the primitive), but on the other hand, the use of bounding boxes in this manner can simplify the preparation of the tile-lists.

[0017] Once lists of primitives to be rendered (tile-lists) have been prepared for each sub-region (tile) in this way, the tile-lists are stored for use, e.g., to allow the system to identify which primitives need to be considered (and rendered) when the tile in question is rendered.

[0018] Such tile-based rendering arrangements have been found to work well, as they can, for example, help to avoid primitives still being processed for regions of the scene where they are not present.

[0019] However, one drawback with the need to prepare and store tile-lists identifying the primitives to be rendered for each tile is that depending on the distribution of the primitives in a scene, the tile-lists for different tiles in a scene can be very different sizes, as can the tile lists for tiles in different scenes. This means that, e.g., a given scene or tile may have significantly different memory requirements for storing its tile list(s) as compared to other tiles or scenes. This means that, e.g., the memory requirements for the tile lists cannot be reliably predicted and will vary, e.g., depending on the distribution of primitives in a given scene. However, it is generally beneficial in graphics systems, particularly where they are to be implemented on more restricted devices, such as portable devices (e.g. mobile phones, PDAs, handheld devices, etc.), to have known or at least generally predictable memory usage requirements.

[0020] The Applicants believe therefore that there remains scope for improvement to existing tile-based rendering systems.

[0021] According to a first aspect of the present invention, there is provided an apparatus for sorting graphics primitives for rendering in a graphics processing system in which a scene to be rendered is divided into a plurality of sub-regions for rendering, the apparatus comprising:

[0022] means for preparing, for a single sub-region of the scene, a list of primitives for rendering; and

[0023] means for preparing, for a set of sub-regions comprising more than one sub-region of the scene, a list of primitives for rendering.

[0024] According to a second aspect of the present invention, there is provided a method of sorting graphics primitives for rendering in a graphics processing system in which a scene to be rendered is divided into a plurality of sub-regions for rendering, the method comprising

[0025] preparing, for a single sub-region of the scene, a list of primitives for rendering; and

[0026] preparing, for a set of sub-regions comprising more than one sub-region of the scene, a list of primitives for rendering.

[0027] The present invention is directed to a tile-based rendering system (i.e. one in which the scene to be rendered is divided into plural sub-regions) in which, as in prior art tile-based rendering systems, a list of primitives for rendering can be (and is) prepared for a given sub-region (tile) of the scene. However, unlike in prior art systems, it is also possible in the system of the present invention to prepare a list of primitives for rendering for a set of plural sub-regions (tiles) of the scene (i.e. a tile list that encompasses a plurality of the sub-regions (tiles) (and thereby, in effect, a larger sub-region) of the scene).

[0028] In other words, in the present invention, separate (different) tile lists can be (and preferably are) prepared for single sub-regions (tiles) of the scene and for sets of sub-regions comprising more than one sub-region (tile) of the scene. Thus, for example, and preferably, a list of primitives for rendering (a tile list) will be prepared for a single sub-region of the scene, and a separate (different) list of primitives for rendering (tile list) will be prepared for a set of sub-regions comprising more than one sub-region of the scene, and so on.

[0029] The possibility of preparing different scene “area” tile lists as in the present invention has a number of advantages. For example, as will be discussed further below, by selectively storing primitives in single sub-region and/or plural sub-region tile lists, the amount of memory that is used for the tile lists can be varied. The present invention accordingly facilitates better control over and knowledge of the memory usage requirements for the tile listing process. Sorting the primitives into different area tile lists can also be used to provide, e.g., information about the distribution of primitives within the scene. This may be useful, e.g., when considering operations such as, e.g., vertex data caching (since it could assist, e.g., in determining whether or not to cache given vertex data).

[0030] The arrangement of the present invention means that, as well as preparing tile-lists of primitives that are exclusive to a single tile only, tile-lists that can and will be used for plural tiles (sub-regions) in common can be and are prepared.

[0031] In other words, the present invention facilitates the (selective) storing or inclusion of primitives for rendering in tile lists having different resolutions (i.e. for different sized areas), namely, e.g., in a tile list that is exclusive to a single sub-region (tile) only and/or in a tile list that is to be used for more than one sub-region (tile) in common. This facilitates varying and controlling the scene “resolution” at which the
tile-lists are prepared and stored, and accordingly the memory requirements, etc., for the tile-lists.

[0032] Thus, according to a third aspect of the present invention, there is provided an apparatus for sorting primitives for rendering in a graphics processing system in which a scene to be rendered is divided into plural sub-regions for rendering, the apparatus comprising:

[0033] means for including a primitive to be rendered at least in a list of primitives for rendering for a single sub-region of the scene or in a list of primitives to be rendered to be used for more than one sub-region of the scene in common.

[0034] According to a fourth aspect of the present invention, there is provided a method of sorting primitives for rendering in a graphics processing system in which a scene to be rendered is divided into plural sub-regions for rendering, the method comprising:

[0035] selectively including a primitive to be rendered at least in a list of primitives for rendering for a single sub-region of the scene or in a list of primitives to be rendered to be used for more than one sub-region of the scene in common.

[0036] According to a fifth aspect of the present invention, there is provided an apparatus for sorting graphics primitives for rendering in a graphics processing system in which a scene to be rendered is divided into sub-regions for rendering, the apparatus comprising:

[0037] means for including a primitive to be rendered in one or more lists of primitives to be rendered, wherein the lists of primitives to be rendered can be exclusive to a single sub-region only or can be used for more than one sub-region of the scene.

[0038] According to a sixth aspect of the present invention, there is provided a method of sorting graphics primitives for rendering in a graphics processing system in which a scene to be rendered is divided into sub-regions for rendering, the method comprising:

[0039] including a primitive to be rendered in one or more lists of primitives to be rendered, wherein the lists of primitives to be rendered can be exclusive to a single sub-region only or can be used for more than one sub-region of the scene.

[0040] As will be appreciated by those skilled in the art, these aspects of the present invention can include any one or more or all of the preferred and optional features of the invention disclosed herein, as appropriate.

[0041] The sub-regions (tiles) that the scene to be rendered is divided into can be any suitable and desired such sub-regions. They are preferably all the same size and shape (i.e., regularly-sized and shaped tiles are preferably used), as is known in the art, although this is not essential. The sub-regions are preferably square or rectangular. The size and number of sub-regions can be selected as desired. In a preferred arrangement, each sub-region (tile) is 16x16 or 32x32 fragments in size (with the scene then being divided into however many such sub-regions as are required for the display (frame) size that is being used).

[0042] The set or sets of sub-regions comprising more than one sub-region for which a primitive list is prepared can be any desired and suitable group or groups of the scene sub-regions. Each set of more than one sub-region preferably comprises an integer number of sub-regions. However, this is not essential, and it would, e.g., be possible to prepare primitive lists for a set comprising portions of sub-regions, such as, for example, comprising one and a half sub-regions, or three and three-quarter sub-regions, etc. . . . Such sets of sub-regions comprising fractions of sub-regions may be desirable for particular, e.g., unusual or irregular, primitive shapes, and/or sizes, as they may allow such primitives to be more efficiently listed in the tile-lists.

[0043] In a preferred embodiment, the set of plural sub-regions, and preferably each set of plural sub-regions, comprises a group of contiguous sub-regions. Most preferably the or each set of sub-regions forms a regularly shaped area of the screen, such as a square or rectangle. Most preferably the or each set of plural sub-regions forms a square. However, again this is not essential, and more irregular groupings (shapes) of plural sub-regions, such as, e.g., an “I”-shaped grouping or a triangular shaped grouping could be used, if desired. Again such irregular shapes may be useful for listing more unusual or irregularly, shaped and/or sized primitives.

[0044] In a preferred embodiment, the sub-regions included in a or more than one set of plural sub-regions can be selected and varied in use. This allows the system to, e.g., tailor the listing of primitives for plural sub-regions based on, e.g., the size and/or shape of the primitives to be rendered.

[0045] In a particularly preferred embodiment, primitive lists can be prepared for plural sets of plural sub-regions (i.e. such that there will be plural such primitive lists, each corresponding to a set of more than one sub-region of the scene). Each set of plural sub-regions could be different (e.g. in terms of their size and/or shape), but in a preferred such arrangement, each set of plural sub-regions has a corresponding and/or similar size and/or shape, and/or has a similar and/or corresponding number of sub-regions (and preferably arrangement of sub-regions) as the other sets of plural sub-regions. For example, some or all of the sets of plural sub-regions could be, and, indeed, preferably are, square in shape.

[0046] In these arrangements, each set of plural sub-regions preferably comprises a different set of scene sub-regions to the other sets of plural sub-regions. Each and every set of plural sub-regions could contain different sub-regions, or different sets of plural sub-regions could, e.g., have some, but not all, of their sub-regions in common.

[0047] In these arrangements, the sets of plural sub-regions preferably together cover the entire scene, i.e. encompass all the individual sub-regions that the scene is divided into. This arrangement effectively provides another layer or layers of regions that the scene is divided into (the sets of plural sub-regions), with each such region encompassing a plurality of the “base” sub-regions (tiles) that the scene is divided into. In this type of arrangement, primitive lists can accordingly be prepared at two (or more) different resolutions, either at a single sub-region level, or at a level of the sets of plural sub-regions.

[0048] In a particularly preferred arrangement, the entire scene area is divided into a group of plural sets of plural
sub-regions such that the sets of plural sub-regions in the group together encompass all the individual sub-regions that the scene is divided into, with each set of plural sub-regions in the group preferably including the same number of sub-regions and, preferably, having the same shape. Such a group of sets of plural sub-regions effectively provides a layer of sets of sub-regions for which primitives can be listed overlaying the base, single sub-regions “layer”. Most preferably more than one such group of sets of plural sub-regions is provided, i.e. such that primitives can be listed in different layers (levels) if desired.

[0049] In a particularly preferred embodiment, primitive lists can be prepared for sets of plural sub-regions that contain different numbers of sub-regions. Thus, for example, a list could be prepared for a set of 4 sub-regions, or for a set of 16 sub-regions, and so on. This allows the resolution at which the primitive lists are prepared to be further varied and controlled. In a preferred embodiment, there are two or more, preferably three or more, different sized sets of plural sub-regions for which a primitive list can be prepared, most preferably having progressively decreasing levels of resolution (i.e. encompassing increasing numbers of sub-regions).

[0050] In a particularly preferred embodiment, the sets of plural sub-regions for which primitive lists can be prepared are arranged such that the scene is effectively overlaid by one or more layers (groups) of sets of sub-regions and most preferably by plural layers of sets of sub-regions. Thus, for example, there could be a layer of sets of sub-regions which sets each encompass four sub-regions laid over the base “layer” of the single sub-regions. There could then, e.g., preferably also be a layer of sets of sub-regions each encompassing 16 sub-regions laid over the base single sub-region layer and the “four sub-regions” layer and so on.

[0051] In such an arrangement, the sets of sub-regions for a given layer preferably all encompass the same number of individual sub-regions, but the sets of sub-regions in each different layer (where provided) preferably comprise a different number of sub-regions to the sets in the other layers.

[0052] Thus, in a preferred embodiment, there are preferably one or more and preferably plural groups of sets of plural sub-regions (with each such group, e.g., and preferably, together forming a layer that covers the entire scene to be rendered (i.e. encompassing all the sub-regions that the scene is or can be divided into), with the sets of sub-regions in each group preferably all comprising the same number of sub-regions, and the sets of sub-regions in different groups comprising different numbers of sub-regions.

[0053] These arrangements can allow, for example, the scene to be rendered to be effectively covered by plural different resolution layers of sets of plural sub-regions, with each such “layer” being made up of a group (an arrangement) of sets of plural sub-regions each containing the same number of sub-regions, and the sets of plural sub-regions in different “layers” containing different numbers of sub-regions.

[0054] In a particularly preferred such arrangement, the groups (layers) of sets of sub-regions are arranged in a hierarchical fashion, i.e. such that the number of sub-regions in each set in each group progressively changes as one moves through the groups (layers). They are most preferably arranged such that they effectively form a square-based pyramid structure as one progresses up the layers. The number of sub-regions included in the sets of sub-regions for any given layer (group) preferably progressively increases as one moves up the layers from the base, single sub-region layer. Preferably, the sets of sub-regions are arranged such that the sets of sub-regions in each successive layer have 4 times as many sub-regions in them as the immediately preceding layer, i.e. such that the base layer is of single sub-regions, there is then a layer of sets containing four sub-regions, then a layer of sets of 16 sub-regions, and so on, preferably up to a single set of sub-regions that encompasses the entire scene to be rendered. Most preferably there are, in effect, three or more such layers (groups) (including the “base”, single sub-region layer).

[0055] Such arrangements effectively allow primitive lists to be prepared for progressively decreasing levels of resolution (i.e. division into sub-areas) of the scene to be rendered.

[0056] In a particularly preferred such arrangement, a primitive list can be prepared for each sub-region (tile), for each 2x2 grouping of sub-regions, for each 4x4 grouping of sub-regions, for each 8x8 grouping of sub-regions, and so on, up to a primitive list for the entire scene to be rendered (i.e. a list for the entire frame buffer).

[0057] As will be appreciated by those skilled in the art, where the overall display area (scene) is, as will typically be the case, not square, then it can be the case that for the larger groupings of sub-regions in this manner, some of the sets of sub-regions will, in effect, extend beyond the edges of the scene (display). This does not matter, because the system will in any event not attempt to prepare or render primitive lists for sub-regions that are not within the scene to be rendered (i.e. that lie outside the scene or display), and so the fact that a given set of sub-regions may include sub-regions that lie outside the scene boundary does not and will not affect the primitive listing process.

[0058] In a preferred embodiment, the sets of sub-regions hierarchy is preferably arranged such that primitive lists can, in effect, be prepared for the entire scene, for the scene divided into four regions, for the scene divided into 16 regions, for the scene divided into 64 regions, and so on, down to its division into single sub-regions.

[0059] With the above arrangements, it can, for example, be ensured (by storing a given primitive at the appropriate level of resolution, i.e. for the appropriate sub-region grouping) that any given primitive will never need to be included in more than four primitive lists. This would allow, e.g., the memory requirement for the primitive (tile) list to more reliably be capped (and the maximum possible memory requirement to be known (from knowing, e.g., the number of primitives that are to be rendered)).

[0060] While it is not essential that a primitive list is prepared for each and every sub-region or set of plural sub-regions that a given scene is or can be divided into, in a particularly preferred embodiment, a primitive list is prepared for each sub-region (tile) that the scene is divided into, and for each set of more than one sub-region that primitive lists can be prepared for. (However, it should be noted that in some cases in this arrangement the primitive lists may be and can be empty (i.e. contain no primitives),
depending, e.g., on how the primitives are distributed in the scene, and in which (tile) lists it is decided to store the primitives in.)

[0061] Thus, according to a seventh aspect of the present invention, there is provided an apparatus for sorting graphics primitives for rendering in a graphics processing system, in which a scene to be rendered is divided into plural sub-regions for rendering, and one or more sets of sub-regions each comprising more than one sub-region of the scene are defined, the apparatus comprising:

[0062] means for preparing a list of primitives for rendering for each sub-region of the scene; and

[0063] means for preparing a list of primitives for rendering for each set of more than one sub-region of the scene.

[0064] According to an eighth aspect of the present invention, there is provided a method of sorting graphics primitives for rendering in a graphics processing system, comprising:

[0065] dividing a scene to be rendered into a plurality of sub-regions for rendering;

[0066] defining one or more sets of sub-regions of the scene, each set comprising more than one sub-region of the scene; and

[0067] preparing a list of primitives for rendering for each sub-region and for each set of more than one sub-region of the scene.

[0068] As will be appreciated by those skilled in the art, these aspects of the invention can include any one or more or all of the preferred and optional features of the invention disclosed herein. Thus, for example, preferably sets of plural sub-regions containing different numbers of sub-regions of the scene are prepared (and have primitive lists prepared for them).

[0069] The listing of a primitive and the primitives in the primitive lists for each sub-region and set of sub-regions, and the preparation of a primitive list for each sub-region or set of plural sub-regions, can be carried out in any appropriate and desired manner. For example, any technique already known and used for sorting and binning primitives into tile-lists, such as exact binning, or bounding box binning, or anything in between, can be used for this process.

[0070] Thus, for example, an initial determination of the sub-regions and sets of sub-regions that a primitive is to be rendered for could be made based on a determined location of the primitive in the scene (which location could, e.g., be the exact location of the primitive or an approximation of the primitive’s location based on, e.g., a bounding box surrounding the primitive, as is known in the art), and the primitive is then listed in some or all of the sub-regions or sets of plural sub-regions that its determined location indicates it should be rendered for. This would then be repeated for each primitive in the scene to allow a complete set of primitive lists for the scene to be prepared.

[0071] Thus, in a preferred embodiment, a location for a given primitive in the scene is determined and compared to the sub-regions and/or sets of plural sub-regions that the scene is divided into to determine which sub-regions and sets of plural sub-regions the primitive could or should be rendered for (e.g. appears (falls) within).

[0072] Such comparison and determination of the sub-regions, etc., that a primitive appears in can be carried out in any suitable manner, for example using existing techniques known in the prior art for such purposes. Thus, for example, “exact” binning techniques as discussed above could be used (in which case the actual sub-regions (tiles), etc., that the primitive appears in will be determined), or a bounding box technique could be used (in which case the sub-regions (tiles) that the bounding box covers will be determined, with the primitive listing accordingly potentially being less exact and including sub-regions that the primitive does not actually appear in, as is known in the art), or any arrangement in between “exact” binning and the most general bounding box techniques could be used, etc., as desired. This is then repeated for each primitive in the scene.

[0073] Where a bounding box technique is being used, then the bounding boxes can be generated where and as desired. For example, the bounding boxes could be generated on a per primitive basis, or for a set or sets of plural primitives, as is known in the art. The bounding boxes could, e.g., be generated by the graphics processor API or driver on the host system.

[0074] In a preferred embodiment, where bounding boxes are used, the bounding boxes are generated at the primitive listing stage, by the graphics processor or processing unit (preferably the processor that prepares the primitive lists), e.g. by means of a suitable software or hardware routine. This allows the bounding boxes to be generated locally on the graphics processor and then discarded once used for the primitive listing process. Such an arrangement could, e.g., take in the vertices for the primitive or primitives in question, and determine therefrom the maximum and minimum x, y positions for the primitive or primitives and then generate a bounding box accordingly, as is known in the art.

[0075] According to a ninth aspect of the present invention, there is provided an apparatus for sorting primitives for rendering in a graphics processing system in which a scene to be rendered is divided into plural sub-regions for rendering, the apparatus comprising:

[0076] means for determining a sub-region or sub-regions that a primitive to be rendered could or should be rendered for;

[0077] means for including the primitive in a list of primitives to be rendered for a sub-region that it is determined that the primitive could or should be rendered for; and

[0078] means for including the primitive in a list of primitives to be rendered for a set of sub-regions comprising more than one sub-region that includes a sub-region that it is determined that the primitive could or should be rendered for.

[0079] According to a tenth aspect of the present invention, there is provided a method of sorting primitives for rendering in a graphics processing system in which a scene to be rendered is divided into plural sub-regions for rendering, the method comprising:

[0080] determining a sub-region or sub-regions that a primitive to be rendered could or should be rendered for; and
including the primitive in a list of primitives to be rendered for a sub-region that it is determined that the primitive could or should be rendered for; or

including the primitive in a list of primitives to be rendered for a set of sub-regions comprising more than one sub-region that includes a sub-region that it is determined that the primitive could or should be rendered for.

These aspects of the invention can again include any one or more or all of the preferred and optional features of the invention described herein, as appropriate. Thus, for example, the sub-regions that a primitive could or should be rendered for could be determined using an exact binning technique (in which case the sub-regions that the primitive could or should be rendered for will comprise exactly those sub-regions that the primitive will appear in (falls within)), or could be determined using a bounding box technique (in which case the sub-regions that it is determined that the primitive could or should be rendered for should comprise the sub-regions that the primitive will appear in (falls within) but may also include other sub-regions where the primitive does not in fact appear (but which are encompassed by the bounding box), as is known in the art), or could be determined using any other suitable and desired technique.

A given primitive could, e.g., be included in the primitive list for each and every sub-region and set of plural sub-regions that it is determined it should be rendered for (e.g., in the case of exact binning, it is found to appear in). However, in a particularly preferred embodiment, a given primitive is only included in the primitive lists of selected (a selected number of the) sub-regions and sets of plural sub-regions that it is determined the primitive could or should be rendered for, i.e. the primitive is selectively included in the primitive lists of the sub-regions and sets of plural sub-regions that it is determined that the primitive should be rendered for (e.g. that the primitive has been found to fall within).

Thus, for example, a primitive may be included in the primitive list for a sub-region (or the individual primitive lists for plural individual sub-regions) that the primitive is to be rendered for (e.g. has been found to fall within), and in a primitive list for a set of plural sub-regions that the primitive is to be rendered for (e.g. has been found to fall within).

Such selective inclusion of primitives within the primitive lists facilitates greater flexibility in terms, e.g., of the memory usage and requirements for storing the primitive lists.

Thus, according to an eleventh aspect of the present invention, there is provided an apparatus for sorting primitives for rendering in a graphics processing system in which a scene to be rendered is divided into plural sub-regions for rendering, the apparatus comprising:

means for selectively including primitives for rendering in a list of primitives corresponding to a single sub-region of the scene to be rendered, and/or in a list of primitives corresponding to more than one sub-region of the scene to be rendered.

According to a twelfth aspect of the present invention, there is provided a method of sorting primitives for rendering in a graphics processing system in which a scene to be rendered is divided into plural sub-regions for rendering, the method comprising:

selectively including primitives for rendering in a list of primitives corresponding to a single sub-region of the scene to be rendered, and/or in a list of primitives corresponding to more than one sub-region of the scene to be rendered.

Again, these aspects of the present invention can include any one or more or all of the preferred and optional features of the invention disclosed herein, as appropriate. Thus, for example, there are preferably plural lists of primitives each corresponding to different sub-regions or sets of sub-regions of the scene in which a primitive can selectively be listed.

In these aspects and embodiments of the invention, the arrangement is preferably such that a primitive is not included in the primitive lists for all the sub-regions and sets of plural sub-regions that it is initially determined that the primitive could or should be rendered for (e.g. that the primitive or its bounding box is found to fall within or intersect or touch), but is included in the primitive lists of less than all the sub-regions and sets of sub-regions that it is initially determined that the primitive could or should be rendered for.

In other words, the arrangement is preferably such that a primitive can be and preferably is only listed in some but not all of the separate primitive lists in which it could or should be listed (i.e. the primitive lists for all the sub-regions and sets of plural sub-regions that it is initially determined that the primitive could or should be rendered for (e.g. that the primitive or its bounding box is found to fall within or intersect or touch)). Thus, a primitive is preferably listed in at least one, but not all, of the separate primitive lists for all the sub-regions and sets of sub-regions that it is determined that the primitive could or should be rendered for.

The primitives can be selectively stored in the primitive lists of the sub-regions and sets of sub-regions that it is determined that they could or should be rendered for (e.g. that they or their bounding box are found fall within) in any suitable and desired manner. For example, preferentially listing the primitives for sets of plural sub-regions, rather than on a sub-region by sub-region basis, will reduce the memory requirements for storing the primitive (tile) lists (since fewer primitive lists will be needed for the scene), and vice-versa. Thus, for example, selectively listing primitives at the sub-region or at the sets of sub-regions level (or levels) can be used to vary and control the memory usage requirements for the tile listing process. The present invention accordingly facilitates a more flexible and controllable (at least as regards memory usage requirements) tile listing process.

It is preferred for a given primitive only to be included in sufficient primitive lists such that it can be rendered for all the scene areas where it is determined that it should be rendered for (e.g. where the primitive or its bounding box is present). This helps to avoid unnecessary duplicated listing of primitives for the same scene area. Thus, in a particularly preferred embodiment, a primitive is listed in one primitive list only, in respect of each sub-region for which it is to be rendered. This list could be the primitive
list for the individual sub-region or a primitive list for a set of plural sub-regions that includes the sub-region in question.

[0096] Thus, when a primitive is included in a primitive list for a set of plural sub-regions, it is preferred that the primitive is not also included in the individual primitive lists of any of the sub-regions that are in the set of plural sub-regions.

[0097] Similarly, where there are plural sets of plural sub-regions all covering the same scene area, it is, again preferred that a primitive is not included in the primitive lists for any sets of plural sub-regions that are entirely encompassed by a set of plural sub-regions in whose primitive list the primitive is included.

[0098] Thus, most preferably, a primitive is not included in the primitive lists of any sub-regions or sets of plural sub-regions that are entirely encompassed (covered) by a larger set of plural sub-regions in whose primitive list the primitive is included.

[0099] It should be noted here that a given primitive may be listable in, and, indeed, may be included in, primitive lists at different levels of resolution (i.e., scene area (different sized sets of sub-regions)) for different regions of the scene. For example, a primitive may be included in a primitive list for a single scene sub-region (tile) in part of the scene where it lies, but included in a primitive list for a set of plural sub-regions (i.e., at a higher level) for another part of the scene where it appears. However, in a preferred embodiment, a given primitive is listed at one level of resolution only, i.e., the primitive is listed for the same level (size) sets of sub-regions (or for single sub-regions only) for all the scene regions where it is to be listed (rendered).

[0100] Where sets of plural sub-regions are arranged such that the scene is effectively overlaid by plural layers of different resolution (size) scene areas, as discussed above, then in a particularly preferred embodiment, the primitives are allocated to primitive lists for the sub-regions or sets of sub-regions by testing a primitive, and preferably each primitive, at each successive level (layer) of sets of sub-regions, starting with the highest level (i.e., the level where the set or sets of sub-regions include the most sub-regions), to determine how many different primitive lists the primitive would need to be included in at the level in question. This process is preferably continued iteratively down through the layers until it is determined that the number of primitive lists the primitive should be listed in at a given level (layer) exceeds a, preferably predetermined, threshold number of lists, or the bottom, single sub-region level layer is reached.

[0101] Most preferably, once a layer is reached where the primitive would need to be included in more primitive lists than the threshold number if it were to be listed at that level, then the primitive is in fact “listed”, i.e., placed in primitive lists for sets of sub-regions, at the preceding level (layer) (i.e., the final layer where the number of primitive lists it would need to be included in does not exceed the threshold number). This ensures that a primitive or each primitive should never be included in more primitive lists than the threshold number of primitive lists, thereby facilitating, e.g., more precise control and knowledge of the memory usage requirement for the primitive (tile) lists.

[0102] Thus, in a particularly preferred embodiment, a primitive, and preferably each primitive, is not listed in more than a selected, preferably predetermined, (threshold) number of primitive lists.

[0103] The threshold number of primitive lists to be used in these arrangements can be selected as desired. Since, as discussed above, the threshold number will, in effect, act as the maximum number of primitive lists that a primitive will be listed in, it can be used to, in effect, set the desired optimisation or compromise (trade-off) in the system between having to store more and longer primitive lists but with a consequent reduction in the amount of unnecessary processing of primitives at the rendering stage (by setting a higher threshold number) and vice-versa.

[0104] The threshold number is preferably an integer greater than one, preferably greater than two and most preferably greater than three. In a particularly preferred embodiment, the threshold number of primitive lists is four. The threshold number can preferably be varied and set in use.

[0105] In a particularly preferred embodiment, the threshold number corresponds to the ratio of the numbers of sub-regions in the sets of sub-regions in immediately successive layers in the sets of sub-regions hierarchy (i.e. the multiplying factor for the numbers of sets of sub-regions in each successive layer). Thus, for example, where the sets of sub-regions are arranged such that they are in successive layers of 1x1, 2x2, 4x4, 8x8, etc., sub-regions laid over the scene, i.e., such that the number of sub-regions in each layer increases fourfold each time, the threshold number is preferably four.

[0106] In a particularly preferred arrangement, where it is found that at the level (layer) one step up from the level (layer) where the primitive would need to be listed in more than the threshold number of primitive lists, the number of primitive lists that a primitive will be listed in is equal to the threshold number (e.g., 4), it is then tested whether at the next immediately preceding level, the primitive would need to be included in only a single primitive list, and if it would, the primitive is listed in the single list at the higher level, rather than at the level where it needs to be listed in the threshold number of primitive lists.

[0107] In other words, where a primitive could be listed at one level in a single primitive list (i.e., for a single set of sub-regions only), but at the next level down would have to be listed in the threshold number of primitive lists (i.e., for the threshold number of sets of sub-regions or sub-regions (at the lowest, single sub-region level), (and, the next level down is more than the threshold number of primitive lists), then it is preferred to list the primitive at the single list level, i.e., to include it in a single list only. In other words, if the number of primitive lists that a primitive would have to be listed in changes from one to the threshold number of primitive lists (e.g., 4) on stepping down successive levels, the primitive is preferably listed at the single list level. This is advantageous, because it allows the primitive to only be included in one list whilst still ensuring that the primitive is processed for all the sub-regions that it needs to be rendered for.

[0108] Thus, as can be seen from the above, in a particularly preferred embodiment, a given primitive is tested at
each level in the sets of sub-regions hierarchy, starting with
the second from top level (since the top level will be a single
list covering the entire scene), and then the third from top
level, and so on, until it is found that the primitive needs to
be included more than the threshold number of primitive
lists at a given level. The primitive will then be listed at
the immediately preceding level, i.e. at the list level where it
requires the threshold number or less of primitive lists to list
the primitive, except in the special case where at the next
level up (i.e. the level two levels above the level where the
threshold number of primitive lists is exceeded), it can be
listed in a single primitive list, in which case the primitive
will be listed in that single list.

[0109] This will then be repeated for each primitive in the
scene, until all the primitives for the scene have been listed
and primitive lists for all the sub-regions and sets of sub-
regions that the scene is or can be divided into have been
prepared.

[0110] It would, of course, be possible to use other
arrangements for deciding where (at what level in the sets of
sub-regions’ hierarchy) to list a given primitive or primi-
tives. For example, rather than, or as well as, considering
the absolute number of primitive lists that will be needed to list
a primitive at a given level, the difference in the number of
primitive lists that a primitive would need to be included in
at, e.g., two, successive layers (levels) could be considered
and used to determine where to (at what level to) list a given
primitive. For example, the difference could be compared to
a threshold value and the primitive listed on the basis of the
result of that comparison. Other arrangements would, of
course, be possible.

[0111] The individual primitive lists and the primitives in
them can be arranged in any desired and suitable fashion and
include any desired and suitable data. The lists are prefer-
ablely arranged and contain data in the manner that is already
used for such lists in the art. Thus they preferably include,
for example, an identifier for, and indices or pointers to the
vertices for, each primitive in the list. The primitives are
preferably listed (ordered) in each list in the desired render-
ning order (first to last), as this allows the primitives to be
read from the lists on a first-in, first-out basis. As is known
in the art, the primitives will usually be generated in the
order in which they are to be rendered. In such a case the
primitives can simply be, and preferably are, listed in each
list in the order that they are generated.

[0112] Once all the primitives have been sorted and primi-
tive lists have been prepared for the sub-regions and sets of
sub-regions as discussed above, the sub-regions (tiles) can
then be processed and rendered, using the primitive lists to
determine which primitives need to be processed for each
sub-region.

[0113] This rendering process may be and preferably is
carried out in a similar manner to known tile-based render-
ings systems. Thus, preferably, each sub-region (tile) is
processed and rendered separately, i.e. the separate, indi-
vidual sub-regions are rendered one-by-one. This rendering
can be carried out in any desired manner, for example, by
rendering the individual sub-regions in succession or in a
parallel fashion. Once all the sub-regions (tiles) have been
rendered, they can then be recombined, e.g., in a frame
buffer, for display, as is known in the art.

[0114] As will be appreciated by those skilled in the art, as
each sub-region is processed and rendered, in order to
determine the primitives that must be processed and ren-
dered for the sub-region it will be necessary to check both
the primitive list that is exclusive to that sub-region, and the
primitive lists of all the sets of plural sub-regions that
include the sub-region.

[0115] The Applicants have recognised that this may mean
that a primitive listed in a primitive list for a set of plural
sub-regions will be processed for each sub-region of the set
of plural sub-regions, irrespective of whether or not it
actually appears within a given individual sub-region of the
set, and that a consequence of this is that primitives may be
processed for sub-regions that they do not actually appear in.
However, notwithstanding this, the Applicants believe that
the present invention is still advantageous, as it allows, e.g.,
system designers and application programmers to better and
more readily control any desired optimisation and trade-offs
between, e.g., memory usage requirements and graphics
processing requirements than, e.g., prior art systems.

[0116] This primitive list checking and the identifying of
primitives to be rendered for a given sub-region carried out
as desired. However, in a preferred embodiment, the primi-
tive lists are provided to a primitive selection unit that
selects the next primitive to be rendered from the primitive
lists and then provides that primitive to a rendering unit (e.g.
pipeline) for rendering.

[0117] The primitive selection unit can take any appro-
ropriate form. In a preferred embodiment it comprises a tile read
unit.

[0118] Most preferably, the different primitive lists, e.g.
different level (resolution) lists that cover a given sub-region
(tile) are provided to the primitive selection unit in parallel
(i.e. simultaneously), with the primitive selection unit then
selecting the next primitive to process from one of the lists.
In other words, the primitive selection unit will receive and
support multiple primitive (tile) lists, and select primitives
for rendering from those multiple lists.

[0119] It is believed that such arrangements may be new
and advantageous in their own right. Thus, according to a
thirteenth aspect of the present invention, there is provided
an apparatus for selecting a primitive for rendering in a
graphics processing system, the apparatus comprising:

[0120] a primitive selection unit for selecting primitives
for rendering; and

[0121] means for providing to the primitive selection unit
plural lists of primitives in parallel; wherein

[0122] the primitive selection unit comprises means for
selecting a primitive to be rendered from one of lists of
primitives provided to it.

[0123] According to a fourteenth aspect of the present
invention, there is provided a method of selecting a primitive
for rendering in a graphics processing system, the method
comprising:

[0124] providing to a primitive selection unit plural lists of
primitives in parallel; and

[0125] the primitive selection unit selecting a primitive to
be rendered from one of lists of primitives provided to it.

[0126] These aspects and embodiments of the invention
can, and preferably do, as will be appreciated by those
skilled in the art, include any one or more or all of the preferred and optional features of the invention described herein. Thus, for example, the graphics processing system is preferably a tile-based rendering system (in which case, the primitive selection unit will, e.g., and preferably does) comprise a tile read unit.

0127 The next primitive for rendering could be selected from all the primitive lists in parallel (e.g. the primitive selection unit could simply be provided with all the primitive lists in parallel for it to choose the next primitive for rendering from). However, in a preferred embodiment, the next primitive for rendering is selected from (i.e. the primitive list selection unit, where used, is provided with) only a selected set of (typically and preferably less than all of) the primitive lists. Most preferably, the primitive is chosen from (the primitive list selection unit is provided with) all the primitive lists that are known to include or cover the sub-region in question (i.e. the sub-region that is currently being rendered), and most preferably it is chosen from (the primitive list selection unit is provided with) only those primitive lists. In a particularly preferred embodiment, the primitive is chosen from (the primitive list selection unit is simultaneously provided with) a single primitive list for each level of resolution, i.e. where appropriate, a list for the single sub-region in question, a list for the 2x2 set of sub-regions that includes the sub-region in question, a list for the 4x4 set of sub-regions that includes the sub-region in question, a list for the 8x8 set of sub-regions that includes the sub-region in question, and so on.

0128 The set of primitive lists that primitives are to be selected from for a given tile (i.e. the set of primitive lists that the primitive selection unit should read to identify primitives for rendering for a given tile) can be indicated (e.g. to the primitive selection unit) in any desired fashion, for example by sending this data as appropriate to the graphics processor (e.g. primitive selection unit). In a preferred embodiment, this information is sent when a new tile is to be rendered, e.g. as part of or associated with a “new tile” command (the command that tells the rendering unit to start rendering a new tile). Thus, each sub-region (tile) preferably has associated with it in some way, the set of primitive lists to be used for the sub-region (tile). Other arrangements would, of course, be possible.

0129 The information indicating which primitive lists are to be used for a given sub-region (tile) can be provided in any suitable and desired form. In a preferred embodiment, a set of pointers or indices to the relevant primitive lists is provided. In another preferred arrangement, changes to the set of pointers or indices to the primitive lists are provided, to allow the system to identify and change the primitive lists that need to be changed when a new sub-region (tile) is to be rendered. It would also be possible to, e.g., prepare a predetermined set of relationships between the primitive lists to use and the x-y positions of the sub-regions (tiles), which relationships could then be used to determine the primitive lists to use for a sub-region (tile) on the basis of the sub-region’s (tile’s) x-y coordinates. For example, the x-y position of a sub-region could be used to index into a look-up table specifying the primitive lists to be used for each sub-region position. Other arrangements would, of course, be possible.

0130 The next primitive to be rendered can be chosen (e.g. by the primitive selection unit) from the primitive lists that are provided (to be used for a sub-region) in any desired and suitable manner. For example, a primitive from the lowest resolution list (e.g. a single sub-region list) could always preferentially be selected until the list is exhausted and so on, or vice-versa.

0131 However, the Applicants have recognised that it can be important in graphics processing to ensure that primitives are rendered in a desired order (typically the order in which they are first generated). This is not a difficulty where there is only a single primitive list for a given sub-region (tile), since the primitives may be and will be added to and listed in the primitive list in the correct order, i.e. one after another, on a first-in, first-out basis, as they are generated.

0132 Indeed, as discussed above, the primitives are preferably listed in order of their generation in the individual tile lists generated in accordance with the present invention, and so for any given primitive list, the primitives will where this arrangement is followed, be listed in the correct order in the individual primitive lists in any event.

0133 However, it would still be desirable to be able to ensure that where, e.g., the primitive selection unit is provided with plural primitive lists from which to select the next primitive for rendering simultaneously, the selection unit can select the primitives from the different lists in the correct, desired order.

0134 Thus, in a particularly preferred embodiment, the primitive generating and sorting process is able to index or add an index to the primitives, preferably as they are included in the primitive lists, which index can then be used, e.g., by the primitive selection unit, to select the primitive to be processed next. This is preferably done by numbering the primitives consecutively, preferably as they are included in the primitive lists. Most preferably each primitive has associated with it a sorting index which index is preferably allocated as the primitive is included in the primitive lists (i.e. at the primitive listing (binning) stage). The number (sorting index) allocated to a primitive or each primitive is preferably included in the primitive lists with the primitive identifier, etc., preferably as the primitive is added to (listed in) the primitive list or lists that it is determined to the primitive will be listed for.

0135 The indexing can be done in any appropriate and desired manner. For example, a counter could be incremented each time a new primitive is processed for listing in the primitive lists (i.e. each time a new primitive is “binned”) and the current count allocated to the primitive. Other indexing arrangements, such as using segmented indices, indexing the primitives by groups or sets and then within each group or set, etc., would also, of course, be possible.

0136 Such indexing of the primitives as they are listed (binned) assists with the rendering process for a sub-region (tile), as it will, e.g., facilitate rendering the primitives in the correct order. In particular, the (sorting) index given to each primitive can be used to select the next correct (desired) primitive for rendering, thereby allowing, e.g., the desired primitive order to be reconstructed when the primitives are to be rendered and helping to ensure that the primitives can be and are taken from the different primitive lists for rendering in the desired (correct) order.
In this arrangement, the next primitive to process is preferably selected, e.g. by the primitive selection unit, from the multiple primitive lists on the basis of the indexes of the (next) primitives in each of the lists (e.g., and preferably, of the next primitive in, e.g. the primitive effectively at the head of, each list). Where, e.g., the primitives are indexed in ascending order (such that the lowest numbered primitive is to be processed first), the primitive selection unit, for example, preferably determines (reads) the index of the next primitive in each list and selects the lowest indexed primitive for rendering next.

It is believed that such indexing arrangements for primitives may be new and advantageous in their own right. Thus, according to a fifteenth aspect of the present invention, there is provided a graphics processing system, comprising:

- means for listing graphic primitives for rendering;
- means for associating with each listed graphics primitive an index for the primitive; and
- means for using the indices associated with the graphics primitives to sort the primitives.

According to a sixteenth aspect of the present invention, there is provided a method of operating a graphics processing system, comprising:

- listing graphic primitives for rendering;
- associating with each listed graphics primitive an index for the primitive; and
- using the indices associated with the graphics primitives to sort the primitives.

As will be appreciated by those skilled in the art, these aspects and arrangements of the invention can and preferably do include any one or more of the preferred and optional features of the invention described herein, as appropriate.

The Applicants have further recognised that indexing primitives in the manner discussed above such that the correct order of the primitives can be recreated when the primitives are to be rendered can be used to facilitate other advantageous processes and operations for graphics processing.

For example, and in particular, indexing the primitives in this manner can facilitate processing the individual primitives in a distributed fashion, for example by plural different processors or processing units, since the indices can be used to reorder (recombine) the distributed primitives into the correct order when the primitives are to be rendered. This would, for example, different primitives from a stream of primitives to be rendered to be distributed between plural different geometry processors or processing units operating in parallel, with the primitives then being recombined into their original "stream" for rendering.

Thus, a primitive indexing arrangement of the type described above could be used, for example, to support and facilitate multiple geometry and/or binning (primitive listing) engines operating in parallel on a given stream (set) of primitives, with the commensurate increase in processing speed, etc., that that could confer.

It is believed that such arrangements may be new and advantageous in their own right. Thus, according to a seventeenth aspect of the present invention, there is provided a method of processing a group of graphics primitives for rendering, comprising:

- distributing primitives from the group of primitives across multiple processing units; and
- recombining the distributed primitives into a group of primitives.

According to an eighteenth aspect of the present invention, there is provided an apparatus for processing a group of graphics primitives for rendering, the apparatus comprising:

- means for distributing primitives from the group of primitives across multiple processing units; and
- means for recombining the distributed primitives into a group of primitives.

As will be appreciated by those skilled in the art, these aspects and arrangements of the invention can and preferably do include any one or more of the preferred and optional features of the invention described herein, as appropriate.

Thus, for example, the group or set of primitives preferably comprises a stream of primitives, such as a linear series of primitives in a particular order. Similarly the group of primitives is preferably recombined into a single group of primitives (e.g., and preferably, into a single stream of primitives). It would also be possible, e.g., as is known in the art, for the group of primitives to not necessarily be provided as a "stream" at a higher level of input to the system, but, e.g., to be configured as a stream for some or all of the underlying processes of the system (and distributed in the manner of these aspects and embodiments of the invention when not in the form of a stream and/or when in the form of a stream).

Thus, in a particularly preferred embodiment, the group of primitives is a stream of primitives, primitives from the stream are distributed across the multiple processing units, and the distributed primitives are recombined into a single stream of primitives.

Similarly, the primitives preferably each have an index associated with or allocated to them before they are distributed to the processing units, which indices are preferably used when recombining the distributed primitives, e.g. into the single stream. The indices are preferably used to order or sort the primitives (e.g. to place them in the desired order in the recombined stream).

Equally, the processing units that the primitives are distributed to are preferably similar units (e.g. in terms of the functions and/or operations that they can perform), and preferably each carry out the similar operations (functions) on the distributed primitives (although this is, of course, not essential and different processing units and operations could
be used if desired or where appropriate). (It will be appreciated here that by the “same operations” it is intended that the processing units carry out the same form or type of operation or process on the primitives, although, in practice, the actual operations that are performed will vary and depend, e.g., on the nature of and requirements of each individual primitive.) The processing units preferably operate in parallel, e.g. such that they can each be operating on (processing) a (different) primitive simultaneously.

[0161] In a preferred embodiment, the processing units are geometry processors, and/or most preferably carry out one or more geometry processing operations, such as transforming, clipping and/or lighting the primitives, and/or carry out a primitive binning process (i.e. place the primitives in primitive lists to be used to identify which primitives to render for a given sub-region or sub-regions of a scene to be rendered).

[0162] Similarly, the method and apparatus of these aspects and embodiments of the invention preferably includes a step of or means for rendering the primitives. Most preferably in such an arrangement, the recombining of the distributed primitives into a common stream occurs prior to the primitives being sent for rendering or as (at the same time as) the primitives are sent for rendering.

[0163] According to a nineteenth aspect of the present invention, there is provided a method of processing a group of graphics primitives for display, comprising:

[0164] allocating an index to primitives in the group of primitives;
[0165] distributing primitives from the group of primitives across multiple processing units; and
[0166] using the indices allocated to the primitives to sort the primitives after they have been processed by the processing units.

[0167] According to a twentieth aspect of the present invention, there is provided an apparatus for processing a group of graphics primitives for display, the apparatus comprising:

[0168] means for allocating an index to primitives in the group of primitives;
[0169] means for distributing primitives from the group of primitives across multiple processing units; and
[0170] means for using the indices allocated to the primitives to sort the primitives after they have been processed by the processing units.

[0171] As will be appreciated by those skilled in the art, these aspects and arrangements of the invention can and preferably do include any one or more or all of the preferred and optional features of the invention described herein, as appropriate.

[0172] Thus, for example, the group of primitives preferably comprises a set of primitives, and most preferably a stream of primitives.

[0173] Similarly, the primitives preferably each have an index associated with or allocated to them before they are distributed to the processing units, and the indices are preferably used to order the primitives after processing by the multiple processing units for subsequent processing of the primitives, and most preferably to (where appropriate) recombine the distributed primitives into a single stream of primitives (having a desired primitive order).

[0174] Equally, the processing units that the primitives are distributed to preferably each carry out the same (similar) operations (functions), preferably operate in parallel, and most preferably carry out one or more geometry processing operations, and/or carry out a primitive binning process.

[0175] Similarly, the method and apparatus of these aspects and embodiments of the invention preferably include a step of or means for rendering the primitives, and the indices allocated to the primitives are preferably used to order the primitives for rendering.

[0176] Thus, according to a twenty-first aspect of the present invention, there is provided a method of processing a group of graphics primitives for display, comprising:

[0177] allocating an index to primitives in the group of primitives;
[0178] distributing primitives from the group of primitives across multiple processing units;
[0179] rendering primitives from the group of primitives; and
[0180] using the indices allocated to the primitives to control the order in which the primitives are rendered.

[0181] According to a twenty-second aspect of the present invention, there is provided an apparatus for processing a group of graphics primitives for display, the apparatus comprising:

[0182] means for allocating an index to primitives in the group of primitives;
[0183] means for distributing primitives from the group of primitives across multiple processing units;
[0184] means for rendering primitives from the group of primitives; and
[0185] means for using the indices allocated to the primitives to control the order in which the primitives are rendered.

[0186] As will be appreciated by those skilled in the art, these aspects and arrangements of the invention can and preferably do include any one or more or all of the preferred and optional features of the invention described herein, as appropriate. Thus, for example, the primitives are preferably in the form of a stream of primitives for rendering, the primitives preferably each have an index associated with or allocated to them before they are distributed to the processing units, and the processing units that the primitives are distributed to preferably each carry out the same (similar) operations (functions), preferably operate in parallel, and most preferably carry out one or more geometry processing operations, and/or carry out a primitive binning process.

[0187] Where a distributed primitive processing arrangement is used, then the primitives in the primitive group (e.g. stream) can be distributed to the individual processing units in any desired manner. For example, the primitives could simply be distributed one-by-one to the available processing units. In a preferred embodiment, a selected set or batch of primitives from the group (e.g. stream) is sent to one
processing unit, with the next set or batch in the group being sent to the next processing unit, and so on. The arrangement is preferably such that any given primitive in the group of primitives is sent to one processing unit only, although this is not essential.

[0188] In a particularly preferred embodiment, the primitives in the group (e.g. stream) of primitives are distributed to the multiple, e.g. parallel, processing units on a drawing call basis, preferably such that all the primitives for a given drawing call are sent to the same processing unit (but different drawing calls may be sent to, and preferably are sent to, where possible, different processing units). As is known in the art, in graphics processing primitives are commonly grouped together in sets, e.g., for a particular scene region, which the programmer intends to be rendered in one go, together as a group. Such groups of primitives that are to be processed together are commonly referred to as “drawing calls”. Thus, distributing primitives for processing on a drawing call basis advantageously, for example, ensures that the primitives for a drawing call remain “together” when they are processed.

[0189] The primitives can be indexed (where this is used) in these arrangements in any suitable manner (i.e., so long as the indexing permits the desired primitive order (e.g. stream) to be recreated (e.g. when rendering the primitives)). Thus, for example, all the primitives could simply be numbered consecutively, e.g., as they are distributed, e.g. in a similar manner to that discussed above.

[0190] However, in a preferred arrangement, particularly where the primitives are distributed on a batch-by-batch (set-by-set) basis (e.g. on a drawing call basis), a combined or segmented indexing (numbering) scheme is used. Most preferably, the batches (e.g. drawing calls) are numbered, preferably consecutively, and then the primitives for each batch are numbered (again, preferably consecutively). Thus, for example, for drawing call number 1, there may then be primitives 1 to n, and then under drawing call number 2, there would then be primitives 1 to m, and so on. In other words, the drawing calls would, for example, be indexed, and then the primitives within each drawing call indexed. When the primitives are to be recombined, the system would then, e.g., take the drawing calls (batches) in order, one after another, and take, for a given drawing call, the primitives in order within each drawing call (batch).

[0191] In a preferred such embodiment, the indexing is arranged such that the higher order bits (a selected set of the highest order bits) of the index are used for the batch, e.g., drawing call number, and then the (remaining) lower order bits are used for the primitive number within the batch (e.g. drawing call). This provides a particularly convenient way of indexing the primitives on a per batch (e.g. drawing call) basis, and accordingly for distributing primitives in batches to plural processors operating in parallel. In other words, segmented index numbers are preferably used, with the higher order bits representing the batch (e.g. drawing call) number, and the lower order bits representing the primitive number within the batch (e.g. drawing call).

[0192] As will be appreciated by those skilled in the art, in the above arrangements, it may be the case that within a given batch, not all of the available primitive indices will be needed and thus used. In this case, when it comes to using the indices to order the primitives, e.g., for rendering, the system would, once all the primitives for a given batch have been processed (e.g. rendered), then step to the next batch (drawing call) and start to, e.g., render primitives from there. To facilitate this, where desired, an indicator, such as a jump or link command, could be included in the index to allow the system to recognise when the primitives for a given batch (e.g. drawing call) have been exhausted, such that the system knows to then move on to the next batch (drawing call) in the index order.

[0193] Thus, it can be seen that in a preferred embodiment of these arrangements and aspects of the invention, the stream or set of primitives that is to be rendered (e.g. for a scene) will be divided up into separate batches (with each batch of primitives preferably corresponding to a drawing call), with the batches of primitives being distributed to plural geometry and binning engines that are operating in parallel, which engines will carry out geometry operations such as transformations on the primitives: that they receive and list the primitives in primitive lists for sub-regions or sets of sub-regions of the screen. Thereafter, when it comes to rendering the primitives, the rendering process can, as discussed above, use the indices associated with the primitives stored in the primitive lists to recreate the desired and correct order for rendering the primitives.

[0194] In this way, these arrangements of the present invention can be used, for example, to allow geometry and primitive binning operations to be carried out in a distributed, parallel fashion, which could, for example, be used to enhance the efficiency of the process.

[0195] Where, as in the above arrangements, indices are to be allocated to primitives, this can be done in any suitable and desired manner. It is preferably done before the primitives are distributed to the processing units, and most preferably at the time of their distribution. It would be possible, e.g., to allocate a complete index to each primitive in one go (e.g. at distribution time), or, e.g., the index could be allocated in a number of stages. For example, where the primitives are distributed on a drawing call basis as discussed above, then the “drawing call” index could be allocated when the drawing call is distributed for processing, but the indexing of individual primitives within a drawing call could be carried out later (or not at all), e.g., as the drawing call is processed.

[0196] As will be appreciated by those skilled in the art, it would be possible in the above arrangements simply to allow sufficient indices (e.g. numbers) such that it should be possible to index each and every primitive that could ever be generated for any given scene. However, the Applicants have recognised that this may not always be desirable. For example, it may be inefficient to allow for the possibility of indexing to a particularly large number of primitives for a scene that in practice may rarely or never be reached. On the other hand, if the indexing is not arranged so as to be able to cope with the maximum number of primitives that any scene could require, there would be a possibility that the number of primitives for a scene could exceed the capacity of the indexing that can be allocated to the primitives.

[0197] It would, e.g., be possible in such circumstances to return to the beginning of the indexing (i.e. to “wrap around” the primitive numbering). However, the Applicants have recognised that this may not always be desirable or appro-
priate, since it could result in two different primitives that are still "live" (i.e. that are still being or to be rendered) both having the same index.

[0198] Thus, in a particularly preferred embodiment, the system can recognise when the primitive indexing capacity has been reached or exhausted and in response thereto list the primitives such that from then on, there is only a single primitive list to select primitives from for a given sub-region, e.g. such that the primitive selection unit will only read for primitives after the index is exhausted a single primitive list for a given sub-region. This will ensure that, e.g., the primitive selection unit only has a single primitive list from which to select primitives from for rendering for any given sub-region once the indexing capacity has been exhausted, and thereby ensure that once the system’s capacity for indexing the primitives consecutively has been exhausted, the system can still process the primitives (since from then on there will be only a single primitive list from which to select primitives for rendering for any given sub-region and thus there will no longer be a need to choose between primitives in two or more lists).

[0199] This arrangement thus provides a fail-safe mode of operation in the event that the available indices for primitives run out.

[0200] The above arrangement can be achieved in any desired and suitable manner. In a preferred embodiment, it is achieved by the system listing all primitives generated after the indexing capacity has been exhausted at the same, selected, preferably predetermined, level (layer) of resolution, e.g. always in the single sub-region lists, or always in the 2x2 sub-region lists, or always in the 4x4 sub-region lists, etc.

[0201] Thus, in a particularly preferred embodiment, the system is able to recognise that the index has reached the highest available index (e.g. the counter has reached its maximum value), and in response thereto from then on always list the primitives at the same given, selected, preferably predetermined, level of resolution (layer).

[0202] In these arrangements it is preferred for the highest index number available to be reserved and allocated to all the primitives generated after the penultimate index primitive has been generated, so as to allow the system readily to identify when the "index-exhausted" state has been reached and is in operation.

[0203] In a preferred embodiment, the system (e.g. primitive selection unit) can identify if it has already passed for rendering a primitive that it is currently selecting from for rendering, and can ignore the primitive and look to select a different primitive in that event. This situation could arise, e.g., if the same primitive appears in two different primitive lists that cover a given sub-region (tile), and the primitive has already been rendered from one of the lists when it, e.g., arrives at the head of the other list or lists that it is included in. Recognising this event allows the system to avoid rendering the same primitive twice.

[0204] Thus, in a preferred embodiment it can be recognised (e.g. the primitive selection unit can recognise) when the primitive lists primitives are to be selected from for rendering include the same primitive more than once (e.g. the same primitive is at the head of two or more of the primitive lists provided to the primitive selection unit simultaneously), so that, e.g. and preferably, avoid sending the same primitive for rendering twice can be avoided.

[0205] The recognition of the repetition of a primitive in this manner can be carried out in any suitable and desired manner. For example, the primitive selection unit or another unit could use the primitive indexes of the primitives (e.g. compare them) to see if they are repeated (e.g. match). If a duplicated or repeated primitive is recognised, then the system (e.g. primitive selection unit) preferably selects one for rendering and discards the other.

[0206] In a particularly preferred embodiment of the present invention, a primitive list or lists can be and preferably is or are cached by or in the graphics processor, most preferably by the primitive selection unit, i.e. the primitive lists can be and preferably are stored in a local, more rapidly accessible memory of the graphics processor. Thus, the apparatus and method of the present invention preferably include means for or a step of caching a primitive list or lists. Such caching can reduce bandwidth usage in respect of the primitive lists.

[0207] Preferably higher level (lower resolution) primitive lists, i.e. lists that are for plural sub-regions of the scene, are cached. Caching such primitive lists is advantageous, because they will be reused when processing different sub-regions (tiles), unlike primitive lists that are exclusive to (unique to) a single sub-region (which will accordingly be used only), and so by caching these primitive lists, a more efficient process can be achieved. Indeed, it is an advantage of the present invention that it facilitates the caching of primitive lists, and thus the more efficient caching of primitive data.

[0208] As well as caching primitive lists discussed above, other data could also be cached if desired. Indeed, in a particularly preferred embodiment, vertex data (vertices) are cached in the above manner, as well as (or instead of) the primitive lists. This again has the advantage that vertex data that may be used for more than one sub-region can be stored locally (cached) for use, rather than needing to be retrieved from external memory each time it is required.

[0209] The cached data may be stored in the same or different caches, as is known in the art.

[0210] Where primitive limits and/or vertex (or other) data is cached in this fashion, the storing of (and in particular the replacement of) data in the cache is preferably based on the level in the "sets of sub-regions" hierarchy for which the data applies (e.g. whether it is stored for a single sub-region only or for a set of plural sub-regions (and, e.g., how many sub-regions there are in the set)), rather than, e.g. on a simple first-in, first-out basis. This facilitates preferentially retaining in the cache data that may be required for plural sub-regions. Preferably the higher the level that the data is stored for, the lower its priority for replacement. Thus the "layer" (level) hierarchy is preferably used to prioritise the replacement of data in the cache.

[0211] In a particularly preferred embodiment, the rendering order of the individual sub-regions is selected, and preferably predetermined, so as to enhance the efficient usage of any cached data. Most preferably the rendering order is selected so that the sub-regions are rendered in such a fashion that a given set of sub-regions in one layer is completely rendered before the next set of sub-regions in the
layer is rendered. This will help to ensure that all the data for a given set of sub-regions can be used and then safely discarded before the rendering of the next set of sub-regions is started.

[0212] In other words, it is preferred to render the individual sub-regions in an order that ensures that the boundaries between different sets of sub-regions in a given layer are not crossed until all the sub-regions in the first set of sub-regions have been rendered. This helps to ensure that the data stored for a respective set of sub-regions need only be cached for the minimum length of time.

[0213] Where, as discussed above, the arrangement is such that successive layers have 1x1, 2x2, 4x4, 8x8, etc., sub-regions in their sets of sub-regions, then this can be achieved by rendering the sub-regions in Morton order.

[0214] Although the present invention has been described above with reference to the storing of primitive lists for individual sub-regions or sets of more than one sub-region, it would also or instead be possible to store other graphics data on a similar basis. For example, there are other forms of graphics data, such as graphics, e.g. rendering, settings, such as scissoring parameters and primitive type parameters (e.g. whether a primitive is a point, line, triangle or quad) and sub-region (tile) commands (e.g. a final tile command), that may be specified on a per sub-region (tile) or group of sub-regions basis.

[0215] The Applicants have recognised that it could equally be advantageous to be able to store (selectively) these types of data either on a per sub-region basis, or for plural sub-regions in common, in a similar manner to the primitive lists discussed above.

[0216] For example, if a particular parameter or command is to be used for each and every sub-region, it may be preferable to store it in a single primitive (or other) list that is to be used for the whole scene in common. On the other hand, for a command or data that is needed for one or a few sub-regions only, it may be preferable to store it in respect of those sub-region(s) only, e.g. at a lower level in the hierarchy that encompasses the relevant sub-region(s) only.

[0217] Thus, the system of the present invention can preferably also store data and commands other than primitives in the manner described above for preparing the primitive lists (for example, and preferably, in separate “lists” for individual sub-regions and for sets of plural sub-regions of the scene). Preferably these commands and data are stored at the level in the sub-regions and sets of sub-regions hierarchy at which they will be used or are needed, as exemplified above.

[0218] In these arrangements, the graphics data (e.g. commands and settings) could, for example, be stored in separate, e.g. “commands”, lists for the sub-regions and sets of sub-regions. However, in a particularly preferred embodiment, this graphics data is included in the primitive lists for the sub-regions and sets of sub-regions, i.e. such that a and preferably each primitive list can and will include a list of primitives together with other graphics data, such as commands, settings and/or parameters interspersed within the list of primitives.

[0219] In a particularly preferred embodiment, this other graphics data is indexed in a similar manner to the primitives, as this will again allow the data to be used in the correct order. Again, a separate index could be used for this data, but most preferably it is indexed within the indexing of the primitives, i.e. such that, for example, the system will (where, for example, a command is to be executed after the first three primitives have been rendered) render primitives 1, 2, 3, then execute command 4, then render primitives 5, 6, . . . , and so on.

[0220] It is believed that the storing of data in this manner may be new and advantageous in its own right.

[0221] Thus, according to a twenty-third aspect of the present invention, there is provided an apparatus for sorting data and/or commands for use for rendering in a graphics processing system in which a scene to be rendered is divided into a plurality of sub-regions for rendering, the apparatus comprising:

[0222] means for preparing, for a single sub-region of the scene, a set of data and/or commands for use when rendering the sub-region; and

[0223] means for preparing, for a set of sub-regions comprising more than one sub-region of the scene, a set of data and/or commands for use when rendering the sub-regions of the set of sub-regions.

[0224] According to a twenty-fourth aspect of the present invention, there is provided a method of sorting data and/or commands for use for rendering in a graphics processing system in which a scene to be rendered is divided into a plurality of sub-regions for rendering, the method comprising:

[0225] preparing, for a single sub-region of the scene, a set of data and/or commands for use when rendering the sub-region; and

[0226] preparing, for a set of sub-regions comprising more than one sub-region of the scene, a set of data and/or commands for use when rendering the sub-regions of the set of sub-regions.

[0227] According to a twenty-fifth aspect of the present invention, there is provided an apparatus for sorting data and/or commands for use for rendering in a graphics processing system in which a scene to be rendered is divided into plural sub-regions for rendering, the apparatus comprising:

[0228] means for including data or a command for use for rendering at least in a set of data and/or commands for use for rendering a single sub-region of the scene or in a set of data and/or commands to be used for rendering more than one sub-region of the scene.

[0229] According to a twenty-sixth aspect of the present invention, there is provided a method of sorting data and/or commands for use for rendering in a graphics processing system in which a scene to be rendered is divided into plural sub-regions for rendering, the method comprising:

[0230] selectively including data or a command for use for rendering at least in a set of data and/or commands to be used for rendering a single sub-region of the scene or in a set of data and/or commands to be used for rendering more than one sub-region of the scene.
According to a twenty-seventh aspect of the present invention, there is provided an apparatus for sorting data and/or commands for use for rendering in a graphics processing system in which a scene to be rendered is divided into sub-regions for rendering, the apparatus comprising:

means for including data or a command for use for rendering in one or more sets of data and/or commands for use for rendering, wherein the sets of data and/or commands for rendering can be exclusive to a single sub-region only or can be used for more than one sub-region of the scene.

According to a twenty-eighth aspect of the present invention, there is provided an apparatus for sorting data and/or commands for use for rendering in a graphics processing system in which a scene to be rendered is divided into sub-regions for rendering, the method comprising:

means for recombining the distributed data elements into a single stream of graphics data elements.  

According to a thirty-third aspect of the present invention, there is provided a method of processing a stream of graphics data elements, the method comprising:

allocating an index to data elements in the stream of graphics data elements;

distributing data elements from the stream of graphics data elements across multiple processing units operating in parallel; and

using the indices allocated to the data elements to sort the data elements after they have been processed by the processing units operating in parallel.

According to a thirty-fourth aspect of the present invention, there is provided an apparatus for processing a stream of graphics data elements, the apparatus comprising:

means for allocating an index to data elements in the stream of graphics data elements;

means for distributing data elements from the stream of graphics data elements across multiple processing units operating in parallel; and

means for using the indices allocated to the data elements to sort the data elements after they have been processed by the processing units operating in parallel.

According to a thirty-fifth aspect of the present invention, there is provided a method of processing a stream of graphics data elements, the method comprising:

allocating an index to data elements in the stream of graphics data elements;

distributing data elements from the stream of graphics data elements across multiple processing units operating in parallel; and

processing data elements from the stream of graphics data elements; and

using the indices allocated to the data elements to control the order in which the data elements are processed.

According to a thirty-sixth aspect of the present invention, there is provided an apparatus for graphics data elements, the apparatus processing a stream of graphics comprising:

means for allocating an index to data elements in the stream of graphics data elements;

means for distributing data elements from the stream of graphics data elements across multiple processing units operating in parallel;

means for processing data elements from the stream of graphics data elements; and

means for using the indices allocated to the data elements to control the order in which the data elements are processed.

As will be appreciated by those skilled in the art, the above aspects of the present invention can, and preferably do, include one or more of all of the preferred and optional features of the invention described herein. Thus, for example, the data and/or commands stored for a sub-region...
or for a set of more than one sub-region, preferably comprises a list of primitives to be rendered for the sub-region or set of sub-regions, and/or other data or commands that are to be used for the sub-region or set of sub-regions. In a preferred embodiment, it comprises both a list of primitives to be rendered and other data and commands to be used for a sub-region or set of sub-regions. Similarly, the graphics data elements preferably comprise graphics primitives and/or other graphics data and/or commands.

[0264] It should also be noted here that although references herein to “primitives” are primarily intended to refer to graphics primitives in the form of “simple” polygons such as triangles, grids, lines or points, etc., as is known in the art (and, in a preferred embodiment, do refer to graphics primitives in the form of “simple” polygons such as triangles, grids, lines or points), the present invention is also applicable to larger graphics objects or primitives, such as graphics components or primitives that are intended to represent larger objects in the scene and/or groups of smaller polygons (such as a group of contiguous triangles). For example, it may be desired to process and sort a group of plural individual polygons as a single graphical object or primitive. Such larger, “complex” primitives (“meta-primitives”) can equally be listed for sub-regions and sets of plural sub-regions in the manner of the present invention. Thus references herein to “primitives”, etc., should, unless the context otherwise requires, be interpreted accordingly.

[0265] The various functions of the present invention can be carried out in any desired and suitable manner. In a particularly preferred embodiment they are carried out on a single graphics processing platform that generates and outputs the graphics data that is written to the frame buffer for the display device. The functions can be implemented in hardware or software, as desired. In a preferred embodiment the system is implemented as a hardware element (e.g. ASIC). Thus, in another aspect the present invention comprises a hardware element including the apparatus of, or operated in accordance with the method of, any one or more of the aspects of the invention described herein.

[0266] It should also be noted here that, as will be appreciated by those skilled in the art, the various functions, etc., of the present invention may be duplicated and/or carried out in parallel on a given processor. There may be, for example, plural primitive selection units operating in parallel.

[0267] The present invention is applicable to any form or configuration of graphics processor and render, such as renderers having a “pipelined” arrangement (in which case the renderer will be in the form of a rendering pipeline).

[0268] As will be appreciated from the above, the present invention is particularly, although not exclusively, applicable to 3D graphics processors and processing devices, and accordingly extends to a 3D graphics processor and a 3D graphics processing platform including the apparatus of, or operated in accordance with the method of, any one or more of the aspects of the invention described herein. Subject to any hardware necessary to carry out the specific functions discussed above, such a 3D graphics processor can otherwise include any one or more of the usual functional units, etc., that 3D graphics processors include.

[0269] It will also be appreciated by those skilled in the art that all of the described aspects and embodiments of the present invention can include, as appropriate, any one or more or all of the preferred and optional features described herein.

[0270] The methods in accordance with the present invention may be implemented at least partially using software e.g. computer programs. It will thus be seen that when viewed from further aspects the present invention provides computer software specifically adapted to carry out the methods herein described when installed on data processing means, a computer program element comprising computer software code portions for performing the methods herein described when the program element is run on data processing means, and a computer program comprising code means adapted to perform all the steps of a method or of the methods herein described when the program is run on a data-processing system. The invention also extends to a computer software carrier comprising such software which when used to operate a graphics processor, renderer or microprocessor system comprising data processing means causes in conjunction with said data processing means said processor, renderer or system to carry out the steps of the methods of the present invention. Such a computer software carrier could be a physical storage medium such as a ROM chip, CD ROM or disk, or could be a signal such as an electronic signal over wires, an optical signal or a radio signal such as to a satellite or the like.

[0271] It will further be appreciated that not all steps of the methods of the invention need be carried out by computer software and thus from a further broad aspect the present invention provides computer software and such software installed on a computer software carrier for carrying out at least one of the steps of the methods set out herein.

[0272] The present invention may accordingly suitably be embodied as a computer program product for use with a computer system. Such an implementation may comprise a series of computer readable instructions either fixed on a tangible medium, such as a computer readable medium, for example, diskette, CD-ROM, ROM, or hard disk, or transmittable to a computer system, via a modem or other interface device, over either a tangible medium, including but not limited to optical or analogue communications lines, or intangibly using wireless techniques, including but not limited to microwave, infrared or other transmission techniques. The series of computer readable instructions embodies all or part of the functionality previously described herein.

[0273] Those skilled in the art will appreciate that such computer readable instructions can be written in a number of programming languages for use with many computer architectures or operating systems. Further, such instructions may be stored using any memory technology, present or future, including but not limited to, semiconductor, magnetic, or optical, or transmitted using any communications technology, present or future, including but not limited to optical, infrared, or microwave. It is contemplated that such a computer program product may be distributed as a removable medium with accompanying printed or electronic documentation, for example, shrink-wrapped software, preloaded with a computer system, for example, on a system ROM or fixed disk, or distributed from a server or electronic bulletin board over a network, for example, the Internet or World Wide Web.
A number of preferred embodiments of the present invention will be described by way of example only and with reference to the accompanying drawings, in which:

FIG. 1 shows schematically a tile-based graphics-processing arrangement;

FIG. 2 shows schematically an arrangement of a graphics processor that can operate in accordance with the present invention;

FIG. 3 shows schematically an embodiment of a process for allocating primitives to primitive lists;

FIG. 4 shows schematically a set of primitives in a scene to be rendered; and

FIG. 5 shows schematically an embodiment of an arrangement of sets of sub-regions of a scene to be rendered.

A preferred embodiment of the present invention will now be described with reference to FIGS. 2, 3 and 4.

FIG. 2 shows schematically a graphics processor 20 that may be operated in accordance with the present invention. The graphics processor 20 includes a geometry processor 21, and a render 22, both of which can access a memory 23. The memory 23 may be, as is known in the art, “on-chip” with the geometry processor 21 and render 22, or may be an external memory that can be accessed by the geometry processor 21 and render 22.

The memory 23 stores, inter alia, and as shown in FIG. 2, a set of raw geometry data 24 (which is, for example, provided by the graphics processor driver or an API running on a host system (microprocessor) of the graphics processor 20, as is known in the art), a set of transformed geometry data 25 (which is the result of various transformation and processing operations carried out on the raw geometry 24, again, as is known in the art), and a set of primitive lists 26. The primitive lists 26 are prepared in accordance with the present invention. This process will be described in more detail below.

The transformed geometry data 25 comprises, for example, transformed vertices (vertex data), etc., as is known in the art.

The geometry processor 21 comprises, inter alia, a programmable vertex shader 27, and a primitive list building unit 28. The programmable vertex shader 27 takes as input the raw geometry data 24 stored in the memory 23, and processes that data to provide transformed geometry data 25 (which it then stores in the memory 23) comprising the geometry data in a form that is ready for 2D placement in the frame to be displayed. The programmable vertex shader 27 and the processes it carries out can take any suitable form and be any suitable and desired such processes known in the art.

The primitive list building unit 28 carries out the process of the present invention of allocating the primitives to the primitive lists which are then used by the render 22 to identify the primitives that should be rendered for each sub-region of the scene to be rendered. To do this, the primitive list building unit 28 takes as its input the transformed and processed vertex data from the programmable vertex shader 27 (i.e. the positions of the primitives in the scene), builds primitive (tile) lists using that data, and stores those lists as the primitive lists 26 in the memory 23. This process will be described in more detail below.

The renderer 22 includes a primitive selection unit 29, a primitive list cache 30, a vertex selection unit 31, a vertex data cache 32, a rasterising unit 33, a rendering unit 34, and tile buffers 35.

The rasterising unit 33, rendering unit 34, tile buffers 35 operate, in this embodiment, in the same manner as such units operate in existing graphics processing systems. Thus the rasterising unit 33 takes as its input a primitive and its vertices, rasterises the primitive to fragments, and provides those fragments to the rendering unit 34. The rendering unit 34 then performs a number of rendering processes, such as texture mapping, blending, shading, etc. on the fragments, and generates rendered fragment data which it stores in the tile buffers 35 for providing to a frame buffer for display.

The primitive selection unit 29 of the renderer 22 determines which primitive is to be rendered next. It does this by considering the primitive lists 26 stored in the memory 23, and selecting from one of those lists the next primitive to be rendered. This selection process again will be described in more detail below.

The primitive selection unit 29 can also place one or more primitive lists in the primitive list cache 30.

The primitive selection unit 29 provides the primitive that it has selected for rendering next to the vertex selection unit 31. In response to this, the vertex selection unit 31 retrieves the appropriate transformed vertex data for the primitive in question from the transformed geometry data 25 stored in the memory 23, and then provides the primitive (i.e. its transformed vertex data) to the rasterising unit 33 for processing. The vertex selection unit 31 can cache vertex data that it has retrieved from the memory 23 in the vertex data cache 32, if desired.

The operation of the primitive list building unit 28 and the preparation of the primitive lists 26 will now be described in more detail with reference to FIGS. 3, 4 and 5.

As discussed above, the present invention is applicable to a rendering system in which the scene to be rendered is divided into plural sub-regions or tiles. Furthermore, as well as the scene being divided into the individual sub-regions, the sub-regions can be grouped together in sets of more than one sub-region which thereby in effect cover a greater portion of the screen area than a single sub-region. Furthermore, a separate (different) primitive list (i.e. a list of primitives to be rendered) can be and is prepared from each individual sub-region, and for each set of plural sub-regions that the system supports.

FIGS. 4 and 5 illustrate a preferred embodiment of an arrangement of sub-regions and sets of sub-regions of a scene to be rendered that can be used with the present invention.

As shown in FIG. 4, the scene 50 to be rendered is divided into plural individual sub-regions or tiles 51. (It should be noted here that FIG. 4 does not show all the individual sub-regions 51 that the scene 50 is divided into, but only a few of those sub-regions. This is for clarity purposes. However, the entire scene 50 is divided into equal sub-regions 51 in practice.)
The individual sub-regions $51$ are also grouped into differing groups of sets of plural sub-regions, which groups of sets of sub-regions are in effect laid over the scene $50$ to provide different layers having different divisions of the overall scene area. Thus, as shown in FIG. 4, there is a “layer” of sixteen sets $52$ of sub-regions each comprising $2 \times 2$ sub-regions $52$. There is then another, lower resolution layer comprising four sets $53$ of $4 \times 4$ sub-regions. Finally, there is one set $54$ of $8 \times 8$ sub-regions which encompasses the entire scene area.

As can be seen from FIG. 4, the effect of this arrangement is that the scene $50$ is overlaid with a progressively increasing hierarchy of screen area divisions. This is shown schematically in FIG. 5. Thus there is a top level layer comprising a set $54$ of $8 \times 8$ sub-regions which encompasses the entire scene area $50$. There is then a group of four $4 \times 4$ sets of sub-regions $53$, then a group of sixteen $2 \times 2$ sets of sub-regions $52$, and finally a layer comprising the $64$ single sub-regions $51$. FIG. 5 also shows in bold for illustrative purposes the sub-regions or sets of sub-regions that a primitive $80$ would be considered to fall within at each layer (level) in the hierarchy.

FIG. 4 also shows for illustrative purposes three primitives $55$, $56$ and $57$ which are to be rendered and which accordingly need allocating to primitive lists for rendering.

Again, as will be appreciated by those skilled in the art, in practice any given scene to be rendered will typically comprise many more primitives than the three primitives shown in FIG. 4. However, FIG. 4 shows three primitives only for simplicity and clarity purposes.

As discussed above, and as is known in the art, in a system where the scene $50$ to be rendered is divided into smaller sub-regions $51$ for rendering purposes, it is necessary for the system to be able to identify which primitives should be rendered for each sub-region. This is done, as is known in the art, by providing so-called primitive or tile lists, which identify for each sub-region the primitives that should be rendered for that sub-region.

As discussed above, the present embodiment provides an improvement over existing primitive list preparing processes, since as well as allowing primitive lists to be prepared for the individual sub-regions that the scene is divided into, the present embodiment also prepares individual primitive lists for sets of more than one sub-region, i.e. primitive lists that are to be used for plural sub-regions in common.

In the present embodiment, the primitive list building unit $28$ prepares a primitive list for each individual sub-region $51$, a separate primitive list for each set of $2 \times 2$ sub-regions $52$, a separate primitive list for each set of $4 \times 4$ sub-regions $53$, and a separate primitive list for the set of $8 \times 8$ sub-regions $54$ that covers the entire scene $50$. To do this, the primitive list building unit $28$ takes each primitive in turn, determines a location for that primitive, compares the primitive’s location with the locations of (the scene area covered by) the sub-regions $51$ and the locations of (the scene area covered by) the sets of sub-regions $52$, $53$ and $54$, and allocates the primitive to the respective primitive lists $26$ for the sub-regions and sets of sub-regions accordingly.

The primitive list building unit $28$ determines the location of each primitive and accordingly the sub-regions and sets of sub-regions that a given primitive falls within or intersects using, in this embodiment, an exact binning technique. Thus, as is known in the art, the primitive list building unit $28$ uses the determined transformed vertex positions it is provided with for a given primitive by the programmable vertex shader $27$ to identify which sub-regions and sets of sub-regions the primitive falls within (intersects). This process can be carried out in any suitable and desired manner, such as by using techniques already known for this purpose in the art.

As will be appreciated by those skilled in the art, other techniques for determining and locating the primitives within the scene and in relation to the sub-regions or sets of sub-regions could be used if desired. For example, bounding box techniques could equally be used, as is known in the art. (Where a bounding box technique is used, it is preferred for the bounding box to be generated as part of the primitive listing process, e.g., by the primitive list building unit, but other arrangements would, of course, be possible.)

The actual process that the primitive list building unit uses for allocating a given primitive to the primitive lists $26$ for the sub-regions and sets of sub-regions will now be described with reference to FIG. 3.

As shown in FIG. 3, the primitive list building unit $28$ takes at its input the transformed primitive position data from the programmable vertex shader $27$ for the primitive in question (step S60).

It then proceeds to test the primitive’s position against the sets of sub-regions and sub-regions at each different level (layer) that the scene is divided into. To do this, it starts at the level in the sets of sub-regions’ hierarchy which is one level below the top level (step S61). Thus, in the present case, it will test the primitive at the level of the sets $53$ of $4 \times 4$ sub-regions shown in FIG. 4.

The primitive list building unit $28$ then, using the provided primitive position, determines how many sets of sub-regions the primitive would need to be listed for at the current level in the sets of sub-regions’ hierarchy (step S62), and compares the determined number of sets of sub-regions with a threshold number of sets of sub-regions, which threshold in the present embodiment is set to 4 (step S63).

If at this stage it is determined that the number of sets of sub-regions that the primitive would need to be listed for at the current level in the sets of sub-regions’ hierarchy is below the threshold number (i.e. 4 in the present case), then the primitive list building unit $28$ checks if it is at the bottom level (i.e. the single sub-regions level) in the sets of sub-regions’ hierarchy (step S64), and, if it is not, steps down to the next level in the hierarchy (step S65), determines how many sets of sub-regions would be needed to list the primitive at that level (step S62) and so on, until such time as it is determined that the number of sets of sub-regions needed at a given level in the hierarchy exceeds the threshold number or it is determined at step S64 that the bottom level of the hierarchy, i.e. the single sub-regions level, has in any event been reached.

When it is determined that a given primitive needs to be listed in more than a threshold number of sets of sub-regions at a given level in the hierarchy, the system then steps up to the preceding level in the hierarchy (step S66). The primitive list building unit $28$ then tests if the special
case of at the next level up in the hierarchy the primitive would need to be included in a single primitive list only is met (step S67). If this special case is met, then the primitive list building unit 28 steps up to the next higher level in the hierarchy (step S68), and then lists the primitive in the primitive list at that level (step S69), i.e. for the level where the threshold number only be included in a single primitive list.

[0309] On the other hand, if at step S67 it is determined that at the next level up the primitives would still need to be listed in more than one primitive list, then the primitive is simply listed at the level immediately above the level where the threshold number of primitive lists was exceeded (step S69).

[0310] If at step S64 it is determined that the bottom level of the hierarchy has been reached in any event, even though the threshold number of primitive lists has not been reached, then the primitive is immediately listed at that bottom level (step S69).

[0311] This process is then repeated for each primitive in turn.

[0312] This arrangement ensures, inter alia, that any given primitive will never be included (listed) in more primitive lists than the specified threshold number of primitive lists. It also, furthermore, ensures that in the special case where a primitive can be included in a single primitive list at the level immediately above the level where it needs to be included in the threshold number of primitive lists, then it is so included in the single list (this allows the primitive to be stored once in the primitive lists and yet still be processed efficiently for the sub-regions that it must be rendered for).

[0313] In other words, the primitive list building unit 28 will, starting at the second from highest level in the sets of sub-regions' hierarchy, iteratively work down the sets of sub-regions' hierarchy until such time as it finds that a primitive will need to be included in more than the threshold number of primitive lists, and then go back up one level and list the primitive at that level, except in the special case where going up two levels would allow the primitive to be listed in a single list only. This arrangement has been found by the Applicants to provide a particularly efficient way of preparing primitive lists for use when rendering sub-regions of a scene.

[0314] The operation of this process with respect to the primitives shown in FIG. 4 will now be described for illustrative purposes. In this arrangement, it will be assumed that an exact binning technique is used for determining and locating the primitives in the scene, although, as discussed above, other techniques, such as the use of bounding boxes, would be possible if desired. In this example, it is assumed that the threshold number of primitive lists for the purposes of determining at what level to list a primitive is four (a different threshold number would, of course, be possible if desired).

[0315] Taking firstly the primitive 55 shown in FIG. 4, the primitive list building unit 28 would first determine how many of the sets 53 of 4x4 sub-regions the primitive 55 would need to be listed in.

[0316] In this case, the primitive list building unit 28 will determine that the primitive 55 would need to be listed in two such sets of 4x4 sub-regions 53.

[0317] As this does not exceed the threshold number of four primitive lists, the primitive list building unit then steps down to the next level in the hierarchy, namely the level of the sets 52 of 2x2 sub-regions. In this case, the primitive list building unit again determines that the primitive 55 would need to be listed in the primitive list of two of the sets 52 of 2x2 sub-regions, which again does not exceed the threshold number of four primitive lists.

[0318] The primitive list building unit 28 accordingly steps down to the next level in the hierarchy, which is the single sub-regions 51 level. In this case, it will determine that the primitive 55 would need to be listed in five single sub-region primitive lists, which exceeds the threshold number of four lists. Thus, upon determining this, the primitive list building unit 28 will step back up to the level of the sets 52 of 2x2 sub-regions, and list the primitive 55 at that level, namely include it in the primitive lists for each of the appropriate two sets 52 of 2x2 sub-regions. It should also be noted in this case that when the primitive list building unit 28 tests for the special case, it will determine that the primitive 55 is not included in the threshold number of primitive lists at the level at which it is being listed, and so therefore does not fall within the special case set out above.

[0319] Turning now to the primitive 56, again the primitive list building unit 28 will first test that primitive at the set 53 of 4x4 sub-regions' level, and accordingly determine that the primitive will need to be listed in the primitive list of one such set of sub-regions.

[0320] The primitive list building unit 28 will accordingly step down to the next level of the sets 52 of 2x2 sub-regions, and again determine that at that level the primitive 56 would need to be included in the list of one such set of 2x2 sub-regions.

[0321] The primitive list building unit 28 will accordingly step down to the final, single sets of sub-regions 51 level, and determine that at that level the primitive 56 would need to be listed in the primitive lists for four single sub-regions 51.

[0322] The primitive list building unit would then test whether the primitive 56 meets the special case specified above.

[0323] In this case, at the level of the single sub-regions 51, the primitive 56 does need to be listed in the threshold number of primitive lists (i.e. four primitive lists), and accordingly the primitive list building unit 28 will step to the next higher level, namely the sets 52 of 2x2 sub-regions, to determine whether at that level in the hierarchy the primitive 56 would need to be included in a single primitive list only. In the case of the primitive 56, this test would be met, i.e. the primitive 56 would only need to be listed in a single primitive list at the level of the sets 52 of 2x2 sub-regions. Accordingly, the primitive list building unit 28 will list the primitive 56 at the level of the sets 52 of 2x2 sub-regions, rather than at the single sub-regions 51 level.

[0324] Finally, with regard to the primitive 57, the primitive list selection unit would again test that primitive firstly at the sets 53 of 4x4 sub-regions, and determine that at that level it would only need to be included in a single primitive list. It would accordingly then test the primitive 57 again at the sets 52 of 2x2 sub-regions, and find that at that level it would need to be included in the primitive lists of four sets of 2x2 sub-regions.
The primitive list selection unit would accordingly then test the primitive 57 at the single sets of sub-regions level 51, and again find that at that level it would need to be included in four primitive lists.

The primitive list building unit 28 would then test if the primitive 57 meets the special case criteria described above. In this case, the primitive 57 at the level above the single sets of sub-regions level 51 would need to be included in four primitive lists for the sets 52 of 2x2 sub-regions, and so the special case is not met. The primitive list building unit 28 would accordingly list the primitive 57 at the single sub-regions 51 level, namely in the primitive lists of the four single sub-regions 51 that the primitive 57 falls within.

As will be appreciated by those skilled in the art, the above process is repeated by the primitive list building unit 28 for each and every primitive in the scene to be rendered in turn, until complete tile lists 26 have been generated for each single sub-region, and for each set of more than one sub-region, that the scene to be rendered can be divided into.

The primitive list building unit 28 places the primitives in the primitive lists 26 in the order that it receives the primitives from the programmable vertex shader 27. This means that, so far as each individual primitive list 26 is concerned, the primitives in the list are in the order that they were generated, which will, as is known in the art, typically correspond to the desired order of rendering the primitives. (As is known in the art, when primitives are generated for rendering, they are usually generated by the host driver or API in the order that it is desired to render the primitives and are provided to the graphics processor in that order. Thus, as the primitive list building unit 28 takes the primitives in turn as they are received, it will place the primitives in the individual tile lists in rendering order so far as each individual primitive list is concerned.)

The primitive list building unit 28, at the same time as it places a primitive in the appropriate primitive list or lists, also allocates to and associates with the primitive in the primitive list 26 an index for the primitive. The primitive list building unit 28 has a counter for this purpose, and simply allocates to the primitives as they are rendered the current count of the counter. In this way, each primitive is numbered (in ascending order in this embodiment) with the order in which it was received by the primitive list building unit 28 (i.e. in the order in which the primitives are provided by the host, driver or API, etc., i.e. the order in which it is desired for the primitives to be rendered). The indices allocated by the primitive list building unit 28 to each primitive are used by the primitive selection unit 29, as will be discussed further below, to identify and select the next primitive for rendering from the primitive lists 26 in the memory 23.

This indexing of the primitives as they are placed in the primitive lists 26 is desirable, because, as is known in the art, and as discussed above, it is usually desired in graphics processing systems to render the primitives in a particular order. This is not a problem where there is only a single primitive list from which to take primitives for rendering, since in that case, as discussed above, the primitives will be included in the primitive list in the order that they are provided to the graphics processor, i.e. in the desired order for rendering. However, where, as in the present embodiment, the next primitive for rendering may need to be selected from more than one primitive list, selecting the primitives in the correct order for rendering may not be so straightforward. Indexing the primitives in the manner discussed above helps to alleviate this difficulty, since it allows, as will be discussed further below, the primitive selection unit 29 to identify the order that the primitives were provided to the graphics processor for rendering, and accordingly, to select the next primitive in the order.

Although in this embodiment the primitives are simply indexed in ascending order, it would be possible to use other indexing arrangements, if desired. For example, where the primitives to be rendered are arranged in draw calls, the individual draw calls could be numbered consecutively, and then the primitives within each draw call numbered consecutively. Such an arrangement would facilitate, for example, processing different draw calls in parallel.

The primitive list building unit 28 is also configured to identify when the indexes it can allocate to the primitives have been or are about to be exhausted. In particular, it is able to identify when the penultimate index value (i.e. the penultimate counter value) has been reached. In response to this event, the primitive list building unit switches to an arrangement in which it allocates all the primitives it receives for listing from then on at the same level in the sets of sub-region's hierarchy (e.g., always at the single sub-regions level, or always at the sets of 2x2 sub-regions level, etc.). This ensures that when the possibility of indexing the primitives in order has been exhausted, the primitive selection unit 29 will then only ever be provided with primitives at the same level in the sets of sub-region's hierarchy, such that it can still select the primitives in the correct order (since it will not then need to choose between primitives from primitive lists 26 at different levels in the hierarchy).

The actual level at which the primitives are listed in this arrangement once the index has been exhausted can be selected as desired. It may be based on, for example, a desired compromise or trade-off between having to store more primitive lists if the primitives are listed at a lower level in the hierarchy (i.e. for smaller scene areas) (which would require more memory) and having to perform more redundant and unnecessary processing of primitives at the rendering stage if the primitives are listed at a higher level in the hierarchy (i.e. for larger scene areas).

The primitive list building unit 28 also in these circumstances allocates to every primitive that it subsequently receives for listing the highest index (highest count number), as that then allows the system to identify that the “index exhausted” state has been reached.

Once the primitive list building unit 28 has finished building the primitive lists 26 and stored those lists in the memory 23, and the programmable vertex shader 27 has completed the transformation of the geometry data to provide a complete set of transformed geometry data 25 in the memory 23, for the scene to be rendered, the renderer 22 can then render the scene. This process will now be described below.

As discussed above, in the present embodiment, the rendering process is performed on a sub-region by sub-region basis, i.e. each sub-region (tile) 51 of the scene is
rendered individually in turn, and then the rendered sub-regions (tiles) combined for display.

0337 Thus, the renderer 22 is first provided with the identity of the sub-region to be rendered and uses this to configure itself appropriately. In particular, the stored primitive lists 26 that apply to the sub-region that is to be rendered, i.e., in the present embodiment, the primitive list that is exclusive to the individual sub-region that is to be rendered, the primitive list for the set of 2x2 sub-regions that includes the sub-region that is to be rendered, the primitive list for the set of 4x4 sub-regions that includes the sub-region that is to be rendered, and the primitive list for the complete set 54 of 8x8 sub-regions that covers the entire scene to be rendered (and, accordingly, must cover the individual sub-region that is currently to be rendered) are identified. In the present embodiment, the stored primitive lists that apply to the sub-region (tile) being rendered are indicated by including pointers to the relevant primitive lists in the “new tile” command that is sent when a sub-region (tile) is first to be rendered. (Other arrangements would, of course, be possible.)

0338 The renderer then proceeds to render the sub-region (tile) in question.

0339 The first stage in the rendering process is for the primitive selection unit 29 to select a primitive to be rendered. To do this, the primitive selection unit 29 reads the stored primitive lists 26 that have been determined as applying to the sub-region that is currently being rendered, i.e., in the present embodiment, as discussed above, the primitive list 26 that is exclusive to the individual sub-region that is being rendered, the primitive list for the set of 2x2 sub-regions that includes the sub-region that is being rendered, the primitive list for the set of 4x4 sub-regions that includes the sub-region that is being rendered, and the primitive list for the complete set 54 of 8x8 sub-regions that covers the entire scene to be rendered. The primitive lists are read in a first-in, first-out order by the primitive selection unit 29, i.e. such that, in effect, the first primitive in a list is read, and then, once that primitive has been sent for rendering, the second primitive in the list is read, and so on.

0340 To select the next primitive to be rendered, the primitive selection unit 29 determines the index that have been allocated to the next primitive to be rendered in each primitive list for the sub-region being rendered, compares those indices, and selects the lowest index primitive as the next primitive to be rendered (since, as discussed above, the primitives are indexed by the primitive list building unit 28 in ascending order, i.e., such that the lowest numbered primitive is the next primitive to be rendered for the desired rendering order).

0341 Thus the primitive selection unit 29 will read in the index of the next primitive in the primitive list for the sub-region in question, the index of the next primitive in the primitive list for the relevant set of 2x2 sub-regions, the index of the next primitive in the primitive list for the appropriate set of 4x4 sub-regions, and so on, compare those indices, and select the primitive with the lowest index for rendering next. (The primitive selection unit 29 only needs to read the index of one primitive (the next primitive) from each primitive list at any one time, since, as discussed above, within the individual primitive lists, the primitives are already listed in the correct rendering order.) In effect, the primitives can be thought of as being streamed one-by-one to the primitive selection unit in order from the stored primitive lists, on a first-in, first-out basis.

0342 Once the primitive selection unit 29 has selected the primitive to be rendered, it passes that primitive to the vertex selection unit 31. The vertex selection unit 31 then retrieves the appropriate transformed geometry data for the vertices of the primitive in question from the transformed geometry data 25 stored in the memory 23, and provides that data to the rasterising unit 53. The primitive is then rasterised and rendered, as discussed above, and as is known in the art.

0343 The process is then repeated, i.e., the primitive selection unit 29 again reads the index of the next primitive of each relevant primitive list, selects the primitive with the lowest index, and provides that primitive to the vertex selection unit 31, and so on.

0344 This process is repeated for all the primitives that need to be rendered for a given sub-region (i.e. that are included in primitive lists 26 appropriate to the sub-region) until all the primitives for the sub-region have been rendered.

0345 The renderer 22 then proceeds to render the next sub-region in the same manner, and so on, until all the individual sub-regions for the scene have been rendered.

0346 Once all the sub-regions for the scene have been rendered, the rendered sub-regions are combined and provided to a display device for display, as is known in the art.

0347 The primitive selection unit 29 is also configured to be able to identify the situation where the same primitive (i.e. primitives having the same index) appears simultaneously at the current reading position of more than one primitive list that it is currently reading primitives from. This is done by the primitive selection unit comparing the indices and identifying if a match occurs. In these circumstances, the primitive selection unit 29 is configured to select the relevant primitive once for rendering, and to ignore the subsequent duplicate occurrences of that primitive. This avoids a given primitive unnecessarily being rendered more than once for a given sub-region.

0348 As discussed above, the renderer 22 also includes a primitive list cache 30 and a vertex data cache 32. These caches, as is known in the art, comprise local memory provided on the renderer 22 that can be more rapidly accessed by processing units of the renderer (and in particular the primitive selection unit 29 and vertex selection unit 31, respectively) than the main memory 23.

0349 The primitive selection unit 29 is configured to store in the primitive list cache 30 one or more primitive lists 26 that it has read from the main memory 23. In particular, the primitive selection unit 29 preferentially retrieves from the memory 23 and stores in the primitive list cache 30 primitive lists that apply to sets of more than one sub-region of the scene that, for example, the primitive selection unit 29 knows it will require for subsequent sub-regions of the scene. This helps to avoid delays and latency due to the primitive selection unit 29 having to retrieve repeatedly from the memory 23 primitive lists that it will require for rendering sub-regions of the scene.
The vertex selection unit 31 can similarly cache vertex data that it retrieves from the transformed geometry data 25 in the memory 23 in the vertex data cache 32, again in particular where it can be identified that the vertex data will be required for a primitive again (for example because it is known that the primitive is listed for a set of plural sub-regions that are to be rendered).

In the present embodiment, the storing of and in particular the replacement of, the data cached in the primitive list cache 30 and vertex data cache 32 is based on the level in the sets of sub-region’s hierarchy to which the primitive list and/or vertex data applies or has been stored in respect of, such that, for example, primitive lists and vertex data that apply to higher levels in the hierarchy (i.e. that will therefore be used for more sub-regions in the scene to be rendered) are preferentially cached and retained in the caches as compared to primitive lists and vertex data that it is known apply, for example, to a single sub-region or only a few sub-regions.

Thus, for example, when the vertex selection unit 31 reads transformed vertices from the transformed geometry data 25 in the memory 23, it will know at what level the primitive that that vertex data applies to has been listed (i.e. the primitive list that the primitive has come from), and can use that information to, for example, decide whether or not to cache the vertex data (e.g., based, as discussed above, on whether or not it is likely that that vertex data will be re-used for subsequent sub-regions).

The order that the sub-regions of the scene are processed by the renderer 22 can be selected as desired. However, in a preferred embodiment, the sub-regions are processed in Morton order, as this facilitates, for example, the more efficient caching of primitive lists and vertex data in the renderer 22.

Although the present embodiment has been described above with particular reference to the preparation of primitive lists for individual sub-regions and sets of sub-regions, it would also be possible to, and indeed is preferred to, store other data that may be used on a sub-region or plural sub-regions basis in a similar manner. Such data could comprise, for example, rendering settings, tiling commands, scissoring parameters, etc. It would be advantageous if, for example, such a command is to be used for every sub-region, to place the command in a list that applies to all the sub-regions together, or, alternatively, if a command only applies to a few sub-regions, to store the command at a lower level in the hierarchy. Preferably, this data is also stored in or associated with the respective primitive lists that are prepared for each sub-region and set of sub-regions, as appropriate, and most preferably is indexed in a similar manner to that discussed above for the primitives.

As will be appreciated by those skilled in the art, the present embodiment (and the present invention) can be implemented in any tile-based rendering system, as desired. The various components and functions of the present embodiment and the present invention can similarly be implemented as desired and using any suitable techniques known in the art.

It can be seen from the above that the present invention, in its preferred embodiments at least, provides an improved primitive listing and sorting arrangement for tile-based rendering systems that in particular facilitates better control over and knowledge of the memory usage and requirements for the tile-listing (primitive sorting (binning)) process. It also provides information about the distribution and layout of primitives in a scene, thereby, e.g., facilitating improved vertex caching, etc., and facilitates the caching of primitive (tile) lists, and the more efficient caching of primitive data.

This is achieved, in the preferred embodiments of the present invention at least, by listing primitives (and other data and commands, if desired) in differing resolution tile lists, namely in tile lists that are exclusive to a single tile, and in tile lists that are to be used for plural tiles in common.

1. An apparatus for sorting graphics primitives for rendering in a graphics processing system in which a scene to be rendered is divided into a plurality of sub-regions for rendering, the apparatus comprising:

   a processor for preparing, for a single sub-region of the scene, a list of primitives for rendering; and

   a processor for preparing, for a set of sub-regions comprising more than one sub-region of the scene, a list of primitives for rendering.

2. An apparatus of claim 1, comprising:

   a processor for including a primitive to be rendered in one or more lists of primitives to be rendered; wherein:

   the lists of primitives to be rendered include one or more lists of primitives that are to be used exclusively for single sub-regions of the scene, and include one or more different lists of primitives to be rendered that are each to be used for more than one sub-region of the scene.

3. The apparatus of claim 1, wherein primitive lists can be prepared for sets of plural sub-regions that contain different numbers of sub-regions.

4. The apparatus of claim 1, wherein the sets of plural sub-regions for which primitive lists can be prepared are arranged such that the scene is effectively overlaid by plural layers of sets of sub-regions arranged in a hierarchical fashion.

5. The apparatus of claim 1, wherein a separate primitive list is prepared for each separate sub-region that the scene is divided into, and a separate primitive list is prepared for each different set of more than one sub-region that a primitive list can be prepared for.

6. The apparatus of claim 1, wherein a given primitive is only included in the primitive lists of a selected number of the sub-regions and sets of plural sub-regions that it is determined the primitive could or should be rendered for.

7. The apparatus of claim 1, wherein when a primitive is included in a primitive list for a set of plural sub-regions, the primitive is not also included in the individual primitive lists for any of the sub-regions that are in the set of plural sub-regions.

8. The apparatus of claim 1, wherein there are sets of plural sub-regions arranged such that the scene is effectively overlaid by plural layers of different size scene areas, and the apparatus further comprises:

   a processor for determining how many different primitive lists a primitive would need to be included in at given layer in the sets of sub-regions hierarchy.
9. The apparatus of claim 1, wherein each sub-region has associated with it a set of primitive lists to be used for the sub-region.

10. The apparatus of claim 1, comprising means for allocating an index to a primitive.

11. A graphics processing system, comprising:
means for listing graphic primitives for rendering:
means for associating with each listed graphics primitive an index for the primitive; and
means for using the indices associated with the graphics primitives to sort the primitives.

12. The apparatus of claim 1, comprising means for storing other forms of graphics data and/or commands in the primitive lists for the sub-regions and sets of sub-regions.

13. A method of sorting graphic primitives for rendering in a graphics processing system in which a scene to be rendered is divided into a plurality of sub-regions for rendering, the method comprising
preparing a list of primitives for rendering for a single sub-region of the scene; and
preparing a list of primitives for rendering for a set of sub-regions comprising more than one sub-region of the scene.

14. The method of claim 13, comprising:
including a primitive to be rendered in one or more lists of primitives to be rendered, wherein:
the lists of primitives to be rendered include one or more lists of primitives to be rendered that are to be used exclusively for single sub-regions of the scene, and include one or more different lists of primitives to be rendered that are each to be used for more than one sub-region of the scene.

15. The method of claim 13, comprising preparing primitive lists for sets of plural sub-regions that contain different numbers of sub-regions.

16. The method of claim 13, wherein the sets of plural sub-regions for which primitive lists can be prepared are arranged such that the scene is effectively overlaid by plural layers of sets of sub-regions arranged in a hierarchical fashion.

17. The method of claim 13, comprising preparing a separate primitive list for each separate sub-region that the scene is divided into, and preparing a separate primitive list for each different set of more than one sub-region that a primitive list can be prepared for.

18. The method of claim 13, comprising only including a primitive in the primitive lists of a selected number of the sub-regions and sets of plural sub-regions that it is determined the primitive could or should be rendered for.

19. The method of claim 13, comprising when a primitive is included in a primitive list for a set of plural sub-regions, not including the primitive in the individual primitive lists for any of the sub-regions that are in the set of plural sub-regions.

20. The method of claim 13, wherein there are sets of plural sub-regions arranged such that the scene is effectively overlaid by plural layers of different size scene areas, and the method further comprises:
determining how many different primitive lists a primitive would need to be included in a given layer in the sets of sub-regions hierarchy.

21. The method of claim 13, comprising associating with each sub-region a set of primitive lists to be used for the sub-region.

22. The method of claim 13, comprising allocating an index to a primitive.

23. A method of operating a graphics processing system, comprising:
listing graphic primitives for rendering;
associating with each listed graphics primitive an index for the primitive; and
using the indices associated with the graphics primitives to sort the primitives.

24. A method of processing a group of graphics primitives for display, comprising:
allocating an index to primitives in the group of primitives;
distributing primitives from the group of primitives across multiple processing units;
rendering primitives from the group of primitives; and
using the indices allocated to the primitives to control the order in which the primitives are rendered.

25. The method of claim 13, comprising storing other forms of graphics data and/or commands in the primitive lists for the sub-regions and sets of sub-regions.

26. A 3D graphics processing platform for a graphics processing system in which a scene to be rendered is divided into a plurality of sub-regions for rendering, the platform comprising:
a processor for preparing, for a single sub-region of the scene, a list of primitives for rendering; and
a processor for preparing, for a set of sub-regions comprising more than one sub-region of the scene, a list of primitives for rendering.

27. A computer program element comprising computer software code portions for performing a method of sorting graphics primitives for rendering in a graphics processing system in which a scene to be rendered is divided into a plurality of sub-regions for rendering, the method comprising:
preparing a list of primitives for rendering for a single sub-region of the scene; and
preparing a list of primitives for rendering for a set of sub-regions comprising more than one sub-region of the scene.

* * * * *