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TITILE: SYSTEM AND METHOD FOR LOGGING TRANSACTION RECORDS IN A
COMPUTER SYSTEM

BACKGROUND OF THE INVENTION

1. Field of the Invention

The present invention generally relates to the logging of transaction records in a computer system. More
particularly, the present invention relates to the logging of transaction records in large-scale transaction-based
computer application programs.

2. Description of the Related Art

In a transaction-based computer program, it is often advantageous to record the steps in a transaction in
records, and to write the records to a file on non-volatile storage. The process of generating the records and
writing them to a file may be commonly called logging, event logging, or transaction logging. The file on non-
volatile storage may be commonly called a log file. The records are commonly written to the log file as soon as
they are created. As used herein, a “transaction” may include a series of instructions executed by a computer
system for carrying out a financial operation. A transaction may include muitiple steps, and each step may
produce one or more records written to the log file. Examples of transactions include, but are not limited to,
financial transactions such as deposits, withdrawals, and funds transfers between accounts. Exampies of the
contents of records in a transaction include, but are not limited to, account numbers, deposit amounts, account
balances, interest rates and calculations. In addition, each record may include the time the transaction began, and
the time the record was generated. Other fields may be included in a record. The fields may include, but are not
limited to, a field indicating which program or program module generated the record, and a field indicating which
business unit initiated the transaction. As used herein, a “log file” may include information relating to
transactions which is stored in memory and which may be structured into fields, records, and/or other suitable data
structures.

It may be necessary to periodically unload transaction log records from a log file. One reason for the
periodic unloading is that transaction log files may grow rapidly, especially in a large-scale transaction-based
application where applications on several servers may be writing records to the log files, so it may be necessary to
reduce the size of the log files. Another reason for the periodic unloading is that the transaction log records may
require periodic processing for business purposes, such as for account balancing in a financial application. The
log file unloading may occur at periodic intervals ranging from every few minutes to every few days. As used
herein, a “logger unload program” is a computer program that unloads information relating to transactions from a
log file.

A demand for processing performance and scalability greater than that provided by single- and multi-
processor systems led to the development of clusters. In general, a cluster is a group of servers that may share
resources and cooperate in processing. One type of cluster is the single-system image cluster. The servers in a
single-system image cluster appear as one logical system to clients and to application programs running on the
cluster, hence the name “single-system.” Single-system image clusters typically share external, non-volatile data
storage, such as disk drives. Databases and other types of data permanentiy reside on the external storage. The
servers, however, do not generally share volatile memory. Each server in the cluster operates in a dedicated local
memory space.

Copies of a program may run concurrently on several servers in the cluster. The workload may be dynamically

distributed among the servers. The copies of the programs may appear as one logical program to the client. All
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servers in the cluster have access to all of the data stored in external storage, and a program running on any server
in the cluster may run any transaction.

The single-system image cluster solves the availability and scalability problems and adds a level of
stability by the use of redundant systems with no single points of failure. Effectively, the one logical system may
be available year-round to clients and application programs without any outages. Hardware and software
maintenance and upgrades may be performed without the loss of availability of the cluster and with little or no
impact to active programs. The combination of availability, scalability, processing capability, and the logical
system image make the single-system image cluster a powerful environment on which to base a large-scale
transaction-based enterprise server.

A single-system image cluster may include at least one Coupling Facility (CF) which provides hardware
and software support for the cluster’s data sharing functions. The single-system image cluster may also provide a
timer facility to maintain time synchronization among the servers. On such a system, several operating system
images such as MVS images may be running on at least one computer system. MVS and 0S/390 are examples of
mainframe operating systems. OS/390 is a newer version of the MV'S operating system, and the terms 0S/390
and MVS are used interchangeably herein. “MVS image” is used synonymously with “server” herein. Operating
systems other than MVS may also run as servers on a single-system image cluster. Each server is allocated its
own local memory space. The servers appear as one logical server to a client. Programs may be duplicated in the
memory space of several servers. The workload of a program may be divided among several copies of the
program running on different servers. As in the case with the multiple servers appearing as one logical server,
multiple copies of a program running on a single-system image cluster may appear as one logical program to the
client. Mainframe operating systems often include a logging utility to provide a common, centralized logging
function to programs running on a computer system.

A common event in a transaction-based computer program is the aborting of a transaction. As used
herein, “aborting” includes terminating a transaction before all of the steps of the transaction have been executed.
If transactions are being logged, several log records for the transaction may have been stored in a log file at the
time of the abort. Leaving the log records for an aborted transaction in a log file may cause problems in the
processing of the transactions after they are unloaded from the log file. For example, in a banking application, a
bank may attempt to transfer funds from one account to another through an intermediate account. The transaction
may first withdraw the funds from a first account generating a log record, put the funds in the second account
generating a log record, and then attempt to transfer the funds to the third account. Finding the third account
closed, the desired action may be to abort the entire transaction and leave the funds in the first account. The
existence of a withdrawal log record and a deposit log record for an aborted transaction in the log file may be
problematic for programs processing transaction log records from a log file.

It is therefore desirable to provide a method for indicating a completion status for a transaction in
transaction log records written to a log file for a large-scale transaction-based application. It is also desirable to
provide a method for distinguishing between aborted and successfully compieted transactions as the log records
are processed.

Logging utilities provided by operating systems, such as MVS Logger and OS/390 logger, typically do
not provide a method for indicating a completion status for transactions, and thus do not fully support transaction
logging as described herein. The system-provided loggers do provide a common, centralized logging function

with many useful features. It is therefore desirable that a method for indicating a completion status for a
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transaction in transaction log records written to a log file be applicable to logging utilities provided by operating
systems, such as MVS Logger and OS/390 Logger.

The problem of aborted transactions may also occur in computer systems in general where a program or
programs log transactions or events to log files. Therefore, a solution to the aborted transaction problem should
preferably be applicable to computer programs in general as well as specifically to large-scale transaction-based

applications.

SUMMARY OF THE INVENTION

The present invention provides various embodiments of an improved method and system for logging
transaction records in a computer system. In one embodiment, the method may include writing a confirmation log
record to the log file for a transaction that completes normally, and not writing a confirmation log record for
transactions that are aborted. The log file may be unloaded periodically by an unload program. The unload
program may write transaction log records accompanied by a confirmation log record to a good output file and
transaction log records not accompanied by a confirmation log record to a suspended output file. On a subsequent
execution, the unload program may combine the log records in the log file and the suspended file. The unload
program may write transaction log records accompanied by a confirmation log record to a good output file. The
unload program may write transaction log records not accompanied by a confirmation log record and which have
not exceeded a transaction time limit to a suspended output file. The unload program may write transaction log
records not accompanied by a confirmation log record and which have exceeded a transaction time limit to a
disposal output file. The transaction log records in the good output file may then be processed normally by log
processing programs.

In one embodiment, a transaction-based application program (hereinafter referred to as “the program”)
running on a server, may start a first transaction, and the first transaction may create a first transaction log record.
The first transaction may also create a second transaction log record. The generated first and second transaction
log records may be written to a log file immediately. In one embodiment, more than one program may be running
on a server, the programs may be running transactions, and the transactions may be writing log records to a log
file.

At some point, the program completes the first transaction. The program may generate a transaction
confirmation log record for the first transaction and write the confirmation log record to the log file. The program
may then start a second transaction. The second transaction may generate a first transaction log record and a
second transaction log record, and the transaction log records may be written to the log file. The program may
also start a third transaction, and the third transaction may generate a first transaction log record and the
transaction log record may be written to the log file.

Periodically, an unload program unloads the log file. The unload program may collect all of a
transaction’s log records from the log file and examine the records to see if a transaction confirmation log record
exists for the transaction. The unload program may examine the first transaction log records, find the log records
for the first transaction, and also find the transaction confirmation log record generated for the first transaction.
The unload program may write the first transaction log records to an output file for completed transaction log
records. The unload program may also examine the second transaction log records, finding the log records
generated so far for the second transaction, but not finding a transaction confirmation log record for the second

transaction. The unload program may write the second transaction log records to a suspended file for
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uncompleted transaction log records. The unload program may also examine the third transaction log records,
finding the log record generated so far for the third transaction, but not finding a transaction confirmation log
record for the third transaction. The unload program may write the third transaction log records to a suspended
file for uncompleted transaction log records. At this point, the unload of the log file has completed.

At some point, the program completes the second transaction. The program may generate a transaction
confirmation log record for the second transaction and write it to the log file. The third transaction may generate a
second transaction log record and write it to the log file.

At some point, the unload program begins the periodic unioading of the entries made in the log file since
the last unload, and the entries made in the suspended file during the last unload. The unload program may collect
all of a transaction’s log records from the log file and the suspended file and examine the records to see if a
transaction confirmation log record exists for the transaction. The unload program may examine the second
transaction log records, finding the log records generated for the second transaction, and also finding the
transaction confirmation log record generated for the second program. The unload program may write the second
transaction log records to the output file for completed transaction log records. The unload program may also
examine the third transaction log records, find the log records generated so far for the third transaction, but not
find a transaction confirmation log record for the third transaction.

The unload program may further examine transaction log records that do not include a transaction
confirmation log record. The unload program may examine the time stamp for the transaction log records. The
time stamp may be the start time of the transaction that created the transaction log records. The unioad program
may calculate the elapsed time of a transaction by subtracting the start time of the transaction from the current
system time read from a system clock. The calculated elapsed time of the transaction may be compared to a
transaction time limit.

The unload program may examine the third transaction log records, calculate the elapsed time of the third
transaction, and compare the elapsed time to a transaction time limit. The unload program may assume that
transaction log records that do not have an accompanying confirmation log record, and for which the transaction
elapsed time has exceeded the transaction time limit, are transaction log records for a transaction that has been
aborted. Aborted transaction log records are written to a transaction log record disposal file. Finding that the
third transaction has not exceeded the transaction time limit, the unload program may write the third transaction
log records to a suspended file for uncompleted transaction log records. At this point the unload of the log file and
suspended file has completed.

At some point, the program aborts the third transaction. Significantly, no transaction confirmation log
record is written for the third transaction.

At some point, the unload program begins the periodic unloading of the entries made in the log file since
the last unload, and the entries made in the suspended file during previous unloads. The unioad program may
collect all of a transaction’s log records from the log file and the suspended file and examine the records to see if a
transaction confirmation log record exists for the transaction. The unload program may examine a transaction’s
log records and find a transaction confirmation log record. The unload program may write the transaction log
records to the output file for completed transaction log records. The unload program may also examine the third
transaction log records, find the log record generated for the third transaction that were in the suspended file, but
not find a transaction confirmation log record for the third transaction.

The unload program may further examine transaction log records that do not include a transaction
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confirmation log record. The unioad program may examine the third transaction log records, calculate the elapsed
time of the third transaction, and compare the elapsed time to a transaction time limit. The unload program may
assume that transaction log records that do not have an accompanying confirmation log record, and for which the
transaction elapsed time has exceeded the transaction time limit, are transaction log records for a transaction that
has been aborted. Finding that the third transaction has exceeded the transaction time limit, the unload program
may write the third transaction log records to a disposal file for aborted transaction log records. The unload
program may write the transaction log records of transactions that have not exceeded the transaction time limit to
a suspended file for uncompleted transaction log records. At this point the unioad of the log file and suspended
file has completed.

One advantage of the method described herein, including writing a confirmation log record for a
successfully completed transaction and not writing a confirmation log record for an aborted transaction, is that the
confirmation log record provides positive evidence that a transaction has successfully completed during
processing of a log file. Another advantage is that the method may be used with logger utilities provided with
operating systems, such as MVS Logger and OS/390 Logger. Yet another advantage is that the method may be

applied in computer systems in general where programs perform event logging.

BRIEF DESCRIPTION OF THE DRAWINGS

Figure 1 illustrates a server in which programs send log records to a logger module;

Figure 2 illustrates a server with programs sending log records with end records to a logger module
according to one embodiment;

Figure 3 illustrates a process of an unload module moving records from a log file to an output file;

Figure 4 illustrates an unload module reading a log file and moving records with end records to an output
file and records without end records to a suspend file according to one embodiment;

Figure 5 illustrates an unload module reading a log file and a suspend file and moving records with end
records to an output file, records without end records to a suspend file, and timed-out records to a dispose file
according to one embodiment;

Figure 6 is a high-level block diagram of a single-system image cluster system;

Figure 7a is a flowchart illustrating a process of sorting transaction logs into different output categories
according to one embodiment;

Figure 7b is a continuation of flowchart 7a;

Figure 7c is a continuation of flowchart 7b;

Figure 7d is a continuation of flowchart 7c.

While the invention is susceptible to various modifications and alternative forms, specific embodiments
thereof are shown by way of example in the drawings and will herein be described in detail. It should be
understood, however, that the drawings and detailed description thereto are not intended to limit the invention to
the particular form disclosed, but on the contrary, the intention is to cover all modifications, equivalents, and

alternatives falling within the spirit and scope of the present invention as defined by the appended claims.

DETAILED DESCRIPTION OF THE DRAWINGS

The term “computer system” as used herein generally describes the hardware and software components

that in combination allow the execution of computer programs. The computer programs may be stored in
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software, hardware, or a combination or software and hardware. A computer system’s hardware generally
includes a processor, memory media, and Input/Output (/O) devices. As used herein, the term “processor” or
“processing unit” generally describes the logic circuitry that responds to and processes the basic instructions that
operate a computer system. The term “memory medium” includes an installation medium, e.g., a CD-ROM, or
floppy disks; a volatile computer system memory such as DRAM, SRAM, EDO RAM, Rambus RAM, etc.; or a
non-volatile memory such as optical storage or a magnetic medium, e.g., a hard drive. The memory medium may
comprise other types of memory or combinations thereof. In addition, the memory medium may be located in a
first computer in which the programs are executed, or may be located in a second computer connected to the first
computer over a network. The term “memory” is used synonymously with “memory medium” herein. A
computer system also generally includes a system clock to provide the current time to programs.

A computer system’s software generally includes at least one operating system, a specialized software
program that manages and provides services to other sofiware programs on the computer system. Software may
also include one or more programs to perform various tasks on the computer system and various forms of data to
be used by the operating system or other programs on the computer system. The data may include but are not
limited to databases, text files, and graphics files. A computer system’s software generally is stored in non-
volatile memory or on an installation medium. A program may be copied into a volatile memory when running
on the computer system. Data may be read into volatile memory as required by a program. Some operating
systems may include a logging utility to provide a common, centralized logging function to programs running on
a computer system.

A computer system may comprise more than one operating system. When there is more than one
operating system, resources such as volatile and non-volatile memory, installation media, and processor time may
be shared among the operating systems, or specific resources may be exclusively assigned to an operating system.
For example, each operating system may be exclusively allocated a region of volatile memory. The region of
volatile memory may be referred to as a “partition” or “memory space.” A combination of an operating system
and assigned or shared resources on a computer system may be referred to as a “server.” A computer system thus
may include one or more servers.

Figure 1 — A server in which programs send log records to a logger moduie

Figure 1 illustrates a server 10 including a system memory 20 connected to a data storage 30 by a data
bus 35, a system clock 15, and a processing unit 12 connected to system memory 20 and system clock 15.
Processing unit 12 may include a single processor or several processors performing in parallel. Processing unit
may be coupled to data storage 30 by a data bus. A log file 40 may be stored on the data storage 30 and may be
maintained by logger module 50. A program 60 and a program 70, running on server 10, may run transactions
that generate transaction log records 65 and 75. Program 60 and program 70 may send the log records to logger
module 50, which then may write the transaction log records to log files 40. Programs 60 and 70 do not send a
transaction log record indicating the end of a transaction to logger module 50. The system clock 15 may be used
in generating the current time and/or creating time stamps for log records. As used herein, a “time stamp” is a
record of the time at which part of a log file was written or a record of the time at which a transaction or a step in

a transaction was generated.
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Figure 2 — A server with programs sending log records with end records to a logger module according to one

embodiment

Figure 2 illustrates a server 10 including a system memory 20 connected to a data storage 30 by a data
bus 35, a system clock 15, and a processing unit 12 connected to system memory 20 and system clock 15.
Processing unit 12 may include a single processor or several processors performing in parallel. Processing unit
may be coupled to data storage 30 by a data bus. A log file 40 may be stored on the data storage 30 and may be
maintained by logger module 50. A program 60 running on server 10 may run a transaction that may generate a
set of transaction log records 65. Program 60 may send the log records to logger module 50, which then may
write the transaction log records 65 to log files 40. When the transaction generating transaction log records 65
ends in program 60, program 60 generates a transaction end record 66 and sends it to logger module 50. Logger
module 50 then may write transaction end record 66 to log files 40. Similarly, a program 70 running on server 10
may run a transaction that may generate a set of transaction log records 75. Program 70 may send the log records
to logger module 50, which then may write the transaction log records 75 to log files 40. When the transaction
generating transaction log records 75 ends in program 60, program 60 generates a transaction end record 76 and
sends it to logger module 50. Logger module 50 then may write transaction end record 76 to log files 40. The
system clock 15 may be used in generating the current time and/or creating time stamps for log records.
Figure 3 - A process of an unload moduie moving records from a log file to an output file

Figure 3 illustrates an unload module 110 extracting transaction log records 120 from a log file 100 and
moving them to an output file 125. Note that the unload module 110 has no mechanism for determining if
transaction log records 120 is complete, so all of transaction log records 120 are moved into output files 125
Figure 4 - An unload module reading a log file and moving records with end records to an output file and records
without end records to a suspend file according to one embodiment

Figure 4 illustrates an unload module 160 extracting transaction log records from a log file 150 and
sorting the transaction log records based upon the presence of a transaction end record. Unload module 160
comprises a logger unload program. Unload module 160 may perform periodic unloading of log files on a
computer system. At the time unload module 160 performs the unload of the records from log file 150, a
transaction generating transaction log records 170 may have completed. A transaction end record 171 may have
been generated in response to the completion of the transaction and written to the log file. A “transaction end
record” is used herein as a synonym for a “completion record,” i.e., a sequence of characters or binary data
indicating that a transaction has compieted. Unload module 160 may read one or more transaction records 170
from log file 150. Unload module 160 may then detect the transaction end record 171 and write the transaction
records 170 to an output file 175 in response to detecting the transaction end record 171. In one embodiment, an
unload module may dispose of a transaction end record after the transaction end record is used. In another
embodiment, an unload module may send a transaction end record to an output file with the rest of the transaction
records.

Unload module 160 also may read one or more transaction records 180 from log file 150. When all
records in the log file 100 have been processed by unload module 160 and no transaction end record is found for

transaction records 180, unload module 160 may write transaction records 180 to a suspend file 185.
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Figure 5 - An unload module reading a log file and a suspend file and moving records with end records to an
output file, records without end records to a suspend file, and timed-out records to a dispose file according to one
embodiment

Figure 5 illustrates an unload module 160 extracting transaction log records from a log file 200 and a
suspend file 201 and sorting the transaction log records based upon the presence of a transaction end record and a
time limit for incomplete transactions. At the time the unload module 160 performs the unload of the transaction
log records from log file 200 and suspend file 201, a transaction generating transaction log records 210 may have
completed. Transaction end record 211 may have been generated and written to log file 200 upon completion of
the transaction. Another transaction may have started and written transaction log records 220 to log file 200.
Transaction log records 212 and transaction log records 230 may have been written to a suspend file by an earlier
unload of a log file by unload module 160. After the earlier unload, additional transaction log records 212 may
have been written to log file 200, a transaction generating the transaction log records 212 may have completed,
and transaction end record 213 may have been written to log file 200.

Unload module 160 may read one or more transaction records 210 from log file 200. Unload module 160
may then detect the transaction end record 211 and write the transaction records 210 to one of output files 215 in
response to detecting the transaction end record 211. In this case, the output file is a completed transaction file.
As used herein, a “completed transaction file” may include a file in memory which stores information relating to
completed transactions. Output files may also include an uncompleted transaction file and an aborted transaction
file. As used herein, an “uncompleted transaction file” may include a file in memory which stores information
relating to uncompleted transactions. As used herein, an “aborted transaction file” may include a file in memory
which stores information relating to aborted transactions. Unload module 160 may also read one or more
transaction records 212 from suspend file 201 and one or more transaction records 212 including transaction end
record 213 from log file 200. Unload module 160 may then detect the transaction end record 213 and write the
transaction records 212 to one of output files 215 in response to detecting the transaction end record 213.

When all records in the log file 200 have been read by unload module 160, unload module 160 may
examine transaction records that have no transaction end record associated with them. No transaction end record
is found for transaction records 220 and 230. Unload module 160 may then examine transaction records 220 and
determine that the transaction has not exceeded a transaction time limit 16. Unload module 160 may subtract a
time stamp in transaction record 220 from the system time read from a system clock 15 to determine the
transaction elapsed time. Unioad module 160 may then write transaction records 220 to a suspend file 225.
Unload module 160 may then examine transaction records 230 and determine that the transaction has exceeded
the transaction time limit. Unload module 160 may then write transaction records 230 to a dispose file 235.

Figure 6 - A high-level block diagram of a single-system image cluster system

Figure 6 illustrates an embodiment of a single-system image cluster system that is suitable for
implementing the logging system and method as described herein. The system may include multiple systems (two
systems, systems 300 and 310, are shown) running mainframe operating systems such as 0S/390 or MVS
operating systems; at least one coupling facility 330 to assist in multisystem data sharing functions, wherein the
coupling facility 330 is physically connected to systems in the cluster with high-speed coupling links 335; a timer
facility 340 to synchronize time functions among the servers; and various storage and 1/0 devices 320, such as
DASD (Direct Access Storage Devices), tape drives, terminals, and printers, connected to the systems by data

buses or other physical communication links.
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Shown in system 300 is a server 350 running a mainframe operating system such as MVS. A logger 351
is shown running on server 350. The logger 351 accepts records to be logged from program 352 and writes them
to a log file 321 shown on external storage. Also shown in system 310 is a system partitioned into more than one
logical system or server (two servers, servers 360 and 370, both running a mainframe operating system such as
MVS, are shown on system 310). Servers 360 and 370 may also have programs interfacing with a logger.

The single-system image cluster system provides dynamic workload balancing among the servers in the
cluster. To a client working at a terminal or to an application program running on the cluster, the servers and
other hardware and software in a single-system image cluster system appear as one logical system.

Figures 7a-7d - A flowchart illustrating a process of sorting transaction logs into different output categories

according to one embodiment

Figures 7a through 7d present a flowchart illustrating one embodiment of a method of transaction
logging providing the ability to sort transaction logs into different output categories. The flowchart may describe
a logging process similar to that shown in Figure 2. At step 400, a log file is opened. Opening a log file may
include creating a new log file, or it may include opening a previously created log file. In one embodiment, the
log file may be created on an external storage device such as a disk drive. In another embodiment, the log file
may be created in a volatile memory and later written to a non-volatile storage. In one embodiment, an
application program running on a server may create the log file. In another embodiment, a system logging utility
may provide log file creation and maintenance to application programs running on the server. In yet another
embodiment, a logger interface program may provide log file creation and maintenance to application programs,
and may interface to a system logging utility. As used herein, a “logger interface program” includes a program
which is configured to accept transactions generated by programs and send the transactions to a system logging
utility.

At step 401, a first transaction generates a first transaction log record. At step 402, the first transaction
generates a second transaction log record. In this flowchart, generating a transaction log record may include the
creation of the transaction log record and writing the transaction log record to a log file. In one embodiment, a
program may directly write a transaction log record to a log file. In another embodiment, a program may send a
transaction log record to a logging program and the logging program may write the transaction log record to a log
file. In yet another embodiment, a program may send a transaction log record to a system logging utility and the
system logging utility may write the transaction log record to a log file. In one embodiment, a transaction may
include a number of steps, wherein each step in the transaction may generate one or more transaction log records.

In step 403, the first transaction may complete. The program may generate a transaction confirmation
log record for the first transaction in step 404. The terms transaction confirmation log record, transaction end
record, and transaction completion record are synonymous as used herein. As used herein, a “transaction
completion record” may include information, such as a sequence of characters or binary data, indicating that a
transaction has completed. A second transaction may generate a first transaction log record in step 405, and a
second transaction log record in step 406. In step 407, a third transaction may generate a first transaction log
record.

In step 408, an unioad program as illustrated in Figure 6 begins unloading the log file. In step 409, the
unload program may collect all of a transaction’s log records from the log file and examine the records to see if a
transaction confirmation log record exists for the transaction. In step 409, the unload program may examine the

first transaction log records, finding the log records generated in steps 401 and 402, and also finding the
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transaction confirmation log record generated in step 404. The unload program may write the first transaction log
records to an output file for completed transaction log records in step 410. In one embodiment, all of a completed
transaction’s log records may be written to a completed transaction output file. In another embodiment,
transaction confirmation log records are deleted after they are used to identify completed transactions and are not
written to a completed transaction output file. In step 409, the unload program may also examine the second
transaction log records, finding the log records generated in steps 405 and 406, but not finding a transaction
confirmation log record. The unload program may write the second transaction log records to a suspended file
for uncompleted transaction log records in step 411. In step 409, the unload program may also examine the third
transaction log records, finding the log record generated in steps 407, but not finding a transaction confirmation
log record. The unioad program may write the third transaction log records to a suspended file for uncompleted
transaction log records in step 412. In step 413, the unload of the log file is completed.

In step 414, the second transaction may complete. The program may generate a transaction confirmation
log record for the second transaction in step 415. In step 416, the third transaction may generate a second
transaction log record.

In step 417, the unload program begins unloading the entries made in the log file since the last unload,
and the entries made in the suspended file during the last unload. In step 418, the unload program may collect all
of a transaction’s log records from the log file and the suspended file and examine the records to see if a
transaction confirmation log record exists for the transaction. In step 418, the unload program may examine the
second transaction log records, finding the iog records generated in steps 405 and 406, and also finding the
transaction confirmation log record generated in step 415. The unioad program may write the second transaction
log records to the output file for completed transaction log records in step 419. In step 418, the unload program
may also examine the third transaction log records, find the log records generated in steps 407 and 416, but not
find a transaction confirmation log record.

In step 420, the unload program may further examine a transaction’s log records that do not include a
transaction confirmation log record. In one embodiment, a transaction log record may include at least one time
stamp. A transaction start time is one example of a time stamp, wherein a transaction start time may indicate the
time at which a transaction was generated or written to a log file. In one embodiment of a transaction log record
including a time stamp, the time stamp may be represented as a text representation of a year, month, day of the
month, hour, minute, seconds, and fractions of seconds. In another embodiment of a transaction log record
inciuding a time stamp, the time stamp may be represented as a binary number, and the binary number may
represent a number of fractions of a second since a system-determined base time. Other methods of representing
a time stamp in a transaction log record will be obvious to one skilled in the art. In one embodiment, a transaction
that generates transaction log records may use the start time of the transaction as a time stamp for transaction log
records. In one embodiment, a time stamp used by a transaction may be unique for that transaction and may be
used to uniquely identify the transaction. In step 420, the unload program may examine the time stamp for the
transaction log records. The time stamp may be the start time of the transaction that generated the transaction log
records. The unload program may calculate the elapsed time of a transaction by subtracting the start time of the
transaction from the current system time read from a system clock (see Figure 5, item 15). The calculated elapsed
time of the transaction may be compared to a transaction time limit (see Figure 5, item 16). In one embodiment, a
transaction time limit for a transaction log record may be read from a program that generated the transaction log

record. In another embodiment, a transaction time limit may be set in the unload program. In yet another
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embodiment, a transaction time limit may be entered by a user of the unload program before transaction log
records in a log file and suspended file are processed.

In step 420, the unload program may examine the third transaction log records, calculate the elapsed time
of the third transaction, and compare the elapsed time to a transaction time limit. In step 420, the unload program
may assume that a transaction having transaction log records that do not have an accompanying confirmation log
record, and for which the transaction elapsed time has exceeded the transaction time limit, has been aborted.
Aborted transaction log records are written to a transaction log record disposal file in step 421. In one
embodiment the disposal log file may be kept after the unioad program completes. In another embodiment, the
record disposal file is deleted by the unload program before the unload program completes. Finding that the third
transaction has not exceeded the transaction time limit, the unload program may write the third transaction log
records to a suspended file for uncompleted transaction log records in step 422. In step 423, the unioad program
finishes the unload of the log file and suspended file.

In step 424, the third transaction is aborted. No transaction confirmation log record is written for the
third transaction.

In step 425, the unjoad program begins unloading the entries made in the log file since the last unload,
and the entries made in the suspended file during previous unloads. In step 426, the unload program may collect
all of a transaction’s log records from the log file and the suspended file and examine the records to see if a
transaction confirmation log record exists for the transaction. In step 427, the unload program may examine a
transaction’s log records and find a transaction confirmation log record. The unload program may write the
transaction log records to the output file for completed transaction log records in step 427. In step 426, the unload
program may also examine the third transaction log records, find the log record generated in steps 407 and 416,
but not find a transaction confirmation log record.

In step 428, the unload program may further examine a transaction’s log records that do not include a
transaction confirmation log record. The unload program may examine the third transaction log records, calculate
the elapsed time of the third transaction, and compare the elapsed time to a transaction time limit. In step 420, the
unload program may assume that a transaction having transaction log records that do not have an accompanying
confirmation log record, and for which the transaction elapsed time has exceeded the transaction time limit, has
been aborted. Finding that the third transaction has exceeded the transaction time limit, the unload program may
write the third transaction log records to a disposal file for aborted transaction log records in step 429. The unload
program may write the transaction log records of transactions that have not exceeded the transaction time limit to
a suspended file for uncompleted transaction log records in step 430. In step 431, the unload program finishes the
unload of the log file and suspended file.

Various embodiments further include receiving or storing instructions and/or data implemented in
accordance with the foregoing description upon a carrier medium. Suitable carrier media include memory media
or storage media such as magnetic or optical media, e.g., disk or CD-ROM, as well as signals such as electrical,
electromagnetic, or digital signals, conveyed via a communication medium such as networks and/or a wireless

link.

Additional Information

For several years, there has been a generalized high-speed logging facility to ease migration of all

applications to a true 24 / 7 environment. The logging facility may provide multiple physical files and the ability
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to switch physical logs for batch off-load with no application interrupts. It may also provide a flexible and
extendable unload by source, target, or time of the logged transaction. While the logging facility provides fast
efficient logging, some operational issues have always proved troublesome to clients. The OS/390 System Logger
provided as part of OS/390 would remove or ease these issues. However, it is not RECOVERABLE and does not
provide any flexible unload facilities.

Any significant production use of the MVS Logger by any syspiex-exploiting system may tend to require
either a non-volatile coupling facility (for example, UPS on CPU running the CF) or dual CFs to ensure integrity
of the logged data within the CF. Numerous Log streams may exist on one MVS Logger List structure. As the
characteristics (Maximum buffer size and Maximum allocation) of a List are fixed, and the resources represented
by a List are evenly divided among all logstreams using a list, an important tuning is to correctly assign various
MVS Logs to List structures.

Use of the MVS Logger may vastly ease the scheduling of log offloads required
before batch processing. While an unload job must still be run, in one embodiment, it need be run only once
regardless of the number of MVS images or processing regions. In one embodiment, the first step unloads the
MVS Log, both the data contained in VSAM Linear Data Sets and the data from within the CF, to a sequential
format. Subsequent steps are unchanged and data may be extracted using any supported criteria.

The ability to unload data without any requirement to schedule the LOG SWITCH transactions required
by earlier logging facilities provides the opportunity to more tightly schedule unloads before batch.

Use of the MVS logger may tend to require correctly sizing the Structure used to house the Logstreams
and the Logstreams themselves. As a Policy may contain only 128 structures, not every logstream may have its
own structure.

Several changes may be recommended to implement an MVS Log. Additional Logs may reuse the Log
List Structure or create their own as required. To size a List Structure, the maximum and average buffer sizes
may be required. For each Logstream, the Low and High off-load percent, the number of writes per second, and
the required residency time of data in the log may be required. A utility provides the sizing for Policy Definition.

Programs may have a built-in online and/or batch Logging facility of some type. This Logging facility
collects various types of data, such as online transactions for batch processing, and audit/reporting information.
Each of these facilities may be specifically designed for the processing application and uses unique logging data
sets. In most cases, the log data sets are keyed index files that add considerable overhead to transaction
processing in both online and batch environments. Additionally, the online log data sets may tend to require
special processing measures to accommodate offline processing, or in some cases to interrupt online processing.
Therefore, log data sets have caused significant concern from an application processing perspective, despite the
fact that they perform the required functions.

Consequently, a new logging facility was conceived to resolve the application concerns created by
existing log facilities. The log service may provide a generalized logging facility for Umbrella-based applications
that improves logging performance and
increases online log file availability. In various embodiments, the requirements for individual application log files
can be eliminated. A single set of log files can be utilized without internal application modifications. The log
files can accommodate any application log record format and can provide continuous online log availability. This

facility may deliver enhanced application logging capabilities for existing and future applications.
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Additionally, the Logging facility service may provide offline processing services that can be tailored for
each application. A batch log utility may provide the ability for batch processing to unload, warehouse, and split
out the individual application log records. Basic and customized record selection capabilities may be available
through this utility to enhance batch processing flexibility.

In one embodiment, the basic function of the logging process is to intercept online I/O requests made to
application log files and reroute them to the log file. Multiple log files are supported, with manual and automated
switching capabilities. The logging facility service may be available in the online and batch environment, for both
IMS and CICS. However, due to the environmental differences, the log file's physical structure and access
method may vary.

In one embodiment, for IMS, the log file includes Fast Path Data Entry Databases (DEDB) with the
individual log records being Sequential Dependent Segments (SDEPs). DEDB:s are designed to provide efficient
storage for large-volume data accessing, and offer high levels of availability through the use of area data sets.
SDEP segments, within a DEDB, are designed for very fast insert capabilities, making them ideal for online
audit/log files. Also, DEDBs are recoverable through Database Resource Control (DBRC) in ail IMS
environments (for example, BMP, DC, and so on).

In one embodiment, for CICS, the log file includes VSAM Relative Record Data Set (RRDS) files. The
advantages here are also the fast insert capabilities and CICS recoverability.

Using the system logger for the logging facility may allow a sysplex-wide sharing of a common
repository for log data from any TP and/or environment and even for a combination of CICS, IMS, and batch
systems. Each application file may have its own individual log stream or the data may be placed into a common
log stream.

An additional performance feature is built into the online log service. A program can buffer up
application log records, within a log record, and only perform the actual I/O at end of transaction. Consequently,
a single log record may contain one or more actual
application log records. This may reduce the number of I/Os performed and further improve transaction
processing time.

The entire logging process may take place within a load module and require no application program
modifications. However, some additional batch processing steps are required to remove the application log
records from the log file and place them on the desired application log file. For this purpose, a log utility may be
provided to split application log records off the log and place them on the original designated application files.
This utility may provide basic record selection and a user exit point for further customization. In summary, this
logging facility may provide improved online and batch logging performance, increased online log file
availability, and flexible log record separation facility.

In one embodiment, ,the target database for an application write request is evaluated to determine if it is
defined as an application log data set by examining the LOG FILE TYPE flag on the sequential database (SDB) or
the Hierarchical Database (HDB) definition. If it is an application log file, the following steps may occurs. The
application records for the transaction may be buffered. Output may be deferred until the end of transaction, or
until the buffer's space is exceeded. Buffer space may be calculated as the number of buffers multiplied by the log
buffer size. The buffer data may be identified by system header, application record header, data group header,
and data group data. If the transaction /O requests exceed the data set space allowance, an internal log switch

may occur, and a new log file may be activated. The active Logging facility database may have concurrent
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accessibility through status information tabled in permanent data group 48634, the log control record. The
address of this area may be stored in a Program Vector Table (PVT) field. Online regions under the same system
CPU may share the Logging facility database set if the Common Storage Area (CSA) is active for the regions.

Activating the system logger feature may cause all records that would have been written to a Logging
facility to be written to the system logger instead. With the system logger, a user may have the choice of using a
single log stream to house all application records or individual log streams for each of the application files. The
records may be written as they are received by the logger function. In one embodiment, there is no switching or
stopping of the log streams required, and both batch and online may write to the same log streams. A new batch
unload program may be used to read and delete the log streams. The output from this program may be used as
input to the consolidate step of the Batch Log Processing utility.

In one embodiment, the basic batch logging flow may have several major differences from the online
flow. For example, the batch log file may be a sequential database. The records that are written to the sequential
log file may not be blocked and buffered for deferred output. Each application record may be written out at the
time of the database request with a system, application, and data group header. The application records may be
ready to be included directly into the batch utility split step. A single batch Log file may be utilized with no
switching capability. No log file space evaluation may be performed.

In offline log processing, the Batch Log Processing utility may unioad, consolidate, and split application
data records to the application log file. Offline processing is recommended to be performed before exhausting all
of the available online log files. A file may become available for offline processing through Logging facility
service internal switching, or through the explicit online switch transaction. To become available for online
processing again, the log file is recommended to be unloaded and reinitialized.

In one embodiment, the steps that occur to split application records to the application log file from the
time the active log file may be taken offline. First. a Batch Log Processing utility may assesse which Log files
may be available for offline processing. The offline log files may be unioaded to a flat sequential file. The log
buffer may be broken into one application record per output buffer and consolidated with the warehouse
consolidated log file, if one exists. The consolidated records may be split, based on any selection criteria, to the
target application log files. The split records, by default, may not be written to the newly-created warehouse log
file, to prevent duplicate processing.

In one embodiment, the system logger may utilize a different program to unload data from the system
logger data sets. The output from this program may be used as input to the Batch Log Processing utility for
consolidation or splitting into individual application log streams. This unload program may also delete the
accumuiated records from the log stream.

In one embodiment, implementing logging using the system logger may tend to require an active system
logger within the sysplex. Among the items to be considered before using the system logger for logs are the
number and location of coupling facility structures, the number of log streams required, mapping of log streams to
coupling facilities, sizing of each coupling facility structure, DASD requirements for each log stream, and proper
security authorization to access the system logger. If the data being logged is of a critical nature (audit data, for
example), then duplexing of the data is recommended.

A batch utility may be provided to extract and process the records that were written to the Logging
facility during online or batch processing. This utility may perform a plurality of functions, which are described

as follows. The utility may unload the Log file(s). This stand alone step reads the log(s) and writes the records to
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a sequential file. Depending on the environment in which it is executing, it may also delete the records just read.
Each environment requires a unique procedure for unloading the records and is described in the following
sections. The utility may consolidate unloaded records. The records just unloaded may be combined with
previously unloaded records to form a single repository for later processing by the split or purge functions of this
utility. The utility may split warehoused records. The consolidated records may be split into their respective
application files based on criteria specified with control statements. The utility may purge warehoused records.
Based on control statements, records may be deleted.

In one embodiment, the Batch Split utility step to unioad the VSAM RRDS log files may include
querying each Log file to determine which files require unload processing, and then dumping the targeted records
to a flat sequential file. The file may be flagged as unloaded. The file may not be available for online processing
until it is reinitialized. The Initialize VSAM Database utility may delete the records from the unloaded log file,
and flags the file as available for online processing. In one embodiment, it may not be necessary to run this step
in the same job as the batch unload step, but the Logging facility may not recognize the unloaded file as available
until it has been run.

A batch utility may consolidate the previously unloaded application records with records from a
warehoused records sequential file. The warehoused record file may include a collection of application records
collected from previous unload steps. In one embodiment, it is not a required data set, and it may be bypassed by
using DUMMY as the Data Set Name (DSN) for DD SEQLOGI. If using a warehouse file, it is recommended that
the files be created as Generation Data Group (GDG) data sets.

A batch utility may split the consolidated application log records to the original application log files. An
example uses the optional selection criteria control cards to select only those log files destined for database names
prefixed with a particular name. In one embodiment, these application databases are online application log
databases that were specified on the original HDB activity. The application records that are selected and split to
the application databases may be purged from the new warehouse sequential log file. The HDB activities
captured with the application log records may be issued to split the application records to the application
databases.

In one embodiment, to write records directly to an application database defined as an application log file,
logging should be disabled. To process records directly in batch from an application database defined as a log
file, logging should also be disabled. In one embodiment, there are two methods for disabling the logging facility
for specific programs or transactions. First, a logging flag can be set to N within an application program. Second,
for batch, the bypass logging transaction can be executed before the transaction(s) performing the logging.

In one embodiment, ,setting the logging flag in the UTCB may temporarily disable logging for the
duration of the transaction or until the flag is reset. However, if a more permanent system-wide disabling is
desired, a global variable may be set to disable logging. This may disable the Logging facility service for all
application log files in the environment.

Each log record, passing the initial selection criteria, may be manipulated before the SPLIT processing is
performed. Once an application log record passes the initial selection criteria, the data contained in the log record
may be placed back into the originating data groups (i.e., the data groups where the data was obtained during the
online logging process). Additionally, the Log file Header and the Application Record Header information is also

available. Once the application log record information is in the appropriate data groups, the supplied activity may
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be invoked. Upon return to the Log Utility, a determination may be made as to whether SPLIT and/or PURGE
processing continues against the application record.

Consequently, the data group being passed to the exit module may be based upon the data groups of the
databases being processed. To access these data groups, the exit module may need only to specify them on the
program definition and in the appropriate area within the source module.

In one embodiment, the Log file Header and the Application Record Header information may be
available and may all be specified in the user exit module. The result field can be used to communicate to the Log
Utility that SPLIT process is to be bypassed. Upon return to the Log Utility, the result field is interrogated for a
nonzero value. If the value of this field is nonzero, the Log Utility may bypass both the SPLIT and PURGE
processes.

In one embodiment, the existing Logging facility has received a heart transplant by using the 0S/390
System Logger as the transport layer replacing the VSAM RRDS or IMS/DEDB w/SDEP used in prior releases.
This may provide a very high-speed, flexible logging tool that addresses substantially all the operational problems
experienced with the original Logging facility. In one embodiment, all log streams and their supporting CF List
structures must be defined via standard utilities.

Once MVS LOG support is active, the logging facility may be switched from its internal log structures to
the system logger. The most noticeable change may be in the processing required to unload the system logger
with integrity.

The unload program may process records written to the system logger. These records may have been
written to the system logger by online and/or batch systems. As this unload may be an asynchronous process with
the jobs that are still writing to the logger and because the logger function is a non-recoverable resource (that is,
no backout is performed), specialized processing may be required. Records written to the log may be grouped by
transaction. Every record written during the life of a program transaction may have the same key. At the end of a
transaction, a control record may be written with the same key and an identifier that indicates that the record set is
valid (that is, the transaction did not abend).

In one embodiment, multiple address spaces may be writing to the logger at the same time so records are
interspersed (do not have a set grouping). As these logging processes may be continuing during the unload, the
unload program may read valid records that do not yet have a matching control record. The basic logic of this
program may include: getting the log stream to be unloaded; getting warehoused records that did not have a
matching control record during the last execution of this job (this data set does not exist on the very first execution
of this job) and passing these records to sort; reading all the records on the specified log stream and passing them
to sort; sorting the records so that they are grouped by transaction key with the control record, if any, sorting first;
and reading the records from sort. If there is a matching control record, the logic of the program may further
include writing all the records with the same transaction key to SEQLOGO. If a record does not have a matching
control record, then, if the record is more than 1 hour and 11 minutes old, it may be written to a reject file because
it is probably the result of a transaction that abended and did not write a control record. Otherwise, it may be
written to SYSLOGO, the warehouse file. The records may then be deleted from the system logger.

In one embodiment, the implementation of the MVS System Logger may be thought of as a “heart
transplant” into the logging facility. The transport layer of the logging facility may be replaced by the System
Logger. Additional functionality may be provided by allowing any application to designate SDB/HDB as a pure
System Log.
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WHAT IS CLAIMED iS:
1. A method comprising:
writing a first transaction to a log file;
completing the first transaction;
writing a completion record for the first transaction to the log file, wherein the completion
record indicates that the first transaction has completed;
writing a second transaction to the log file;
reading the completed first transaction from the log file;
reading the second transaction from the log file;
writing the completed first transaction to a completed transaction file; and

writing the second transaction to an uncompleted transaction file.

2. The method of claim 1, further comprising:

completing the second transaction;

writing a completion record for the second transaction to the log file, wherein the compietion
record indicates that the second transaction has completed;

reading contents of the log file and contents of the uncompieted transaction file, wherein the
contents of the log file include the completion record for the second transaction, and wherein the contents
of the uncompleted transaction file include the second transaction;

determining that the second transaction from the uncompleted transaction file corresponds to the
completion record for the second transaction from the log file; and

writing the completed second transaction to the completed transaction file in response to
determining that the second transaction from the uncompleted transaction file corresponds to the

completion record for the second transaction from the log file.

3. The method of claim 2, further comprising:

providing a transaction time limit for transactions, wherein the transaction time limit indicates a
time by which the transaction must complete to be valid;

providing a current time;

writing a third transaction to the log file, wherein the third transaction includes a transaction
start time, wherein the transaction start time indicates a time at which the third transaction began;

reading contents of the log file and contents of the uncompleted transaction file;

calculating a transaction elapsed time for the third transaction by subtracting the current time
from the transaction start time;

comparing the transaction elapsed time of the third transaction to the transaction time limit; and

writing the third transaction to an aborted transaction file when the transaction elapsed time of

the third transaction has exceeded the transaction time limit.

4, The method of claim 1, wherein each transaction comprises at least one transaction record, and wherein a

transaction record comprises at least one field.

17



10

15

20

25

30

35

40

10.

1.

12.

13.

14.

WO 01/01250 PCT/US00/18020

The method of claim 4, wherein each transaction record further comprises an identifier field, wherein the
identifier field is unique to the transaction, such that the identifier field uniquely identifies a transaction
record as belonging to a particular transaction, and such that the identifier field is used to distinguish the

particular transaction from other transactions.

The method of claim 5, wherein each transaction record further comprises a time field, wherein the time

field comprises a time stamp.

The method of claim 6, wherein the identifier field is the time field, wherein the time stamp is a time at

which the transaction was started.

The method of claim 7, wherein one transaction record is a completion record comprising a time field
and a transaction complete field, wherein the transaction complete field includes information identifying

arecord as a completion record.

The method of claim 1, wherein each transaction includes a program identifier, wherein the program
identifier is a unique piece of data that indicates which program of a plurality of programs generated the

transaction.

The method of claim 9, wherein a logger interface program is configured to accept transactions generated

by programs and send the transactions to a system logger.

The method of claim 10, wherein the system logger is a component of an operating system.

The method of claim 10, further comprising:
the logger interface program receiving the first transaction from a first program;
the logger interface program sending the first transaction to the system logger;
the logger interface program receiving the second transaction from a second program;

the logger interface program sending the second transaction to the system logger.

The method of claim 12, wherein the logger interface program is executable by a mainframe computer

system.

The method of claim 1,

wherein reading transactions from the log file further comprises a logger unload program
reading transactions from the log file;

wherein writing the completed first transaction to a completed transaction file further comprises
the logger unload program writing the completed first transaction to a completed transaction file; and

wherein writing the second transaction to an uncompleted transaction file further comprises the

logger unload program writing the second transaction to an uncompleted transaction file.
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The method of claim 14, further comprising:

writing a completion record for the second transaction to the log file, wherein the completion
record indicates that the second transaction has compieted;

the logger unload program reading contents of the log file and contents of the uncompleted
transaction file;

the logger unload program determining that the second transaction from the uncompleted
transaction file corresponds to the completion record for the second transaction from the log file; and

the logger unload program writing the completed second transaction to the completed
transaction file in response to the logger unload program determining that the second transaction from
the uncompleted transaction file corresponds to the completion record for the second transaction from the

log file.

The method of claim 15, further comprising:

providing a transaction time limit for transactions, wherein the transaction time limit indicates a
time by which the transaction must complete to be valid;

providing a current time;

writing a third transaction to the log file, wherein the third transaction includes a transaction
start time, wherein the transaction start time indicates a time at which the third transaction began; .

the logger unload program reading contents of the log file and contents of the uncompieted
transaction file;

the logger unload program calculating a transaction elapsed time for the third transaction by
subtracting the current time from the transaction start time;

the logger unioad program comparing the transaction elapsed time of the third transaction to the
transaction time limit; and

the logger unload program writing the third transaction to an aborted transaction file when the

transaction elapsed time of the third transaction has exceeded the transaction time limit.

A method for logging transactions in a computer system, the method comprising:

starting a first transaction;

writing a first record for the first transaction to a log file;

starting a second transaction;

writing a first record for the second transaction to the log file;

starting a third transaction;

writing a first record for the third transaction to the log file;

completing the first transaction;

writing a completion record for the first transaction to the log file, wherein the completion
record indicates that the first transaction has completed;

reading the first record for the first transaction, the first record for the second transaction, the
first record for the third transaction, and the completion record for the first transaction from the log file;

writing the completed first transaction to a completed transaction file; and

writing the second transaction and the third transaction to an uncompleted transaction file.
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18. The method of claim 17, further comprising:

providing a transaction time limit for transactions, wherein the transaction time limit indicates a
time by which the transaction must complete to be valid;

providing a current time;

compieting the second transaction;

writing a completion record for the second transaction to the log file, wherein the completion
record indicates that the second transaction has completed;

aborting the third transaction;

reading contents of the log file and contents of the uncomplieted transaction file;

determining that the second transaction from the uncompleted transaction file corresponds to the
completion record for the second transaction from the log file;

writing the completed second transaction to the completed transaction file in response to
determining that the second transaction from the uncompleted transaction file corresponds to the
completion record for the second transaction from the log file;

calculating a transaction elapsed time for the third transaction by subtracting a time stamp of the
first record of the third transaction from the current time;

comparing the transaction elapsed time of the third transaction to the transaction time limit; and

writing the third transaction to an aborted transaction file when the transaction elapsed time of

the third transaction has exceeded the transaction time limit.

19. A system comprising:
a processing unit;
a system memory coupled to the processing unit;
a data storage coupled to the processing unit;
wherein the system memory stores program instructions, wherein the program instructions are
executable by the processing unit to:
write a first transaction to a log file in the data storage;
write a completion record for the first transaction to the log file, wherein the
completion record indicates that the first transaction has completed;
write a second transaction to the log file;
read the completed first transaction from the log file;
read the second transaction from the log file;
write the completed first transaction to a completed transaction file in the data storage;
and

write the second transaction to an uncompleted transaction file in the data storage.

20. The system of claim 19, wherein the program instructions are further executable to:
complete the second transaction;
write a completion record for the second transaction to the log file, wherein the completion

record indicates that the second transaction has completed;
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read contents of the log file and contents of the uncompleted transaction file, wherein the
contents of the log file include the completion record for the second transaction, and wherein the contents
of the uncompleted transaction file include the second transaction;

determine that the second transaction from the uncompleted transaction file corresponds to the
completion record for the second transaction from the log file; and

write the completed second transaction to the completed transaction file in response to
determining that the second transaction from the uncompieted transaction file corresponds to the

completion record for the second transaction from the log file.

The system of claim 20, further comprising:

a system clock coupled to the processing unit;
wherein the program instructions are further executable to:

providing a transaction time limit for transactions, wherein the transaction time limit
indicates a time by which the transaction must complete to be valid;

determine a current time by reading the system clock;

write a third transaction to the log file, wherein the third transaction includes a
transaction start time, wherein the transaction start time indicates a time at which the third
transaction began;

read contents of the log file and contents of the uncompleted transaction file;

calculate a transaction elapsed time for the third transaction by subtracting the current
time from the transaction start time;

compare the transaction elapsed time of the third transaction to the transaction time
limit; and

write the third transaction to an aborted transaction file when the transaction elapsed

time of the third transaction has exceeded the transaction time limit.

The system of claim 19, wherein each transaction comprises at least one transaction record, and wherein

a transaction record comprises at least one field.

The system of claim 22, wherein each transaction record further comprises an identifier field, and
wherein the identifier field is unique to the transaction, such that the identifier field uniquely identifies a
transaction record as belonging to a particular transaction, and such that the identifier field is used to

distinguish the particular transaction from other transactions.

The system of claim 23, wherein each transaction record further comprises a time field, and wherein the

time field comprises a time stamp.

The system of claim 24, wherein the identifier field is the time field, and wherein the time stamp is a

time at which the transaction was started.
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The system of claim 25, wherein one transaction record is a completion record comprising a time field
and a transaction compiete field, wherein the transaction compiete field includes information identifying

arecord as a completion record.

The system of claim 19, wherein each transaction includes a program identifier, wherein the program
identifier is a unique piece of data that indicates which program of a plurality of programs generated the

transaction.

The system of ciaim 27, wherein a logger interface program is configured to accept transactions

generated by programs and send the transactions to a system logger.

The system of claim 28, wherein the system logger is a component of an operating system.

The system of claim 28,

wherein the program instructions further comprise a first application program and a second
application program;

wherein the logger interface program is executable to receive the first transaction from a first
program;

wherein the logger interface program is executable to send the first transaction to the system
logger;

wherein the logger interface program is executable to receive the second transaction from a
second program,;

wherein the logger interface program is executable to send the second transaction to the system
logger;

wherein the system logger is executable to write the first transaction to the log file and write the

second transaction to the log file.

The system of claim 19, wherein the system is a mainframe computer system.

A system comprising:
a processing unit;
a system memory coupled to the processing unit;
a data storage coupled to the processing unit;
wherein the system memory stores program instructions, wherein the program instructions are
executable by the processing unit to:
start a first transaction;
write a first record for the first transaction to a log file in the data storage;
start a second transaction;
write a first record for the second transaction to the log file;
start a third transaction;

write a first record for the third transaction to the log file;
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complete the first transaction;

write a completion record for the first transaction to the log file, wherein the
completion record indicates that the first transaction has completed;

reading the first record for the first transaction, the first record for the second
transaction, the first record for the third transaction, and the completion record for the first
transaction from the log file into the system memory;

write the completed first transaction to a completed transaction file in the data storage;
and

write the second transaction and the third transaction to an uncompleted transaction file

in the data storage.

33. The system of claim 32, further comprising:

a system clock coupled to the processing unit;
wherein the program instructions are further executable to:

providing a transaction time limit for transactions, wherein the transaction time limit
indicates a time by which the transaction must complete to be valid;

determine a current time by reading the system clock;

complete the second transaction;

write a completion record for the second transaction to the log file, wherein the
completion record indicates that the second transaction has completed;

abort the third transaction;

read contents of the log file and contents of the uncompleted transaction file into the
system memory,

determine that the second transaction from the uncompleted transaction file
corresponds to the completion record for the second transaction from the log file;

write the completed second transaction to the completed transaction file in response to
determining that the second transaction from the uncompleted transaction file corresponds to the
completion record for the second transaction from the log file;

calculate a transaction elapsed time for the third transaction by subtracting a time
stamp of the first record of the third transaction from the current time;

compare the transaction elapsed time of the third transaction to the transaction time
limit; and

write the third transaction to an aborted transaction file when the transaction elapsed

time of the third transaction has exceeded the transaction time limit.

34. A carrier medium comprising program instructions, wherein the program instructions are executable by a
machine to implement:
writing a first transaction to a log file;
completing the first transaction;
writing a completion record for the first transaction to the log file, wherein the completion

record indicates that the first transaction has completed;
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writing a second transaction to the log file;

reading the completed first transaction from the log file;

reading the second transaction from the log file;

writing the completed first transaction to a completed transaction file; and

writing the second transaction to an uncompleted transaction file.

The carrier medium of claim 34, wherein the program instructions are further executable by the machine
to implement:

completing the second transaction;

writing a completion record for the second transaction to the log file, wherein the completion
record indicates that the second transaction has completed;

reading contents of the log file and contents of the uncompleted transaction file, wherein the
contents of the log file include the completion record for the second transaction, and wherein the contents
of the uncompleted transaction file include the second transaction;

determining that the second transaction from the uncompleted transaction file corresponds to the
completion record for the second transaction from the log file; and

writing the completed second transaction to the compieted transaction file in response to
determining that the second transaction from the uncompleted transaction file corresponds to the

completion record for the second transaction from the log file.

The carrier medium of claim 35, wherein the program instructions are further executable by the machine
to implement:

providing a transaction time limit for transactions, wherein the transaction time limit indicates a
time by which the transaction must complete to be valid,

providing a current time;

writing a third transaction to the log file, wherein the third transaction includes a transaction
start time, wherein the transaction start time indicates a time at which the third transaction began;

reading contents of the log file and contents of the uncompleted transaction file;

calculating a transaction elapsed time for the third transaction by subtracting the current time
from the transaction start time;

comparing the transaction elapsed time of the third transaction to the transaction time limit; and

writing the third transaction to an aborted transaction file when the transaction elapsed time of

the third transaction has exceeded the transaction time limit.

The carrier medium of claim 34, wherein each transaction comprises at least one transaction record, and

wherein a transaction record comprises at least one field.

The carrier medium of claim 37, wherein each transaction record further comprises an identifier field,
and wherein the identifier field is unique to the transaction, such that the identifier field uniquely
identifies a transaction record as belonging to a particular transaction, and such that the identifier field is

used to distinguish the particular transaction from other transactions.
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The carrier medium of claim 38, wherein each transaction record further comprises a time field, wherein

the time field comprises a time stamp.

The carrier medium of claim 39, wherein the identifier field is the time field, wherein the time stamp is a

time at which the transaction was started.

The carrier medium of claim 40, wherein one transaction record is a completion record comprising a time
field and a transaction complete field, wherein the transaction complete field includes information

identifying a record as a compietion record.

The carrier medium of claim 34, wherein each transaction includes a program identifier, wherein the
program identifier is a unique piece of data that indicates which program of a plurality of programs

generated the transaction.

The carrier medium of claim 42, wherein a logger interface program is configured to accept transactions

generated by programs and send the transactions to a system logger.

The carrier medium of claim 43, wherein the system logger is a component of an operating system.

The carrier medium of claim 43, wherein the program instructions are further executable by the machine
to impiement:

the logger interface program receiving the first transaction from a first program;

the logger interface program sending the first transaction to the system logger;

the logger interface program receiving the second transaction from a second program;

the logger interface program sending the second transaction to the system logger.

The carrier medium of claim 34, wherein the machine is a mainframe computer system.

The carrier medium of ciaim 34,

wherein reading transactions from the log file comprises a logger unload program executable for
reading transactions from the log file;

wherein writing the completed first transaction to a completed transaction file comprises the
logger unload program executable for writing the completed first transaction to a completed transaction
file; and

wherein writing the second transaction to an uncompleted transaction file comprises the logger

unload program executable for writing the second transaction to an uncompleted transaction file.

The carrier medium of claim 47, wherein the program instructions are further executable by the machine
to implement:

writing a completion record for the second transaction to the log file, wherein the completion

record indicates that the second transaction has completed;
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the logger unioad program reading contents of the log file and contents of the uncompieted
transaction file;

the logger unload program determining that the second transaction from the uncompleted
transaction file corresponds to the completion record for the second transaction from the log file; and

the logger unload program writing the compieted second transaction to the completed
transaction file in response to the logger unload program determining that the second transaction from
the uncompleted transaction file corresponds to the compietion record for the second transaction from the

log file.

The carrier medium of claim 48, wherein the program instructions are further executable by the machine
to implement:

providing a transaction time limit for transactions, wherein the transaction time limit indicates a
time by which the transaction must complete to be valid;

providing a current time;

writing a third transaction to the log file, wherein the third transaction inciudes a transaction
start time, wherein the transaction start time indicates a time at which the third transaction began;

the logger unload program reading contents of the log file and contents of the uncompleted
transaction file;

the logger unload program calculating a transaction elapsed time for the third transaction by
subtracting the current time from the transaction start time;

the logger unload program comparing the transaction elapsed time of the third transaction to the
transaction time limit; and

the logger unload program writing the third transaction to an aborted transaction file when the

transaction elapsed time of the third transaction has exceeded the transaction time limit.
The carrier medium of claim 34, wherein the carrier medium is a memory medium.

A carrier medium comprising program instructions, wherein the program instructions are executable by a
machine to implement:

starting a first transaction;

writing a first record for the first transaction to a log file;

starting a second transaction;

writing a first record for the second transaction to the log file;

starting a third transaction;

writing a first record for the third transaction to the log file;

completing the first transaction;

writing a completion record for the first transaction to the log file, wherein the completion
record indicates that the first transaction has completed;

reading the first record for the first transaction, the first record for the second transaction, the
first record for the third transaction, and the completion record for the first transaction from the log file;

writing the completed first transaction to a completed transaction file; and
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writing the second transaction and the third transaction to an uncompleted transaction file.

The carrier medium of claim 51, wherein the program instructions are further executabie by the machine
to implement:

providing a transaction time limit for transactions, wherein the transaction time limit indicates a
time by which the transaction must complete to be valid,;

providing a current time;

completing the second transaction;

writing a completion record for the second transaction to the log file, wherein the completion
record indicates that the second transaction has completed;

aborting the third transaction;

reading contents of the log file and contents of the uncompleted transaction file;

determining that the second transaction from the uncompleted transaction file corresponds to the
compietion record for the second transaction from the log file;

writing the completed second transaction to the compieted transaction file in response to
determining that the second transaction from the uncompleted transaction file corresponds to the
completion record for the second transaction from the log file;

calculating a transaction elapsed time for the third transaction by subtracting a time stamp of the
first record of the third transaction from the current time;

comparing the transaction elapsed time of the third transaction to the transaction time limit; and

writing the third transaction to an aborted transaction file when the transaction elapsed time of

the third transaction has exceeded the transaction time limit.

The carrier medium of claim 51, wherein the carrier medium is a memory medium.

A method comprising:

writing a completion record for a first transaction to a log file, wherein the completion record
indicates that the first transaction has completed;

writing a second transaction to the log file;

writing the completed first transaction to a completed transaction file; and

writing the second transaction to an uncompleted transaction file.

A system comprising:

a processing unit;

a system memory coupled to the processing unit;

a data storage coupled to the processing unit;

wherein the system memory stores program instructions, wherein the program instructions are
executable by the processing unit to:

write a completion record for a first transaction to a log file in the data storage, wherein
the completion record indicates that the first transaction has completed;

write a second transaction to the log file;
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write the completed first transaction to a completed transaction file in the data storage;
and

write the second transaction to an uncompleted transaction file in the data storage.

5 56. A carrier medium comprising program instructions, wherein the program instructions are executable by a
machine to implement:
writing a completion record for a first transaction to a log file, wherein the completion record
indicates that the first transaction has completed;
writing a second transaction to the log file;
10 writing the completed first transaction to a completed transaction file; and

writing the second transaction to an uncompleted transaction file.
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