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(57) Abstract: A memory system for a network device is described. The memory system includes a main memory configured to store
one or more data elements. Further, the memory system includes a parent distributed-linked list configured to store linked-list
metadata. And, the memory system includes a child distributed-linked list configured to maintain list metadata to interconnect the
one or more data elements stored in the main memory to generate at least a first snapshot, said linked-list metadata references the
snapshot.
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SYSTEM AND METHOD FOR ENABLING HIGH READ
RATES TO DATA ELEMENT LISTS

FIELD
[0001] Embodiments of the invention relate to network devices. In particular, embodiments of

the invention relate to memory systems for network devices.

BACKGROUND

[0002] Network devices are used to transfer data between nodes in a network. As the networks
grow and the data rates of communication channels increase, the need to increase the amount of
data a network device can handle within a period of time arises. To meet the demands of these
networks, devices need memory systems designed to read data into and write data out of memory
to accommodate the demands of the network and to minimize any collisions between read
requests and write requests. Current systems meet the high capacity and high data rate demands
of networks by increasing the number of access ports of a memory and/or increasing the clock
speed of the memory, which requires state of the art semiconductor technologies. However,
increasing the number of access ports on the memory and/or using state of the art semiconductor
technologies to increase the operating frequency of memory significantly adds to the cost of the

memory and/or to the power budget required to operate these memories.

SUMMARY

[0003] A memory system for a network device is described. The memory system includes a
main memory configured to store one or more data elements. Further, the memory system
includes a link memory that is configured to maintain one or more pointers to interconnect the
one or more data elements stored in the main memory. The memory system also includes a free-
entry manager that is configured to generate an available bank set including one or more
locations in the link memory. In addition, the memory system includes a context manager that is
configured to maintain metadata for multiple lists, where each list contains one or more data
elements.

[0004] Other features and advantages of embodiments of the present invention will be apparent

from the accompanying drawings and from the detailed description that follows.
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BRIEF DESCRIPTION OF THE DRAWINGS

[000S5] Embodiments of the present invention are illustrated by way of example and not
limitation in the figures of the accompanying drawings, in which like references indicate similar
elements and in which:

[0006] Figure 1 illustrates a block diagram of a network device including a memory system
implementing distributed-linked lists according to an embodiment;

[0007] Figure 2 illustrates a block diagram of a portion of a memory system according to an
embodiment;

[0008] Figure 3 illustrates a block diagram of a portion of a memory system including
multiple banks of link memory according to an embodiment;

[0009] Figure 4 illustrates a flow diagram for a method for implementing a distributed-linked
list according to an embodiment;

[0010] Figure 5 illustrates a flow diagram for a method for storing a data element using a
distributed-linked list according to an embodiment;

[0011] Figure 6 illustrates a flow diagram for reading a data element using a distributed-linked
list according to an embodiment;

[0012] Figure 7 illustrates a block diagram of a network device including a memory system
implementing hierarchical distributed-linked list according to an embodiment;

[0013] Figure 8 illustrates a block diagram of a portion of a parent distributed-linked list
including multiple banks of parent link memory according to an embodiment according to an
embodiment;

[0014] Figure 9 illustrates a flow diagram for a method for implementing a hierarchical
distributed-linked list according to an embodiment;

[0015] Figure 10 illustrates a block diagram of an exemplary data element list using skip lists
generated by a system according to an embodiment;

[0016] Figure 11 illustrates an exemplary timeline for read accesses using skip lists according
to an embodiment;

[0017] Figure 12 illustrates a block diagram of a link memory and a context manager
configured to store the data element list illustrated in Figure 10 according to an embodiment;
[0018] Figure 13 illustrates a flow diagram for a method for implementing the method of
generating a data element list including one or more skip lists and the associated metadata

according to an embodiment;



WO 2017/011671 PCT/US2016/042303

[0019] Figure 14a-f illustrate block diagrams representing the method of generating a data
element list including one or more skip lists and the associated metadata according to an
embodiment;

[0020] Figure 15 illustrates a flow diagram for generating an available bank list in a link
memory according to an embodiment;

[0021] Figures 16 illustrates an interconnected snapshot list generated by a memory system
according to an embodiment;

[0022] Figure 17 illustrates a flow diagram for a method of generating an interconnected
snapshot list including one or more data element set lists including one or more skip lists and the
associated snapshot list metadata according to an embodiment;

[0023] Figure 18a-d illustrate block diagrams representing the method of generating an
interconnected snapshot list including one or more data element set lists including one or more
skip lists and the associated snapshot list metadata according to an embodiment;

[0024] Figure 19 illustrates a flow diagram for generating an available bank list in a link
memory, including child-link memory and parent link memory according to an embodiment; and
[0025] Figure 20 illustrates a block diagram of an exemplary method for read accesses using

one or more snapshot skip lists according to an embodiment.

DETAILED DESCRIPTION

[0026] Embodiments of a system and method for implementing a distributed-linked list for
network devices are described. In particular, a memory system is described that is configured to
manage data by implementing a distributed-linked list. The memory system includes a main
memory for storing data received by a network device. Further, the memory system includes a
distributed-linked list. The distributed-linked list includes a link memory, a free entry manager,
and a context manager. The distributed-linked list is configured to track the locations of data
stored in a main memory and bind the locations to a list to maintain a sequential relationship
between the data. Further, the distributed-linked list uses banked memory structures to maintain
a sequential relationship between the data stored in a main memory without the need for a direct
relationship between the main memory and the distributed-linked list. Such an architecture
provides the ability to use single port memory and lower operating frequencies which lowers the
cost and complexity of the memory system while still meeting the performance demands of a
high capacity network.

[0027] Figure 1 illustrates a block diagram of a network device including a memory system
implementing distributed-linked lists according to an embodiment. Specifically, Figure 1

3
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illustrates a network device 10 including a plurality of input/output ports 12. Data packets are
received and transmitted through the ports 12 using techniques including those known in the art.
The ports 12 are coupled with a main memory 14. A main memory may include memory
technologies including, but not limited to, dynamic random-access memory (“DRAM”), static
random-access memory (“SRAM?”), flash memory, and other technologies used to store data
including those known in the art.

[0028] The main memory 14 is coupled with one or more processors 16. A processor 16 may
include, without limitation, a central processing unit (“CPU”), a controller, an application-
specific integrated circuit (“ASIC”), field-programmable gate arrays (“FPGA”), or other types of
control units. The one or more processors 16 are configured to manage access to the main
memory 14 using techniques including those known in the art. For example, the one or more
processors 16 are configured to determine a location to store data received on one or more ports
12. The one or more processors 16 are also configured to read data stored in the main memory
14 when the data is to be transmitted on one or more ports 12. Further, the one or more
processors 16 are configured to overwrite, update, and invalidate memory locations using
techniques including those known in the art.

[0029] Further, the embodiment illustrated in Figure 1 includes a distributed-linked list 18.
The distributed-linked list 18 is coupled with one or more processors 16. Further, the
distributed-linked list 18 includes a link memory 20, a free entry manager 22, and a context
manager 24. The link memory 20 is configured to maintain metadata to interconnect data
elements stored in the main memory 14. For an embodiment, maintaining metadata includes
generating, storing, and updating metadata using techniques including those described herein. In
addition, the link memory 20 is configured to store metadata including one or more pointers to
reference data elements stored in the main memory 14. The link memory 20 may include one or
more of the memory technologies as described herein. The link memory 20 includes a plurality
of locations for storing information. Each of the plurality of locations has an address used to
access data stored in the location. For an embodiment, link memory 20 includes a plurality of
memory banks with each of the memory banks including a plurality of locations and each
location having an address used to access data.

[0030] A distributed-linked list 18, according to the embodiment illustrated in Figure 1, also
includes a free entry manager 22. The free entry manager 22 is configured to generate an
available bank set of locations in the link memory 20. The available bank set is a group of one

or more addresses in the link memory 20 that are not in use or allocated. For an embodiment, the
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one or more addresses reside in different memory banks of the link memory. For example, the
free entry manager 22 is configured to maintain a list of one or more addresses of the locations in
memory that are not used or allocated for storing metadata for a data element currently stored in
the main memory 14 as an available bank set. For an embodiment, a free entry manager 22 uses
one or more memory technologies including those known in the art for storing an available bank
set. For an embodiment, the one or more processors 16 are configured to remove a link memory
address from the free entry manager 22 when a link memory address is used or allocated to
interconnect data elements stored in a main memory 14. Further, the one or more processors 16
are configured to add a link memory address to the free entry manager 22 after the link memory
address is no longer in use. For example, once a data element is read from main memory 14, the
one or more processors 16 are configured to deallocate or invalidate a location of link memory
20 associated with the data element, which includes writing the address of the location in the free
entry manager 22.

[0031] According to the embodiment illustrated in Figure 1, the distributed linked list includes
a context manager 24. The context manager 24 is configured to maintain metadata including
pointers that interconnect one or more data elements stored in the main memory 14. For an
embodiment, the context manager 24 maintains metadata including a head address, or the
address in the link memory 20 for the first entry in a list, and a tail address, the address in the
link memory 20 for the last entry in the list stored in the link memory 20. For an embodiment,
the memory system implements a distributed-linked list as described herein provides the benefit
of delinking the main memory from the link memory. The delinking provides the use of more
efficient memory technologies and architecture including, but not limited to, using single port
memory and using memory with lower clock rates. This provides the use of lower cost memory
technologies and lower power consumption while meeting the needs of a high-speed, high-
capacity network device.

[0032] Figure 2 illustrates a block diagram of a portion of a memory system according to an
embodiment. The portion of a memory system includes a main memory 200, a link memory
204, and a context manager 210. The main memory 200 includes one or more locations 202a-d
for storing data elements. A data element includes, but is not limited to, a data packet or a cell of
a data packet. As is known in the art, a data packet may be split up into a plurality of cells.
These locations 202a-d are accessed using addresses associated with each of the one or more
locations 202a-d using techniques including those known in the art. The link memory 204 also

includes locations 206a-d for storing metadata to generate one or more lists. For example, the
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processor 16 is configured to write metadata into the locations 206a-d that interconnect the
locations 202a-d to form entries in the list. The list maintains an order of the sequence that the
data elements stored in the main memory 200 should be read from the main memory 200. The
order may be based on one or more of first-in, first out (FIFO), priority, or other criteria
including those known in the art for network devices.

[0033] For an embodiment, the link memory 204 is configured to store metadata, such as one
or more pointers, used to interconnect entries to form one or more lists of the data elements
stored in main memory. For an embodiment, metadata such as a pointer is stored in the link
memory 204 specifies the address of a location within the link memory 204 of the next entry in
the list. In addition to a pointer, a location 206a-d in the link memory 204 includes, according to
an embodiment, other metadata including, but not limited to, a sequence identifier (e.g., a data-
element sequence identifier) and an address of a location in the main memory for a data element.
A sequence identifier denotes the order or sequence that data elements and snapshots are to be
read from memory. For an embodiment, a data-element sequence identifier is based on the order
the data elements were received at a network device. Moreover, the link memory 204 is
configured to store the address in a location 206a-d of the link memory 204 for the location
202a-d in main memory 200 which a data element was stored.

[0034] The embodiment illustrated in Figure 2 also includes a context manager 210. The
context manager 210 is configured to maintain metadata for one or more lists, where each list
includes one or more data elements. Specifically, the context manager 210 includes a head entry
212 and a tail entry 214 configured to store metadata for the head or first entry of a list and the
tail or the last entry of the list. The metadata for the head and the tail, for an embodiment, is
stored in one or more registers. However, one skilled in the art would understand that other
memory technologies could be used including those described herein. The metadata stored in the
head entry 212 includes the address of the location 202a-d in the main memory 200 where the
first entry of a list is stored. The metadata stored in the head entry 212 also includes a pointer to
the location 206a-d of the next entry in a list. For example, the pointer is an address to a location
206a-d in the link memory 204 that is the next entry in the list. In addition, the head entry 212
may include a data-element sequence identifier of the data element. The tail entry 214 includes
one or more of the type of metadata described above, but for the last entry in a list. In the case,
that a list includes only one data element, the head entry 212 and the tail entry 214 would include

the same metadata. For an embodiment, one or more processors are used to update, overwrite,
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and invalidate the metadata in the head entry 212 and the tail entry 214 as data elements are
stored in or read from the main memory 200.

[0035] Figure 3 illustrates a block diagram of a portion of a memory system including multiple
banks of distributed-linked list memory according to an embodiment. The portion of a memory
system includes a main memory 300, a link memory 303, and a context manager 314. The main
memory 300 may be implemented using techniques described herein. The link memory is
formed from an array of memory elements, such as memory banks 304a-d. For an embodiment,
each memory bank 304a-d is a single port memory that provides a single access per clock cycle.
As illustrated in Figure 3, the embodiment includes a first memory bank 304a including locations
306a-d, a second memory bank 304b including locations 308a-d, a third memory bank 304c
including locations 310a-d, and a fourth memory bank 304d including locations 312a-d.

[0036] As described above, the link memory is configured to store metadata including pointers
to reference to the address of the location of data elements stored in the main memory. Asa
pointer to a location of main memory can be used, a direct relationship between the location of
the main memory and the location of the link memory is not required. This provides the
flexibility to use a separate and different architecture for the main memory and the link memory,
such as the link memory having multiple banks of memory for every bank of main memory. The
use of multiple banks of link memory provides the ability to use memory having a single access
ports and/or memory with lower clock speeds. As described above, the link memory is
configured to store pointers used to interconnect entries to form a list of data elements stored in
main memory using techniques including those described above. Further, the use of multiple
banks of link memory provides an architecture that can scale to support higher capacity systems.
For example, a memory system using multiple banks of link memory can be designed to handle
at least K+1 memory accesses per clock cycle, where K is the number of data elements per clock
cycle that can be stored in a main memory and 1 is the number of reads from main memory.
Other examples of a memory system are configured to support more than 1 read from main
memory per clock cycle using the techniques including those described herein.

[0037] Asillustrated in Figure 3, the embodiment also includes a context manager 314.
Context manager 314 includes multiple tail and head entries. Specifically, the context manager
314 includes a first head entry 316 and a first tail entry 318 for the first bank of link memory
304a, a second head entry 320 and a second tail entry 322 for the second bank of link memory
304b, a third head entry 324 and a second tail entry 326 for the third bank of link memory 304c,
and a fourth head entry 328 and a fourth tail entry 330 for the fourth bank of link memory 304d.
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Each set of tail and head entries maintains metadata for the first and last entry of a list,
respectively, for each bank. That is, the first head entry 316 maintains metadata for the first
entry stored in the first bank 304a and the first tail entry 318 maintains metadata for the last entry
stored in the first bank 304a. The second head entry 320 maintains metadata for the first entry
stored in the second bank 304b and the second tail entry 322 maintains metadata for the last
entry of a list stored in the second bank 304b. The third head entry 324 maintains metadata for
the first entry of a list stored in the third bank 304c and the third tail entry 326 maintains
metadata for the last entry of the list stored in the third bank 304c. The fourth head entry 328
maintains metadata for the first entry of a list stored in the fourth bank 304d and the fourth tail
entry 330 maintains metadata for the last entry of the list stored in the fourth bank 304d. Each
head and tail entry is configured to store metadata including metadata described herein.
Together the lists of each bank 304a-d are used to generate a complete list that interconnects the
data elements stored in the main memory 300.

[0038] For an embodiment, a processor is configured to assign a data-element sequence
identifier to each data element received on a port. The data-element sequence identifier is
assigned to each data element to indicate the order in which each data element was received.
The data-element sequence identifier is stored as metadata in the location of the link memory as
described herein. In addition, the data-element sequence identifier is stored in a head entry and
tail entry if the corresponding data element stored in the main memory is the head of a listin a
bank or a tail of a list in a bank.

[0039] For an embodiment including multiple banks of link memory, such as the embodiment
illustrated in Figure 3, the memory system is configured to determine the next element in a list
by comparing data-element sequence identifiers assigned to data packets. A memory system
configured to determine the next element includes a processor configured to read the head entries
316, 320, 324, and 328 stored for each bank 304a-d in the link memory 303. The processor
compares the data-element sequence identifiers stored in all of the head entries 316, 320, 324,
and 328 to determine which of the data elements is next in a list. For an embodiment, the lowest
data-element sequence identifier is a numerical value assigned such that the lowest numerical
value can be used to determine the next data element in a list; however, the system is not limited
to using the lowest data-element sequence identifier as an indicator. A data-element sequence
identifier, according to an embodiment, is assigned to a data element upon arrival to the network
device. Once the processor determines the next data element in the list, the processor is

configured to retrieve the address of the main memory location 302a-d where the data element is
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stored. For an embodiment, a processor is configured to retrieve the address from the head entry
316, 320, 324, and 328 having the lowest data-element sequence identifier. A processor is
further configured to use the retrieved address to read the data element out of main memory.
[0040] For an embodiment, a processor is configured to update the metadata of a data element
read out of the main memory that is stored in the head entry. The processor is configured to use
the address of the location in the link memory 303 that stores the next entry in the list for the
bank 304a-d. A processor is also configured to update a tail entry 318, 322, 326, and 330 for a
bank 304a-d when a new entry is added to the list for the bank 304a-d in response to a new data
element being stored in the main memory 300.

[0041] As described above, a free entry manager is used to generate an available bank set for
storing entries in the link memory. For an embodiment including multiple banks of memory, for
example the embodiment illustrated in Figure 3, the free entry manager is configured to generate
an available bank set that includes one or more locations in each of the banks such that an access
conflict will not occur. An access conflict would occur if a read or write access to a bank is
required beyond the capabilities of a bank of the link memory. For example, a link memory
including banks having a single access port would be limited to either one read or write per clock
cycle. Thus, in an embodiment using banks with a single access port, a free entry manager
would be configured to exclude locations of a bank scheduled for a read or write in a clock cycle
from the available bank set.

[0042] According to an embodiment, A free entry manager is configured to generate an
available bank set based on one or more of the following criteria including, but not limited to: 1)
a location is not used by another data element; 2) a bank containing an entry to a list is not being
accessed by a read operation; and 3) a bank containing a link entry is not accessed for linking
operations. Linking operations include, but are not limited to write access to update metadata,
read access to update a head or tail entry, write access to include metadata for a new entry to a
list, access to invalidate an entry in a list, or other access to location in link memory. A free
entry manager may also be configured to determine read/write access availability for banks
including more than a single access port. A free entry manager is configured to determine the
availability of a bank based on techniques known in the art including, but not limited to, a
request bit/flag set, a request bus line activated, a scheduling protocol, or other indicator that
access to a bank is scheduled or otherwise reserved.

[0043] Figure 4 illustrates a flow diagram for a method for implementing a distributed-linked

list according to an embodiment. The method includes storing one or more data elements 402.
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For example, storing one or more data elements in a main memory using techniques including
those described herein. Further, the method includes maintaining one or more pointers to
interconnect the one or more data elements 404. For example, maintaining one or more pointers
to interconnect the one or more data elements includes storing and updating pointers and other
metadata using techniques as described herein. The method also includes allocating one or more
entries in a link memory 406. For example, allocating one or more entries in a link memory
includes selecting a location from an available bank set of locations and setting a pointer to
reference the address of that location using techniques including those describe herein.
Moreover, the method includes maintaining metadata to form a list of the one or more data
elements 408. For example, maintaining metadata to form a list of the one or more data elements
includes storing and updating head and tail entries using techniques including those described
herein.

[0044] Figure 5 illustrates a flow diagram for a method for storing a data element using a
distributed-linked list according to an embodiment. The method includes receiving a data
element 502. The method also includes storing a data element 504. Storing a data element
includes using techniques including those describe herein. Further, the method includes
generating an available bank set of locations in memory for storing pointers 506. Generating an
available bank set of locations for storing pointers includes using techniques including those
described herein. The method also includes allocating a free location in memory 508. For
example, allocating a free location in memory includes selecting a location from an available
bank set of locations and setting a pointer to reference the address of that location. In addition,
the method includes writing metadata in the free location in memory 510. Writing metadata in
the free location in memory includes using techniques including those described herein. The
method also includes updating a tail entry and optionally a head entry 512. For example, the
method updates a head entry when a new list is created (enqueuing/linking) or the first entry in a
list is read from memory (dequeuing/unlinking). The method updates a tail entry, for example,
when a new entry is added to the list (enqueuing/linking), or the last entry is read from memory
(dequeuing/unlinking). Updating a head entry and/or a tail entry includes using techniques
including those described herein.

[0045] Figure 6 illustrates a flow diagram for reading a data element using a distributed-linked
list according to an embodiment. The method includes receiving a read request for a data
element 602. Further, the method includes determining the next data element of a list 604. For

example, determining the next data element of a list includes using one or more head entries
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using techniques including those described herein. The method also includes retrieving the
location for the next data element of the list 606. For example, retrieving the location for the
next data element of the list includes reading the address of the location in memory of the next
element from the head entry using techniques including those described herein. Moreover, the
method includes reading the next data element from the memory based on the retrieved location
608. Reading the next data element from the memory based on the retrieved location includes
using techniques such as those described herein. The method also includes updating a head
entry and optionally updating a tail entry 610. For example, the method updates a head entry
when a new list is created or the first entry in a list is read from memory. The method updates a
tail entry, for example, when a new entry is added to the list, or the last entry is read from
memory. Updating a head entry and/or a tail entry includes using techniques including those
described herein.

[0046] Figure 7 illustrates a block diagram of a network device including a memory system
implementing a hierarchical distributed-linked list according to an embodiment. The memory
system is configured to interconnect data elements by generating lists using techniques including
those described herein. Further, the memory system implementing a hierarchical distributed-
linked list is configured to generate one or more snapshots based on list metadata to maintain the
lists of data elements. Maintaining list metadata includes generating, storing, and updating list
metadata using techniques including those described herein. The memory system is configured
to maintain linked-list metadata to interconnect a plurality of snapshots. For an embodiment,
maintaining linked-list metadata includes generating, storing, and updating link-list metadata
using techniques including those described herein.

[0047] For an embodiment, the memory system implementing a hierarchical distributed-linked
list is configured to store multiple data packets split up into a plurality of cells, where each cell is
then transmitted and received at a network device 710. The memory system is configured to
receive cells of a data packet and to interconnect the cells of a data packet as the cells are
received using a child distributed-linked list 726. The child distributed-linked list 726 is
configured to generate a list of cells of a data packet using techniques describe herein with regard
to implementing a distributed-linked list and generating lists of data elements. The list of cells
generated by the child distributed-linked list 726 maintains the order of the cells of the data
packet in the order the cells are received at a network device using a child link memory 730, a
child free entry manager 722, and a child context manager 734. The child link memory 730 is

configured to maintain metadata to interconnect data elements stored in the main memory 714
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using techniques described herein with regard to implementing a link memory. The child free
entry manager 732 is configured to generate a child available bank set of locations in the child
link memory 730 using techniques including those described herein with regard to implementing
a free entry manager. The child context manager 734 is configured to maintain list metadata
including pointers that interconnect one or more data elements stored in the main memory 714
using techniques including those described herein with regard to implementing a free entry
manager.

[0048] Further, a memory system implementing a hierarchical distributed-linked list, according
to an embodiment, includes a parent distributed-linked list 718. The parent distributed-linked list
718 is configured to generate a snapshot based on a list of data elements generated by a child
distributed-linked list 726. The parent distributed-linked list 718 is also configured to maintain
linked-list metadata to interconnect multiple snapshots. By interconnecting snapshots, a parent
distributed-linked list 718, for example, is configured to maintain the order of data packets in the
order that the data packet is received at a network device, such as based on the order of the last
cell received for a data packet. In addition, a parent distributed-linked list 718 is configured to
form a queue of data packets by interconnecting snapshots. A queue may be formed based on
destination address, network policies, traffic shaping, and/or other techniques including those
known in the art for ordering data packets. Using a child distributed-linked list 726 to generate a
list of cells for every data packet received and a parent distributed-liked list 718 to maintain
linked-list metadata to generate snapshots to interconnect one or more lists of cells of a data
packet, the memory system implementing a hierarchical distributed-linked list is configured to
maintain the cells for each data packet received and to maintain the order of each data packet
received such that each data packet can be retrieved from the memory system for egress based on
the order received and/or the order the packet is placed in a queue.

[0049] Specifically, Figure 7 illustrates a network device 710 including a plurality of
input/output ports 712. Data packets are received and transmitted through the ports 712 using
techniques including those known in the art. The ports 712 are coupled with a main memory
714. A main memory may include memory technologies including, but not limited to, dynamic
random-access memory (“DRAM?”), static random-access memory (“SRAM”), flash memory,
and other technologies used to store data including those known in the art.

[0050] The main memory 714 is coupled with one or more processors 716. A processor 716
includes, but is not limited to, a central processing unit (“CPU”), a controller, an application-

specific integrated circuit (“ASIC”), field-programmable gate arrays (“FPGA”), or other types of
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control units. The one or more processors 716 are configured to manage access to the main
memory 714 using techniques including those known in the art. For example, the one or more
processors 716 are configured to determine a location to store data received on one or more ports
712. The one or more processors 716 are also configured to read data stored in the main memory
714 when the data is to be transmitted on one or more ports 712. Further, the one or more
processors 716 are configured to overwrite, update, and invalidate memory locations using
techniques including those known in the art.

[0051] Further, the embodiment illustrated in Figure 7 includes a parent distributed-linked list
718. The parent distributed-linked list 718 is coupled with one or more processors 716. Further,
the parent distributed-linked list 718 includes a parent link memory 720, a parent free entry
manager 722, a parent context manager 724, and parent snapshot memory 725. The parent link
memory 720 is configured to maintain linked-list metadata to interconnect a plurality of
snapshots generated based on list metadata used to interconnect data elements stored in the main
memory 714. For example, the parent link memory 720 is configured to store linked-list
metadata including one or more pointers that reference at least one snapshot stored in a parent
snapshot memory 725. The parent link memory 720 may include one or more of the memory
technologies as described herein. The parent link memory 720 includes a plurality of locations
for storing information. Each of the plurality of locations having an address used to access data
stored in the location. For an embodiment, parent link memory 720 includes a plurality of
memory banks with each of the memory banks including a plurality of locations and each
location having an address used to access data. A parent link memory 720 may also include a
single memory bank.

[0052] A parent distributed-linked list 718, according the embodiment illustrated in Figure 7,
also includes a parent free entry manager 722. The free entry manager 722 is configured to
generate a parent available bank set of locations in the parent link memory 720. The parent
available bank set is a group of one or more addresses in the parent link memory 720 that are not
in use or allocated for use. For an embodiment, the one or more addresses reside in different
memory banks of the parent link memory 720. For example, the parent free entry manager 722
is configured to maintain a list of addresses for the locations in parent link memory 720 that are
not used for storing or allocated for storing linked-list metadata for interconnecting snapshots
currently stored in a parent snapshot memory 725 as a parent available bank set. For an
embodiment, a parent free entry manager 722 uses one or more memory technologies including

those known in the art for storing a parent available bank set. For an embodiment, the one or
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more processors 716 are configured to remove a parent link memory address from the parent free
entry manager 722 when a link memory address is used or allocated to store linked-list metadata
to interconnect snapshots stored in a parent context manager 724. Further, the one or more
processors 716 are configured to add a parent link memory address to the parent free entry
manager 722 after the link memory address is no longer in use or allocated. For example, once a
data element or data packet associated with a snapshot is read from main memory 714, the one or
more processors 716 are configured to deallocate or invalidate a location of parent link memory
720 associated with the snapshot, which includes writing the address of the location in the parent
free entry manager 722.

[0053] According to the embodiment illustrated in Figure 7, the parent distributed-linked list
718 includes a parent context manager 724. The parent context manager 724 is configured to
maintain snapshot list metadata including one or more pointers that interconnect one or more
snapshots stored in the parent snapshot memory 725 to generate a list of snapshots. Maintaining
snapshot list metadata includes generating, storing, and updating snapshot list metadata using
techniques including those described herein. The parent snapshot memory 725 includes one or
more of the memory technologies as described herein. The list metadata associated with a list of
data elements maintained in the parent snapshot memory 725 is a snapshot. For an embodiment,
the parent context manager 724 maintains snapshot list metadata including a head address — the
address in the parent snapshot memory 725 for the first entry in a list of snapshots — and a tail
address — the address in the parent snapshot memory 725 for the last entry in the list of
snapshots. Embodiments of a memory system that implement a hierarchical distributed-linked
list as described herein provide the benefit of delinking the main memory from the link memory.
The delinking provides the use of more efficient memory technologies and architecture
including, but not limited to, using single port memory and using memory with lower clock rates.
This provides the use of lower cost memory technologies and lower power consumption while
meeting the needs of a high-speed, high-capacity network device.

[0054] For an embodiment, the memory system is configured to store list metadata maintained
in the child context manager 734 as a snapshot in the parent snapshot memory 725 in response to
receiving the last data element of a list. The memory system may also be configured to store list
metadata maintained in the child context manager 734 as a snapshot in the parent snapshot
memory 725 in response to receiving a data element of a second list. For example, if the child
context manager 734 is currently storing list metadata for a first list of data elements, such as the

data elements associated with a first data packet, and a data element is received at the network
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device for a second list of data elements, such as data elements associated with a second data
packet, the memory system is configured to store the list metadata for the first list as a first
snapshot in the parent snapshot memory 725. The memory system is configured to retrieve the
first snapshot from the parent snapshot memory 725 and store the list metadata from child
context manager 734 to update the list metadata for the first list.

[0055] The memory system is also configured to retrieve a snapshot from the parent snapshot
memory 725 and store the list metadata of the snapshot in the child context manager 734 in
response to a request to transmit a data element or data packet. The memory system is
configured to update the linked-list metadata in the parent context manager 724 and the parent
link memory 720 and deallocate a location in the parent snapshot memory in response to a
request to transmit a data element or data packet, for example, upon storing the list metadata of
the snapshot in the child context manager 734. For an embodiment, the
processor(s)/controller(s) 716 are configured to retrieve a snapshot, store linked-list metadata,
update linked-list metadata and other metadata using techniques including those known in the
art.

[0056] Figure 8 illustrates a block diagram of a portion of a parent distributed-linked list
including multiple banks of parent link memory according to an embodiment. The portion of the
parent distributed-linked list includes a parent snapshot memory 800, a parent link memory 803,
and a parent context manager 814. The parent snapshot memory 800 may be implemented using
techniques described herein. The parent link memory 803 is formed from an array of memory
elements, such as memory banks 804a-d. For an embodiment, each memory bank 804a-d is a
single port memory that provides a single access per clock cycle. As illustrated in Figure 8, the
embodiment includes a first memory bank 804a including locations 806a-d, a second memory
bank 804b including locations 808a-d, a third memory bank 804c including locations 810a-d,
and a fourth memory bank 804d including locations 812a-d.

[0057] Asillustrated in Figure 8, the embodiment also includes a parent context manager 814.
Parent context manager 814 includes multiple tail and head entries. Specifically, the parent
context manager 814 includes a first head entry 816 and a first tail entry 818 for the first bank of
parent link memory 804a, a second head entry 820 and a second tail entry 822 for the second
bank of parent link memory 804b, a third head entry 824 and a third tail entry 826 for the third
bank of parent link memory 804c, and a fourth head entry 828 and a fourth tail entry 830 for the
fourth bank of parent link memory 804d. Each set of tail and head entries maintains snapshot list

metadata for the first and last entry of a list of snapshots, respectively, for each bank of parent
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link memory 803. That is, the first head entry 816 maintains snapshot list metadata for the first
entry stored in the first bank 804a and the first tail entry 818 maintains snapshot list metadata for
the last entry stored in the first bank 804a. The second head entry 820 maintains snapshot list
metadata for the first entry stored in the second bank 804b and the second tail entry 822
maintains snapshot list metadata for the last entry stored in the first bank 804b. The third head
entry 824 maintains snapshot list metadata for the first entry of a list of snapshots stored in the
third bank 804c¢ and the third tail entry 826 maintains metadata for the last entry of the list of
snapshots stored in the third bank 804c. The fourth head entry 828 maintains snapshot list
metadata for the first entry of a list of snapshots stored in the fourth bank 804d and the fourth tail
entry 830 maintains snapshot list metadata for the last entry of the list of snapshots stored in the
fourth bank 804d. Each head and tail entry is configured to store snapshot list metadata
including metadata described herein. Together the lists of snapshots of each bank 804a-d are
used to generate a complete snapshot list that interconnects one or more of the snapshots stored
in the parent snapshot memory 800.

[0058] For an embodiment, a processor is configured to assign a snapshot sequence identifier
to each snapshot. The snapshot sequence identifier indicates the order in which each snapshot
was received at the network device. For example, a snapshot sequence identifier is assigned
upon arrival of the last data-element received for the snapshot. The snapshot sequence identifier
is stored as linked-list metadata in the location of the parent link memory 803 as described
herein. In addition, the snapshot sequence identifier is stored in a head entry and optionally tail
entry if the corresponding snapshot stored in the parent snapshot memory 800 is the head of a list
of snapshots in a bank or a tail of a list of snapshots in a bank.

[0059] For an embodiment including multiple banks of parent link memory 803, such as the
embodiment illustrated in Figure 8, the memory system is configured to determine the next
snapshot in a list of snapshots by comparing snapshot sequence identifiers assigned to snapshots.
A memory system configured to determine the next snapshot includes a processor configured to
read the head entries 816, 820, 824, and 828 stored for each bank 804a-d in the parent context
manager 814. The processor compares the snapshot sequence identifiers stored in all of the head
entries 816, 820, 824, and 828 to determine which of the snapshots is next in a list of snapshots.
For an embodiment, the lowest snapshot sequence identifier is a numerical value assigned such
that the lowest numerical value can be used to determine the next data element in a list; however,
the system is not limited to using the lowest snapshot sequence identifier as an indicator. A

snapshot sequence identifier, according to an embodiment, is assigned to a data element upon
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arrival to the network device. Once the processor determines the next snapshot in the list, the
processor is configured to retrieve the address of the parent snapshot memory 802a-d where the
snapshot is stored. For an embodiment, a processor is configured to retrieve the address from the
head entry 816, 820, 824, and 828 having the lowest snapshot sequence identifier. A processor is
further configured to use the retrieved address to read the data element out of the parent snapshot
memory 800 and store the snapshot in a child context manager using techniques including those
described herein.

[0060] For an embodiment, a processor is configured to update the linked-list metadata of a
snapshot read out of the parent snapshot memory 800 that is stored in the head entry of the parent
context manager 814. The processor is configured to use the address of the location in the parent
link memory 803 that stores the next entry in the list of snapshots for the bank 804a-d. A
processor is also configured to update a tail entry 818, 822, 826, and 830 for a bank 804a-d when
a new snapshot is added to the list of snapshots for the bank 804a-d, for example, in response to
a new snapshot being stored in the parent context memory 800.

[0061] As described above, a parent free entry manager is used to generate a parent available
bank set for storing entries in the parent link memory 803. For an embodiment including
multiple banks of memory, for example the embodiment illustrated in Figure 8 , the parent free
entry manager is configured to generate a parent available bank set that includes one or more
locations in each of the banks such that an access conflict will not occur. An access conflict
would occur if a read or write access to a bank is required beyond the capabilities of a bank of
the parent link memory. For example, a parent link memory including banks having a single
access port would be limited to either one read or write per clock cycle. Thus, in an embodiment
using banks with a single access port, a parent free entry manager would be configured to
exclude locations of a bank scheduled for a read or write in a clock cycle from the parent
available bank set.

[0062] According to an embodiment, a parent free entry manager is configured to generate a
parent available bank set based on one or more of the following criteria including, but not limited
to: 1) a location is not used by another data element; 2) a bank containing an entry to a list is not
being accessed by a read operation; and 3) a bank containing a link entry is not accessed for
linking operations. Linking operations include, but are not limited to write access to update
linked-list metadata, read access to update a head or tail entry, write access to include linked-list
metadata for a new entry to a list, access to invalidate an entry in a list of snapshots, or other

access to location in parent link memory. A parent free entry manager may also be configured to
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determine read/write access availability for banks including more than a single access port. A
parent free entry manager is configured to determine the availability of a bank based on
techniques known in the art including, but not limited to, a request bit/flag set, a request bus line
activated, a scheduling protocol, or other indicator that access to a bank is scheduled or
otherwise reserved.

[0063] Figure 9 illustrates a flow diagram for a method for implementing a hierarchical
distributed-linked list according to an embodiment. The method includes storing one or more
data elements (902) using techniques including those described herein. The method also
includes maintaining list metadata to interconnect the one or more data elements (904) using
techniques including those described herein. Further, the method includes generating at least a
first snapshot based on the list metadata (906) using techniques including those described herein.
The method includes allocating one or more locations in a memory (908) using techniques
including those describe herein. In addition, the method optionally includes maintaining linked-
list metadata to interconnect the first snapshot with at least a second snapshot (910) using
techniques including those described herein. Moreover, the method optionally includes
determining a next data element of said data-element list based on said list metadata (912) using
techniques including those described herein. The method optionally includes determining a
location in a memory of the second snapshot based on said linked-list metadata 914.

[0064] For an embodiment, a memory system as described herein is configured to generate a
data element list using one or more skip lists. Data element lists using one or more skip list can
overcome read rate limitations inherent in traversing hardware based data element lists. An
example read rate limitation is a result of latency between a read request for a data element and
the availability of the data element. Further, the efficiency gained by using data element lists
including one or more skip lists provides the benefit of using lower cost memory having fewer
access ports, for example a single access port memory. For example, banked memory structures
of a distributed linked list may include skip lists. These skip lists may be used to enable higher
read rates to overcome read rate limitations associated with the hardware.

[0065] For an embodiment, a data element list is generated to include K number of skip lists.
Each of the first K nodes in the data element list is the head of the K skip list. Each skip list
contains a subsequence of data elements that form the complete data element list. For an
embodiment, a system is configured to generate a distance between two subsequent elements in a
skip list to overcome a read response latency based on the hardware design of a memory system.

As an example read rate limitation, consider a memory system having a read rate limitation of
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three clock cycles, the memory system is configured to generate a data element list such that the
second element of the first skip list in the data element list is after the third element in the data
element list. Generating a data element list based on a skip list structure, such as those described
herein, enables fast access to the first K elements in a data element list to overcome the latency
between read accesses as a result of traversing hardware lists.

[0066] Figure 10 illustrates a block diagram of an exemplary data element list using skip lists
generated by a system according to an embodiment. The data element list 1000, according to
this example, includes three skip lists. Each skip list includes a head node. In Figure 10, the
head nodes are labeled 1001, 1002, and 1003. Each head node in the data list includes a link,
such as a pointer as describe herein, to the next element in the skip list. As described herein, the
location of the next element in a skip list within the data element list is based in part on the
number of skip lists in a data element list. The number of skip lists in a data element list may
also be based on a desired read rate of data elements for the system. In the example illustrated in
Figure 10, the first skip list having the head node 1001 is linked to the second node of the first
skip list 1004. The second skip list having the head node 1002, the second node in the data
element list, is linked to the second node of the second skip list 1005. The third skip list having a
head node 1003 is linked to the second node of the third skip list 1006.

[0067] Figure 11 illustrates a block diagram of an exemplary method for read accesses using
skip lists according to an embodiment to access the data elements of the data element list. The
example described below assumes that the latency between a read request for a data element and
the availability of the data element is three clock cycles. However, one skilled in the art would
understand that different arrangements of skip lists could be used to address any amount of
latency. The system initiates the read event to read a first node of a data element list (1102). For
example, the system initiates, at a time zero, a read event to read the head node of the first skip
list 1001 from the data element list 1000, as illustrated in Figure 10, by issuing the read request
for the head node of the first skip list 1001, the first node in the data element list and the head
node of the first skip list in the data element list, using techniques including those described
herein. As described above a memory system, for example, determines the first node in the data
element list by reading head entries using techniques describe herein. The metadata associated
with the first data element in the data element list is read (1104), which according to an
embodiment, includes the address in a main memory where the first data element is stored and a
pointer for the next node in the skip list. For the example illustrated in Figure 10, the next node

in the skip list after the head node of the first skip list 1001 is determined to be the second node
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of the first skip list 1004 based on the metadata read. The system now having the pointer for the
next node in the skip list can now operate in parallel to access the metadata associated with the
next data element in the first skip list based on the read metadata (1106). For example, referring
to Figure 10, the metadata associated with the head node of the first skip list 1001 is used to
access the metadata associated with the second node of the first skip list 1004 so that the
metadata for the second node of the first skip list 1004 is available at a time 3.

[0068] The method includes initiating a read event for a second node of a data element list
(1108). For example, with reference to Figure 10, at a time 1, the system initiates a read event to
read the head node of the second skip list 1002 from the data element list 1000 by issuing the
read request for the head node of the second skip list 1002, which is the second node in the data
element list 1000, using techniques including those described herein. As described above a
system, for example, determines the second node in the data element list by reading head entries
using techniques describe herein. Once the second node is determined, the metadata associated
with the second data element of the data element list is read (1110), which according to an
embodiment, includes the address in a main memory where the second data element is stored and
a pointer for the next node in the skip list. Continuing with the example as illustrated in Figure
10, the system determines the second node of the second skip list 1005 by reading the metadata
associated with the head node of the second skip list 1002. Further, the method includes
accessing the metadata associated with the next data element in a second skip list based on the
read metadata (1112). For example, using the example in Figure 10, the system uses the pointer
that references the second node of the second skip list 1005 and can now operate in parallel to
access the metadata associated with the second node of the second skip list 1005 so that the
metadata will be available at a time 4.

[0069] Continuing with the example with reference to Figure 10, at a time 2, the system
initiates the read event to read the third node, the head node of the third skip list 1003, from the
data element list 1000 by issuing the read request for the head node of the third skip list 1003,
using techniques including those described herein. For example, as described above a memory
system determines the third node in the data element list by reading head entries using
techniques describe herein. Once the third node is determined to be the head node of the third
skip list 1003, the metadata associated with the head node of the third skip list 1003 is read,
which according to an embodiment, includes the address in a main memory where the third data
element is stored and a pointer for the next node in the skip list. As illustrated in Figure 10, the

next node in the skip list is the second node of the third skip list 1006. The system now having
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the pointer for the next node in the skip list can now operate in parallel to access the metadata
associated with data element so that the metadata associated with data element will be available
at time 5.

[0070] Atatime 3, the metadata associated with the second node of the first skip list 1004 in
the data element list 1000 is available based on the initiation of the read access at time O by
reading the pointer. At time 4, the metadata associated with the second node of the second skip
list 1005 in the data element list 1000 is available based on the initiation of the read access at
time 1 by reading the pointer. The method would continue the process described above until the
last node in the data element list is read. Figure 12 illustrates a block diagram of a link memory
and a context manager configured to store the data element list illustrated in Figure 10 according
to an embodiment.

[0071] For an embodiment, a memory system configured to generate a data element list that
includes one or more skip lists includes a memory system including multiple banks of
distributed-linked list memory, including those described herein. The link memory is configured
to contain data element link nodes associated with the data element list using techniques
including those described herein. For an embodiment, each bank of the link memory is
associated with a skip list of the data element list. Each entry in the link memory, according to
an embodiment, includes metadata including a pointer providing the address of the location of
data elements stored in the main memory, a next pointer to reference to the address in the link
memory which includes the metadata for the next element in the skip list, and a sequence
identifier. For another embodiment, each entry in the link memory is associated with a buffer
memory entry assignment. Such an embodiment provides storage for metadata such as a next
pointer for the next element in the skip list. This provides the benefit of requiring a smaller
memory allocation for each entry of a link memory while maintaining the metadata to implement
a data element list including skip lists. For an embodiment, an entry in the link memory includes
other associated data including metadata as described herein. Moreover, the memory system
includes a context manager configured to maintain multiple tail and head entries using
techniques including those described herein. For an embodiment, the context manager includes a
head entry and tail entry for each bank associated with a skip list.

[0072] Figure 13 illustrates a flow diagram for a method for implementing the method of
generating a data element list including one or more skip lists and the associated metadata
according to an embodiment. Figures 14a-f illustrate block diagrams representing the state of a

portion of a parent distributed-linked list including multiple banks during the method as
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illustrated in Figure 13. For an embodiment, a method to generate a data element list including
one or more skip lists includes receiving a first data element 1302 as illustrated in Figure 13.
The method includes generating a first metadata including a next pointer to reference to the
address in the link memory for the metadata of the next element in the skip list 1304 and writing
the first metadata in a memory system to form the first node of the data element list 1306 using
techniques including those described herein. For example, as illustrated in Figure 14a, the
generated first metadata 1216a is written to a first head entry 816.

[0073] Asillustrated in Figure 13, the method includes generating second metadata including a
next pointer to reference to the address in the link memory for the metadata of the next element
in the second skip list 1308 and writing the second metadata in a memory system for a second
data element 1310 that arrives at a network device using techniques including those described
herein to form a second node of the data element list, which is the second node of the data
element list and the head node of a second skip list. The second metadata, for example, is
generated in response to receiving a second data element. For example, as illustrated in Figure
14b, the generated second metadata 1220a is written to a second head entry 824.

[0074] The method also includes generating third metadata including a next pointer to
reference to the address in the link memory for the metadata of the next element in the third skip
list 1312 and writing the third metadata in a memory system for a third data element 1314 that
arrives at a network device using techniques including those described herein to form a third
node of the data element list, which is the head node of the third skip list. For example, as
illustrated in Figure 14c, the generated third metadata 1224a is written to a third head entry 820.
Further, the method includes generating fourth metadata including a next pointer to reference to
the address in the link memory for the metadata of the next element in the first skip list 1316 and
writing the metadata in a memory system for a fourth data element 1318 that arrives at a network
device using techniques including those described herein to form a fourth node of the data
element list, which is the second node of the first skip list. For example, as illustrated in Figure
14d, the generated fourth metadata 1216b is written to a location 806b in a first memory bank.
[0075] Moreover, the method includes generating fifth metadata including a next pointer to
reference to the address in the link memory for the metadata of the next element in the second
skip list 1320 and writing the metadata in a memory system for a fifth data element 1322 that
arrives at a network device using techniques including those described herein to form a fifth
node of the data element list, which is the second node of the second skip list. For example, as

illustrated in Figure 14e, the generated fifth metadata 1220b is written to a location 808c in a
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second memory bank. The method includes generating sixth metadata including a next pointer
to reference to the address in the link memory for the metadata of the next element in the third
skip list 1324 and writing the metadata in a memory system for a sixth data element 1326 that
arrives at a network device using techniques including those described herein to form a sixth
node of the data element list, which is the second node of the third skip list. For example, as
illustrated in Figure 14f, the generated sixth metadata 1224b is written to a location 810b in a
third memory bank.

[0076] For a memory system configured to generate a data element list including one or more
skip lists, each skip list in a data element list behaves as a single data element list. For example,
the order of reads is determined by comparing the sequence identifiers that is stored in head
entries of each skip list using techniques including those described herein. Such a memory
system is configured to ensure access conflicts are not encountered by implementing access
constraints. Further, a memory system is configured to restrict writes to memory banks of a link
memory during clock cycles that a read access is scheduled. Moreover, to minimize access
conflicts, a memory system is configured to have a number of memory banks in a link memory
based on a desired read rate.

[0077] A method for implementing a write for a memory system configured to generate a data
element list including one or more skip lists includes generating an available bank list in a link
memory. Figure 15 illustrates a flow diagram for generating an available bank list in a link
memory according to an embodiment. Generating an available bank list, potentially for each
writer/source, may include one or more of removing all full banks from the list 1522; removing
the one or more banks required for read access in the same clock cycle as the write access 1524;
removing one or more banks that were selected by the same writer in the last y clock cycles
1526, where v is determined based on a desired read rate of the memory system; and removing
the one or more banks selected for write access in the same clock cycle as other writers 1528.
Further, the method includes selecting the least filled bank from the generated available bank list
1530.

[0078] For an embodiment, a memory system is configured to implement a hierarchical
distributed-linked list based on data element lists that include one or more snapshot skip lists.
The memory system is configured to interconnect data elements by generating data element lists
using techniques including those described herein. Further, the memory system is configured to
implement a hierarchical distributed-linked list by generating one or more snapshots based on list

metadata to maintain the lists of data elements that include one or more skip lists using
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techniques including those described herein. Further, the memory system is configured to
maintain linked-list metadata to interconnect a plurality of snapshots using techniques including
those described herein.

[0079] By interconnecting snapshots, the memory system, for example, is configured to
maintain the order of data packets in the order that the data packet is received at a network
device, such as based on the order of the last cell received for a data packet. In addition, the
memory system is configured to form a queue of data packets by interconnecting snapshots
based on a data element list that includes one or more skip lists. A queue may be formed based
on a destination address, network policies, traffic shaping, and/or other techniques including
those known in the art for ordering data packets. Using techniques described herein, the memory
system is configured to maintain linked-list metadata to generate snapshots to interconnect one
or more lists of cells of a data packet. Further, the memory system implementing a hierarchical
distributed-linked list is configured to maintain the cells for each data packet received and to
maintain the order of each data packet received such that each data packet can be retrieved from
the memory system for egress based on the order received and/or the order the packet is placed
in a queue. Moreover, the interconnected snapshots generated from data element lists including
skip lists can be used to provide high read rates at a given operating frequency.

[0080] For an embodiment, the memory system is configured to generate interconnected
snapshots (data element set list) that include one or more snapshot skip lists such that each
snapshot (date element set) that are included in the interconnected snapshots has an associated
snapshot list node in the interconnected snapshots. The snapshot list node includes snapshot list
metadata for the snapshot it is associated with. The snapshot list metadata, for an embodiment,
includes a head address — the address in a memory for the first data element in the snapshot; a
tail address — the address in the memory for the last data element in the snapshot; and a next
snapshot pointer. The next snapshot pointer, includes a link or a pointer as described herein, to
the next snapshot in the snapshot skip list. As described herein, the location of the next element
in a snapshot skip list within the interconnected snapshots depends on the number of snapshot
skip lists in the interconnected snapshots. The number of snapshot skip lists in an interconnected
snapshots list may be based on a desired read rate of data elements for the memory system.
[0081] Figure 16 illustrates an interconnected snapshot list (data element set list — 1423)
generated by a memory system according to an embodiment. The interconnected snapshot list
includes four snapshot list nodes (1418, 1419, 1420, 1421) that are associated with 4 variable
length snapshots (1401, 1406, 1410, 1414). The four snapshot list nodes (1418, 1419, 1420,
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1421) include three snapshot skip lists, two of which include a single node. The snapshot skip
list includes the first snapshot list node 1418 and the fourth snapshot list node 1421. The first
snapshot list node includes snapshot list metadata for snapshot 1401, such as snapshot list
metadata described herein, and a next snapshot pointer to the subsequent snapshot list node in the
snapshot skip list, 1421. The second snapshot list node 1419, such as snapshot list metadata
described herein. The third snapshot list node 1420, such as snapshot list metadata described
herein.

[0082] For an embodiment, a memory system configured to implement a hierarchical
distributed-linked list from data element lists that include one or more snapshot skip lists
includes a child distributed-linked list, a parent distributed-linked list, and a main memory. The
child distributed-linked list includes multiple memory banks and is configured to generate a list
of data elements to generate a data element list including one or more skip lists using techniques
describe herein. The parent distributed-linked list is configured to generate a snapshot based on
a data element list generated by a child distributed-linked list using techniques described herein.
The parent distributed-linked list is also configured to maintain linked-list metadata to
interconnect multiple snapshots to generate an interconnected snapshot list including one or more
snapshot skip lists using techniques described herein. By interconnecting snapshots, a parent
distributed-linked list, for example, is configured to maintain the order of data elements in the
order that the data element is received at a network device, such as based on the order of the last
cell received for a data packet. In addition, a parent distributed-linked list is configured to form
a queue of data packets by interconnecting snapshots.

[0083] For an embodiment, the memory system is configured to store data elements with a data
element list when it arrives. The data element is stored in a receive context across skip lists and
utilizes access constraints including those describe herein with regard to implementing skip lists.
Upon arrival of the last data element in the data element set, the snapshot is captured and stored
in a data element set list using techniques including those described herein. Figure 17 illustrates
a flow diagram for a method of generating an interconnected snapshot list including one or more
data element set lists including one or more skip lists and the associated snapshot list metadata
according to an embodiment. Figures 18a-f illustrate block diagrams representing the state of a
portion of a parent distributed-linked list including multiple banks during the method as
illustrated in Figure 17. As illustrated in Figure 17, the method includes capturing the first
snapshot 1602 and storing it in a data element set list. For an embodiment, storing a first

snapshot in a data element set list includes generating first snapshot list metadata including a
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next snapshot pointer to reference to the address in memory for the metadata of the next snapshot
in the first snapshot skip list and writing the metadata in a memory system to form the first
snapshot list node of the data element set list using techniques for storing and writing metadata
including those described herein. For example, as illustrated in Figure 18a the generated first
snapshot list metadata 1502a is written to a second head entry 824.

[0084] At Figure 17, the method includes generating second snapshot list metadata including a
next snapshot pointer to reference to the address in the memory for the metadata of the next
snapshot in a snapshot skip list 1606, if any, and writing the second snapshot list metadata in a
memory system for a second snapshot 1608 using techniques including those described herein to
form a second snapshot list node of the data element list, which is the second node of the data
element set list. For example, as illustrated in Figure 18b, the generated second snapshot list
metadata 1504a is written to a first head entry 816. The method also includes generating third
snapshot list metadata including a next snapshot pointer to reference to the address in the
memory for the snapshot list metadata of the next snapshot in a snapshot skip list 1610, if any,
and writing the third snapshot list metadata in a memory system for a third snapshot 1612 using
techniques including those described herein to form a third snapshot list node of the data element
set list. For example, as illustrated in Figure 18c, the generated third snapshot list metadata
1506a is written to a fourth head entry 828. Further, as illustrated in Figure 17, the method
includes generating fourth snapshot list metadata including a next snapshot pointer to reference
to the address in the memory for the fourth snapshot list metadata of the next snapshot in a
snapshot skip list 1614, if any, and writing the fourth snapshot list metadata in a memory system
for a fourth snapshot 1616 using techniques including those described herein to form a fourth
snapshot list node of the data element set list, which is the second node of the first snapshot skip
list. For example, as illustrated in Figure 18d, the generated fourth metadata 1504b is written to
a location 810a in a third memory bank.

[0085] A method for implementing a write for a memory system configured to generate a
hierarchical distributed-linked list from data element lists that include one or more snapshot skip
lists includes generating an available bank list in a link memory, including child-link memory
and parent link memory. Figure 19 illustrates a flow diagram for generating an available bank
list in a link memory, including child-link memory and parent link memory according to an
embodiment. Generating an available bank list may include one or more of removing all full
banks from the list 1702; removing a bank required for read access in the same cycle as the write

access 1704; removing one or more banks that were selected by the same writer in the last y
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clock cycles 1706, where v is determined based on a desired read rate of the memory system; and
removing one or more banks selected for write access in the same clock cycle as the other writers
1708. Further, the method includes selecting the least filled bank from the generated available
bank list 1710.

[0086] Figure 20 illustrates a block diagram of an exemplary method for read accesses using
one or more snapshot skip lists according to an embodiment. A method for implementing a read
for a memory system configured to generate a hierarchical distributed-linked list from data
element lists that include one or more snapshot skip lists includes determining a next snapshot
skip list using snapshot sequence identifiers at the head entry of each skip list (1802). The
method also includes selecting the snapshot skip list with the lowest sequence identifier at the
head entry (1804). The method also includes reading a head entry of the selected snapshot skip
list (1806) and evaluating the snapshot in that entry (1808). The snapshot provides the set of
data element list skip lists. The method also includes determining the next data element list skip
list using data element sequence identifiers at the head entry of each skip list (1810). The
method also includes selecting the skip list with the lowest sequence identifier at the heat entry.
For an embodiment, a round robin mechanism is used instead of sequence identifiers to
determine the next data element or snapshot in a data element list and/or a skip list.

[0087] Embodiments described herein may be implemented using one or more of a
semiconductor chip, ASIC, FPGA, and using discrete components. Moreover, elements of the
memory system may be implemented as one or more cores on a semiconductor chip, such as a
system on a chip (“SoC”). Embodiments described herein may also be implemented on a
machine, such as a network device and one or more computer systems, including a program
storage device. The program storage device includes, but is not limited to, one or more of any of
mass storage that is remotely located from the machine, random access memory, non-volatile
memory, magnetic or optical storage disks, and other computer readable storage mediums.
[0088] In the foregoing specification, specific exemplary embodiments of the invention have
been described. It will, however, be evident that various modifications and changes may be
made thereto. The specification and drawings are, accordingly, to be regarded in an illustrative

rather than a restrictive sense.
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What is claimed is:
1. A memory system for a network device comprising:

a main memory configured to store one or more data elements;

link memory including a plurality of memory banks, each memory bank of said plurality
of memory banks configured to maintain one or more pointers to interconnect said one or more
memory locations in said main memory to form at least one list including a first skip list of one
or more skip lists; and

a context manager configured to maintain first metadata for a first head node of said first
skip list, said metadata for said first head node includes a link to second metadata for a second

node of said first skip list.

2. The memory system of claim 1, wherein said first metadata is snapshot list metadata.

3. The memory system of claim 1, wherein said first metadata includes a sequence
identifier.

4. The memory system of claim 2, wherein said at least one list is a snapshot list.

5. The memory system of claim 2, wherein each memory bank of said plurality of memory

banks includes a single access port.

6. The memory system of claim 1 further comprising a free-entry manager configured to
generate an available bank set including one or more locations in said link memory that are not

currently used to maintain said one or more pointers.

7. The memory system of claim 6, wherein said free-entry manager is configured to
generate said available bank set including said one or more locations that are not currently used
to maintain said one or more pointers such that a write operation to said link memory does not

conflict with a read operation.

8. The memory system of claim 6, wherein said free-entry manager is configured to
generate said available bank set by removing one or more banks based on the number of clock

cycles since a last write access.

0. The memory system of claim 1, wherein each memory bank of said plurality of memory
banks is designated to maintain said one or more pointers for a different one of said one or more
skip lists.
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10.  The memory system of claim 2, wherein said snapshot list metadata is used to form at

least one snapshot skip list.

11. A method for implementing a memory system in a network device comprising:

storing one or more data elements;

maintaining one or more pointers to interconnect said one or more memory locations in
said main memory to form at least one list including at least a first skip list;

allocating one or more locations in at least one memory bank of said plurality of memory
banks; and

maintaining first metadata for a first head node of said first skip list, said metadata for

said first head node includes a link to second metadata for a second node of said first skip list.

12. The method of claim 11 further comprising generating a sequence identifier to include in

said first metadata for said first head node of said first skip list.

13.  The method of claim 11, wherein said at least one list is a snapshot list and said first skip

list is a snapshot skip list.
14. The method of claim 13 further comprising determining a second snapshot skip list.

15. The method of claim 14, wherein determining a second snapshot skip list is based on

using one or more snapshot sequence identifiers.

16. The method of claim 15 further comprising determining a next data element in said

second snapshot skip list.

17.  The method of claim 11 further comprising generating an available bank set including
one or more locations in said plurality of memory banks that are not currently being used to store

metadata.

18. A memory system for a network device comprising:

a main memory configured to store one or more data elements;

a parent distributed-linked list configured to store linked-list metadata; and

a child distributed-linked list configured to maintain list metadata to interconnect said one
or more data elements stored in said main memory to generate at least a first snapshot, said
linked-list metadata references said first snapshot and said first snapshot including a data element
list including one or more skip lists.
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19. The memory system of claim 18 further configured to generate at least a second snapshot
based on said list metadata and configured to generate a first snapshot skip list including said

first snapshot and a second snapshot skip list including a second snapshot.

20.  The memory system of claim 18, wherein said parent distributed-linked list includes a
plurality of head entries, each head entry of said plurality of head entries is configured to store a

snapshot sequence identifier for a head node for the one or more skip lists.

21.  The memory system of claim 19, wherein said first snapshot is a first head node of said
first snapshot skip list and said second snapshot is a second head node of said second snapshot

skip list.

22, The memory system of claim 21, wherein said second head entry is configured to store

second snapshot list metadata for a second node in said second snapshot skip list.

23. The memory system of claim 18 further comprising a free-entry manager configured to
generate an available bank set including one or more locations in said parent distributed-linked
list that are not currently storing said linked-list metadata such that a write operation to said

parent distributed-linked list does not conflict with a read operation.

24, A memory system for a network device comprising:

a means for storing one or more data elements;

a means for maintaining one or more pointers to interconnect said one or more memory
locations in said means for storing one or more data elements to form at least one list including at
least a first skip list; and

a means for maintaining first metadata for a first head node of said first skip list, said
metadata for said first head node includes a link to second metadata for a second node of said

first skip list.
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