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(57)【特許請求の範囲】
【請求項１】
　破線をレンダリングする方法であって、
　グラフィックス処理ユニット（ＧＰＵ）を用いて、破線の複数の順序付きセグメントの
現在のセグメントより前のセグメントをピクセルシェーディングすることと、ここで、各
セグメントは長さを有し、
　前記グラフィックス処理ユニット（ＧＰＵ）を用いて、前記破線の前記現在のセグメン
トのためのテクスチャオフセットを決定することと、ここにおいて、前記現在のセグメン
トのための前記テクスチャオフセットが、前記現在のセグメントより順序が前の前記セグ
メントの前記長さの累積に基づく、
　前記現在のセグメントのためのテクスチャロケーションを決定するために、前記テクス
チャオフセットを適用することと、
　前記決定されたテクスチャロケーションにおいてテクスチャが適用される前記現在のセ
グメントをピクセルシェーディングすることと
　を備える方法。
【請求項２】
　破線をレンダリングする方法であって、
　グラフィックス処理ユニット（ＧＰＵ）を用いて、破線の複数の順序付きセグメントの
現在のセグメントより前のセグメントをピクセルシェーディングすることと、ここで、各
セグメントは長さを有し、
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　前記グラフィックス処理ユニット（ＧＰＵ）を用いて、前記破線の前記現在のセグメン
トのためのテクスチャオフセットを決定することと、ここにおいて、前記現在のセグメン
トのための前記テクスチャオフセットが、前記現在のセグメントより順序が前の前記セグ
メントの前記長さの累積に基づく、
　前記現在のセグメントのためのテクスチャロケーションを決定するために、前記テクス
チャオフセットを適用することと、
　前記決定されたテクスチャロケーションにおいてテクスチャが適用される前記現在のセ
グメントをピクセルシェーディングすることと
　を備え、
　前記テクスチャロケーションは前記現在のセグメントのための開始ロケーションを含み
、前記長さの蓄積は、前記複数の順序付きセグメントのジオメトリシェーディング中に実
行される、方法。
【請求項３】
　前記複数の順序付きセグメントが、１つまたは複数の可視セグメントと１つまたは複数
の不可視セグメントとを含み、前記方法が、
　前記現在のセグメントの前記決定されたテクスチャロケーションに基づいて、前記現在
のセグメントが可視セグメントであるかどうかを決定することと、
　前記現在のセグメントが可視セグメントであることに基づいて前記現在のセグメントを
保持する、または、前記現在のセグメントが可視セグメントではないことに基づいて前記
現在のセグメントを破棄することと
　をさらに備える、請求項１または２に記載の方法。
【請求項４】
　前記現在のセグメントのための前記テクスチャオフセットを決定する前に、前記複数の
順序付きセグメントを形成するために前記破線に対してジオメトリシェーディングを行う
ことと、
　長さの前記累積に基づいて前記テクスチャオフセットを決定することが前記現在のセグ
メントの長さ値に基づいて前記テクスチャオフセットを決定することを備えるように、前
記長さ値を決定することと
　をさらに備える、請求項１に記載の方法。
【請求項５】
　前記現在のセグメントのための前記テクスチャオフセットを決定する前に、前記複数の
順序付きセグメントを形成するために前記破線に対して前記ジオメトリシェーディングを
行うことと、
　長さの前記累積に基づいて前記テクスチャオフセットを決定することが前記現在のセグ
メントの長さ値に基づいて前記テクスチャオフセットを決定することを備えるように、前
記長さ値を決定することと
　をさらに備える、請求項２に記載の方法。
【請求項６】
　前記長さ値を決定することが、前記順序が前のセグメントの長さを指定するｌｉｎｅｌ
ｅｎｇｔｈスカラー値を生成することを備える、請求項４または５に記載の方法。
【請求項７】
　前記複数の順序付きセグメントの前記セグメントの各々をラスタライズすること
　をさらに備え、
　　ここにおいて、前記テクスチャオフセットを適用することが、前記現在のセグメント
がラスタライズされた後に前記ラスタライズされた現在のセグメントに前記テクスチャオ
フセットを適用することを備える、請求項１または２に記載の方法。
【請求項８】
　前記テクスチャオフセットを適用することが、前記ロケーションを示す、前記現在のセ
グメントのテクスチャ座標値を決定することを備える、請求項１または２に記載の方法。
【請求項９】
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　前記ピクセルシェーディングが、前記破線をストロークすることを含む、前記破線のた
めのパスレンダリングプロセス中に含まれる、請求項１または２に記載の方法。
【請求項１０】
　前記複数の順序付きセグメントの前記順序がプリミティブ順序であるように、前記複数
の順序付きセグメントのジオメトリシェーディング中に前記複数の順序付きセグメントの
前記順序を決定することをさらに備える、請求項１に記載の方法。
【請求項１１】
　前記複数の順序付きセグメントの前記順序がプリミティブ順序であるように、前記複数
の順序付きセグメントのジオメトリシェーディング中に前記複数の順序付きセグメントの
前記順序を決定することをさらに備える、請求項２に記載の方法。
【請求項１２】
　グラフィックスデータをレンダリングするための装置であって、
　グラフィックス処理ユニット（ＧＰＵ）を用いて、破線の複数の順序付きセグメントの
現在のセグメントより前のセグメントをピクセルシェーディングするための手段と、ここ
で、各セグメントは長さを有し、
　前記グラフィックス処理ユニット（ＧＰＵ）を用いて、前記破線の前記現在のセグメン
トのためのテクスチャオフセットを決定するための手段と、ここにおいて、前記現在のセ
グメントのための前記テクスチャオフセットが、前記現在のセグメントより順序が前の前
記セグメントの長さの累積に基づく、
　前記現在のセグメントのためのテクスチャロケーションを決定するために、前記テクス
チャオフセットを適用するための手段と、
　前記決定されたテクスチャロケーションにおいてテクスチャが適用される前記現在のセ
グメントをピクセルシェーディングするための手段と
　を備える装置。
【請求項１３】
　グラフィックスデータをレンダリングするための装置であって、
　グラフィックス処理ユニット（ＧＰＵ）を用いて、破線の複数の順序付きセグメントの
現在のセグメントより前のセグメントをピクセルシェーディングするための手段と、ここ
で、各セグメントは長さを有し、
　前記グラフィックス処理ユニット（ＧＰＵ）を用いて、前記破線の前記現在のセグメン
トのためのテクスチャオフセットを決定するための手段と、ここにおいて、前記現在のセ
グメントのための前記テクスチャオフセットが、前記現在のセグメントより順序が前の前
記セグメントの長さの累積に基づく、
　前記現在のセグメントのためのテクスチャロケーションを決定するために、前記テクス
チャオフセットを適用するための手段と、
　前記決定されたテクスチャロケーションにおいてテクスチャが適用される前記現在のセ
グメントをピクセルシェーディングするための手段と
　を備え、
　前記テクスチャロケーションは前記現在のセグメントのための開始ロケーションを含み
、前記長さの蓄積は、前記複数の順序付きセグメントのジオメトリシェーディング中に実
行される、装置。
【請求項１４】
　前記複数の順序付きセグメントが、１つまたは複数の可視セグメントと１つまたは複数
の不可視セグメントとを含み、前記装置が、
　前記現在のセグメントの前記決定されたテクスチャロケーションに基づいて、前記現在
のセグメントが可視セグメントであるかどうかを決定するための手段と、
　前記現在のセグメントが可視セグメントであることに基づいて前記現在のセグメントを
保持する、または、前記現在のセグメントが可視セグメントではないことに基づいて前記
現在のセグメントを破棄するための手段と
　をさらに備える、請求項１２または１３に記載の装置。
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【請求項１５】
　前記現在のセグメントのための前記テクスチャオフセットを決定する前に、前記複数の
順序付きセグメントを形成するために前記破線に対してジオメトリシェーディングを行う
ための手段と、
　長さの前記累積に基づいて前記テクスチャオフセットを決定することが前記現在のセグ
メントの長さ値に基づいて前記テクスチャオフセットを決定することを備えるように、前
記長さ値を決定するための手段と
　をさらに備える、請求項１２に記載の装置。
【請求項１６】
　前記現在のセグメントのための前記テクスチャオフセットを決定する前に、前記複数の
順序付きセグメントを形成するために前記破線に対して前記ジオメトリシェーディングを
行うための手段と、
　長さの前記累積に基づいて前記テクスチャオフセットを決定することが前記現在のセグ
メントの長さ値に基づいて前記テクスチャオフセットを決定することを備えるように、前
記長さ値を決定するための手段と
　をさらに備える、請求項１３に記載の装置。
【請求項１７】
　前記長さ値を決定するための前記手段が、前記順序が前のセグメントの長さを指定する
ｌｉｎｅｌｅｎｇｔｈスカラー値を生成するための手段を備える、請求項１５または１６
に記載の装置。
【請求項１８】
　前記複数の順序付きセグメントの前記セグメントの各々をラスタライズするための手段
　をさらに備え、
　ここにおいて、前記テクスチャオフセットを適用するための前記手段が、前記現在のセ
グメントがラスタライズされた後に前記ラスタライズされた現在のセグメントに前記テク
スチャオフセットを適用するための手段を備える、請求項１２または１３に記載の装置。
【請求項１９】
　前記テクスチャオフセットを適用するための前記手段が、前記ロケーションを示す、前
記現在のセグメントのテクスチャ座標値を決定するための手段を備える、請求項１２また
は１３に記載の装置。
【請求項２０】
　前記複数の順序付きセグメントの前記順序がプリミティブ順序であるように、前記複数
の順序付きセグメントのジオメトリシェーディング中に前記複数の順序付きセグメントの
前記順序を決定するための手段をさらに備える、請求項１２に記載の装置。
【請求項２１】
　前記複数の順序付きセグメントの前記順序がプリミティブ順序であるように、前記複数
の順序付きセグメントの前記ジオメトリシェーディング中に前記複数の順序付きセグメン
トの前記順序を決定するための手段をさらに備える、請求項１３に記載の装置。
【請求項２２】
　実行されたとき、グラフィックス処理ユニット（ＧＰＵ）に、請求項１から請求項１１
のうちのいずれか一項に記載の方法を行わせる命令を記憶した非一時的コンピュータ可読
媒体。
【発明の詳細な説明】
【技術分野】
【０００１】
　[0001]本出願は、その内容全体が参照により本明細書に組み込まれる、２０１３年８月
２８日に出願された米国仮特許出願第６１／８７１，２６０号の利益を主張する。
【０００２】
　[0002]本開示は、グラフィックス処理に関し、より詳細には、パスレンダリングのため
の技法に関する。
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【背景技術】
【０００３】
　[0003]パスレンダリングは、その各々が１つまたは複数のパスセグメントを含み得る、
（あるいは、本明細書で「パス」と呼ばれる）２次元（２Ｄ）ベクタグラフィックスパス
（vector graphics paths）のレンダリングを指す場合がある。パスが２つ以上のパスセ
グメントを含むとき、個々のパスセグメントは、同じタイプまたは異なるタイプのもので
あり得る。パスセグメントのタイプは、たとえば、線と、楕円弧と、２次ベジェ曲線と、
３次ベジェ曲線とを含み得る。いくつかの例では、パスセグメントタイプは、たとえば、
Ｏｐｅｎ　Ｖｅｃｔｏｒ　Ｇｒａｐｈｉｃｓ（ＯｐｅｎＶＧ）ＡＰＩなど、標準ベクタグ
ラフィックスアプリケーションプログラミングインターフェース（ＡＰＩ）に従って定義
され得る。
【０００４】
　[0004]パスレンダリングは、中央処理装置（ＣＰＵ）で実装され得る。しかしながら、
そのような手法は、ＣＰＵ集中的であり得、したがって、他のＣＰＵタスクに利用可能な
ＣＰＵ処理サイクルの量を制限する可能性がある。さらに、場合によっては、所望の詳細
レベルでパスセグメントをレンダリングするために、比較的大量のデータがグラフィック
ス処理ユニット（ＧＰＵ）に転送される必要があり得る。比較的大量のデータは、データ
を記憶するとき、かなりの量のメモリストレージスペースを消費する場合があり、データ
をＧＰＵに転送するとき、かなりの量のメモリ帯域を消費する場合がある。
【発明の概要】
【０００５】
　[0005]本開示は、パスのフィル（filling）とダッシング（dashing）とを用いてグラフ
ィックスデータを生成するための技法を含む。たとえば、パスをフィルするときに、本開
示の態様によれば、ＧＰＵは、メモリが（レンダターゲットと呼ばれる）レンダリングさ
れたデータに割り当てられるレートとは異なるレートでステンシル（stenciling）動作を
実行することができる。すなわち、ステンシル動作を実行するためのステンシルパラメー
タは、レンダリングされたデータを記憶するためのレンダターゲットパラメータから独立
して指定され得る。
【０００６】
　[0006]さらに、ダッシングに関して、本開示の態様によれば、ＧＰＵは、ダッシュ特性
を決定し、単一のレンダリングパスでダッシングを実行することができる。たとえば、Ｇ
ＰＵは、セグメントが決定されるときにセグメントの各々の長さを計算し、各ダッシュセ
グメントのための開始ロケーション（たとえば、テクスチャ座標）を決定するために長さ
情報を適用することができる。
【０００７】
　[0007]一例では、グラフィックスデータをレンダリングする方法は、画像のパスの各ア
ンチエイリアス画素のカバレージ値を決定するためのサンプリングレートを示すステンシ
ルパラメータを決定することと、ステンシルパラメータとは別々に、パスの各アンチエイ
リアス画素のためのメモリ割当てを示すレンダターゲットパラメータを決定することと、
ステンシルパラメータとレンダターゲットパラメータとを使用してパスをレンダリングす
ることとを含む。
【０００８】
　[0008]別の例では、グラフィックスをレンディングするための装置は、画像のパスの各
アンチエイリアス画素のカバレージ値を決定するためのサンプリングレートを示すステン
シルパラメータを決定することと、ステンシルパラメータとは別々に、パスの各アンチエ
イリアス画素のためのメモリ割当てを示すレンダターゲットパラメータを決定することと
、ステンシルパラメータとレンダターゲットパラメータとを使用してパスをレンダリング
することとを行うように構成されたグラフィックス処理ユニット（ＧＰＵ）を含む。
【０００９】
　[0009]別の例では、グラフィックスデータをレンダリングするための装置は、画像のパ
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スの各アンチエイリアス画素のカバレージ値を決定するためのサンプリングレートを示す
ステンシルパラメータを決定するための手段と、ステンシルパラメータとは別々に、パス
の各アンチエイリアス画素のためのメモリ割当てを示すレンダターゲットパラメータを決
定するための手段と、ステンシルパラメータとレンダターゲットパラメータとを使用して
パスをレンダリングするための手段とを含む。
【００１０】
　[0010]別の例では、非一時的コンピュータ可読媒体は、実行されたとき、グラフィック
ス処理ユニット（ＧＰＵ）に、画像のパスの各アンチエイリアス画素のカバレージ値を決
定するためのサンプリングレートを示すステンシルパラメータを決定することと、ステン
シルパラメータとは別々に、パスの各アンチエイリアス画素のためのメモリ割当てを示す
レンダターゲットパラメータを決定することと、ステンシルパラメータとレンダターゲッ
トパラメータとを使用してパスをレンダリングすることとを行わせる命令を記憶する。
【００１１】
　[0011]別の例では、グラフィックスデータをレンダリングする方法は、グラフィックス
処理ユニット（ＧＰＵ）を用いて、破線の複数の順序付きセグメントの現在のセグメント
のためのテクスチャオフセットを決定することと、ここにおいて、複数の順序付きセグメ
ントの現在のセグメントのためのテクスチャオフセットが、現在のセグメントより順序が
前のセグメントの長さの累積に基づく、現在のセグメントのロケーションを決定するため
に、テクスチャオフセットを適用することを含めて現在のセグメントをピクセルシェーデ
ィングすることとを含む。
【００１２】
　[0012]別の例では、グラフィックスデータをレンダリングするための装置は、破線の複
数の順序付きセグメントの現在のセグメントのためのテクスチャオフセットを決定するこ
とと、ここにおいて、複数の順序付きセグメントの現在のセグメントのためのテクスチャ
オフセットが、現在のセグメントより順序が前のセグメントの長さの累積に基づく、現在
のセグメントのロケーションを決定するために、テクスチャオフセットを適用することを
含めて現在のセグメントをピクセルシェーディングすることとを行うように構成されたグ
ラフィックス処理ユニット（ＧＰＵ）を含む。
【００１３】
　[0013]別の例では、グラフィックスデータをレンダリングするための装置は、グラフィ
ックス処理ユニット（ＧＰＵ）を用いて、破線の複数の順序付きセグメントの現在のセグ
メントのためのテクスチャオフセットを決定するための手段と、ここにおいて、複数の順
序付きセグメントの現在のセグメントのためのテクスチャオフセットが、現在のセグメン
トより順序が前のセグメントの長さの累積に基づく、現在のセグメントのロケーションを
決定するために、テクスチャオフセットを適用することを含めて現在のセグメントをピク
セルシェーディングするための手段とを含む。
【００１４】
　[0014]別の例では、非一時的コンピュータ可読媒体は、実行されたとき、構成されたグ
ラフィックス処理ユニット（ＧＰＵ）に、破線の複数の順序付きセグメントの現在のセグ
メントのためのテクスチャオフセットを決定することと、ここにおいて、複数の順序付き
セグメントの現在のセグメントのためのテクスチャオフセットが、現在のセグメントより
順序が前のセグメントの長さの累積に基づく、現在のセグメントのロケーションを決定す
るために、テクスチャオフセットを適用することを含めて現在のセグメントをピクセルシ
ェーディングすることとを行わせる、命令を記憶する。
【００１５】
　[0015]本開示の１つまたは複数の例の詳細が、添付の図面および下記の説明に記載され
る。本開示の他の特徴、目的、および利点は、説明および図面、ならびに特許請求の範囲
から明らかになろう。
【図面の簡単な説明】
【００１６】
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【図１】[0016]本開示の技法を実装するために使用され得る例示的なコンピューティング
デバイスを示すブロック図。
【図２】[0017]図１のコンピューティングデバイスのＣＰＵ、ＧＰＵ、およびメモリをよ
り詳細に示すブロック図。
【図３】[0018]本開示の技法を実行するために使用され得る例示的なグラフィックスパイ
プラインを示す概念図。
【図４】[0019]レンダリングされることになる例示的なパスの図。
【図５Ａ】[0020]図４に示されるパスのためのフィル動作の例示的なシーケンスを示す図
。
【図５Ｂ】図４に示されるパスのためのフィル動作の例示的なシーケンスを示す図。
【図５Ｃ】図４に示されるパスのためのフィル動作の例示的なシーケンスを示す図。
【図６】[0021]ステンシル動作を示す概念図。
【図７】[0022]本開示の態様による、例示的なフィル動作を示す概念図。
【図８】[0023]本開示の態様による、レンダリング中の帯域幅を示すグラフ。
【図９Ａ】[0024]図４に示されるパスのための例示的なダッシング動作を示す一連の図。
【図９Ｂ】図４に示されるパスのための例示的なダッシング動作を示す一連の図。
【図９Ｃ】図４に示されるパスのための例示的なダッシング動作を示す一連の図。
【図９Ｄ】図４に示されるパスのための例示的なダッシング動作を示す一連の図。
【図１０】[0025]本開示の態様による、グラフィックスデータをレンダリングするための
例示的なプロセスを示す流れ図。
【図１１】[0026]本開示の態様による、ダッシングするための例示的なプロセスを示す流
れ図。
【発明を実施するための形態】
【００１７】
　[0027]本開示は、ＧＰＵベースのパスレンダリングを実行するための技法に関する。パ
スレンダリングは、その各々が１つまたは複数のパスセグメントを含み得る（あるいは、
本明細書で「パス」と呼ばれる）２次元（２Ｄ）ベクタグラフィックスパスのレンダリン
グを指す場合がある。パスが２つ以上のパスセグメントを含むとき、個々のパスセグメン
トは、同じタイプまたは異なるタイプのものであり得る。パスセグメントのタイプは、た
とえば、線と、楕円弧と、２次ベジェ曲線と、３次ベジェ曲線とを含み得る。いくつかの
例では、パスセグメントタイプは、たとえば、Ｏｐｅｎ　Ｖｅｃｔｏｒ　Ｇｒａｐｈｉｃ
ｓ（ＯｐｅｎＶＧ）ＡＰＩなど、標準ベクタグラフィックスアプリケーションプログラミ
ングインターフェース（ＡＰＩ）に従って定義され得る。
【００１８】
　[0028]ＧＰＵは、通常、１つまたは複数の３ＤグラフィックスＡＰＩに対応するように
設計された３次元（３Ｄ）グラフィックスパイプラインを実装する。今日使用されている
一般的な３ＤグラフィックスＡＰＩは、対応デバイスがパスレンダリングコマンドをサポ
ートすることを必要としないため、多くの場合、現代的なＧＰＵがパスレンダリングコマ
ンド用のハードウェアアクセラレーションを提供することはほとんどない。たとえば、現
代的なＧＰＵで実装される典型的な３Ｄグラフィックスパイプラインは、（たとえば、点
、線、および三角形など）低次の、湾曲していない３Ｄグラフィックスプリミティブをラ
スタライズするように設計されるが、（たとえば、楕円弧、およびベジェ曲線など）湾曲
したパスレンダリングプリミティブを直接的にレンダリングすることができないラスタラ
イザを含み得る。
【００１９】
　[0029]パスレンダリングに関する一手法は、パスレンダリングコマンドを実行する目的
で部分的なＧＰＵハードウェアアクセラレーションを提供するために３Ｄ　ＧＰＵプライ
ンを使用することに関連し得る。この手法は、パスセグメントを、ＧＰＵによってラスタ
ライズされ得る、１つまたは複数の低次の、湾曲していない３Ｄグラフィックスプリミテ
ィブに変換するために、中央処理装置（ＣＰＵ）を用いてパスセグメントを前処理するこ
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とに関連する。たとえば、ＣＰＵは、湾曲したパスセグメント（たとえば、楕円弧または
ベジェ曲線）を、パスセグメントの曲率を近似する比較的小さな三角形のセットにテッセ
レートすることができ、ＧＰＵを使用して三角形のセットをレンダリングさせることがで
きる。しかしながら、そのような手法は、ＣＰＵ集中的であり得、したがって、他のＣＰ
Ｕタスクに利用可能なＣＰＵ処理サイクルの量を制限する可能性がある。さらに、場合に
よっては、所望の詳細レベルでパスセグメントをレンダリングするために、比較的に多数
の三角形が必要とされる場合がある。比較的に多数の三角形は、データを記憶するとき、
かなりの量のメモリストレージスペースを消費する場合があり、データをＧＰＵに転送す
るとき、かなりの量のメモリ帯域を消費する場合がある。
【００２０】
　[0030]パスレンダリングコマンドの実行に部分的－全体的ＧＰＵハードウェアアクセラ
レーションを提供するための別の手法は、専用の、ハードウェアアクセラレーションされ
たパスレンダリングパイプラインをサポートするようにＧＰＵのアーキテクチャを変更す
ることを伴い得る。しかしながら、一般的な３ＤグラフィックスＡＰＩ（たとえば、Ｍｉ
ｃｒｏｓｏｆｔ（登録商標）Ｄｉｒｅｃｔ　Ｘ１１（ＤＸ）ＡＰＩ）は、一般に、ＧＰＵ
アーキテクチャが専用のパスレンダリングパイプラインを含むことを必要としないので、
そのような手法は、特定の３ＤグラフィックスＡＰＩ（たとえば、ＤＸ　１１　ＡＰＩ）
に準拠するすべてのＧＰＵによってサポートされることが保証されるであろうクロスプラ
ットフォームな、ハードウェアアクセラレーションされたパスレンダリングソリューショ
ンを生じない。
【００２１】
　[0031]いくつかの例では、受け取ったパスセグメントを複数のラインセグメントにテッ
セレートすることと、３Ｄグラフィックスパイプラインを使用してテッセレートされたラ
インセグメントをレンダリングすることとを行うようにＧＰＵが構成されたＧＰＵベース
のパスレンダリング技法が使用され得る。パスセグメントをラインセグメントにテッセレ
ートするためにＧＰＵを使用することによって、パスセグメントを前処理する負担をＣＰ
Ｕから取り除き、それによって、他のＣＰＵタスクのために処理リソースを解放する。さ
らに、いくつかの例では、ＧＰＵは、テッセレーション演算を実行するために、いくつか
の例では、ＧＰＵが、ＣＰＵよりも効率的な形でパスセグメントをレンダリングするのを
可能にする、高並列の現代的なＧＰＵテッセレーションアーキテクチャを利用することが
できる。加えて、テッセレーションは、ＣＰＵ内ではなく、ＧＰＵ内で発生するため、多
数のテッセレートされたプリミティブは、システムメモリ内に記憶される必要がなく、Ｃ
ＰＵからＧＰＵに渡される必要がなく、それによって、パスレンダリングに必要とされる
メモリフットプリント、ならびに、パスレンダリングに必要とされるメモリ帯域幅を削減
する。
【００２２】
　[0032]いくつかの例では、ＧＰＵは、アンチエイリアシングを実行するためにマルチサ
ンプルアンチエイリアシング（ＭＳＡＡ：multi-sample anti-aliasing）技法を使用する
ことができる。たとえば、画素は、一様に着色され、常に同じ形状にあり、これにより、
レンダリングされた画像の線の外観にジャギーが生じ得る。ＭＳＡＡでは、単一の画素に
対して複数のサンプルが生成され得る。サンプルは、次いで、最終画素値を決定するため
に、組み合わされ得る（たとえば、平均化され得る）。
【００２３】
　[0033]したがって、いくつかの事例では、ＧＰＵは、表示されている解像度よりも高い
解像度で画像をレンダリングすることができる。ＧＰＵは、次いで、表示より前に適切な
サイズに画像をダウンサンプリングすることができる。結果は、オブジェクトの縁に沿っ
て画素の１つの線から別の線へのよりスムーズな遷移であり得る。ＭＳＡＡは、４、８、
１６、または他の値の係数を使用して実行され得る。ＭＳＡＡを実行するとき、ＧＰＵは
、ＭＳＡＡレートで深度およびステンシル動作をサンプリングし、ＭＳＡＡレートでメモ
リを割り当て、ＭＳＡＡレートにおいて画素をラスタライズすることができる（たとえば
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、１６ｘのＭＳＡＡは、画素ごとに１６ｘの深度／ステンシルサンプルと、画素ごとに１
６ｘのメモリ割当てと、画素ごとに１６ｘのラスタライゼーションサンプルとを含む）。
【００２４】
　[0034]概して、「ターゲット」は、レンダリングされた画素に割り当てられるメモリを
指す場合がある。一般に、アンチエイリアス画像に関して、レンダリングされたターゲッ
トのためのラスタライゼーションおよびメモリ割当てなどのグラフィックス演算を実行す
るサンプリングレートは、互いに対応し、たとえば、１：１になる。したがって、説明の
ための一例では、ＧＰＵは、ラスタライゼーションのために画素ごとに１６ｘのサンプリ
ングレートを使用し、画素ごとに１６個のサンプルを記憶するようにメモリを割り当て得
る。しかしながら、ターゲット独立ラスタライゼーション（ＴＩＲ：target independent
 rasterization）では、ラスタライゼーションプロセスのサンプリングレートが、レンダ
リングされた画像に割り当てられるメモリから独立して指定され得る。たとえば、画素ご
とに４つのサンプルのサンプリングレートがラスタライゼーションのために使用され得、
一方、画像の画素の色を記憶するためのメモリ割当ては、画像中の画素ごとに１色になり
得る。
【００２５】
　[0035]ＴＩＲにより、ターゲットに割り当てられるメモリから独立してラスタライゼー
ションレートを指定することが可能になるが、他のレンダリング動作は、結び合わされた
ままであり得る。たとえば、（以下でより詳細に説明する）深度およびステンシル動作は
、一般に、レンダターゲットに関連付けられ得る。したがって、単一のレンダターゲット
は、画素ごとに指定され、深度およびステンシル動作はまた、同じレート（すなわち、１
ｘのサンプリングレート）で実行され得る。
【００２６】
　[0036]本開示の態様によれば、ＧＰＵは、ステンシル動作中にＴＩＲの概念を活用する
ことができる。たとえば、ＧＰＵは、特定の画素に割り当てられるメモリの量よりも高い
レートでステンシルを実行することができる。すなわち、ステンシル動作がスーパーサン
プリングされる（super sampled）、たとえば、各画素が１６個のサンプルを有すること
になるプロセスでは、ＧＰＵは、（スーパーサンプリングされた画素のうちの）画素のど
のサンプルが、ステンシルテストにパスしたか、たとえば、特定のパスの内側にあったか
に基づいて画素ごとにカバレージ値を計算することによってレンダリングすることができ
る。パフォーマンスの改善のために、レンダターゲットは、１ｘでサンプリングされ得、
一方、ステンシルは、１６ｘでサンプリングされ得る。ＧＰＵは、サンプルごとのステン
シルテストに基づいて各画素にカバレージ値を割り当て得る。ターゲットとラスタライゼ
ーションレートとから独立してステンシルサンプリングレートを指定することは、本明細
書ではステンシルＴＩＲと呼ばれる場合がある。
【００２７】
　[0037]ステンシルＴＩＲプロセスは、パスレンダリング中に適用され得る。たとえば、
パスレンダリング時に、ＧＰＵは、一般に、パスをフィルするために、ラインセグメント
にパスをテッセレートし、ラインセグメントをピボット点に接続して三角形を形成し、（
いくつかの事例では、深度テストを実行することを含めて）三角形をステンシルバッファ
にレンダリングするという例示的な機能を実行し得、ここで、ステンシルバッファは、画
像の可視画素インを示す。フィルプロセスの次の、場合によっては最後のステップは、ス
テンシルテストを有効化した状態でバウンディングボックスをレンダリングすることと、
フレームバッファにステンシルバッファのコンテンツをコピーすることとを行うことであ
る。この手法は、２つのレンダリングパス、たとえば、バウンディングボックスをレンダ
リングする１つのパスと、テクスチャをレンダリングする１つのパスとを必要とする。
【００２８】
　[0038]本開示の態様によれば、ＧＰＵは、バウンディングボックスを前処理する必要な
しに単一のレンダリングパスでパスをフィルすることができる。たとえば、いくつかの例
では、ＧＰＵは、ラスタライザ段階において使用されるハードウェアを含み得るバウンデ



(10) JP 6419827 B2 2018.11.7

10

20

30

40

50

ィングボックスユニットを組み込み得る。たとえば、プリミティブがステンシルバッファ
にレンダリングされるとき、バウンディングボックスユニットは、所与のパスの最外座標
点（たとえば、上極値、下極値、左極値、および右極値）を追跡することができる。最外
座標点は、これらの点がパスの最外境界を示すという点で、最大境界点と呼ばれる場合も
ある。ステンシルが完了した後、バウンディングボックスユニットは、最外座標点に基づ
いて境界長方形を決定している。
【００２９】
　[0039]上記の例では、パスのプリミティブがステンシルバッファにレンダリングされる
（プリミティブはステンシルにのみ影響を及ぼす）ので、ＧＰＵは、パスのプリミティブ
をシェーディングしない。ＧＰＵは、次に、色を割り当てるためにステンシルバッファを
使用してバウンディングボックスをレンダリングすることができる。本開示の態様によれ
ば、ステンシルを実行し、バウンディングボックスを決定した後に別の描画呼出しを必要
としない。むしろ、ＧＰＵは、単一のパスでステンシルＴＩＲを使用してバウンディング
ボックスをラスタライズする。
【００３０】
　[0040]このようにして、ＧＰＵは、たとえば、ＧＰＵにおいてプリミティブを決定する
こと、ＣＰＵにおいてバウンディングボックスを決定すること、ＧＰＵ上で着色動作を実
行することを行うのではなく、単一のパスでフィルすることができる（たとえば、ステン
シルおよび着色動作を実行することができる）。すなわち、本開示の技法は、ＧＰＵが、
ステンシルと着色の両方が単一のパスで実行され得るように、（たとえば、ＧＰＵが次い
でラスタライザにプッシュすることができるテッセレーション中に）バウンディングボッ
クスを決定することを可能にするバウンディングボックス最適化を含む。
【００３１】
　[0041]本開示の他の態様は、ダッシング（破線など）に関する。たとえば、ストローク
されたパスをダッシングするとき、ＧＰＵは、（セグメント順序と呼ばれる）順序でダッ
シュセグメントをレンダリングすることができ、前のセグメントが途切れた場所に１つの
セグメントを生成することができる。すなわち、ＧＰＵは、前のセグメントをシェーディ
ングした後にのみ、ダッシュパターンの各セグメントのための開始ロケーションを決定す
る。そのような計算は、正しい開始ロケーションを決定するためにダッシュの各セクショ
ンのためのロケーションが処理される必要があるので、グラフィックス処理の並列性を低
減し、２つ以上のレンダリングパスを実行することを必要とし得る。
【００３２】
　[0042]本開示の態様によれば、ＧＰＵは、ダッシュ特性を決定し、単一のパス、たとえ
ば、単一のレンダリングパスでダッシングを実行することができる。たとえば、ＧＰＵは
、たとえば、ジオメトリシェーディング中にセグメントが決定されると、セグメントの各
々の長さを計算することができる。すなわち、ＧＰＵは、現在のセグメントの開始ロケー
ションを決定するために、セグメント、たとえば、セグメント順序で現在のセグメントの
前のセグメントの長さを累積することができる。長さのこの累積は、本明細書では、「プ
レフィックス長さ」または「プレフィックス総和長さ」と呼ばれる場合がある。ＧＰＵは
また、線の全長を決定することができる。
【００３３】
　[0043]説明のための一例では、ＧＰＵは、破線の第１のセグメントを決定することがで
きる。ＧＰＵはまた、破線の第２のセグメントを決定することができる。ＧＰＵは、前の
セグメントのプレフィックス総和長さに基づいて第２のセグメントのための開始ロケーシ
ョンを決定することができる。すなわち、ＧＰＵは、前のセグメント、すなわち、第１の
セグメントの長さの累積に基づいて第２のセグメントのための開始ロケーションを決定す
ることができる。ＧＰＵはまた、破線の第３のセグメントを決定することができる。この
場合も、ＧＰＵは、前のセグメントのプレフィックス総和長さに基づいて第３のセグメン
トのための開始ロケーションを決定することができる。すなわち、ＧＰＵは、前のセグメ
ント、すなわち、第１のセグメントと第２のセグメントとの長さの累積に基づいて第３の
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セグメントのための開始ロケーションを決定することができる。ＧＰＵは、線のセグメン
トの各々の開始ロケーションが決定されるまで、このようにして継続することができる。
【００３４】
　[0044]いくつかの例では、破線は、可視セグメントと不可視セグメントとを含み得る。
たとえば、ＧＰＵ１２は、可視（たとえば、線のダッシュ）であるセグメントのための色
を決定し、不可視（たとえば、着色ダッシュ間の破線の部分）であるセグメントを破棄す
ることができる。ＧＰＵ１２は、シェーディングされているセグメントのロケーションに
基づいて（たとえば、本明細書では、ピクセルシェーディング中のフラグメントと互換的
に呼ばれる場合がある）セグメントを保持すべきかどうかを決定することができる。一例
として上記で説明した３つのセグメントに関して、破線の第１および第３のセグメントを
仮定し、第２のセグメントは、着色されていない、第１のセグメントと第３のセグメント
とを分離する不可視セグメントである。ＧＰＵ１２は、セグメントのロケーションに基づ
いて、ピクセルシェーディング中にセグメントを保持（たとえば、色を用いてシェーディ
ング）すべきか、または破棄すべきかを決定することができる。すなわち、ＧＰＵ１２は
、第１のセグメントのロケーションに基づいて第１のセグメントが保持されることを決定
し、第２のセグメントのロケーションに基づいて第２のセグメントが破棄されることを決
定し、第３のセグメントのロケーションに基づいて第３のセグメントが保持されることを
決定する。
【００３５】
　[0045]本開示の態様によれば、ＧＰＵは、レンダリング中に各セグメントのためのプレ
フィックス総和長さをテクスチャオフセットとして適用することができる。たとえば、セ
グメントをラスタライズした後に、ＧＰＵは、テクスチャオフセット値としてピクセルシ
ェーダにセグメントのためのプレフィックス総和長さの値を供給することができる。ＧＰ
Ｕは、シェーディングされているセグメントのロケーションを決定するために、線の始端
のテクスチャ座標にテクスチャオフセットを適用することができる。
【００３６】
　[0046]図１は、本開示の技法を実装するために使用され得る例示的なコンピューティン
グシステム２を示すブロック図である。コンピューティングデバイス２は、パーソナルコ
ンピュータ、デスクトップコンピュータ、ラップトップコンピュータ、コンピュータワー
クステーション、ビデオゲームプラットフォームもしくはコンソール、（たとえば、モバ
イル電話、セルラー電話、衛星電話、および／もしくはモバイル電話ハンドセットなど）
ワイヤレス通信デバイス、固定電話、インターネット電話、ポータブルビデオゲームデバ
イスもしくは携帯情報端末（ＰＤＡ）などのハンドヘルドデバイス、パーソナル音楽プレ
ーヤ、ビデオプレーヤ、ディスプレイデバイス、テレビジョン、テレビジョンセットトッ
プボックス、サーバ、中間ネットワークデバイス、メインフレームコンピュータ、または
グラフィカルデータを処理および／もしくは表示する任意の他のタイプのデバイスを備え
ることができる。
【００３７】
　[0047]図１の例に示すように、コンピューティングデバイス２は、ユーザインターフェ
ース４と、ＣＰＵ６と、メモリコントローラ８と、メモリ１０と、グラフィックス処理ユ
ニット（ＧＰＵ）１２と、ＧＰＵキャッシュ１４と、ディスプレイインターフェース１６
と、ディスプレイ１８と、バス２０とを含む。ユーザインターフェース４、ＣＰＵ６、メ
モリコントローラ８、ＧＰＵ１２、およびディスプレイインターフェース１６は、バス２
０を使用して互いと通信することができる。図１に示す異なる構成要素同士の間のバスお
よび通信インターフェースの特定の構成は単なる例示であり、本開示の本技法を実装する
ために、同じもしくは異なる構成要素を備えたコンピューティングデバイスおよび／また
は他のグラフィックス処理システムの他の構成が使用され得ることに留意されたい。
【００３８】
　[0048]ＣＰＵ６は、コンピューティングデバイス２の動作を制御する汎用プロセッサま
たは専用プロセッサを備えることができる。ユーザは、ＣＰＵ６に１つまたは複数のソフ
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トウェアアプリケーションを実行させるための入力をコンピューティングデバイス２に与
えることができる。ＣＰＵ６上で実行されるそれらのソフトウェアアプリケーションは、
たとえば、オペレーティングシステム、ワードプロセッサアプリケーション、電子メール
アプリケーション、スプレッドシートアプリケーション、メディアプレーヤアプリケーシ
ョン、ビデオゲームアプリケーション、グラフィカルユーザインターフェースアプリケー
ション、または別のプログラムを含み得る。ユーザは、ユーザインターフェース４を介し
てコンピューティングデバイス２に結合される、キーボード、マウス、マイクロフォン、
タッチパッドまたは別の入力デバイスなど、１つもしくは複数の入力デバイス（図示せず
）を介してコンピューティングデバイス２に入力を与えることができる。
【００３９】
　[0049]ＣＰＵ６上で実行するソフトウェアアプリケーションは、グラフィックスデータ
をディスプレイ１８にレンダリングさせるようにＧＰＵ１２に命令する、１つまたは複数
のグラフィックスレンダリング命令を含み得る。いくつかの例では、ソフトウェア命令は
、たとえば、Ｏｐｅｎ　Ｇｒａｐｈｉｃｓ　Ｌｉｂｒａｒｙ（ＯｐｅｎＧＬ（商標登録）
）ＡＰＩ、Ｏｐｅｎ　Ｇｒａｐｈｉｃｓ　Ｌｉｂｒａｒｙ　Ｅｍｂｅｄｄｅｄ　Ｓｙｓｔ
ｅｍ（ＯｐｅｎＧＬ　ＥＳ）ＡＰＩ、Ｄｉｒｅｃｔ３Ｄ　ＡＰＩ、ＤｉｒｅｃｔＸ　ＡＰ
Ｉ、ＲｅｎｄｅｒＭａｎ　ＡＰＩ、ＷｅｂＧＬ　ＡＰＩ、または任意の他の公的もしくは
所有権を主張できる標準グラフィックスＡＰＩなど、グラフィックスアプリケーションプ
ログラミングインターフェース（ＡＰＩ）に準拠し得る。グラフィックスレンダリング命
令を処理するために、ＣＰＵ６は、ＧＰＵ１２にグラフィックスデータのレンダリングの
うちの一部またはすべてを実行させるようにＧＰＵ１２に命令するための、１つまたは複
数のグラフィックスレンダリングコマンドを発行することができる。いくつかの例では、
レンダリングされることになるグラフィックスデータは、たとえば、点、線、三角形、ク
アドララテラル（quadralaterals）、トライアングルストリップ（triangle strips）、
パッチなど、グラフィックスプリミティブのリストを含み得る。さらなる例では、レンダ
リングされることになるグラフィックスデータは、たとえば、ラインセグメント、楕円弧
、２次ベジェ曲線、および３次ベジェ曲線など、１つまたは複数のパスレンダリングプリ
ミティブを含み得る。
【００４０】
　[0050]メモリコントローラ８は、メモリ１０との間を行き来するデータの転送を容易に
する。たとえば、メモリコントローラ８は、メモリ読取り要求とメモリ書込み要求とをＣ
ＰＵ６および／またはＧＰＵ１２から受け取って、コンピューティングデバイス２内の構
成要素にメモリサービスを提供するために、メモリ１０に関するそのような要求にサービ
ス提供することができる。メモリコントローラ８はメモリ１０に通信可能に結合される。
メモリコントローラ８は、図１の例示的なコンピューティングデバイス２内で、ＣＰＵ６
、ＧＰＵ１２、およびメモリ１０の各々とは別である処理モジュールとして示されている
が、他の例では、メモリコントローラ８の機能の一部またはすべては、ＣＰＵ６、ＧＰＵ
１２、およびメモリ１０のうちの１つもしくは複数の上で実装され得る。
【００４１】
　[0051]メモリ１０は、ＣＰＵ６による実行のためにアクセス可能なプログラムモジュー
ルおよび／もしくは命令、ならびに／またはＣＰＵ６上で実行するプログラムによって使
用するためのデータを記憶することができる。たとえば、メモリ１０は、ユーザアプリケ
ーションと、それらのアプリケーションと関連付けられたグラフィックスデータとを記憶
することができる。メモリ１０は、コンピューティングデバイス２の他の構成要素によっ
て使用するため、および／または生成されるための情報を記憶することも可能である。た
とえば、メモリ１０は、ＧＰＵ１２のデバイスメモリとして機能することができ、ＧＰＵ
１２によって演算されことになるデータ、ならびにＧＰＵ１２によって実行される演算の
結果生じるデータを記憶することができる。たとえば、メモリ１０は、パスデータ、パス
セグメントデータ、表面、テクスチャバッファ、デプスバッファ、ステンシルバッファ、
頂点バッファ、フレームバッファなどの任意の組合せを記憶することができる。加えて、
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メモリ１０は、ＧＰＵ１２によって処理するためのコマンドストリームを記憶することが
できる。たとえば、メモリ１０は、パスレンダリングコマンド、３Ｄグラフィックスレン
ダリングコマンド、および／または汎用ＧＰＵコンピューティングコマンドを記憶するこ
とができる。メモリ１０は、たとえば、ランダムアクセスメモリ（ＲＡＭ）、スタティッ
クＲＡＭ（ＳＲＡＭ）、ダイナミックＲＡＭ（ＤＲＡＭ）、同期式ダイナミックランダム
アクセスメモリ（ＳＤＲＡＭ）、読取り専用メモリ（ＲＯＭ）、消去可能プログラマブル
ＲＯＭ（ＥＰＲＯＭ）、電気的消去可能プログラマブルＲＯＭ（ＥＥＰＲＯＭ（登録商標
））、フラッシュメモリ、磁気データ媒体または光記憶媒体など、１つもしくは複数の揮
発性または不揮発性のメモリあるいは記憶デバイスを含み得る。
【００４２】
　[0052]ＧＰＵ１２は、ＣＰＵ６によってＧＰＵ１２に発行されたコマンドを実行するよ
うに構成され得る。ＧＰＵ１２によって実行されるコマンドは、グラフィックスコマンド
、描画呼出し（draw call）コマンド、ＧＰＵ状態プログラミングコマンド、メモリ転送
コマンド、汎用コンピューティングコマンド、カーネル実行コマンドなどを含み得る。
【００４３】
　[0053]いくつかの例では、ＧＰＵ１２は、ディスプレイ１８に１つまたは複数のグラフ
ィックスプリミティブをレンダリングするためのグラフィックス演算を実行するように構
成され得る。そのような例では、ＣＰＵ６上で実行するソフトウェアアプリケーションの
１つがグラフィックス処理を必要とするとき、ＣＰＵ６は、ディスプレイ１８にレンダリ
ングするためのグラフィックスデータをＧＰＵ１２に提供して、ＧＰＵ１２に対する１つ
または複数のグラフィックスコマンドを発行することができる。グラフィックスコマンド
は、たとえば、描画呼出しコマンド、ＧＰＵ状態プログラミングコマンド、メモリ転送コ
マンド、ブリッティング（blitting）コマンドなどを含み得る。グラフィカルデータは、
頂点バッファ、テクスチャデータ、表面データなどを含み得る。いくつかの例では、ＣＰ
Ｕ６は、コマンドとグラフィックスデータとをＧＰＵ１２によってアクセス可能なメモリ
１０に書き込むことによって、コマンドとグラフィックスデータとをＧＰＵ１２に提供す
ることができる。
【００４４】
　[0054]さらなる例では、ＧＰＵ１２は、ＣＰＵ６上で実行するアプリケーションに関し
て、汎用コンピューティングを実行するように構成され得る。そのような例では、ＣＰＵ
６上で実行するソフトウェアアプリケーションのうちの１つが計算タスクをＧＰＵ１２に
オフロードすることを決定するとき、ＣＰＵ６は、汎用コンピューティングデータをＧＰ
Ｕ１２に提供して、ＧＰＵ１２に対する１つまたは複数の汎用コンピューティングコマン
ドを発行することができる。汎用コンピューティングコマンドは、たとえば、カーネル実
行コマンド、メモリ転送コマンドなどを含み得る。いくつかの例では、ＣＰＵ６は、コマ
ンドとグラフィックスデータとをＧＰＵ１２によってアクセス可能なメモリ１０に書き込
むことによって、コマンドと汎用コンピューティングデータとをＧＰＵ１２に提供するこ
とができる。
【００４５】
　[0055]ＧＰＵ１２は、いくつかの例では、ベクタ演算についてＣＰＵ６よりも効率的な
処理を行う高並列構造を用いて構築され得る。たとえば、ＧＰＵ１２は、複数の頂点、制
御点、画素および／または他のデータに関して並列な形で演算するように構成された複数
の処理要素を含み得る。ＧＰＵ１２の高並列性質は、いくつかの例では、ＧＰＵ１２が、
ＣＰＵ６を使用して画像をレンダリングするよりもより迅速にグラフィックス画像（たと
えば、ＧＵＩおよび２次元（２Ｄ）ならびに／または３次元（３Ｄ）のグラフィックスシ
ーン）をディスプレイ１８上にレンダリングするのを可能にする。加えて、ＧＰＵ１２の
高並列性質は、ＧＰＵ１２が、ＣＰＵ６よりもより迅速に、汎用コンピューティングアプ
リケーションに関して、ある種のタイプのベクトル演算および行列演算を処理するのを可
能にし得る。
【００４６】
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　[0056]いくつかの例では、ＧＰＵ１２は、コンピューティングデバイス２のマザーボー
ドに統合され得る。他の例では、ＧＰＵ１２は、コンピューティングデバイス２のマザー
ボードにおけるポートに設置されるグラフィックスカード上に存在し得るか、または場合
によっては、コンピューティングデバイス２と相互運用するように構成された周辺デバイ
ス内に組み込まれ得る。さらなる例では、ＧＰＵ１２は、システムオンチップ（ＳｏＣ）
を形成するＣＰＵ６と同じマイクロチップ上に配置され得る。ＧＰＵ１２は、１つもしく
は複数のマイクロプロセッサ、特定用途向け集積回路（ＡＳＩＣ）、フィールドプログラ
マブルゲートアレイ（ＦＰＧＡ）、デジタル信号プロセッサ（ＤＳＰ）、あるいは他の等
価な集積論理回路または個別論理回路など、１つもしくは複数のプロセッサを含み得る。
【００４７】
　[0057]いくつかの例では、ＧＰＵ１２はＧＰＵキャッシュ１４に直接結合され得る。し
たがって、ＧＰＵ１２は、必ずしもバス２０を使用せずに、ＧＰＵキャッシュ１４からデ
ータを読み取り、ＧＰＵキャッシュ１４にデータを書き込むことができる。言い換えれば
、ＧＰＵ１２は、オフチップメモリの代わりに、ローカルストレージを使用してデータを
ローカルで処理することができる。これにより、ＧＰＵ１２は、大量のバストラフィック
を受けることがある、バス２０を介したデータの読取りおよび書込みの必要がなくなるの
で、より効率的な方法で動作できるようになる。しかしながら、いくつかの例では、ＧＰ
Ｕ１２は、別個のキャッシュを含まず、代わりに、バス２０を介してメモリ１０を利用す
ることができる。ＧＰＵキャッシュ１４は、たとえば、ランダムアクセスメモリ（ＲＡＭ
）、スタティックＲＡＭ（ＳＲＡＭ）、ダイナミックＲＡＭ（ＤＲＡＭ）、消去可能プロ
グラマブルＲＯＭ（ＥＰＲＯＭ）、電気消去可能プログラマブルＲＯＭ（ＥＥＰＲＯＭ）
、フラッシュメモリ、磁気データ媒体または光学データ媒体など、１つもしくは複数の揮
発性または不揮発性のメモリあるいは記憶デバイスを含み得る。
【００４８】
　[0058]ＣＰＵ６および／またはＧＰＵ１２は、レンダリングされた画像データをメモリ
１０内に割り振られたフレームバッファ内に記憶することができる。ベクタグラフィック
スに関して、レンダリングされた画像データは、レンダリングされることになるパスセグ
メントに関してレンダリングされたフィル領域とストローク領域とを含み得る。ディスプ
レイインターフェース１６は、データをフレームバッファから取り出して、レンダリング
された画像データによって表される画像を表示するようにディスプレイ１８を構成するこ
とができる。いくつかの例では、ディスプレイインターフェース１６は、フレームバッフ
ァから取り出されたデジタル値をディスプレイ１８によって消費され得るアナログ信号に
変換するように構成されたデジタルアナログ変換器（ＤＡＣ）を含み得る。他の例では、
ディスプレイインターフェース１６は、処理のために、デジタル値をディスプレイ１８に
直接的に渡すことができる。
【００４９】
　[0059]ディスプレイ１８は、モニタ、テレビジョン、投影デバイス、液晶ディスプレイ
（ＬＣＤ）、プラズマディスプレイパネル、発光ダイオード（ＬＥＤ）アレイ、陰極線管
（ＣＲＴ）ディスプレイ、電子ペーパー、表面伝導型電子放出素子ディスプレイ（ＳＥＤ
）、レーザテレビジョンディスプレイ、ナノ結晶ディスプレイまたは別のタイプのディス
プレイユニットを含み得る。ディスプレイ１８はコンピューティングデバイス２内に統合
され得る。たとえば、ディスプレイ１８は、モバイル電話ハンドセットまたはタブレット
コンピュータのスクリーンとすることができる。あるいは、ディスプレイ１８は、ワイヤ
ード通信リンクまたはワイヤレス通信リンクを介してコンピュータデバイス２に結合され
るスタンドアロンデバイスとすることができる。たとえば、ディスプレイ１８は、ケーブ
ルリンクまたはワイヤレスリンクを介してパーソナルコンピュータに接続されるコンピュ
ータモニタまたはフラットパネルディスプレイとすることができる。
【００５０】
　[0060]バス２０は、第１世代、第２世代、および第３世代のバス構造ならびにバスプロ
トコルと、共有バス構造およびバスプロトコルと、ポイントツーポイントバス構造および
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バスプロトコルと、一方向バス構造およびバスプロトコルと、双方向バス構造およびバス
プロトコルとを含めて、バス構造およびバスプロトコルの任意の組合せを使用して実装さ
れ得る。バス２０を実装するために使用され得る様々なバス構造およびバスプロトコルの
例は、たとえば、ＨｙｐｅｒＴｒａｎｓｐｏｒｔバス、ＩｎｆｉｎｉＢａｎｄバス、Ａｄ
ｖａｎｃｅｄ　Ｇｒａｐｈｉｃｓ　Ｐｏｒｔバス、Ｐｅｒｉｐｈｅｒａｌ　Ｃｏｍｐｏｎ
ｅｎｔ　Ｉｎｔｅｒｃｏｎｎｅｃｔ（ＰＣＩ）バス、ＰＣＩ　Ｅｘｐｒｅｓｓバス、Ａｄ
ｖａｎｃｅｄ　Ｍｉｃｒｏｃｏｎｔｒｏｌｌｅｒ　Ｂｕｓ　Ａｒｃｈｉｔｅｃｔｕｒｅ（
ＡＭＢＡ）Ａｄｖａｎｃｅｄ　Ｈｉｇｈ－ｐｅｒｆｏｒｍａｎｃｅ　Ｂｕｓ（ＡＨＢ）、
ＡＭＢＡ　Ａｄｖａｎｃｅｄ　Ｐｅｒｉｐｈｅｒａｌ　Ｂｕｓ（ＡＰＢ）、およびＡＭＢ
Ａ　Ａｄｖａｎｃｅｄ　ｅＸｅｎｔｉｓｉｂｌｅ　Ｉｎｔｅｒｆａｃｅ（ＡＸＩ）バスを
含む。他のタイプのバス構造およびバスプロトコルも使用され得る。
【００５１】
　[0061]いくつかの事例では、ＧＰＵ１２は、部分的－全体的（partial-to-total）ＧＰ
Ｕベースの様々なパスレンダリングコマンドの実行を実現するように構成され得る。たと
えば、ＣＰＵ６は、ＧＰＵ１２に対する１つまたは複数のパスレンダリングコマンドを発
行することができ、ＧＰＵ１２は、パスレンダリングコマンドを実行することができる。
一例として、ＣＰＵ６は、ＧＰＵ１２にパスフィル動作を実行するように命令する１つま
たは複数のパスフィルコマンドをＧＰＵ１２に発行することができ、ＧＰＵ１２は、パス
フィルコマンドを実行することができる。別の例として、ＣＰＵ６は、ＧＰＵ１２にパス
ストローク動作を実行するように命令する１つまたは複数のパスストロークコマンドをＧ
ＰＵ１２に発行することができ、ＧＰＵ１２は、パスストロークコマンドを実行すること
ができる。
【００５２】
　[0062]いくつかの例では、ＧＰＵ１２は、レンダリングされることになるパスのパスセ
グメントを示すデータを受け取ることと、複数のプリミティブにパスセグメントをテッセ
レートすることと、複数のプリミティブに基づいてパスセグメントに関するフィル領域と
ストローク領域とのうちの少なくとも１つをレンダリングすることとを行うように構成さ
れ得る。ＧＰＵは、フィル動作を実行するときにパスセグメントに関するフィル領域をレ
ンダリングすることができ、ストローク動作を実行するときにパスセグメントに関するス
トローク領域をレンダリングすることができる。複数のプリミティブは、いくつかの例で
は、複数のラインセグメントであり得る。
【００５３】
　[0063]いくつかの例では、ＧＰＵ１２は、パスフィル動作を実行するために、２パスレ
ンダリング手法を使用することができる。たとえば、第１のレンダリングパスの一部とし
て、ＧＰＵ１２は、レンダリングされることになるパスのパスセグメントを示すデータを
受け取り、複数のラインセグメントにパスセグメントをテッセレートし、複数のラインセ
グメントに基づいて複数の三角形プリミティブを生成することができる。ＧＰＵ１２は、
複数のラインセグメントのそれぞれに基づいて複数の三角形プリミティブの各々を生成す
ることができる。ＧＰＵ１２は、どの画素がパスセグメントに関するフィル領域の内側に
あるかを示すデータを共通ステンシルバッファが記憶するように、共通のステンシルバッ
ファに複数の三角形プリミティブの各々をレンダリングすることができる。共通のステン
シルバッファにプリミティブをレンダリングした後に、ＧＰＵ１２は、第２のレンダリン
グパスを実行することができる。第２のレンダリングパス中に、ＧＰＵ１２は、パスセグ
メントに関するフィル領域のラスタライズされたバージョンを生成するために、ステンシ
ルバッファに記憶されたデータとフィル色に基づいてパスセグメントに関するフィル領域
の内側にある画素を包含する１つまたは複数のプリミティブをレンダリングすることがで
きる。
【００５４】
　[0064]パスフィル動作のための複数の三角形プリミティブを生成するために、ＧＰＵ１
２は、いくつかの例では、パスセグメントに関して生成される三角形プリミティブのすべ
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てに対して同じである共通の頂点を三角形プリミティブの各々が有するように、複数の三
角形プリミティブを生成することができる。そのような例では、ＧＰＵ１２は、複数のラ
インセグメントのそれぞれの終点に対応する２つの追加の頂点（すなわち、共通の頂点に
加えて２つの頂点）を三角形プリミティブの各々が有するように、複数の三角形プリミテ
ィブを生成することができる。追加の各頂点は、対応するラインセグメントの終点のそれ
ぞれに対応し得る。
【００５５】
　[0065]したがって、パスレンダリングを実行するとき、ＧＰＵ１２は、パスをフィルす
るために、ラインセグメントにパスをテッセレートし、ラインセグメントをピボット点に
接続して三角形プリミティブを形成し、三角形をステンシルバッファにレンダリングする
という以下の例示的な機能を実行することができる。フィルプロセスの次の、場合によっ
ては最後のステップは、ステンシルテストを有効化した状態で（たとえば、図５Ｃに関し
てより詳細に説明するように）パスを包含するバウンディングボックスをレンダリングす
ることと、フレームバッファにステンシルコンテンツをコピーすることとを行うことであ
る。いくつかの事例では、バウンディングボックスは、ＣＰＵ６から受け取ったコマンド
に基づいて決定され得る。上記のように、この手法は、バウンディングボックスを計算す
るために、２つのレンダリングパスとパスの前処理とを必要とする。
【００５６】
　[0066]さらに、ＭＳＡＡなどのアンチエイリアシングを実行するとき、ＧＰＵ１２は、
レンダターゲットと同じレートでステンシルバッファをサンプリングすることができる。
たとえば、ステンシルバッファとレンダターゲットとがどちらもＭＳＡＡレートでサンプ
リングされる場合、フレームバッファにステンシルバッファをコピーするときに消費され
るメモリ帯域幅は、比較的大きくなり得る。ＧＰＵ１２がＴＩＲを実行し、レンダターゲ
ットのために比較的小さい割当てを使用する場合、ステンシルサンプリングレートも影響
を受け、それによって、ステンシルバッファの精度を低減し得る。
【００５７】
　[0067]本開示の態様によれば、ＧＰＵ１２は、ステンシルＴＩＲを実行することができ
る。たとえば、ＧＰＵ１２は、画像のパスの各アンチエイリアス画素のカバレージ値を決
定するためのサンプリングレートを示すステンシルパラメータを決定することができる。
ＧＰＵ１２はまた、ステンシルパラメータとは別々に、パスの各アンチエイリアス画素の
ためのメモリ割当てを示すレンダターゲットパラメータを決定することができる。ＧＰＵ
１２は、ステンシルパラメータとレンダターゲットパラメータとを使用してパスをレンダ
リングすることができる。
【００５８】
　[0068]いくつかの例では、ＧＰＵ１２は、画素に割り当てられるメモリの量よりも高い
レートでステンシルを実行することができる。たとえば、１６ｘのＭＳＡＡに関して、Ｇ
ＰＵ１２は、スーパーサンプリングされる、たとえば、各画素が１６個のサンプルを有す
るステンシル動作を実行することができる。ＧＰＵ１２は、ステンシルテストにパスした
（たとえば、パスの内側にあると決定された）画素のサンプルの数に基づいて画素ごとに
カバレージ値を計算することによって所与のパスをレンダリングすることができる。本開
示の態様によれば、ステンシルが１６ｘでサンプリングされ得るにもかかわらず、ＧＰＵ
１２、画素のためのレンダターゲットは１ｘでサンプリングされ得る。
【００５９】
　[0069]さらに、本開示の態様によれば、ＧＰＵ１２は、バウンディングボックスを前処
理する必要なしに単一のレンダリングパスでパスをフィルすることができる。たとえば、
ＧＰＵ１２は、ステンシル動作中にバウンディングボックスを決定することができる。こ
の例では、ＧＰＵ１２が、（たとえば、画素をシェーディングすることなしに）ステンシ
ル中にプリミティブをレンダリングするので、ＧＰＵ１２は、パスのプリミティブの最外
点（たとえば、最外境界点）を決定することができる。いくつかの例では、ＧＰＵ１２は
、（パスの相対上部にある）上位点と、（パスの相対下部にある）下位点と、（パスの右
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端点にある）右点と、（パスの左端点にある）左点とを決定することができる。ＧＰＵ１
２は、ステンシル中に決定された最外点を使用してバウンディングボックスを決定するこ
とができる。すなわち、ＧＰＵ１２は、パスのプリミティブのすべてを包含するバウンデ
ィングボックスを決定することができる。いくつかの例では、バウンディングボックスは
、２つの三角形から構成され得る。
【００６０】
　[0070]バウンディングボックスを完了した後に、ＧＰＵ１２は、さらに、バウンディン
グボックスの上でステンシルＴＩＲを実行することによって、（たとえば、同じレンダリ
ングパス中で）バウンディングボックスを処理することができる。すなわち、上記のよう
に、ＧＰＵ１２は、各画素のカバレージ値を決定し、ステンシル内に位置するとＧＰＵ１
２が決定した画素をシェーディングすることができる。この例では、ＧＰＵ１２は、画素
に対して別個の深度テストを実行する必要がない。
【００６１】
　[0071]ストロークに関して、ＧＰＵ１２は、いくつかの事例では、ストロークされたパ
スをダッシングすることができる。すなわち、ＧＰＵ１２は、ストークしたパスのための
複数のセグメントを決定することができ、したがって、レンダリングされたパスが破線と
して現れる。一般に、ＧＰＵ１２は、順番にダッシングされたパスのセグメントを決定す
ることができる。たとえば、ＧＰＵ１２は、パスの次のセグメントに移る前に、１つのセ
グメントをレンダリングするためにＣＰＵ６からコマンドを受け取ることができる。その
ようなプロセスは、並列性（たとえば、特定の時間インスタンスにおいて２つ以上のセグ
メントをラスタライズおよび／またはシェーディングすること）を阻止し得、ＧＰＵ１２
がパスを単独でレンダリングするのを防ぎ得る。
【００６２】
　[0072]本開示の態様によれば、ＧＰＵ１２は、パスの各セグメントのロケーション（な
らびにパスの長さ）を決定し、レンダリング中に長さ情報を適用することができる。たと
えば、ＧＰＵ１２は、破線の複数の順序付きセグメントの各セグメントのためのテクスチ
ャオフセットを決定することができる。いくつかの事例では、セグメント順序は、以下で
より詳細に説明するように、ジオメトリシェーディング中に決定され得る。この例では、
複数の順序付きセグメントの現在のセグメントのためのテクスチャオフセットは、現在の
セグメントより順序が前のセグメントの長さの累積に基づき得る。ＧＰＵ１２はまた、セ
グメントのロケーションを決定するために、各セグメントにテクスチャオフセットを適用
することを含めてセグメントをピクセルシェーディングすることができる。たとえば、た
とえば、ＧＰＵ１２は、セグメントのロケーションに基づいてセグメントが可視であるの
か不可視であるのかを決定することができる。ＧＰＵ１２は、可視のセグメントについて
保持し（たとえば、色を決定し）、可視でない（たとえば、可視ダッシュ間の空間である
）ダッシュのセグメントを破棄することができる。このようにして、ＧＰＵ１２は、たと
えば、ＣＰＵ６からダッシングコマンドを受け取ることなしに、破線のパスレンダリング
を実行することができる。
【００６３】
　[0073]パスレンダリングに関して説明したが、上記で説明したプレフィックス総和動作
はベクタグラフィックスに限定されない。たとえば、プレフィックス総和を決定するため
の技法は、ＧＰＵ１２が累積値を追跡するあらゆる適用例において使用され得る。説明の
ための一例では、ＧＰＵ１２は、勾配を決定するときに上記で説明したプレフィックス総
和動作を実行することができる。たとえば、画像処理中に、勾配を作成することは、色を
決定するために、何らかの長さ情報の累積を必要とし得る。この例では、ＧＰＵ１２は、
長さ情報を決定するために、上記で説明したプレフィックス総和動作を適用することがで
きる。
【００６４】
　[0074]本開示で説明するパスレンダリング技法は、たとえば、ＣＰＵ６と、ＧＰＵ１２
と、メモリ１０とを含めて、図１に示されるコンピューティングデバイス２の構成要素の
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うちのいずれかの中で実装され得る。いくつかの例では、パスレンダリング技法は、（た
とえば、図３に関して説明するようにＧＰＵ１２のグラフィックスパイプラインにおいて
）ＧＰＵ１２によって完全にまたはほぼ完全に実装され得る。追加の例では、ＣＰＵ６は
、本開示のパスレンダリング技法を実行するＧＰＵ１２内のパスレンダリングパイプライ
ンを実装するために、グラフィックスパイプラインの状態を構成して、シェーダプログラ
ムをグラフィックスパイプラインと結合させるための技法を実装することができる。さら
なる例では、ＣＰＵ６は、レンダリングされることになるパスを示すデータを、１つまた
は複数のパスをレンダリングするためにＧＰＵ１２によってアクセスされ得る１つまたは
複数のバッファ（たとえば、１つまたは複数の頂点バッファ）内に配置するように構成さ
れ得る。
【００６５】
　[0075]図２は、図１のコンピューティングデバイス２のＣＰＵ６、ＧＰＵ１２、および
メモリ１０をさらに詳細に示すブロック図である。図２に示すように、ＣＰＵ６はＧＰＵ
１２とメモリ１０とに通信可能に結合され、ＧＰＵ１２はＣＰＵ６とメモリ１０とに通信
可能に結合される。いくつかの例では、ＧＰＵ１２は、ＣＰＵ６によってマザーボードに
統合され得る。追加の例では、ＧＰＵ１２は、ＣＰＵ６を含むマザーボードのポート内に
インストールされたグラフィックスカード上で実装され得る。さらなる例では、ＧＰＵ１
２は、ＣＰＵ６と相互作用するように構成された周辺デバイス内に組み込まれることが可
能である。追加の例では、ＧＰＵ１２は、システムオンチップ（ＳｏＣ）を形成するＣＰ
Ｕ６と同じマイクロチップ上に配置され得る。
【００６６】
　[0076]ＣＰＵ６は、ソフトウェアアプリケーション２４と、グラフィックスＡＰＩ２６
と、ＧＰＵドライバ２８と、オペレーティングシステム３０とを実行するように構成され
る。ソフトウェアアプリケーション２４は、グラフィックス画像を表示させる１つもしく
は複数の命令および／または非グラフィックスタスク（たとえば、汎用コンピューティン
グタスク）をＧＰＵ１２上で実行させる１つもしくは複数の命令を含み得る。ソフトウェ
アアプリケーション２４は、グラフィックスＡＰＩ２６に対する命令を発行することがで
きる。グラフィックスＡＰＩ２６は、ソフトウェアアプリケーション２４から受け取った
命令をＧＰＵドライバ２８によって消費され得るフォーマットに変換するランタイムサー
ビスであり得る。ＧＰＵドライバ２８は、グラフィックスＡＰＩ２６を介して、ソフトウ
ェアアプリケーション２４から命令を受け取って、それらの命令にサービス提供するため
にＧＰＵ１２の演算を制御する。たとえば、ＧＰＵドライバ２８は、１つまたは複数のコ
マンド３８を構築して、コマンド３８をメモリ１０内に配置して、コマンド３８を実行す
るようにＧＰＵ１２に命令することができる。いくつかの例では、ＧＰＵドライバ２８は
、コマンド３８をメモリ１０内に配置して、オペレーティングシステム３０、たとえば、
１つまたは複数のシステム呼出しを介してＧＰＵ１２と通信することができる。
【００６７】
　[0077]ＧＰＵ１２は、コマンドエンジン３２と、１つまたは複数の処理ユニット３４と
を含む。いくつかの例では、１つまたは複数の処理ユニット３４は、３Ｄグラフィックス
レンダリングパイプライン、たとえば、ＤＸ　１１グラフィックスレンダリングパイプラ
イン（すなわち、ＤＸ　１１グラフィックスＡＰＩに準拠する３Ｄグラフィックスパイプ
ライン）を形成および／または実装することができる。
【００６８】
　[0078]コマンドエンジン３２は、（たとえば、メモリ１０を介して）ＣＰＵ６からコマ
ンドを受け取って、ＧＰＵ１２にそれらのコマンドを実行させるように構成される。状態
コマンドを受け取ることに応答して、コマンドエンジン３２は、状態コマンドに基づいて
、ＧＰＵ１２内の１つもしくは複数の状態レジスタを特定の値に設定するように、および
／または状態コマンドに基づいて、固定関数処理ユニット３４のうちの１つもしくは複数
を構成するように構成され得る。描画呼出しコマンドを受け取ることに応答して、コマン
ドエンジン３２は、処理ユニット３４に、レンダリングされることになる１つまたは複数
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のパスセグメントのジオメトリを定義するデータに基づいて、およびレンダリングされる
ことになるパスセグメントの各々のためのパスセグメントのタイプを示すデータに基づい
て１つまたは複数のパスセグメントをレンダリングさせるように構成され得る。いくつか
の例では、レンダリングされることになる１つまたは複数のパスセグメントのジオメトリ
を定義するデータと、パスセグメントの各々のためのパスセグメントのタイプを定義する
データとは、メモリ１０中の１つまたは複数の頂点データ構造に記憶され得る。コマンド
エンジン３２は、シェーダプログラム結合コマンドを受け取って、それらのシェーダプロ
グラム結合コマンドに基づいて、特定のシェーダプログラムをプログラマブル処理ユニッ
ト３４のうちの１つまたは複数にロードすることも可能である。
【００６９】
　[0079]処理ユニット３４は、その各々がプログラマブル処理ユニットまたは固定関数処
理ユニットであり得る、１つもしくは複数の処理ユニットを含み得る。プログラマブル処
理ユニットは、たとえば、ＣＰＵ６からＧＰＵ１２上にダウンロードされた１つまたは複
数のシェーダプログラムを実行するように構成されたプログラマブルシェーダユニットを
含み得る。いくつかの例では、シェーダプログラムは、たとえば、ＯｐｅｎＧＬ　Ｓｈａ
ｄｉｎｇ　Ｌａｎｇｕａｇｅ（ＧＬＳＬ）、Ｈｉｇｈ　Ｌｅｖｅｌ　Ｓｈａｄｉｎｇ　Ｌ
ａｎｇｕａｇｅ（ＨＬＳＬ）、Ｃ　ｆｏｒ　Ｇｒａｐｈｉｃｓ（Ｃｇ）シェーディング言
語など、ハイレベルシェーディング言語で書き込まれたプログラムのコンパイルバージョ
ンであり得る。
【００７０】
　[0080]いくつかの例では、プログラマブルシェーダユニットは、並列して動作するよう
に構成された複数の処理ユニット、たとえば、ＳＩＭＤパイプラインを含み得る。プログ
ラマブルシェーダユニットは、シェーダプログラム命令を記憶するプログラムメモリと、
実行状態レジスタ、たとえば、実行されているプログラムメモリ内の現在の命令またはフ
ェッチされることになる次の命令を示すプログラムカウンタレジスタとを有し得る。処理
ユニット３４中のプログラマブルシェーダユニットは、たとえば、頂点シェーダユニット
、ピクセルシェーダユニット、ジオメトリシェーダユニット、ハルシェーダユニット、ド
メインシェーダユニット、テッセレーション制御シェーダユニット、テッセレーション評
価シェーダユニット、コンピュートシェーダユニット、および／またはユニファイドシェ
ーダユニットを含み得る。図２に示されるように、処理ユニット３４はまた、バウンディ
ングボックスユニット４０とプレフィックス総和ユニットとを含み得る。
【００７１】
　[0081]固定関数処理ユニットは、ある種の機能を実行するために配線接続されたハード
ウェアを含み得る。固定関数ハードウェアは、１つまたは複数の制御信号を介して、たと
えば、異なる機能を実行するように構成され得るが、固定関数ハードウェアは、通常、ユ
ーザコンパイルプログラムを受け取ることができるプログラムメモリを含まない。いくつ
かの例では、処理ユニット３４内の固定関数処理ユニットは、たとえば、デプステスト、
シザーテスト、アルファブレンディングなど、ラスタ演算を実行する処理ユニットを含み
得る。
【００７２】
　[0082]メモリ１０は、パスデータ３６と、１つまたは複数のコマンド３８とを記憶する
ことができる。いくつかの例では、パスデータ３６は、複数の頂点（すなわち、制御点）
として、メモリ１０内に割り当てられた１つまたは複数の頂点バッファ内に記憶され得る
。いくつかの例では、パスデータは、パッチリストデータ構造（たとえば、４制御点パッ
チリスト）内に記憶され得る。コマンド３８は、１つまたは複数のコマンドバッファ（た
とえば、リングバッファ）内に記憶され得る。ＣＰＵ６（たとえば、オペレーティングシ
ステム３０を介したＧＰＵドライバ２８）は、ＧＰＵ１２によって消費するために、パス
データ３６とコマンド３８とをメモリ１０内に配置することができる。ＧＰＵ１２（たと
えば、コマンドエンジン３２）は、メモリ１０内に記憶されたコマンド３８を検索および
実行することができる。
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【００７３】
　[0083]パスデータ３６が頂点（たとえば、制御点）として記憶される例では、頂点はレ
ンダリングされることになるパスセグメントを形状的に定義する１つまたは複数の属性を
含み得る。たとえば、線の場合、パッチ制御リスト内の頂点は、線の終点に関する座標（
たとえば、（ｘ０，ｙ０）および（ｘ１，ｙ１））を示すデータを含み得る。３次ベジェ
曲線の場合、パッチ制御リスト内の頂点は、その曲線を定義する４つの制御点の座標（た
とえば、（ｘ０，ｙ０）、（ｘ１，ｙ１）、（ｘ２，ｙ２）、（ｘ３，ｙ３））を示すデ
ータを含み得る。２次ベジェ曲線の場合、パッチ制御リスト内の頂点は、４つの制御点の
代わりに、３つの制御点に関する座標を示すデータを含み得る。楕円弧の場合、パッチ制
御リスト内の頂点は、楕円弧の終点パラメータ表示を示すデータ、または楕円弧の中心パ
ラメータ表示を示すデータを含み得る。
【００７４】
　[0084]いくつかの例では、レンダリングされることになるパスセグメントを形状的に定
義する１つまたは複数の属性は解像度と無関係であり得る。言い換えれば、パスセグメン
トを形状的に定義する属性は、パスセグメントをレンダリングするときに実行されること
になるテッセレーションの量と無関係であり得、および／またはパスセグメントをレンダ
リングするときに生成されることになる頂点の数量と無関係であり得る。
【００７５】
　[0085]ＣＰＵ６は、レンダリングされることになるパスセグメントのタイプを示すデー
タ（すなわち、「パスセグメントタイプインジケータ」）を頂点バッファ内の１つまたは
複数の、場合によっては未使用の頂点属性内に配置することも可能である。いくつかの例
では、異なるパスセグメントタイプは、ベクタグラフィックスＡＰＩによって定義された
パスセグメントタイプのセットに対応し得、ソフトウェアアプリケーション２４によって
使用するために利用可能である。いくつかの例では、異なるパスセグメントタイプは、Ｏ
ｐｅｎＶＧ　ＡＰＩによって定義されたパスセグメントタイプのセットに対応し得る。
【００７６】
　[0086]コマンド３８は、１つもしくは複数の状態コマンドおよび／または１つもしくは
複数の描画呼出しコマンドを含み得る。状態コマンドは、たとえば、描画色、フィル色、
ストローク色など、ＧＰＵ１２内の状態変数のうちの１つまたは複数を変更するようにＧ
ＰＵ１２に命令することができる。いくつかの例では、状態コマンドは、パスをレンダリ
ングすることと関連付けられた１つまたは複数の状態変数を設定するように構成されたパ
スレンダリング状態コマンドを含み得る。たとえば、状態コマンドは、レンダリングされ
ることになるパスがフィルされるか、ストロークされるか、またはそれらの両方かを示す
ように構成されたペイントモードコマンドを含み得る。別の例として、状態コマンドは、
フィル動作のために使用されることになる色を指定するフィル色コマンドおよび／または
ストローク動作のために使用されることになる色を指定するストローク色コマンドを含み
得る。さらなる例として、状態コマンドは、たとえば、ストローク幅、エンドキャップス
タイル（たとえば、円形、方形）、ライン接合スタイル（たとえば、マイター、ラウンド
、ベベル）、マイターリミットなど、ストローク動作に関する１つまたは複数のパラメー
タを指定することができる。いくつかの例では、１つもしくは複数の状態パラメータを設
定するために状態コマンドを使用することに加えて、またはその代わりに、描画呼出しコ
マンドを使用することによって、あるいはパスデータ３６を含む頂点バッファ内に状態イ
ンジケータを配置することによって、状態パラメータのうちの１つもしくは複数が設定さ
れ得る。
【００７７】
　[0087]描画呼出しコマンドは、メモリ１０内に記憶された（たとえば、頂点バッファ内
で定義された）１つまたは複数の頂点のグループによって定義された形状をレンダリング
するようにＧＰＵ１２に命令することができる。いくつかの例では、描画呼出しコマンド
は、ＧＰＵ１２にメモリ１０の定義されたセクション（たとえば、頂点バッファまたはパ
スデータ３６）内に記憶された頂点のすべてをレンダリングさせることができる。言い換
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えれば、ＧＰＵ１２が描画呼出しコマンドを受け取ると、メモリ１０の定義されたセクシ
ョン（たとえば、頂点バッファまたはパスデータ３６）内の頂点によって表された形状お
よびプリミティブをレンダリングするための制御がＧＰＵ１２に渡される。
【００７８】
　[0088]描写呼出しコマンドは、３Ｄ描写呼出しコマンドおよびパスレンダリング描写呼
出しコマンドのうちの１つまたは両方を含み得る。３Ｄレンダリング描画呼出しコマンド
の場合、頂点バッファ内の１つまたは複数の頂点のグループによって定義された形状は、
レンダリングされることになる１つまたは複数の３Ｄグラフィックスプリミティブ（たと
えば、点、線、三角形、クアドララテラル（quadralaterals）、トライアングルストリッ
プ、パッチなど）に対応し得、３Ｄレンダリング描画呼出しコマンドは、１つまたは複数
の３ＤグラフィックスプリミティブをレンダリングするようにＧＰＵ１２に命令すること
ができる。パスレンダリング描画呼出しコマンドの場合、頂点バッファ内の１つまたは複
数の頂点のグループによって定義された形状は、レンダリングされることになる１つまた
は複数のパスプリミティブ（たとえば、ラインセグメント、楕円弧、２次ベジェ曲線、お
よび３次ベジェ曲線など）に対応し得、パスレンダリング描画呼出しコマンドは、１つま
たは複数のパスプリミティブをレンダリングするようにＧＰＵ１２に命令することができ
る。いくつかの例では、ＧＰＵ１２によってレンダリングされることが可能なパスプリミ
ティブは、本開示で説明する異なるタイプのパスセグメントに対応し得る。
【００７９】
　[0089]いくつかの例では、本開示で説明するパスレンダリング技法は、たとえば、グラ
フィックスＡＰＩ２６と、ＧＰＵドライバ２８と、コマンドエンジン３２と、処理ユニッ
ト３４とを含めて、図２に示す構成要素のうちのいずれかの内で実装され得る。さらなる
例では、パスレンダリング技法のすべてまたは大部分は、処理ユニット３４によって形成
されたＧＰＵ１２内のグラフィカルパイプライン内で実装され得る。追加の例では、ＣＰ
Ｕ６のソフトウェアアプリケーション２４、グラフィックスＡＰＩ２６および／またはＧ
ＰＵドライバ２８は、本開示で説明するパスレンダリング技法を実行するＧＰＵ１２内の
パスレンダリングパイプラインを実装するために、グラフィックスパイプラインの状態を
構成して、シェーダプログラムをグラフィックスパイプラインと結合させるための技法を
実装することができる。さらなる例では、ＣＰＵ６のソフトウェアアプリケーション２４
、グラフィックスＡＰＩ２６および／またはＧＰＵドライバ２８は、レンダリングされる
ことになるパスを示すデータを、１つまたは複数のパスをレンダリングするためにＧＰＵ
１２によってアクセスされ得る１つまたは複数のバッファ（たとえば、１つまたは複数の
頂点バッファ）内に配置するように構成され得る。
【００８０】
　[0090]本開示の態様によれば、処理ユニット３４は、バウンディングボックスユニット
４０を含む。バウンディングボックスユニット４０は、バウンディングボックスを決定す
るための１つまたは複数のプログラマブルおよび／または固定機能ユニットを含み得る。
たとえば、本開示の技法は、（たとえば、以下の図３に関してより詳細に説明するように
）バウンディングボックスを決定することと、単一のレンダリングパスでバウンディング
ボックスをレンダリングすることとを含む。ＧＰＵ１２がパスフィル動作を実行するとき
、バウンディングボックスユニット４０は、パスの境界を決定することを担当し得る。
【００８１】
　[0091]本開示の態様によれば、バウンディングボックスユニット４０は、ＡＰＩ呼出し
を使用して開始され得る。たとえば、グラフィックスＡＰＩ２６は、パスのレンダリング
中に、バウンディングボックスユニット４０の使用をトリガするための１つまたは複数の
命令を含み得る。ＡＰＩ呼出しにより、ＧＰＵ１２は、バウンディングボックスユニット
４０がバウンディングボックスを決定するまで、プリミティブのシェーディングをスキッ
プすることが可能になり得る。ＧＰＵ１２は、次いで、上記のように、バウンディングボ
ックスの上でステンシルＴＩＲを実行することができる。さらに、バウンディングボック
スユニット４０を組み込むことによって、ＧＰＵ１２は、深度バッファを使用せずに単一



(22) JP 6419827 B2 2018.11.7

10

20

30

40

50

のパスでパスをフィルすることができる。
【００８２】
　[0092]バウンディングボックスユニット４０により、ＧＰＵ１２は、バウンディングボ
ックスを前処理することなしにパスをフィルすることが可能になり得る。たとえば、バウ
ンディングボックスユニット４０は、たとえば、ＣＰＵ６において、制御多角形を使用し
てバウンディングボックスを決定することができる。すなわち、バウンディングボックス
ユニット４０は、生成されたプリミティブのすべての境界に基づいてバウンディングボッ
クスを決定することができる。
【００８３】
　[0093]本開示の態様によれば、ＧＰＵ１２は、バウンディングボックスユニット４０が
バウンディングボックスを決定するまで、プリミティブのシェーディングをスキップする
ように構成され得る。すなわち、バウンディングボックスの生成中に、ＧＰＵ１２は、プ
リミティブをシェーディングすることなしにＧＰＵ１２のステンシルバッファにパスのプ
リミティブを書き込むことができる。バウンディングボックスユニット４０を組み込むこ
とによって、ＧＰＵ１２は、深度バッファを使用せずに単一のパスでパスをフィルするこ
とができる。たとえば、ＧＰＵ１２は、バウンディングボックスの上でステンシルＴＩＲ
を実行することができる。
【００８４】
　[0094]説明のための一例では、バウンディングボックスユニット４０によって決定され
たバウンディングボックスをＧＰＵ１２がラスタライズした後、ＧＰＵ１２は、バウンデ
ィングボックス中の各画素のカバレージ値を決定することができる。いくつかの例では、
ＧＰＵ１２は、画素のクワッド（quad）（一度に４つの画素）のカバレージ値を決定する
ことができる。そのような例では、処理するための画素波を形成する前に、ＧＰＵ１２は
、クワッドの各画素のサンプルに対してステンシルテストを実行することができる。ＧＰ
Ｕ１２は、テストの結果に基づいて各画素のカバレージマスクを更新することができる。
このカバレージ値は、ｓｔｅｎｃｉｌｅｄ＿ＴＩＲ属性と呼ばれる場合があり、その場合
、ＧＰＵ１２は、シェーディング中に使用することができる。たとえば、各画素のＩｎｐ
ｕｔＣｏｖｅｒａｇｅ値は、ｓｔｅｎｃｉｌｅｄ＿ＴＩＲに基づき得る。たとえば、ＧＰ
Ｕ１２は、ステンシルテストをパスした各画素をピクセルシェーディングする（たとえば
、着色する）ことができる（たとえば、ここで、画素のより多くのサンプルが可視である
（シェーディングされている）とき、画素はステンシルテストをパスする）。すなわち、
ＧＰＵ１２は、分散プロセッサ（ＤＰｒｏｃ）からサンプラに（ＩｎｐｕｔＣｏｖｅｒａ
ｇｅのための）ステンシルテストの後に（中心についての）カバレージマスクとサンプル
マスクの両方をパスすることができる。
【００８５】
　[0095]本開示のいくつかの態様によれば、ＡＰＩ呼出しは、レンダリングのステンシル
ＴＩＲモードをサポートするために使用され得る。たとえば、グラフィックスＡＰＩ２６
は、パスのレンダリング中に、ステンシルＴＩＲの使用をトリガするための１つまたは複
数の命令を含み得る。ステンシルＴＩＲがアクティブであるとき、（ＧＰＵ１２のメモリ
および／またはメモリ１０中に割り当てられ得る）色バッファと深度／ステンシルバッフ
ァとは異なり得る。たとえば、ＭＳＡＡを実行するとき、ＧＰＵ１２は、１ｘのＭＳＡＡ
である色バッファと１６ｘのＭＳＡＡであるステンシルバッファとにレンダリングするこ
とができる。
【００８６】
　[0096]本開示の他の態様によれば、処理ユニット３４はまた、ダッシングされたセグメ
ントをレンダリングすること、たとえば、ダッシングされたパスをストロークすることを
行うためのプレフィックス総和ユニット４２を含む。プレフィックス総和ユニット４２は
、破線の複数の順序付きセグメントの各セグメントのためのテクスチャオフセットを決定
することができる。いくつかの例では、テッセレーションまたはジオメトリシェーダ段階
は、セグメントを生成するときにセグメント順序を決定することができる。複数の順序付



(23) JP 6419827 B2 2018.11.7

10

20

30

40

50

きセグメントの現在のセグメントのためのテクスチャオフセットは、現在のセグメントよ
り順序が前のセグメントの長さの累積に基づき得る。プレフィックス総和ユニット４２は
、ピクセルシェーダ段階などのシェーダ段階にテクスチャオフセットを与えることができ
る。シェーダ段階は、テクスチャオフセットを適用し、適切なロケーションでセグメント
をレンダリングすることができる。
【００８７】
　[0097]したがって、プレフィックス総和装置４２は、破線のセグメントの長さを累積す
る１つまたは複数のプログラマブルまたは固定機能ユニットを含み得る。いくつかの例で
は、プレフィックス総和装置４２は、ラスタライザ段階に組み込まれ得る。たとえば、Ｇ
ＰＵ１２は、パスをテッセレートすることができ、ジオメトリシェーダ段階は、パスの長
さを決定することができる。他の例では、長さは、１つまたは複数の他のシェーダユニッ
トによって決定され得る。たとえば、本開示の態様によれば、プレフィックス総和装置４
２は、（点プリミティブのサイズを示す）属性ｐｏｉｎｔｓｉｚｅのシステム解釈値と同
様の方法でｌｉｎｅｌｅｎｇｔｈ値を計算することができる。すなわち、ｌｉｎｅｌｅｎ
ｇｔｈは、ダッシングされたパターン中の（フラグメントとも呼ばれる場合がある）セグ
メントのロケーションを示すシステム解釈値であり得る。
【００８８】
　[0098]ＧＰＵ１２の（たとえば、以下の図３に関して説明する）ピクセルシェーダが、
プレフィックス総和したｌｉｎｅｌｅｎｇｔｈ値を受け取ると、ピクセルシェーダは、ダ
ッシュパターン中でシェーディングされているフラグメントのロケーションを決定するこ
とができる。ピクセルシェーダは、次いで、決定されたロケーションに基づいて、（フラ
グメントが可視ダッシュの一部を形成する場合）フラグメントを保持するか、あるいは（
フラグメントが可視ダッシュの一部でない場合）フラグメントを破棄することができる。
いずれの場合も、プレフィックス総和ユニット４２は、プレフィックス総和として長さ情
報を累積し、ピクセルシェーダなどのダウンストリームシェーダ段階にテクスチャオフセ
ットとしてプレフィックス総和を与えることができる。
【００８９】
　[0099]レンダリング中に、ＧＰＵ１２は、ｐｒｅｆｉｘ＿ｓｕｍパラメータをリセット
するために（以下の図３に関してより詳細に説明するように、ハルシェーダ、テッセレー
タ、および／またはドメインシェーダを含み得る）テッセレーションエンジン（ＴＳＥ）
にイベントｐｒｅｓｕｍ＿ｓｔａｒｔを送ることができる。プリミティブごとに、プレフ
ィックス総和ユニット４２は、新しい値としてｐｒｅｆｉｘ＿ｓｕｍにプリミティブのス
カラー値（たとえば、ｐｏｉｎｔｓｉｚｅと同じフィールド）を追加することができる。
プレフィックス総和ユニット４２は、画素ごとの古いプレフィックス総和値をテクスチャ
オフセットとしてパスすることができる。
【００９０】
　[0100]いくつかの例では、テッセレーションエンジンは、ｐｒｅｆｉｘ＿ｓｕｍパラメ
ータを累積するためにレジスタを組み込むことができる。プレフィックス総和ユニット４
２は、イベントｐｒｅｓｕｍ＿ｓｔａｒｔによってレジスタをリセットすることができる
。テッセレーションエンジンは、（テクスチャオフセットを送ることと同様であり得る）
プリミティブフェイスネス（faceness）と同様の重心平面インターフェース中でバックエ
ンド（ＲＢ）をレンダリングするためにプリミティブごとの属性としてｐｒｅｆｉｘ＿ｓ
ｕｍをパスする。この例では、属性は、このプリミティブごとの属性を表すインターフェ
ースを高レベルシーケンサ（ＨＬＳＱ）に与えるためにＲＢに追加され得る。
【００９１】
　[0101]図３は、本開示のパスレンダリング技法を実行することができる例示的なグラフ
ィックスパイプライン４３を示す概念図である。いくつかの例では、グラフィックスパイ
プラインは、Ｍｉｃｒｏｓｏｆｔ（登録商標）ＤｉｒｅｃｔＸ（ＤＸ）１１グラフィック
スパイプラインに対応し得る。図３に示すように、グラフィックスパイプライン４３は、
入力アセンブラ（ＩＡ）４４と、頂点シェーダ（ＶＳ）４６と、ハルシェーダ（ＨＳ）４
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８と、テッセレータ５０と、ドメインシェーダ（ＤＳ）５２と、ジオメトリシェーダ（Ｇ
Ｓ）５４と、ラスタライザ５６と、ピクセルシェーダ（ＰＳ）５８と、出力統合器６０と
を含む複数の処理段階を含む。ハルシェーダ４８、テッセレータ５０、およびドメインシ
ェーダ５２は、グラフィックスパイプライン４３のテッセレーション段階６２を形成し得
る。さらに、パイプライン４３はまた、リソースブロック６４を含む。いくつかの例では
、パイプライン４３は、以下に述べるように、ＧＰＵ１２によって実装され、および／ま
たはＧＰＵ１２中に組み込まれ得る。
【００９２】
　[0102]リソースブロック６４は、たとえば、１つもしくは複数のテクスチャおよび／ま
たは１つもしくは複数のバッファなど、グラフィックスパイプライン４３によって使用さ
れる１つもしくは複数のメモリリソースに対応し得る。リソースブロック６４は、グラフ
ィカルパイプライン４３内の処理段階のうちの１つもしくは複数によって処理されること
になる入力データおよび／またはグラフィックスパイプライン４３内の処理段階のうちの
１つもしくは複数からの出力データを記憶することができる。一例として、リソースブロ
ック６４は、本開示で説明するパスフィル動作を実行するために使用されるステンシルバ
ッファを記憶することができる。別の例として、リソースブロック６４は、本開示で説明
するようにパスセグメントに関するフィル領域のラスタライズされたバージョンおよび／
またはパスセグメントに関するストローク領域のラスタライズされたバージョンを保持す
るフレームバッファを記憶することができる。いくつかの例では、リソースブロック６４
を形成するメモリリソースは、コンピューティングデバイス２のメモリ１０および／また
はＧＰＵキャッシュ１４内に存在し得る。
【００９３】
　[0103]図３に示す直角の処理段階は固定関数処理段階を表し、図３に示す丸角の処理段
階はプログラマブル処理段階を表す。たとえば、図３に示すように、入力アセンブラ４４
、テッセレータ５０、ラスタライザ５６、および出力統合器６０は固定関数処理段階であ
り、頂点シェーダ４６、ハルシェーダ４８、ドメインシェーダ５２、ジオメトリシェーダ
５４、およびピクセルシェーダ５８はプログラマブル処理段階である。プログラマブル段
階の各々は、特定のタイプのシェーダプログラムを実行するように構成され得る。たとえ
ば、頂点シェーダ４６は、頂点シェーダプログラムを実行するように構成され得、ハルシ
ェーダ４８は、ハルシェーダプログラムを実行するように構成され得る、等々である。異
なるタイプのシェーダプログラムの各々は、ＧＰＵ１２の共通シェーダユニット上、また
は１つもしくは複数の特定のタイプのシェーダプログラムを実行するための専用である１
つもしくは複数の専用シェーダユニット上のいずれかで実行することができる。
【００９４】
　[0104]図３に示すように、入力アセンブラ４４、頂点シェーダ４６、ハルシェーダ４８
、ドメインシェーダ５２、ジオメトリシェーダ５４、ピクセルシェーダ５８、および出力
マージャ６０はリソースブロック６４に通信可能に結合される。入力アセンブラ４４、頂
点シェーダ４６、ハルシェーダ４８、ドメインシェーダ５２、ジオメトリシェーダ５４、
ピクセルシェーダ５８、および出力統合器６０はリソースブロック６４から入力データを
検索ならびに／または受け取るように構成される。ジオメトリシェーダ５４および出力統
合器６０は、出力データをリソースブロック６４に書き込むように構成される。グラフィ
ックスパイプライン４３内の処理段階とリソースブロック６４との間の通信の上述の構成
は、グラフィックスパイプライン４３の処理段階とリソースブロック６４との間の通信が
どのように構成され得るかの単なる一例である。他の例では、グラフィックスパイプライ
ン４３の処理段階とリソースブロック６４との間により多くのもしくはより少ない一方向
および／または双方向の通信チャネルが提供され得る。
【００９５】
　[0105]ＤｉｒｅｃｔＸ　１１グラフィックスパイプラインの一般的な動作に関する追加
の背景情報は、ｈｔｔｐ：／／ｍｓｄｎ．ｍｉｃｒｏｓｏｆｔ．ｃｏｍ／ｅｎ－ｕｓ/ｌ
ｉｂｒａｒｙ/ｗｉｎｄｏｗｓ/ｄｅｓｋｔｏｐ/ｆｆ４７６８８２％２８ｖ＝ｖｓ．８５
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的な動作に関するさらなる情報は、Ｚｉｎｋら、「Ｐｒａｃｔｉｃａｌ　Ｒｅｎｄｅｒｉ
ｎｇ　＆　Ｃｏｍｐｕｔａｔｉｏｎ　ｗｉｔｈ　Ｄｉｒｅｃｔ３Ｄ　１１」、ＣＲＣ　Ｐ
ｒｅｓｓ（２０１１年）に見出すことができる。
【００９６】
　[0106]２つの主要なパスレンダリング動作は、（１）パスセグメントをフィルすること
と、（２）パスセグメントをストロークすることとを含み得るいくつかの事例では、フィ
ル動作は、以下のステップを概して伴い得る２パス手法を利用することができる。
【００９７】
　パス１
　　１．複数のラインセグメントにパスセグメントをテッセレートする。
【００９８】
　　２．ラインセグメントごとに三角形プリミティブを生成する。
【００９９】
　　３．ステンシルバッファに三角形プリミティブのすべてをレンダリングする。
【０１００】
　パス２
　　４．ステンシルバッファを使用してパスセグメントに関するバウンディングボックス
をレンダリングする。
【０１０１】
　[0107]第１のパスの場合、ＣＰＵ６は、レンダリングされることになるパスセグメント
を示すデータを頂点バッファの１つまたは複数の頂点内に配置することができる。いくつ
かの例では、頂点バッファは図２に示すパスデータ３６に対応し得る。頂点バッファ内の
頂点に関するプリミティブトポロジは、いくつかの例では、パッチ制御リストであり得る
。線の場合、パッチ制御リスト内の頂点は、線の終点に関する座標（たとえば、（ｘ０，
ｙ０）および（ｘ１，ｙ１））を示すデータを含み得る。３次ベジェ曲線の場合、パッチ
制御リスト内の頂点は、その曲線を定義する４つの制御点の座標（たとえば、（ｘ０，ｙ
０）、（ｘ１，ｙ１）、（ｘ２，ｙ２）、（ｘ３，ｙ３））を示すデータを含み得る。２
次ベジェ曲線の場合、パッチ制御リスト内の頂点は、４つの制御点の代わりに、曲線を定
義する３つの制御点に関する座標を示すデータを含み得る。楕円弧の場合、パッチ制御リ
スト内の頂点は、楕円弧の終点パラメータ表示を示すデータ、または楕円弧の中心パラメ
ータ表示を示すデータを含み得る。ＣＰＵ６は、レンダリングされることになるパスセグ
メントのタイプを示すデータをパッチ制御リストの、場合によっては未使用の頂点属性内
に配置することも可能である。
【０１０２】
　[0108]パスレンダリングを実行するためにＧＰＵ１２によって受け取られ、使用される
パスデータ３６の１つの例示的なフォーマットが次に説明される。これは、レンダリング
されることになるパスおよび／またはレンダリングされることになるパスセグメントを示
すデータがＣＰＵ６によってＧＰＵ１２にどのように提供され得るかの単なる一例であり
、他の例が可能であり、本開示の範囲内であることを理解されたい。この例では、ＧＰＵ
１２は４（４）つの制御点パッチリストプリミティブとして各パスセグメントを受け取る
。この例では、パッチリスト内の頂点（たとえば、制御点）の各々は、それぞれの頂点（
たとえば、制御点）に関する属性を定義する３（３）つの浮動属性を含む。
【０１０３】
　[0109]ラインパスセグメントの場合、入力パスデータは、以下の形または類似の形をと
ることができる。
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【数１】

【０１０４】
この例では、各行は４つの制御点パッチリストの頂点すなわち制御点を表し、括弧内の各
パラメータは、それぞれの頂点すなわち制御点の属性を表す。この例では、第１の制御点
の最後の属性は、レンダリングされることになるパスセグメントのタイプを示すデータ（
すなわち、「パスセグメントタイプインジケータ」）を記憶する。具体的には、この例で
は、パスセグメントタイプインジケータは、パスセグメントがラインパスセグメントであ
ることを意味する２．０ｆである。Ｘ０、Ｙ０、Ｘ１、Ｙ１はラインパスセグメントの終
点に関する座標であり、この場合、（Ｘ０，Ｙ０）は第１の終点を表し、（Ｘ１，Ｙ１）
は第２の終点を表す。
【０１０５】
　[0110]この例では、残りの頂点および属性は、パスセグメントに関する他の属性を示す
ために使用されなくよく、および／または使用されてもよい。パスセグメントに関する他
の属性は、たとえば、パスセグメントがオープンパスの始端であるかまたは終端であるか
と、そのパスに関してパスセグメントが表示されるべきかどうかと、エンドキャップがパ
スセグメントの両方の終端上に配置されるべきかどうかと、もしあれば、何のタイプのエ
ンドキャップが使用されるべきかと、接合がパスセグメントのいずれかの終端上に配置さ
れるべきかどうかと、もしあれば、何のタイプの接合を使用するかと、を含み得る。
【０１０６】
　[0111]３次ベジェパスセグメントに関する入力パスデータは、以下の形または類似の形
をとることができる。

【数２】

【０１０７】
この例では、各行は４つの制御点パッチリストの頂点すなわち制御点を表し、括弧内の各
パラメータは、それぞれの頂点すなわち制御点の属性を表す。この例では、第１の制御点
の最後の属性は、レンダリングされることになるパスセグメントのタイプを示すデータ（
すなわち、「パスセグメントタイプインジケータ」）を記憶する。具体的には、この例で
は、パスセグメントタイプインジケータは、パスセグメントが３次ベジェパスセグメント
であることを意味する３．０ｆである。Ｘ０～Ｘ３およびＹ０～Ｙ３は、３次ベジェパス
セグメントに関する制御点の座標であり、この場合、（Ｘ０，Ｙ０）は第１の制御点を表
し、（Ｘ１，Ｙ１）は第２の制御点を表す、等々である。この例では、残りの頂点および
属性は、パスセグメントに関する他の属性を示すために使用されなくよく、および／また
は使用されてもよい。パスセグメントに関する他の属性は、いくつかの例では、ラインパ
スセグメントに関して上記で説明した属性と同様の属性を含み得る。
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【０１０８】
　[0112]４つの制御点の代わりに、３つの制御点が提供され得ることを除いて、類似の入
力が２次ベジェパスセグメントに関して使用されてよく、パスセグメントタイプインジケ
ータは３次ベジェパスセグメントからのプリミティブと区別するために異なってよい。
【０１０９】
　[0113]たとえば、２次ベジェパスセグメントに関する入力パスデータは、以下の形また
は類似の形をとることができる。
【数３】

【０１１０】
この例では、各行は４つの制御点パッチリストの頂点すなわち制御点を表し、括弧内の各
パラメータは、それぞれの頂点すなわち制御点の属性を表す。この例では、第１の制御点
の最後の属性は、レンダリングされることになるパスセグメントのタイプを示すデータ（
すなわち、「パスセグメントタイプインジケータ」）を記憶する。具体的には、この例で
は、パスセグメントタイプインジケータは、パスセグメントが２次ベジェパスセグメント
であることを意味する１．０ｆである。Ｘ０～Ｘ２およびＹ０～Ｙ２は、２次ベジェパス
セグメントに関する制御点の座標であり、この場合、（Ｘ０，Ｙ０）は第１の制御点を表
し、（Ｘ１，Ｙ１）は第２の制御点を表す、等々である。この例では、残りの頂点および
属性は、パスセグメントに関する他の属性を示すために使用されなくよく、および／また
は使用されてもよい。パスセグメントに関する他の属性は、いくつかの例では、ラインパ
スセグメントに関して上記で説明した属性と同様の属性を含み得る。
【０１１１】
　[0114]いくつかの例では、楕円弧パスセグメントに関する入力パスデータは、楕円弧パ
スセグメントの中心パラメータ表示を示すデータを含み得る。たとえば、楕円弧パスセグ
メントに関する入力パスデータは、以下の形または類似の形をとることができる。
【数４】

【０１１２】
この例では、各行は４つの制御点パッチリストの頂点すなわち制御点を表し、括弧内の各
パラメータは、それぞれの頂点すなわち制御点の属性を表す。この例では、第１の制御点
の最後の属性は、レンダリングされることになるパスセグメントのタイプを示すデータ（
すなわち、「パスセグメントタイプインジケータ」）を記憶する。この例では、パスセグ
メントタイプインジケータは、それぞれ、大型時計回り（ＬＣＷ）楕円弧、大型反時計回
り（ＬＣＣＷ）楕円弧、小型時計回り（ＳＣＷ）楕円弧、および小型反時計回り（ＳＣＣ
Ｗ）楕円弧に対応する４．０、４．１、４．２、または４．３のうちのいずれかであり得
る。Ｘ０，Ｘ１およびＹ０，Ｙ１は、楕円弧パスセグメントの終点座標であり、この場合
、（Ｘ０，Ｙ０）は弧の最初の終点を表し、（Ｘ１，Ｙ１）は弧の最終の終点を表す。加
えて、ｔｈｅｔａ０は、（スケーリングされていない（unscaled）円上で測定された）楕
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れた）楕円弧の最終点の角度を表す。特に、上で指定された例示的な入力データ形式は中
央パラメータ表示であるが、入力データ形式は、弧の最初の終点および最後の終点に関す
る座標（すなわち、（Ｘ０，Ｙ０）、（Ｘ１，Ｙ１））を依然として含み得る。いくつか
の例では、そのような座標は、結果として生じる形状の水密性を確実にするために使用さ
れ得る。
【０１１３】
　[0115]さらなる例では、楕円弧パスセグメントに関する入力パスデータは、楕円弧パス
セグメントの終点パラメータ表示を示すデータを含み得る。たとえば、楕円弧パスセグメ
ントに関する入力パスデータは、以下の形または類似の形をとることができる。
【数５】

【０１１４】
この例では、各行は４つの制御点パッチリストの頂点すなわち制御点を表し、括弧内の各
パラメータは、それぞれの頂点すなわち制御点の属性を表す。この例では、第１の制御点
の最後の属性は、レンダリングされることになるパスセグメントのタイプを示すデータ（
すなわち、「パスセグメントタイプインジケータ」）を記憶する。この例では、パスセグ
メントタイプインジケータは、それぞれ、大型時計回り（ＬＣＷ）楕円弧、大型反時計回
り（ＬＣＣＷ）楕円弧、小型時計回り（ＳＣＷ）楕円弧、および小型反時計回り（ＳＣＣ
Ｗ）楕円弧に対応する４．０、４．１、４．２、または４．３のうちのいずれかであり得
る。Ｘ０，Ｘ１およびＹ０，Ｙ１は、楕円弧パスセグメントの終点座標であり、この場合
、（Ｘ０，Ｙ０）は弧の最初の終点を表し、（Ｘ１，Ｙ１）は弧の最終の終点を表す。加
えて、ａｎｇｌｅは、（ｒｈ，ｒｖ）によるスケーリングに先立って測定されたｘ軸に対
する楕円の反時計回り回転角度を表す。
【０１１５】
　[0116]入力パスデータが終点パラメータ形式で表される楕円弧を含む例では、ＣＰＵ６
は、いくつかの例では、レンダリングのためのＧＰＵ１２に楕円弧を示すデータを送る前
に、終点パラメータ形式から中心パラメトリック形式に楕円弧の表現を変換することがで
きる。たとえば、ＣＰＵ６は、楕円弧の終点パラメータ表示に基づいて、楕円弧の中心パ
ラメータ表示を生成して、楕円弧の中央パラメータ表示をＧＰＵ１２に送ることができる
。楕円弧に関する中央パラメータ表示は、上に指定された例示的な入力データ形式に準拠
し得る。中央パラメータ表示は、次に、ＧＰＵ１２によってレンダリングする目的で接合
プリミティブを生成するためにＣＰＵ６によって使用され得る、楕円弧のための終点接線
（tangents）および／または法線を見出すためにＣＰＵ６によって使用され得る。
【０１１６】
　[0117]いくつかの例では、ストローク動作は、エンドキャップと、接合と、オープンパ
スとを処理するために頂点パスデータ入力の３つの追加のフィールドを使用することがで
きる。たとえば、ある種の頂点座標は、パスセグメントがオープンパスの始端であるか、
オープンパスの終端であるか、およびパスセグメントが破棄され得る（たとえば、パスセ
グメントがオープンパスの終結パスセグメントである）かどうかを示すデータを記憶する
ことができる。以下は、上述の頂点属性を含む例示的なテンプレートである。
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【数６】

【０１１７】
このテンプレートでは、第２の頂点のｚ座標（たとえば、第３の座標、すなわち属性）に
関する２．０ｆは、そのパスセグメントがオープンパスの始端であることを示し、そのパ
スセグメントの始端にエンドキャップ（すなわち、スタートキャップ）を入れるようにＧ
ＰＵ１２に信号伝達することができる。第３の頂点のｚ座標に関する２．０ｆは、そのパ
スセグメントがオープンパスの終端であることを示し、そのパスセグメントの終端にエン
ドキャップを入れるようにＧＰＵ１２に信号伝達することができる。最後の頂点のｚ座標
の２．０ｆは、現在のプリミティブが破棄される（たとえば、そのプリミティブがオープ
ンパスの終結ラインまたはパスセグメントである）ことを示す。
【０１１８】
　[0118]パスフィル動作を実行するために、入力アセンブラ４４は、パスデータ３６をメ
モリ１０から取得して、パスデータ３６によって指定されたパスセグメント（たとえば、
パスプリミティブ）をレンダリングするために、そのパスデータをグラフィックパイプラ
イン４３の後続の１つまたは複数の段階に渡す。たとえば、入力アセンブラ４４は、複数
の頂点をメモリ１０内に記憶された頂点バッファから取得して、頂点シェーダ４６にそれ
らの頂点を処理させることができる。いくつかの例では、入力アセンブラ４４は、処理さ
れることになる頂点を頂点シェーダ４６に直接的に渡すことができる。追加の例では、入
力アセンブラ４４は、リソースブロック６４内の頂点バッファから、処理のために特定の
頂点を検索するように頂点シェーダ４６に指示することができる。
【０１１９】
　[0119]頂点シェーダ４６は、入力アセンブラ４４および／またはリソースブロック６４
から受け取った頂点を処理して、頂点シェーダ４６によって処理された各入力頂点に関す
る出力頂点を生成するように構成される。たとえば、各入力頂点に関して、頂点シェーダ
４６は、ＧＰＵ１２のシェーダユニット上で頂点シェーダプログラムのインスタンスを実
行することができる。いくつかの例では、頂点シェーダ４６は、各入力頂点に対して「パ
ススルー」頂点シェーダプログラムを実行することができる。「パススルー」頂点シェー
ダプログラムは、頂点シェーダ４６に、入力頂点ごとに、入力頂点に対応する頂点を出力
させることができる。この場合、出力頂点が入力頂点と同じ属性を有する場合、出力頂点
は、入力頂点に対応し得る。「パススルー」頂点シェーダプログラムを実装するために、
いくつかの例では、頂点シェーダ４６は、同じ属性をもつ出力頂点を生成するために、各
入力頂点に識別変換を適用することができる。頂点シェーダ４６によって受け取られた入
力頂点、および頂点シェーダ４６によって生成された出力頂点は、あるいは、それぞれ、
入力制御点および出力制御点と呼ばれる場合がある。
【０１２０】
　[0120]さらなる例では、頂点シェーダ４６は、対応する入力頂点の入力属性と同一でな
い出力頂点に関する１つまたは複数の出力属性を生成することができる。たとえば、頂点
シェーダ４６は、出力頂点に関する１つまたは複数の属性を生成するために、入力頂点の
属性のうちの１つまたは複数に関して実質的な処理を実行することができる。一例として
、頂点シェーダ４６は、出力頂点のための１つまたは複数の属性を生成するために、入力
頂点の位置属性に対して世界変換、ビュー変換、投影変換、またはそれらの任意の組合せ
のうちの１つまたは複数を実行することができる。別の例として、頂点シェーダ４６は、
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出力頂点に関する出力属性のセットを生成するために、入力属性のセットから追加および
／または属性を削除することができる。
【０１２１】
　[0121]ション段階６２（すなわち、ハルシェーダ４８、テッセレータ５０、およびドメ
インシェーダ５２）は、テッセレーションエンジンを形成することができ、入力パスデー
タによって定義されたパスセグメントを複数のラインセグメントにテッセレートすること
ができる。複数のラインセグメントは、レンダリングされることになるパスセグメントの
曲率を近似することができる。一般に、ハルシェーダ４８は、さらなる処理のために、頂
点シェーダ４６から受け取った制御点をドメインシェーダ５２に渡して、構成データをテ
ッセレータ５０に提供することができる。テッセレータ５０は、特定のタイプのパスセグ
メントを表す１つもしくは複数のパラメータ式が評価されるべき値を決定することができ
る。ドメインシェーダ５２は、テッセレータ５０によって決定された値でパラメータ式を
評価して、各評価に関する頂点を出力することができる。いくつかの例では、ドメインシ
ェーダ５２によって出力された頂点の各々は、その頂点の位置を示す１つまたは複数の属
性を含み得る。追加の例では、ドメインシェーダ５２によって出力された頂点の各々は、
その頂点と関連付けられたパスレンダリングプリミティブのタイプを示す１つまたは複数
の属性を含み得る。
【０１２２】
　[0122]いくつかの例では、ハルシェーダ４８は、頂点シェーダ４６および／またはリソ
ースブロック６４から受け取った制御点を処理することができ、ハルシェーダ４８によっ
て実行されたハルシェーダプログラムの各インスタンスに関する出力制御点を生成するこ
とができる。たとえば、ハルシェーダ４８によって生成されることになる各出力制御点に
関して、ハルシェーダ４８は、ＧＰＵ１２のシェーダユニット上でハルシェーダプログラ
ムのインスタンスを実行することができる。いくつかの例では、ハルシェーダ４８は、各
出力制御点に対して「パススルー」ハルシェーダプログラムを実行することができる。「
パススルー」ハルシェーダプログラムは、ハルシェーダ４８に、出力制御点ごとに、入力
制御点のそれぞれに対応する制御点を出力させることができる。この場合、出力制御点が
入力制御点と同じ属性を有する場合、出力制御点は、入力制御点に対応し得る。
【０１２３】
　[0123]さらなる例では、ハルシェーダ４８は、入力制御点のうちのそれぞれ１つの入力
属性と同一でない出力制御点に関する１つまたは複数の出力属性を生成することができる
。たとえば、ハルシェーダ４８は、出力制御点に関する１つまたは複数の属性を生成する
ために、入力制御点の属性のうちの１つまたは複数に関して実質的な処理を実行すること
ができる。別の例として、ハルシェーダ４８は、出力制御点に関する出力属性のセットを
生成するために、入力属性のセットから属性を追加および／または削除することができる
。いくつかの例では、下でさらに詳細に説明するように、ＧＰＵ１２が終点パラメータ表
示の形である、楕円弧に関するパスデータを受け取る場合、ハルシェーダ４８は、その楕
円弧の終点パラメータ表示をその楕円弧の中心パラメータ表示に変換することができる。
【０１２４】
　[0124]追加の例では、ハルシェーダ４８は、特定のレンダリング動作に関して、レンダ
リングされるべきではないプリミティブを破棄することができる。プリミティブを破棄す
ることは、プリミティブに対応するデータをグラフィックスパイプライン４３のさらなる
段階に渡させず、それによって、そのようなプリミティブをパイプラインの残りによって
効果的にレンダリングさせないプロセスを指す場合がある。たとえば、グラフィックスパ
イプライン４３がフィル動作を実行しているとき、ハルシェーダ４８は、接合プリミティ
ブとキャッププリミティブとを破棄することができる。別の例として、グラフィックスパ
イプライン４３がストローク動作を実行しているとき、ハルシェーダ４８は、オープンパ
スのためのクローズパスプリミティブを破棄することができる。クローズパスプリミティ
ブは、ループを閉じるラインパスセグメントを表すプリミティブを指す場合がある。クロ
ーズパスプリミティブは、一般に、オープンパスではなくクローズパスであるパスのため
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に使用される。いくつかの例では、クローズパスプリミティブは、パス中の他のラインパ
スセグメントを識別するために使用されるプリミティブタイプ識別子とは異なるプリミテ
ィブタイプ識別子によって識別され得る。たとえば、クローズパスプリミティブは、２．
０ｆの代わりに２．１ｆのプリミティブタイプ識別子によって識別され得る。
【０１２５】
　[0125]ハルシェーダ４８は、各パスセグメントに関するパッチ定数関数のインスタンス
を実行することもできる。パッチ定数関数は、出力値を生成するとき、テッセレータ５０
によって使用されることになる構成パラメータを決定して、テッセレータ５０に提供する
ことができる。たとえば、パッチ定数関数は、ハルシェーダ４８にテッセレーション係数
をテッセレータ５０に提供させることができる。テッセレーション係数は、テッセレータ
５０が特定のテッセレーションドメインに適用されるテッセレーションの程度（たとえば
、ドメインがどの程度微細に再分割されるべきか、および／またはドメインが再分割され
るべきより小さなオブジェクトの数）を指定することができる。いくつかの例では、ハル
シェーダ４８は、テッセレータ５０に、３次ベジェ曲線に対して４ｘのテッセレーション
を実行することと、ラウンド接合および円形キャップに対して４ｘのテッセレーションを
実行することと、ラインセグメントに対して１ｘテッセレーションを実行することとを行
わせることができる。
【０１２６】
　[0126]別の例として、パッチ定数関数は、ハルシェーダ４８に、テッセレーション中に
使用されることになるテッセレーションドメインのタイプをテッセレータ５０に提供させ
ることができる。テッセレーションドメインは、ドメインシェーダ５２によって使用され
るための複数の座標を生成するために、テッセレータ５０によって使用されるオブジェク
トを指す場合がある。概念的に、テッセレーションドメインは、テッセレータ５０によっ
て複数のより小さなオブジェクトに再分割されるオブジェクトに対応し得る。より小さな
オブジェクトの頂点の位置座標は、次いで、さらなる処理のために、ドメインシェーダ５
２に送られる。いくつかの例では、テッセレーションドメインのタイプは、クワッド、ト
ライ、および等値線のうちの１つになるように選択され得る。いくつかの例では、ドメイ
ンが再分割される先である、より小さいオブジェクトは、三角形、ラインセグメント、ま
たは点に対応し得る。いくつかの例では、ハルシェーダ４８は、等値線テッセレーション
ドメインタイプを指定して、テッセレータ５０が等値線ドメインをラインセグメントに再
分割すべきであることを指定することができる。
【０１２７】
　[0127]テッセレータ５０はまた、テッセレーション段階６２によって処理される各パス
セグメントに関する複数の出力値も生成することができる。出力値は、特定のタイプのパ
スセグメントを表す１つまたは複数のパラメータ式がドメインシェーダ５２によって評価
されるべき値を決定することができる。いくつかの例では、テッセレータ５０は、ハルシ
ェーダ４８によってテッセレータ５０に提供された１つもしくは複数のテッセレーション
係数および／またはテッセレーションドメインタイプに基づいて、複数の出力値を生成す
ることができる。たとえば、テッセレータ５０は、等値線を複数のラインセグメントに再
分割して、正規化された座標系内の複数のラインセグメントの各終点に関する出力値を生
成することができる。
【０１２８】
　[0128]ドメインシェーダ５２は、テッセレータ５０から出力値を受け取り、ハルシェー
ダ４８からパスセグメントに関する制御点を受け取り、パスセグメントの曲率および／ま
たは形状を近似する複数のテッセレートされたラインセグメントに対応する出力頂点を生
成することができる。たとえば、テッセレータ５０から受け取られた出力値の各々に関し
て、ドメインシェーダ５２は、ＧＰＵ１２のシェーダユニット上でドメインシェーダプロ
グラムのインスタンスを実行することができる。ドメインシェーダプログラムは、ドメイ
ンシェーダ５２に、テッセレータ５０から受け取った出力値の各々について、それぞれの
出力値に対応する出力頂点に関する位置座標を生成するために、それぞれの出力値に基づ
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いて決定された特定の値で、１つまたは複数のパラメータ式を評価させることができる。
出力頂点座標を生成するために使用されるパラメータ式の係数のうちの１つまたは複数は
、ハルシェーダ４８から受け取った制御点のうちの１つまたは複数に基づいて定義され得
る。各出力頂点は、複数のテッセレートされたラインセグメントのうちの１つの終点に対
応し得る。２つの連続する出力頂点は、単一のテッセレートされたラインセグメントの終
点に対応し得る。
【０１２９】
　[0129]追加の例では、ドメインシェーダプログラムは、ドメインシェーダ５２に、テッ
セレータ５０から受け取った出力値の各々に対応する出力頂点に関する正規座標を生成さ
せることができる。たとえば、ドメインシェーダプログラムは、ドメインシェーダ５２に
、テッセレータ５０から受け取った出力値の各々について、それぞれの出力値に対応する
出力頂点に関する接線座標を生成するために、それぞれの出力値に基づいて決定された特
定の値で、１つまたは複数の追加のパラメータ式を評価させることができる。出力頂点に
関する接線座標は、出力頂点においてパスセグメントと交差するパスセグメントの接線の
方向を示すことができる。ドメインシェーダ５２は、それぞれの出力頂点に対応する接線
座標に基づいて出力頂点の各々に関する正規座標を生成することができる。特定の出力頂
点のために生成された正規座標は、出力頂点においてパスセグメントと交差するパスセグ
メントの接線に対して直角である方向を示す法線ベクトルを示すことができる。
【０１３０】
　[0130]いくつかの例では、グラフィックスパイプライン４３がフィル動作を実行してい
るとき、ドメインシェーダ５２は、そのようなロケーションのためのいかなる法線も生成
することなしに、テッセレートされたラインセグメントの終点のロケーションに対応する
頂点を生成することができる。そのような例では、グラフィックスパイプライン４３がス
トローク動作を実行しているとき、ドメインシェーダ５２は、いくつかの例では、テッセ
レートされたラインセグメントの終点のロケーションに対応する頂点を生成し、そのよう
なロケーションに対応する法線を生成することができる。
【０１３１】
　[0131]ドメインシェーダ５２は、隣接する頂点の各セットがテッセレートされたライン
セグメントを表す、順序付けられた順番で頂点を出力することができる。ラインセグメン
トは、頂点バッファ内で定義されたパスセグメントを集合的に近似することができる。た
とえば、ドメインシェーダ５２は、以下のラインセグメント｛０，１｝、｛１，２｝、｛
２，３｝、｛３，４｝、｛４，５｝を定義する頂点の以下のセット｛０，１，２，３，４
，５｝を出力することができる。追加の例では、ドメインシェーダ５２は、前の例で列挙
されたのと同じラインセグメントを定義し得る頂点の以下のセット｛０，１，１，２，２
，３，３，４，４，５｝を出力することができる。
【０１３２】
　[0132]いくつかの例では、テッセレータ５０およびドメインシェーダ５２は、以下の技
法に従って、パスセグメントを複数のラインセグメントに均一にテッセレートするように
構成され得る。具体的には、テッセレータ５０は、パラメータ評価のための座標を出力す
ることができる（たとえば、ｔ＝０／Ｔ、１／Ｔ、２／Ｔ．．．Ｔ／Ｔ、式中、Ｔはテッ
セレーション係数である）。プリミティブのタイプに応じて、ドメインシェーダ５２は、
テッセレータ５０によって出力された値で１つまたは複数のパラメータ式を評価すること
ができる。
【０１３３】
　[0133]ジオメトリシェーダ５４は、テッセレートされたラインセグメントをドメインシ
ェーダ５２から受け取って、それらのテッセレートされたラインセグメントに基づいて、
複数のプリミティブを生成することができる。このようにして、ジオメトリシェーダ５４
は、ラインセグメントのためのセグメント順序を決定することができる。テッセレートさ
れたラインセグメントの各々に関して、ジオメトリシェーダ５４は、ＧＰＵ１２のシェー
ダユニット上でジオメトリシェーダプログラムのインスタンスを実行して、それぞれのテ
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ッセレートされたラインセグメントに基づいて、テッセレートされたラインセグメントに
関する三角形プリミティブを生成することができる。いくつかの例では、テッセレートさ
れたラインセグメントの各々に関して、ジオメトリシェーダ５４は、それぞれのテッセレ
ートされたラインセグメントに対応する２つの頂点をドメインシェーダ５２から受け取っ
て、三角形プリミティブに対応する３つの頂点のセットを生成することができる。
【０１３４】
　[0134]いくつかの例では、三角形プリミティブの頂点のうちの２つは、２つの受け取っ
た頂点と同じ頂点であり得る（たとえば、同じ位置座標を有し得る）。そのような例では
、ジオメトリシェーダ５４は、レンダリングされることになるパスセグメントと関連付け
られたすべてのテッセレートされたラインセグメントに共通である共通の頂点に基づいて
、第３の頂点を生成することができる。共通の頂点は、テッセレートされたラインセグメ
ントの終点のうちの１つに対応してよく、または対応しなくてもよい。いくつかの例では
、共通の頂点は、レンダリングされることになるパスセグメントに関する、テッセレート
されたラインセグメントに対応する頂点のセット内の第１の頂点に対応し得る。
【０１３５】
　[0135]ジオメトリシェーダ５４は、ドメインシェーダ５２によって作り出された、テッ
セレートされたラインセグメントの各々に関して一回度起動され得る。テッセレートされ
たラインセグメントの各々に関して、ジオメトリシェーダ５４は、三角形の第１の頂点と
して共通の制御点を使用し、三角形の第２の頂点および第３の頂点として、それぞれのテ
ッセレートされたラインセグメントの２つの終点を使用して、三角形プリミティブを生成
することができる。たとえば、ドメインシェーダ５２が、以下のラインセグメント｛０，
１｝、｛１，２｝、｛２，３｝、｛３，４｝、｛４，５｝を定義する、以下の頂点のセッ
ト｛０，１，２，３，４，５｝を生成した例が上で提供された。上記の一連のラインセグ
メントの場合、ジオメトリシェーダ５４は、以下の三角形、｛Ｃ，０，１｝、｛Ｃ，１，
２｝、｛Ｃ，２，３｝、｛Ｃ，３，４｝、｛Ｃ，４，５｝、｛Ｃ，４，５｝を生成するこ
とができ、式中、Ｃは三角形のすべてに共通する任意の単一の頂点である。
【０１３６】
　[0136]ラスタライザ５６は、複数の３Ｄグラフィックスプリミティブ（たとえば、点、
線、および三角形）をそれらの３Ｄグラフィックスプリミティブに対応する複数の画素に
変換するように構成され得る。たとえば、ラスタライザ５６は、三角形プリミティブに対
応する３つの頂点を受け取って、それらの３つの頂点を、その三角形プリミティブによっ
てカバーされたスクリーン画素位置に対応する複数の画素に変換することができる。三角
形プリミティブによってカバーされたスクリーン画素位置は、三角形の頂点、三角形の縁
、および三角形の内部に対応するスクリーン画素位置を含み得る。
【０１３７】
　[0137]ピクセルシェーダ５８は、画素をラスタライザ５６から受け取って、ピクセルシ
ェーダプログラムに従って、受け取った画素に基づいて、影付き画素を生成することがで
きる。たとえば、ラスタライザ５６から受け取った各画素に関して、ピクセルシェーダ５
８は、ＧＰＵ１２のシェーダユニット上でピクセルシェーダプログラムのインスタンスを
実行することができる。いくつかの例では、ピクセルシェーダ５８は、各画素に対して「
パススルー」ピクセルシェーダプログラムを実行することができる。「パススルー」ピク
セルシェーダプログラムは、ピクセルシェーダ５８に、画素ごとに、入力画素のそれぞれ
に対応する画素を出力させることができる。この場合、出力画素が入力画素と同じ属性を
有する場合、出力画素は、入力画素に対応し得る。
【０１３８】
　[0138]さらなる例では、ピクセルシェーダ５８は、入力画素のうちのそれぞれの１つの
入力画素の入力属性と同一でない、出力画素に関する１つまたは複数の出力属性を生成す
ることができる。たとえば、ピクセルシェーダ５８は、出力画素に関する１つまたは複数
の属性を生成するために、入力画素の属性のうちの１つまたは複数に関して実質的な処理
を実行することができる。別の例として、ピクセルシェーダ５８は、出力画素に関する出
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力属性のセットを生成するために、入力属性のセットから属性を追加および／または削除
することができる。
【０１３９】
　[0139]出力統合器６０は、ピクセルシェーダ５８から受け取った画素データをレンダタ
ーゲット（たとえば、フレームバッファまたはステンシルバッファ）内に配置することが
できる。いくつかの例では、出力マージャ６０は、ピクセルシェーダ５８から受け取った
画素データをラスタ演算に基づいてレンダターゲット内にすでに記憶されている画素デー
タと併合することができる。
【０１４０】
　[0140]パスフィル動作を実行するために、ラスタライザ５６は、共通のステンシルバッ
ファ（たとえば、リソースブロック６４に記憶されたバッファ）にジオメトリシェーダ５
４によって受け取った三角形の各々をラスタライズすることができる。第１のパス中に、
ピクセルシェーダ５８は、出力統合器６０に入力画素を直接パスするために、無効化され
るか、または「パススルー」モードに設定され得る。出力統合器６０は、１つまたは複数
のステンシルバッファフィル技法に従ってパスセグメントに関するフィル領域を示す値を
ステンシルバッファが記憶するようにステンシルバッファをポピュレートするように構成
され得る。
【０１４１】
　[0141]本開示の態様によれば、上記のように、ＧＰＵ１２は、以下のステップを伴うス
テンシルＴＩＲとバウンディングボックスとを使用する単一のパス手法を使用してフィル
動作を実行することができる。
【０１４２】
　１．複数のラインセグメントにパスセグメントをテッセレートする。
【０１４３】
　２．ラインセグメントごとに三角形プリミティブを生成する。
【０１４４】
　３．ステンシルバッファに三角形プリミティブのすべてをレンダリングする。
【０１４５】
　４．ステンシル中にバウンディングボックスを決定する。
【０１４６】
　５．ステンシルＴＩＲを用いてバウンディングボックスをレンダリングする。
【０１４７】
上記の例では、ＧＰＵ１２は、（本明細書ではテッセレーションエンジンと呼ばれる場合
もある）テッセレーション段階６２に、バウンディングボックスパラメータ（たとえば、
ｂｂ＿ｂｏｘ）をリセットすべきであることを示すイベント（たとえば、ｂｂ＿ｓｔａｒ
ｔ）を送ることができる。ＧＰＵ１２は、次いで、上記で説明したプロセスを使用してス
テンシルバッファを更新しながら、三角形プリミティブを生成することができる。さらに
、テッセレーション段階６２は、最小～最大パラメータを頂点データと比較することによ
ってバウンディングボックスパラメータ（ｂｂ＿ｂｏｘ）を更新する。すなわち、テッセ
レーション段階６２は、たとえば、デカルト座標を使用して前に決定された頂点のさらに
上、下、右側、左側に位置するロケーションを頂点が有するかどうかを決定するために頂
点の各々を検査することができる。頂点が他の頂点に対して最外ロケーションに位置する
場合、テッセレーション段階６２は、バウンディングボックスパラメータ（ｂｂ＿ｂｏｘ
）を更新することができる。
【０１４８】
　[0142]テッセレーション段階６２がバウンディングボックス終了イベント（たとえば、
ｂｂ＿ｅｎｄ）を受け取ると、テッセレーション段階は、たとえば、パスの三角形プリミ
ティブを包含するバウンディングボックスを形成する決定されたバウンディングボックス
座標に対応するｒｅｃｔｌｉｓｔを生成することができる。ラスタライザ５６は、次いで
、バウンディングボックスをラスタライズすることができる。本開示の態様によれば、ラ
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スタライザ５６は、レンダターゲットに対してステンシルされた画素をスーパーサンプリ
ングするステンシルＴＩＲを実行することができ、ピクセルシェーダ５８は、ステンシル
された画素のみをシェーディングする。ピクセルシェーダ５８が画素をシェーディングす
るとき、画素のステンシル値がステンシルバッファから消去され得る。
【０１４９】
　[0143]したがって、上記で説明した例では、テッセレーション段階６２は、バウンディ
ングボックス開始イベント（ｂｂ＿ｓｔａｒｔ）とバウンディングボックス終了イベント
（ｂｂ＿ｅｎｄ）との間にバウンディングボックスパラメータ（ｂｂ＿ｂｏｘ）の累積を
維持する。（たとえば、ジオメトリシェーダ５４、ラスタライザ５６、ピクセルシェーダ
５８および／または出力統合器６０を含む）レンダバックエンドは、バウンディングボッ
クス開始イベント（ｂｂ＿ｓｔａｒｔ）とバウンディングボックス終了イベント（ｂｂ＿
ｅｎｄ）との間に固定動作を予想する。すなわち、レンダバックエンドは、（ＧＰＵドラ
イバ２８（図２）などの）ドライバがレンダバックエンドレジスタをプログラムすること
なしにバウンディングボックスを決定することに関連する動作を実行することができ、こ
れはリソースブロック６４中に割り当てられ得る。テッセレーション段階６２に関して説
明したが、上記の技法がグラフィックスパイプラインの１つまたは複数の他の段階によっ
て実行され得ることを理解されたい。このようにして、ＧＰＵ１２は、別個のパス中にバ
ウンディングボックスをレンダリングする必要なしに単一のパスでパスをフィルするため
にグラフィックスパイプライン４３を使用することができる。
【０１５０】
　[0144]本開示の他の態様によれば、グラフィックスパイプライン４３は、ストロークさ
れたパスセグメントに関するダッシングを実行するように構成され得る。説明のための一
例では、ジオメトリシェーダ５４は、ドメインシェーダ５２からテッセレートされたライ
ンセグメントを受け取り、テッセレートされたラインセグメントに基づいて複数の三角形
プリミティブを生成することができる。複数のプリミティブは、シェーディングされるこ
とになるダッシュセグメントを含み得、複数のプリミティブは、特定の順序、たとえば、
セグメント順序であり得る。ジオメトリシェーダ５４（またはグラフィックスパイプライ
ン４３の別の構成要素）はまた、ダッシュの各々の長さを決定することができる。
【０１５１】
　[0145]さらに、ジオメトリシェーダ５４は,各ダッシュが生成されるとダッシュの長さ
を累積し、前のダッシュセグメント、たとえば、セグメント順序で現在のセグメントに先
行するダッシュセグメントの長さのプレフィックス総和を各ダッシュセグメントに割り当
てる。たとえば、第１のダッシュセグメントには、０のプレフィックス総和が割り当てら
れ得、第２のダッシュセグメントには、長さ優先ダッシュセグメントのプレフィックス総
和が割り当てられ得、第３のダッシュセグメントには、第１のダッシュセグメントと第２
のダッシュセグメントとの組合せの長さのプレフィックス総和が割り当てられ得、以下同
様である。
【０１５２】
　[0146]ラスタライザ５６は、一般に、ダッシュセグメントを受け取り、ラスタライゼー
ション中にプリミティブ順序に従い、ここで、プリミティブ順序は、レンダリングの順序
を指す。ラスタライゼーションの後に、各ダッシュセムグメントのためのプレフィックス
総和が、ダッシュセグメントをシェーディングするときに使用するためにピクセルシェー
ダ５８に送られ得る。たとえば、適切なロケーションにあるダッシュセグメントをシェー
ディングするために、ピクセルシェーダ５８は、テクスチャオフセットとして各ダッシュ
セグメントのためのプレフィックス総和を適用することができる。テクスチャオフセット
は、前のダッシュセグメントのロケーションを示し、それによって、ピクセルシェーダ５
８が、前のセグメントに対して適切なロケーションにある次のダッシュセグメントをシェ
ーディングすることが可能になる。
【０１５３】
　[0147]図４は、レンダリングされることになる例示的なパス８０の図である。たとえば
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、パス８０は、上部が丸く、下部が細長い「アイスクリームコーン」形状を表す。パス８
０は、２つの３次方程式からなるクローズパスであり得る。セグメントは、ｐａｔｃｈ４
プリム（プリミティブ）にパックされ得る。たとえば、パス８０に関する入力パスデータ
は、以下の形または類似の形をとることができる。
【数７】

【数８】

【０１５４】
この例では、各行は、頂点または制御点を表し、括弧内の各パラメータは、それぞれの頂
点すなわち制御点の属性を表す。この例では、第１の制御点の最後の属性は、レンダリン
グされることになるパスセグメントのタイプを示すデータ（すなわち、「パスセグメント
タイプインジケータ」）を記憶する。具体的には、この例では、パスセグメントタイプイ
ンジケータは、パスセグメントが３次ベジェパスセグメントであることを意味する０．０
ｆである。パスセグメントに関する他の属性は、いくつかの例では、ラインパスセグメン
トに関して上記で説明した属性と同様の属性を含み得る。
【０１５５】
　[0148]図５Ａ～図５Ｃは、図４に示されるパス８０のための例示的なフィル動作を示す
一連の図である。パス８０は、例示のために、図５Ａ～図５Ｃの例においてテッセレート
されている（たとえば、通常より少ないセグメントを有する）。さらに、説明のためにＧ
ＰＵ１２に関して説明したが、図５Ａ～図５Ｃにおいて実行されるプロセスは、様々な他
のプロセッサによって実行され得る。
【０１５６】
　[0149]図５Ａに示されるように、ＧＰＵ１２は、ラインストリップ方式８４で接続され
たいくつかの頂点８２を含めるためにパス８０をテッセレートする。図５Ｂに示されるよ
うに、ＧＰＵ１２は、いくつかの三角形プリミティブを形成するためにピボット点８８に
接続されたいくつかのラインセグメント８６を生成する。図５Ｂの例では、パス８０の相
対的な第１の頂点は、ピボット点８８として使用される。三角形の巻上げ順序が適切なス
テンシル動作を決定する。たとえば、あらゆる生成されたラインセグメントがピボット点
８８に接続される。三角形の得られた配向（たとえば、時計回りまたは反時計回り）は、
三角形プリミティブの巻上げ順序を決定することができる。巻上げ順序は、様々な方法で
ステンシル値に影響を及ぼすことができる（たとえば、時計回りの巻上げ順序の場合にス
テンシル値を増分するか、または反時計回りの巻上げ順序の場合にステンシル値を減分す
る）。
【０１５７】
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　[0150]この例では、ＧＰＵ１２は、ステンシル中に図５Ｂに示される三角形プリミティ
ブをシェーディングしない。むしろ、上記のように、ステンシル中にレンダリングされる
三角形プリミティブは、ステンシルテクスチャ９０にのみ影響を及ぼす。すなわち、ステ
ンシルテクスチャ９０は、画像中に現れる、たとえば、レンダリングされ、シェーディン
グされるパスの部分を示す。
【０１５８】
　[0151]図５Ｃに示されるように、ＧＰＵ１２は、ステンシルテクスチャ９０を包含する
バウンディングボックス９２を決定する。すなわち、バウンディングボックスは、フィル
されることになるパスの全体をカバーする。ＧＰＵ１２は、次いで、フィルされたパス９
６を生成するためにバウンディングボックス９２に対してステンシルＴＩＲを実行する。
このようにして、ＧＰＵ１２は、バウンディングボックス９２を決定し、単一のレンダリ
ングパスでパス８０をフィルする。
【０１５９】
　[0152]図６は、ステンシル動作を示す概念図である。たとえば、説明のために、ＧＰＵ
１２が１６ｘのＭＳＡＡを使用してプリミティブ１００をレンダリングすると仮定する。
この例では、各方形は、画素１０２のサンプルを表す。
【０１６０】
　[0153]本開示の態様によれば、ＧＰＵ１２は、ステンシルＴＩＲを実行することができ
る。したがって、ＧＰＵ１２は、レンダターゲットパラメータ（たとえば、レンダリング
された画素のためのメモリ割当て）から独立してステンシルパラメータ（たとえば、ステ
ンシルサンプリングレート）を決定することができる。この例では、ＧＰＵ１２は、画素
がサンプルごとのステンシルテストをパスしたかどうかに基づいて画素をレンダリングす
るためのカバレージ値を決定することができる。
【０１６１】
　[0154]いくつかの例では、ＧＰＵ１２は、サンプルが非ゼロ値を有するかどうかを決定
するためにステンシルテストを実行することができる。たとえば、ＧＰＵ１２は、非ゼロ
のステンシル値を有するサンプルがレンダリングされるゼロ／非ゼロステンシルテストを
実行することができる。別の例では、ＧＰＵ１２は、奇数の（または偶数の）値を有する
サンプルがレンダリングされる奇数／偶数ステンシルテストを実行することができる。し
たがって、いくつかの例では、ＧＰＵ１２は、サンプルが奇数値を有するかどうかを決定
するためにステンシルテストを実行することができる。さらに他の例では、ＧＰＵ１２は
、サンプルが偶数値を有するかどうかを決定するためにステンシルテストを実行すること
ができる。
【０１６２】
　[0155]いずれの場合も、図６に示される例では、画素１０２の（この場合も、ボックス
によって表される）１６個サンプルのうちの１０個がプリミティブ１００内に位置する。
したがって、プリミティブ１００のためのカバレージマスクは画素１０２を含み得、ＧＰ
Ｕ１２は、レンダリング中に画素１０２をシェーディングすることができる。
【０１６３】
　[0156]図７は、本開示の態様による、例示的なフィル動作を示す概念図である。たとえ
ば、図７に、三角形プリミティブを決定し、プリミティブ１１０の配向に基づいてステン
シルバッファを更新することと、プリミティブの最外点と、ステンシルバッファ１１４の
コンテンツと、描画されたバウンディングボックスおよびステンシルされた画素１１６と
に基づいてバウンディングボックス１１２を決定することとを示す。
【０１６４】
　[0157]いくつかの例によれば、ステンシル中に含まれるプリミティブをステンシルし、
レンダリングする間にバウンディングボックスを決定するシーケンスは、以下のＡＰＩ呼
出しを使用してＧＰＵ１２によって実行され得る。
【０１６５】
　Ｄｒａｗ＿ＢＢ（）　／／描画呼出し内のプリミティブのバウンディングボックスを計
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算する
　／／または、ＢｅｇｉｎＱｕｅｒｙ（）．．．ＥｎｄＱｕｅｒｙ（）であり得る
　／／ピクセルシェーダの境界が画定されない場合、境界ボックスだけが
　／／計算され、プリミティブはレンダリングされない
　Ｒｅｎｄｅｒ＿ＢＢ（）　／／以前に計算されたバウンディングボックスを
　／／レンダリングするか、またはプリミティブが送られずに、
　／／ピクセルシェーダおよび他のバックエンド状態が指定されることを除いて、描画呼
出しと同じ
　／／ＤｒａｗＩｎｄｉｒｅｃｔのような方法であり得る
ここで、Ｄｒａｗ＿ＢＢは、ＧＰＵ１２に、（画素をレンダリングすることなしに）ステ
ンシル中にバウンディングボックス１１２を決定するように命令し、Ｒｅｎｄｅｒ＿ＢＢ
は、ＧＰＵ１２に、バウンディングボックスの上でステンシルＴＩＲを実行するように命
令する。このようにして、ＧＰＵ１２は、バウンディングボックスを決定し、単一のレン
ダリングパスでパスのフィルを実行することができる。
【０１６６】
　[0158]図８は、本開示の態様による、レンダリング中のメモリ帯域幅を示すグラフであ
る。たとえば、図８に、３つの異なるアンチエイリアシングレート（４ｘ、８ｘ、１６ｘ
）、ならびにテッセレーションおよびジオメトリシェーディングが実行されるＭＳＡＡ方
式１２０と、ステンシルＴＩＲ方式１２２と、保守的なラスタライゼーション方式１２４
（たとえば、ループブリンプロセス）との３つのレンダリング方式の各々のためのレート
に関連付けられた関連するデータ転送を示す。図８に示される帯域幅要件は、６０フレー
ム毎秒（ｆｐｓ）および３２ビットの色と、２４ビットの深度と、８ビットのステンシル
とを有するバッファフォーマットでレンダリングされる画像のテストシーケンスに関連付
けられる。
【０１６７】
　[0159]図８のグラフに示されるように、ＭＳＡＡ１２０のためのメモリ帯域幅要件は、
ステンシルＴＩＲ１２２および保守的なラスタライゼーション１２４のためのメモリ帯域
幅要件よりもかなり高い。以下に示される表１に、ＭＳＡＡ１２０と、保守的なラスタラ
イゼーション１２４と、ステンシルＴＩＲ１２２との比較を示す。
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【表１】

【０１６８】
　[0160]以下に示される表２に、ＭＳＡＡ１２０と、ステンシルＴＩＲ１２２と、保守的
なラスタライゼーション１２４との間の追加の比較を示す。
【表２】

【０１６９】
　[0161]図９Ａ～図９Ｄは、図４に示されるパスのための例示的なダッシング動作を示す
一連の図である。やはり、説明のために、図９Ａ～図９Ｄの例では、パス８０はテッセレ
ートされている。さらに、説明のためにＧＰＵ１２に関して説明したが、図９Ａ～図９Ｄ
において実行されるプロセスは、様々な他のプロセッサによって実行され得る。
【０１７０】
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　[0162]図９Ａに示されるように、ＧＰＵ１２は、ラインストリップ８４中で接続された
いくつかの頂点８２を含めるためにパス８０をテッセレートする。さらに、ＧＰＵ１２は
、（頂点から延びる矢印として示されている）法線１３０の数を決定する。図９Ａの例で
は、二重の法線１３０は、接合ロケーションを示す。接合を作成するには、ラインストリ
ップ中の次のプリミティブの終点接線を必要とし得る。図９Ａはまた、例示的なセグメン
ト１３２を含む。
【０１７１】
　[0163]図９Ｂに、セグメント１３２がストローク幅／２だけ＋／－法線方向に膨張され
る膨張動作をＧＰＵ１２がセグメント１３２に対して実行することを示す。説明のために
図９Ｂの例に追加の太いストロークが示される。図９Ｂに、膨張されたセグメント１３４
と、ストロークされ膨張されたセグメント１３６とを示す。
【０１７２】
　[0164]図９Ｃに、ダッシングし、ストロークされ、膨張されたセグメント１３６を示す
。たとえば、ＧＰＵ１２は、第１のダッシュセグメント１３８と、第２のダッシュセグメ
ント１４０と、第３のダッシュセグメント１４２とを決定することができる。この例では
、第１のダッシュセグメント１３８と第３のダッシュセグメント１４２とは、可視セグメ
ントであり、一方、第２のダッシュセグメント１４０は不可視ダッシュセグメントである
。ダッシングのために、ＧＰＵ１２は、各ダッシュセグメント（線）１３８、１４０、お
よび１４２のための開始ロケーションを決定する。上記のように、いくつかの例では、プ
レフィックス総和ユニット４２は、ジオメトリシェーディング中にダッシュセグメント１
３８～１４２の長さを累積することができる。
【０１７３】
　[0165]ＧＰＵ１２は、テクスチャ座標のためのテクスチャオフセットとして０から線長
さＬまでの長さを適用することができる。たとえば、本開示の態様によれば、プレフィッ
クス総和ユニット４２は、セグメント１３８～１４２の各々のロケーションを示すｌｉｎ
ｅｌｅｎｇｔｈ値を計算することができる。プレフィックス総和装置４２は、ピクセルシ
ェーダ段階にプレフィックス総和したｌｉｎｅｌｅｎｇｔｈ値を送ることができ、これは
、画素シェーディング中にセグメント１３８～１４２のそれぞれのロケーションを決定す
る。ＧＰＵ１２は、可視ダッシュパターンの一部を形成するので可視セグメント１３８お
よび１４２を（シェーディングされたフラグメントとして）保持し、ダッシュパターン中
で不可視であるのでセグメント１４０を（シェーディングすることなしに）破棄する。
【０１７４】
　[0166]いくつかの例では、ｐｏｉｎｔｓｉｚｅなどのプリミティブごとのスカラー値を
決定することをサポートするグラフィックスＡＰＩは、スカラー長さを決定するようにＧ
ＰＵ１２に命令するために使用され得る。本開示の態様によれば、グラフィックスＡＰＩ
は、ｌｉｎｅｌｅｎｇｔｈ値をサポートすることができる。このｌｉｎｅｌｅｎｇｔｈ値
は、プリミティブの同じフラット属性であり得るが、属性は、ピクセルシェーダ段階に与
えられ得る。たとえば、ＧＰＵ１２は、画素シェーディング中にオフセット座標を決定す
るためにテッセレートされたプリミティブごとにプレフィックス総和パスを適用すること
ができる。さらに、ＡＰＩ呼出し（ｑｕｅｒｙ＿ｓｔａｒｔ／ｅｎｄと同様の）ｐｒｓｕ
ｍ＿ｓｔａｒｔ、ｐｒｓｕｍ＿ｅｎｄは、破線の相対的な開始および終了を示す１つまた
は複数の描画呼出しをブラケット化することができる。
【０１７５】
　[0167]図９Ｄに、フィルされ、ダッシングされたパス１４６を生成するために、ダッシ
ングされたストローク１４２のフィルされたパス１４４への追加を示す。
【０１７６】
　[0168]図１０は、本開示による、フィル動作を実行するための例示的な技法を示す流れ
図である。説明のためにＧＰＵ１２によって実行されるものとして説明したが、図１０に
示される技法が、様々な他のプロセッサによって実行され得ることを理解されたい。さら
に、本技法を実行するために、図示したステップよりも少ないステップ、それに追加のス
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テップ、またはそれとは異なるステップが使用され得る。
【０１７７】
　[0169]図１０の例では、ＧＰＵ１２は、パスデータを受け取る（１６０）。パスデータ
は、レンダリングされることになるパスの１つまたは複数のパスセグメントを示し得る。
ＧＰＵ１２はまた、ステンシルパラメータを決定する（１６２）。いくつかの例では、ス
テンシルパラメータは、パスの各アンチエイリアス画素のカバレージ値を決定するための
サンプリングレートを示し得る。ＧＰＵ１２はまた、ステンシルパラメータとは別々に、
レンダターゲットパラメータを決定する（１６４）。レンダターゲットパラメータは、パ
スの各アンチエイリアス画素のためのメモリ割当てを示し得る。
【０１７８】
　[0170]ＧＰＵ１２は、パスデータによって定義されたパスセグメントを複数のラインセ
グメントにテッセレートする（１６６）。たとえば、ＧＰＵ１２は、図５Ａに示されるラ
インストリップなどのラインストリップにパスデータをテッセレートすることができる。
ＧＰＵ１２は、次いで、複数のラインセグメントに基づいて複数の三角形プリミティブを
生成する（１６８）。複数の三角形プリミティブの各々は、複数のラインセグメントのそ
れぞれに基づいて生成され得る。所与のパスセグメントに関する複数の三角形プリミティ
ブの各々は、共通の頂点を共有することができる。三角形プリミティブの各々のための他
の２つの頂点は、複数のラインセグメントのそれぞれの終点に対応し得る。
【０１７９】
　[0171]ＧＰＵ１２は、ステンシルパラメータを使用して共通のステンシルバッファに複
数の三角形プリミティブの各々をレンダリングし、バウンディングボックスを決定する（
１７０）。たとえば、上記のように、ＧＰＵ１２は、ステンシル中に三角形プリミティブ
をシェーディングしない。しかしながら、ＧＰＵ１２は、プリミティブのためのバウンデ
ィングボックスを決定するために三角形プリミティブの最外点を決定することができる。
いくつかの例では、ＧＰＵ１２は、各三角形プリミティブに関する座標を決定し、プリミ
ティブが前の三角形プリミティブの最外点を越えて拡大するたびに、上部境界点、下部境
界点、右境界点、および／または左境界点を上書きすることができる。
【０１８０】
　[0172]ステンシルバッファに三角形プリミティブのすべてをレンダリングした後に、ス
テンシルバッファは、どのピクセルがパスセグメントに関するフィル領域の内側にあるか
を示すデータを記憶することができる。さらに、バウンディングボックスは、三角形プリ
ミティブの各々を包含する。
【０１８１】
　[0173]ＧＰＵ１２は、次いで、レンダターゲットパラメータとステンシルバッファとを
使用してバウンディングボックスをラスタライズする（１７２）。たとえば、本開示の態
様によれば、ＧＰＵ１２は、パスデータの各画素の色値を決定するために、バウンディン
グボックスに対してステンシルＴＩＲを実行する。ステンシルバッファ中のデータにより
、フィル領域内の画素がフィル色を用いてシェーディングされ、フィル領域の外部にある
画素がシェーディングなしのままにされるようになり得る。バウンディングボックスのレ
ンダリングが完了すると、レンダターゲット（たとえば、フレームバッファ）は、レンダ
ターゲットパラメータを使用してパスセグメントに関するフィル領域の、ラスタライズさ
れたバージョンを記憶することができる。
【０１８２】
　[0174]図１１は、本開示による、ストローク動作を実行するための例示的な技法を示す
流れ図である。この場合も、説明のためにＧＰＵ１２によって実行されるものとして説明
したが、図１１に示される技法が、様々な他のプロセッサによって実行され得ることを理
解されたい。さらに、本技法を実行するために、図示されるステップよりも少ないステッ
プ、それに追加のステップ、またはそれとは異なるステップが使用され得る。
【０１８３】
　[0175]ＧＰＵ１２は、パスデータを受け取る（１８０）。パスデータは、レンダリング
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されることになるパスの１つまたは複数のパスセグメントを示し得る。ＧＰＵ１２は、パ
スデータによって定義されたパスセグメントを複数のラインセグメントにテッセレートす
る（１８２）。たとえば、ＧＰＵ１２は、図９Ａに示されるラインストリップなどのライ
ンストリップにパスデータをテッセレートすることができる。
【０１８４】
　[0176]ＧＰＵ１２は、パスセグメントに関するストローク領域に空間的に対応する複数
のプリミティブを生成する（１８４）。たとえば、複数のテッセレートされたラインセグ
メントの各々について、ＧＰＵ１２は、それぞれのラインセグメントのためのストローク
領域に空間的に対応する１つまたは複数のプリミティブを生成することができる。ＧＰＵ
１２は、ラインセグメントのジオメトリシェーディング中にラインセグメントごとのテッ
セレートされたプリミティブの数を決定することができる。すなわち、ジオメトリシェー
ディング中に、ＧＰＵ１２は、（たとえば、ストロークの特定のセグメントをシェーディ
ングすることなしに）「ダッシングなしの」ストロークを生成することができる。
【０１８５】
　[0177]ダッシュするとき、ＧＰＵ１２は、テッセレートされたプリミティブごとのパス
長を決定する（１８６）。たとえば、ＧＰＵ１２は、ジオメトリシェーディング中に生成
された各ダッシュセグメント（プリミティブ）のための長さの累積を決定することができ
る。すなわち、ダッシュセグメントは、特定の順序（たとえば、テッセレーションおよび
／またはジオメトリシェーディング中に決定された順序）で順序付けられ得る。プリミテ
ィブごとに、ＧＰＵ１２は、順序でそれに先行するプリミティブの長さを累積することが
できる。
【０１８６】
　[0178]ＧＰＵ１２は、長さの累積に基づいてレンダリングされている各プリミティブの
テクスチャ座標のためのテクスチャオフセットを決定することができる（１８８）。たと
えば、上記のように、ＧＰＵ１２は、プリミティブの各々の始端のテクスチャ座標を決定
するために長さ情報を使用することができる。ＧＰＵ１２は、画素シェーディング中にテ
クスチャオフセットを適用することができる（１９０）。たとえば、ＧＰＵ１２は、テク
スチャオフセットを適用し、ストロークされたパスデータのための適切な色を使用してダ
ッシュのセグメントの各々をシェーディングする。
【０１８７】
　[0179]いくつかの例では、本開示の技法により、Ｄｉｒｅｃｔ　Ｘ１１ハードウェアの
ユーザは、Ｄｉｒｅｃｔ　Ｘ１１ハードウェアを使用するか、または同様のパフォーマン
ス特性を有するハードウェアを用いてパスレンダリングを実行することが可能になり得る
。さらなる例では、本開示の技法は、パスレンダリングに全ＧＰＵのレンダリングソリュ
ーションを与えることができる。
【０１８８】
　[0180]本開示の技法について、主に、ＤＸ　１１グラフィックスＡＰＩによって定義さ
れたハードウェアアーキテクチャに関して説明してきたが、本開示の技法はまた、たとえ
ば、ＯｐｅｎＧＬグラフィックスＡＰＩ（たとえば、ＯｐｅｎＧＬバージョン４．０、４
．１、４．２、４．３および以降のバージョン）など、他のオンチップのテッセレーショ
ン対応グラフィックスＡＰＩに従って定義されたハードウェアアーキテクチャで実行され
得る。本開示の技法が、ＯｐｅｎＧＬグラフィックスＡＰＩに従って定義されたハードウ
ェアアーキテクチャで実装される例では、本開示におけるハルシェーダ４８に帰属する機
能のうちの１つまたは複数は、テッセレーション制御シェーダによって実行され得、およ
び／または本開示におけるドメインシェーダ５２に帰属する機能のうちの１つまたは複数
は、テッセレーション評価シェーダによって実行され得る。
【０１８９】
　[0181]本開示で説明する技法は、少なくとも部分的に、ハードウェア、ソフトウェア、
ファームウェア、またはそれらの任意の組合せで実装され得る。たとえば、説明した技法
の様々な態様は、１つもしくは複数のマイクロプロセッサ、デジタル信号プロセッサ（Ｄ
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ＳＰ）、特定用途向け集積回路（ＡＳＩＣ）、フィールドプログラマブルゲートアレイ（
ＦＰＧＡ）、あるいは任意の他の等価な集積回路またはディスクリート論理回路を含む、
１つもしくは複数のプロセッサ内、ならびにそのような構成要素の任意の組合せ内で実装
され得る。「プロセッサ」または「処理回路」という用語は、一般に、単独で、あるいは
他の論理回路または、処理を実行する個別ハードウェアなどの他の等価回路との組合せで
上記の論理回路のいずれかを指すことがある。
【０１９０】
　[0182]そのようなハードウェア、ソフトウェア、およびファームウェアは、本開示で説
明する様々な動作および機能をサポートするために、同じデバイス内で、または別のデバ
イス内で実装され得る。さらに、説明したユニット、モジュール、または構成要素のいず
れも、個別であるが相互運用可能な論理デバイスとして、一緒に、または別々に実装され
得る。モジュールまたはユニットとしての様々な機能の図は、様々な機能的態様を強調す
るものであり、そのようなモジュールまたはユニットが別々のハードウェアまたはソフト
ウェア構成要素によって実現されなければならないことを必ずしも暗示するとは限らない
。そうではなく、１つもしくは複数のモジュールまたはユニットに関連する機能は、別々
のハードウェア構成要素、ファームウェア構成要素、および／またはソフトウェア構成要
素によって実行されるか、あるいは共通もしくは別々のハードウェア構成要素内またはソ
フトウェア構成要素内に組み込まれることがある。
【０１９１】
　[0183]また、本開示で説明する技法は、命令を記憶するコンピュータ可読記憶媒体など
のコンピュータ可読媒体中に記憶、実施または符号化され得る。コンピュータ可読媒体中
に埋め込まれるか、または符号化される命令は、たとえば、それらの命令が１つまたは複
数のプロセッサによって実行されたとき、１つまたは複数のプロセッサに本明細書で説明
する技法を実行させ得る。コンピュータ可読記憶媒体は、ランダムアクセスメモリ（ＲＡ
Ｍ）、読取り専用メモリ（ＲＯＭ）、プログラマブル読取り専用メモリ（ＰＲＯＭ）、消
去可能プログラマブル読取り専用メモリ（ＥＰＲＯＭ）、電気的消去可能プログラマブル
読取り専用メモリ（ＥＥＰＲＯＭ）、フラッシュメモリ、ハードディスク、ＣＤ－ＲＯＭ
、フロッピー（登録商標）ディスク、カセット、磁気媒体、光学媒体、または他の有形の
コンピュータ可読記憶媒体を含み得る。
【０１９２】
　[0184]コンピュータ可読媒体は、上記に記載した有形記憶媒体などの有形記憶媒体に対
応するコンピュータ可読記憶媒体を含み得る。コンピュータ可読媒体はまた、たとえば、
通信プロトコルに従って、ある場所から別の場所へのコンピュータプログラムの転送を可
能にする任意の媒体を含む通信媒体を備え得る。このようにして、「コンピュータ可読媒
体」という句は、概して、（１）非一時的である有形コンピュータ可読記憶媒体、および
（２）一時的な信号または搬送波などの非有形コンピュータ可読通信媒体に対応し得る。
【０１９３】
　[0185]様々な態様および例について説明した。しかしながら、以下の特許請求の範囲か
ら逸脱することなく本開示の構造または技法に変更を行うことができる。
　以下に、本願出願の当初の特許請求の範囲に記載された発明を付記する。
　［Ｃ１］
　グラフィックスデータをレンダリングする方法であって、
　グラフィックス処理ユニット（ＧＰＵ）を用いて、破線の複数の順序付きセグメントの
現在のセグメントのためのテクスチャオフセットを決定することと、ここにおいて、前記
複数の順序付きセグメントの前記現在のセグメントのための前記テクスチャオフセットが
、前記現在のセグメントより順序が前のセグメントの長さの累積に基づく、
　前記現在のセグメントのロケーションを決定するために、前記テクスチャオフセットを
適用することを含めて前記現在のセグメントをピクセルシェーディングすることと
　を備える方法。
　［Ｃ２］
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　前記複数のセグメントが、１つまたは複数の可視セグメントと１つまたは複数の不可視
セグメントとを含み、前記方法が、
　前記現在のセグメントの前記決定されたロケーションに基づいて、前記現在のセグメン
トが可視セグメントであるかどうかを決定することと、
　前記決定に基づいて前記現在のセグメントを保持するか、または破棄することと
　をさらに備える、Ｃ１に記載の方法。
　［Ｃ３］
　前記現在のセグメントのための前記テクスチャオフセットを決定する前に、前記複数の
順序付きセグメントを形成するために前記破線をジオメトリシェーディングすることと、
　長さの前記累積に基づいて前記テクスチャオフセットを決定することが、前記現在のセ
グメントの長さ値に基づいて前記テクスチャオフセットを決定することを備えるように前
記長さ値を決定することと
　をさらに備える、Ｃ１に記載の方法。
　［Ｃ４］
　前記長さ値を決定することが、前記順序が前のセグメントの長さを指定するｌｉｎｅｌ
ｅｎｇｔｈスカラー値を生成することを備える、Ｃ３に記載の方法。
　［Ｃ５］
　前記複数の順序付きセグメントの前記セグメントの各々をラスタライズすること、
　ここにおいて、前記テクスチャオフセットを適用することが、前記現在のセグメントが
ラスタライズされた後に前記ラスタライズされた現在のセグメントに前記テクスチャオフ
セットを適用することを備える、
　をさらに備える、Ｃ１に記載の方法。
　［Ｃ６］
　前記テクスチャオフセットを適用することが、前記ロケーションを示す、前記現在のセ
グメントのテクスチャ座標値を決定することを備える、Ｃ１に記載の方法。
　［Ｃ７］
　前記画素シェーディングが、前記破線をストロークすることを含む、前記破線のための
パスレンダリングプロセス中に含まれる、Ｃ１に記載の方法。
　［Ｃ８］
　前記セグメントの前記順序がプリミティブ順序であるように、前記セグメントのジオメ
トリシェーディング中に前記セグメントの前記順序を決定することをさらに備える、Ｃ１
に記載の方法。
　［Ｃ９］
　グラフィックスデータをレンダリングするための装置であって、
　破線の複数の順序付きセグメントの現在のセグメントのためのテクスチャオフセットを
決定することと、ここにおいて、前記複数の順序付きセグメントの前記現在のセグメント
のための前記テクスチャオフセットが、前記現在のセグメントより順序が前のセグメント
の長さの累積に基づく、
　前記現在のセグメントのロケーションを決定するために、前記テクスチャオフセットを
適用することを含めて前記現在のセグメントをピクセルシェーディングすることと
　を行うように構成されたグラフィックス処理ユニット（ＧＰＵ）を備える装置。
　［Ｃ１０］
　前記複数のセグメントが、１つまたは複数の可視セグメントと１つまたは複数の不可視
セグメントとを含み、前記ＧＰＵが、
　前記現在のセグメントの前記決定されたロケーションに基づいて、前記現在のセグメン
トが可視セグメントであるかどうかを決定することと、
　前記決定に基づいて前記現在のセグメントを保持するか、または破棄することと
　を行うようにさらに構成された、Ｃ９に記載の装置。
　［Ｃ１１］
　前記ＧＰＵが、
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　前記現在のセグメントのための前記テクスチャオフセットを決定する前に、前記複数の
順序付きセグメントを形成するために前記破線をジオメトリシェーディングすることと、
　長さの前記累積に基づいて前記テクスチャオフセットを決定することが、前記現在のセ
グメントの長さ値に基づいて前記テクスチャオフセットを決定することを備えるように前
記長さ値を決定することと
　を行うようにさらに構成された、Ｃ９に記載の装置。
　［Ｃ１２］
　前記長さ値を決定するために、前記ＧＰＵが、前記順序が前のセグメントの長さを指定
するｌｉｎｅｌｅｎｇｔｈスカラー値を生成することを行うように構成された、Ｃ１１に
記載の装置。
　［Ｃ１３］
　前記ＧＰＵが、
　前記複数の順序付きセグメントの前記セグメントの各々をラスタライズすること、
　ここにおいて、前記テクスチャオフセットを適用するために、前記ＧＰＵが、前記現在
のセグメントがラスタライズされた後に前記ラスタライズされた現在のセグメントに前記
テクスチャオフセットを適用することを行うように構成された、
　を行うようにさらに構成された、Ｃ９に記載の装置。
　［Ｃ１４］
　前記テクスチャオフセットを適用するために、前記ＧＰＵが、前記ロケーションを示す
、前記現在のセグメントのテクスチャ座標値を決定することを行うように構成された、Ｃ
９に記載の装置。
　［Ｃ１５］
　前記画素シェーディングが、前記破線をストロークすることを含む、前記破線のための
パスレンダリングプロセス中に含まれる、Ｃ９に記載の装置。
　［Ｃ１６］
　前記ＧＰＵが、前記セグメントの前記順序がプリミティブ順序であるように、前記セグ
メントのジオメトリシェーディング中に前記セグメントの前記順序を決定することを行う
ようにさらに構成された、Ｃ９に記載の装置。
　［Ｃ１７］
　グラフィックスデータをレンダリングするための装置であって、
　グラフィックス処理ユニット（ＧＰＵ）を用いて、破線の複数の順序付きセグメントの
現在のセグメントのためのテクスチャオフセットを決定するための手段と、ここにおいて
、前記複数の順序付きセグメントの前記現在のセグメントのための前記テクスチャオフセ
ットが、前記現在のセグメントより順序が前のセグメントの長さの累積に基づく、
　前記現在のセグメントのロケーションを決定するために、前記テクスチャオフセットを
適用することを含めて前記現在のセグメントをピクセルシェーディングするための手段と
　を備える装置。
　［Ｃ１８］
　前記複数のセグメントが、１つまたは複数の可視セグメントと１つまたは複数の不可視
セグメントとを含み、前記装置が、
　前記現在のセグメントの前記決定されたロケーションに基づいて、前記現在のセグメン
トが可視セグメントであるかどうかを決定するための手段と、
　前記決定に基づいて前記現在のセグメントを保持するか、または破棄するための手段と
　をさらに備える、Ｃ１７に記載の装置。
　［Ｃ１９］
　前記現在のセグメントのための前記テクスチャオフセットを決定する前に、前記複数の
順序付きセグメントを形成するために前記破線をジオメトリシェーディングするための手
段と、
　長さの前記累積に基づいて前記テクスチャオフセットを決定することが、前記現在のセ
グメントの長さ値に基づいて前記テクスチャオフセットを決定することを備えるように前
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記長さ値を決定するための手段と
　をさらに備える、Ｃ１７に記載の装置。
　［Ｃ２０］
　前記長さ値を決定するための前記手段が、前記順序が前のセグメントの長さを指定する
ｌｉｎｅｌｅｎｇｔｈスカラー値を生成するための手段を備える、Ｃ１９に記載の装置。
　［Ｃ２１］
　前記複数の順序付きセグメントの前記セグメントの各々をラスタライズするための手段
、
　ここにおいて、前記テクスチャオフセットを適用するための前記手段が、前記現在のセ
グメントがラスタライズされた後に前記ラスタライズされた現在のセグメントに前記テク
スチャオフセットを適用するための手段を備える、
　をさらに備える、Ｃ１７に記載の装置。
　［Ｃ２２］
　前記テクスチャオフセットを適用するための前記手段が、前記ロケーションを示す、前
記現在のセグメントのテクスチャ座標値を決定するための手段を備える、Ｃ１７に記載の
装置。
　［Ｃ２３］
　前記セグメントの前記順序がプリミティブ順序であるように、前記セグメントのジオメ
トリシェーディング中に前記セグメントの前記順序を決定するための手段をさらに備える
、Ｃ１７に記載の装置。
　［Ｃ２４］
　実行されたとき、構成されたグラフィックス処理ユニット（ＧＰＵ）に、
　破線の複数の順序付きセグメントの現在のセグメントのためのテクスチャオフセットを
決定することと、ここにおいて、前記複数の順序付きセグメントの前記現在のセグメント
のための前記テクスチャオフセットが、前記現在のセグメントより順序が前のセグメント
の長さの累積に基づく、
　前記現在のセグメントのロケーションを決定するために、前記テクスチャオフセットを
適用することを含めて前記現在のセグメントをピクセルシェーディングすることと
　を行わせる命令を記憶した非一時的コンピュータ可読媒体。
　［Ｃ２５］
　前記複数のセグメントが、１つまたは複数の可視セグメントと１つまたは複数の不可視
セグメントとを含み、前記命令が、前記ＧＰＵに、
　前記現在のセグメントの前記決定されたロケーションに基づいて、前記現在のセグメン
トが可視セグメントであるかどうかを決定することと、
　前記決定に基づいて前記現在のセグメントを保持するか、または破棄することと
　をさらに行わせる、Ｃ２４に記載の非一時的コンピュータ可読媒体。
　［Ｃ２６］
　前記命令が、前記ＧＰＵに、
　前記現在のセグメントのための前記テクスチャオフセットを決定する前に、前記複数の
順序付きセグメントを形成するために前記破線をジオメトリシェーディングすることと、
　長さの前記累積に基づいて前記テクスチャオフセットを決定することが、前記現在のセ
グメントの長さ値に基づいて前記テクスチャオフセットを決定することを備えるように前
記長さ値を決定することと
　をさらに行わせる、Ｃ２４に記載の非一時的コンピュータ可読媒体。
　［Ｃ２７］
　前記長さ値を決定するために、前記命令が前記ＧＰＵに、前記順序が前のセグメントの
長さを指定するｌｉｎｅｌｅｎｇｔｈスカラー値を生成することを行わせる、Ｃ２６に記
載の非一時的コンピュータ可読媒体。
　［Ｃ２８］
　前記命令が、前記ＧＰＵに、
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　前記複数の順序付きセグメントの前記セグメントの各々をラスタライズすること、
　ここにおいて、前記テクスチャオフセットを適用するために、前記命令が、前記ＧＰＵ
に、前記現在のセグメントがラスタライズされた後に前記ラスタライズされた現在のセグ
メントに前記テクスチャオフセットを適用することを行わせる、
　をさらに行わせる、Ｃ２４に記載の非一時的コンピュータ可読媒体。
　［Ｃ２９］
　前記テクスチャオフセットを適用するために、前記命令が、前記ＧＰＵに、前記ロケー
ションを示す、前記現在のセグメントのテクスチャ座標値を決定することを行わせる、Ｃ
２４に記載の非一時的コンピュータ可読媒体。
　［Ｃ３０］
　前記命令が、前記ＧＰＵに、前記セグメントの前記順序がプリミティブ順序であるよう
に、前記セグメントのジオメトリシェーディング中に前記セグメントの前記順序を決定す
ることをさらに行わせる、Ｃ２４に記載の非一時的コンピュータ可読媒体。

【図１】 【図２】
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【図５Ａ】

【図５Ｂ】

【図５Ｃ】



(49) JP 6419827 B2 2018.11.7
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【図８】 【図９Ａ】

【図９Ｂ】

【図９Ｃ】
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【図１１】
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