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(57) Abstract

To Main Program

Error reporting may be enhanced by utilizing a programming language, such as C++ and its attendant enhanced error reporting facility.
The invention generates an error message at the function level where the error occurs, as well as noting the line of source code during which
time the error occurred. The resulting populated error message (82) is then rolled up toward the main program (20). At each preceding roll
up level, an additional error message (90) is populated which notes the original error message (104) information as well as adding return
path information. Thus, after completed roll up to the main program (20), stacked error messages (76) are made available to the user (10)
that fully define the complete path involving the error (80), in addition to the identification of the source code line where the error occurred.
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HIERARCHICAL ERROR REPORTING SYSTEM
Field of the Invention
The present invention relates to computer error reporting systems, and more
particularly to such a system that tracks and reports the software path traversed by

an error generated during the running of a software application.

Background of the Invention

Error code generation is an important aspect of running computer software
(hereinafter referred to as “applications”). Even operating systems generate error
codes or phrases when an abnormality is detected during operation of the software.
Typical error messages in applications may include a message indicating that a
particular requested file has not been found. Similarly, in an operating system, error
messages are presented to the user, such as in the instance where a command is
entered by the user that is not recognized by the operating system.

A primary disadvantage of present error reporting systems, in applications and
operating systems, is the lack of fully identifying where in the program (e.g., line of
source code) the error was detected. This would enable programmers to review the
source code and quickly concentrate on the cause of the error, based on -its
occurrence at a particular point in the program. Further, the same error code may
be returned during various subroutines or functions, during an application, so that no
unique correspondence between the error and the function/subroutine exists. This
makes it more difficult to troubleshoot problems when running applications.

The problem becomes multiplied when a main program accomplishes its
processing by relying upon modules, in the nature of functions and subroutines, that
themselves rely upon a library of software services. By way of example, a software
function may include an application command to retrieve a file. Services relate to
underlying surfaces such as OLE which provides a software transport for importing
data from one particular application, such as Excel™ into a second application, such

as Word™. Since the same service may be employed by various functions and
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subroutines, the generation of a simple service error message is not terribly useful
since it does not uniquely identify which branch of the application was involved.
Accordingly, a need exists to track and report errors with greater detail than

that currently available.

Brief Description of the Present Invention

The present invention anticipates the rewrite of existing applications, or the
generation of new applications utilizing programming languages that permit the
generation and relaying of detailed error messages (hereinafter referred to as
“exceptions”) that identifies a line of source code where the error is generated, as
well as the path traversed by the exception on a return of the resulting error message
to a user’s display.

This is accomplished by generating a message, upon the occurrence of an
exception, the message being populated with fields that define where the error
occurred. This message is then relayed through subsequent application functions as
part of a return path to the main program and subsequently to the user’s display.
Once an error message is generated at one particular function layer, each subsequent
functional layer affected generates its own message identifying the location of that
subsequent function layer. The end result will be a stacking of these error messages,
relating to an exception detected along the return path to the main program.

In this manner, the return path is completely identified since path data has
populated fields of respective error messages, created at each affected functional
layer. Part of the information includes the line of source code affected when the
error was detected.

This level of detail in error reporting is stored for troubleshooting. It is most
helpful to detect whether the error occurred as a result of a “bug” in the program

itself, or whether it was most probably introduced as a result of user error.
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Certainly, the generation of hierarchical error reporting is extremely useful during

development of a software application.

Brief Description of the Figures

The above-mentioned objects and advantages of the present invention will be
more clearly understood when considered in conjunction with the accompanying
drawings, in which:

Fig. 1 is an architectural block diagram of a generalized computer system
platform.

Fig. 2 is a hierarchical flowchart of a program indicating the two principal
layers of application and underlying software layer, namely, services.

Fig. 3 is a basic block diagram of a client-server environment involving
database management.

Fig. 4 is a flowchart indicating a typical prior art exception (error) handling
process between functions of an application.

Fig. 5 is a flowchart, similar to Fig. 4, but indicating a hierarchical exception
handling, as employed in the present invention.

Fig. 6 is a layout of an exception message, indicating typical fields to be
populated with detailed error message information, as employed in the present
invention.

Fig. 7 is flowchart, similar to that of Fig. 2 but indicating additional
hierarchical error reporting, as contributed by the present invention.

Fig. 8 is a flowchart of a sequence of normal operation of a program written
in a language such as C+ +.

Fig. 9 is a flowchart similar to Fig. 8, with operation of error handling

depicted.
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Detailed Description Of The Invention

Fig. 1 is a generalized architecture of a personal computer (PC). A user 10
relies upon a software program or application 12 to process data (for example, in a
word processing program such as Word™ by Microscoft). The PC system 18
controlled by an operating system 16, such as DOS™, Windows™, etc. The hardware
of the computer 18 carries out the various processes required by the application and
the operating system. Often times, an additional layer, indicated as services 14,
interfaces with the application. For example, if data from the computer software
Excel™, by Microscoft, is to be inserted into a document being prepared in Word™,
an underlying service, such as the conventional service OLE may be required. Any
of the boxes shown in Fig. 1 may generate an error. The purpose of the present
invention is to report back, with detailed particularity to the user 10, an error report
that identifies the path of the error as well as the line of source code where the error
was encountered. Basically, in order to achieve this function, and as will be
explained hereinafter in greater detail, this requires the generation of an error
message in the layer where the error is introduced. Subsequently “touched” levels
in the return path of the error, to the user, generate a separate €rror message
identifying each respective layer in the return path. The end result is a stacking of
error messages that completely define the error and the return path of the error. The
error messages created avoid the ambiguity that results from present error reporting
systems where a similar error can occur in parallel branches so that a returned error
does not fully identify the particular branch affected.

For example, in Fig. 2, the hierarchy for a prior art architecture involving a
software application and attendant services is depicted. More particularly, a main
program 20 controls subroutines 24 and 26. The main program also controls a
function 22 which may be a simple command from the user 10, such as a retrieve file
function, or similarly a read function of a database record. As the hierarchy diagram
of Fig. 2 indicates, the function 22 and subroutines 24, 26 may each cooperate with

various services 28-35. As a reminder, “services” is used in the context of an
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underlying software layer such as the case of OLE, as previously explained in
connection with Fig. 1. Function 22 again refers to an application command, such
as retrieve a file or read a database record. Typically, software applications include
a library of functions, any of which may be the particular function indicated by block
22 in Fig. 2.

In order to understand the limitations of the prior art reporting systems,
consider more than one of the services 28-35 as generating an error message. The
error message is reported back through a respective preceding level (function 22,
subroutines 24, 26) to the main program 20. The user is informed as to the error,
which is typically a code or short phrase. However, since multiple branches from
the main program invoke the same service, it would be impossible to determine
through which path the error message was returned.

The present invention solves this problem by keeping track of the path through
which an error message is “rolled up” to a top level, namely the main program. The
error message, as will be developed hereinafter, not only develops information
concerning the path through which the function error is returned, but also indicates
which line of source code was being operated upon by the main program during the
generation of the error. Such a reporting system is of great advantage during
operation of the system, so that it may be determined whether a user is introducing
the error, or whether a software problem exists. Usefulness in detecting the latter
mentioned problem is of particular importance during the debugging of applications
during development.

In order to accomplish the objectives of the present invention, an application
must be written (or an existing application rewritten) in a programming language that
provides a tool kit sufficiently extensive to allow the types of error message
generation presently required. Thus, in a preferred embodiment of the present

invention, the known programming language C+ + is employed.



10

15

20

25

WO 97/19403 PCT/US96/18201

6

To further explore the usefulness of the present invention, reference is made
to Fig. 3 which shows a typical client-server environment for database applications
40, 42 and 44. Typically, a user 36 monitors a display, which may be a graphical
user interface (GUI) 38 (e.g., Windows™). This represents a data presentation layer
for the user. The client is provided with a local database 46 which is constantly
refreshed during system operation. Communication between the client and server
occurs at a communication interface including a messaging layer 48 at the client and
a corresponding messaging layer 50 at the server. The main database 52 at the server
is the source of the complete database. In typical applications, messaging may occur
by utilizing TCP/IP protocol.

In the system of Fig. 3, the user requests records from the main database 52.
During such an operation, if an error message were created, the local database 46
would return a message indicating that the record could not be found. However,
there would be no information as to which aspect of the communication chain actually
caused the error. The programming language C+ + includes exception handling
capabilities (error messages) and by virtue of the present invention, the language’s
exception handling is augmented, in a manner heretofore unknown, so as to add error
path tracking. Thus, in the example discussed in connection with Fig. 3, the
presentation layer 38 would enable the user to specifically track where in the
communication chain the error occurred, and which application was involved,
including source code line identification.

Fig. 8 represents the normal flow of control from function to function in a
program written in C+ +, when there are no errors. In the Figure, Function A calls
Function B. This results in a transfer of control to the beginning of Function B. At
some time in its processing, Function B calls Function C, resulting in a transfer of
control to the beginning of Function C. Function C calls no additional function and
executes from beginning to end. When Function C has completed execution, control

is transferred back to Function B, which continues executing, starting at the



10

15

20

25

WO 97/19403 PCT/US96/18201

7

instruction following the call to Function C. Function B then completes executing
and returns control back to Function A. Function A resumes execution starting at the
instruction following the call to Function B. Function A then completes executing
and returns control to its caller (which could possibly be the operating system if
Function A is the “main” or topmost function in the application). Even though each
function has “exception handling code”, the code is never invoked since no error
occurred.

Fig. 9 represents the same application as the previous Fig., except that, in this
case, Function C detects an error during its processing. When Function C “throws”
an exception, control transfers to Function B. In this case, however, instead of
execution resuming in Function B at the instruction following the call to Function C,
execution now transfers to the exception handling code that is part of Function B.
If this code passes the exception back up the chain (“rethrows” the exception), then
control transfers to the exception handling code that is part of Function A.

Thus it is seen that, typically, function execution does not occur sequentially
in the sense that Function A completes processing followed by Function B, followed
by Function C. Instead, Function A interrupts itself to call Function B, which in turn
interrupts itself to call Function C. When the lowest called function is complete, the
next lowest function is then re-entered and allowed to complete. And so it goes, up
and down the chain of function calls.

A further exploration of normal exception handling by C+ + is indicated in
Fig. 4, which does not include the augmentation of the present invention. In Fig. 4,
a portion of an application is indicated, employing C+ +, wherein four sequential
Functions A-D (56-62) are shown. For example, if an exception 64 was “thrown”
(reported) by Function D, that exception is “caught” (received) by the previous layer
C. As indicated in Fig. 4, the exception is “rolled up” through prior Functions

(A-C) (66, 68), thereby completing an error reporting process. However, although
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the nature of the error may be identified, its particular path from Function D-A will
not be derived.

Fig. 5 indicates the stacking of exceptions so that the entire return path of an
exception may be recorded. In accordance with the present invention, if Function D
throws Exception 1 (at reference numeral 70), a message will be generated indicating
that Function D is found to be in error and what line of source code was effected.
This message corresponds to Exception 1 (reference numeral 70). The thrown
Exception 1 is caught by Function C which generates its own message acknowledging
the previous message. Thus, Exception 2, thrown by Function C (72), repeats the
information that Function D was found to be in error and that Function D was called
from Function C. Further, the line of source code, where the error occurred, is
repeated.

Reference numeral 74 in Fig. 5 indicates the continued rolling up of
Exceptions 1 and 2 to the preceding Function B. Again, the error messages are
stacked, with the Function B adding its own error message to repeat the previous
information and adding the information that Function B called Function C.

Fig. 6 indicates the stacking of two exception (error) messages 76 and 78.
Block 76 indicates the typical types of fields that would be included in an exception
generated by C++. These would typically include a text message, corresponding
to the error. The file name indicates the original source file containing the function
generated error. The function or function module name is next included. The line
number in the original source code is similarly listed. If an error code is generated
from the application itself, for example error codes in a word processing or database
program, the error code would be included, as well. A field is also available for
explanatory information relative to the error (variable string information). Another
field may include an alternate error code, which, for example, may be a

programmer’s own error code.
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In operation of the present invention, Fig. 7 indicates a software flow diagram
with enhanced error reporting, as compared with the prior art of Fig. 2.

Thus, as shown in Fig. 7, if an error is detected at step 80, between the main
program 20 and the function/subroutine steps 22/24, 26 an exception is generated and
an error message 82 is populated, with the information indicated in Fig. 6.

If no error occurs, the application continues with the appropriate function or
subroutine. If an error is detected during function 22, the error step 84 will populate
an error message 90, and this is rolled up toward the main program by stacking a
second error message 82 for completing the roll up path information. Similarly, if
errors occur during subroutines 24, 26, corresponding error steps 86 and 88 will
populate an error message 90. In the example illustrated in Fig. 7, if no error
messages occur at the conclusion of the function or subroutines, various services
28-35 will occur.

An error during the first executed service will cause completion of a
corresponding error step 92-102, thereby causing the population of an error message
104 at this level. As indicated in Fig. 7, an error message 104 will be stacked with
error messages 90 and 82 during roll up of the error message to the main program
20. If no error occurs, the application may be returned to the main program 106.
The end result of error reporting is the stacking of error messages to complete the
information concerning return path and source code line number.

Therefore, by virtue of the present invention, software applications may be
written (or rewritten) in a programming language such as C+ + with enhanced error
reporting as compared with the prior art. Full information concerning error path and
source line identification expedites error detection and correction in software that is
being developed or thereafter.

It should be understood that the invention is not limited to the exact details of
construction shown and described herein for obvious modifications will occur to

persons skilled in the art.
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Claims
We claim:
1. An error reporting system for computer applications, comprising:

means for detecting an error at a present step during the execution of a
software application;

means for populating the fields of a first error message corresponding to the
detected error, with comprehensive information identifying the error and the step
where it occurred;

the message including a field identifying the line of source code being executed
when the error occurred;

the error message being rolled up to a preceding step of the application;

means for populating a second error message with preselected path information
regarding the preceding step and stacking the second error message to the first
message;

means for rolling up the first and second error messages to earlier executed
steps of the application and correspondingly populating respective error messages for
stacking with the first and second messages; and

means for displaying information from resulting stacked messages, to a user,
thereby defining the path of the error and the line of source code executed when the

error occurred.

2. The system set forth in claim 1 further including client-server components,
comprising:

a client local database accessed by at least one application;

first means for messaging data requests from an application, located at the

client, to the server;
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second messaging means, located at the server, for communicating with the
first messaging means; and
a main database, located at the server, for downloading the data requested

during an application via the first and second messaging means.

3. In a data processing system having a software application invoking at least one
layer of software services, an error reporting apparatus comprising:

means for detecting an error at a present step during the execution of a service
invoked by the software application,;

means for populating the fields of a first error message corresponding to the
detected error in execution of the service, with comprehensive information identifying
the error and the step where it occurred;

the message including a field identifying the line of source code being executed
when the error occurred;

the error message being rolled up to a preceding step of the application;

means for populating a second error message with preselected path information
regarding the preceding step and stacking the second error message to the first
message;

means for rolling up the first and second error messages to earlier executed
steps of the application and correspondingly populating respective error messages for
stacking with the first and second messages; and

means for displaying resulting stacked messages to a user thereby defining the
path of the error occurring during execution of the service and the line of source code

executed when the error occurred.

4. The system set forth in claim 3 further including client-server components,
comprising:

a client local database accessed by at least one application;
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first means for messaging data requests from an application, located at the
client, to the server;

second messaging means, located at the server, for communicating with the
first messaging means; and

a main database, located at the server, for downloading the data requested

during an application via the first and second messaging means.

S. A method for reporting errors to a user during execution of a software
application, the method including the steps of:

detecting an error at a present step during the execution of a software
application;

populating the fields of a first error message corresponding to the detected
error, with comprehensive information identifying the error and the step where it
occurred;

the message including a field identifying the line of source code being executed
when the error occurred,

the error message being rolled up to a preceding step of the application;

populating a second error message with preselected path information regarding
the preceding step and stacking the second error message to the first message;

rolling up the first and second error messages to earlier executed steps of the
application and correspondingly populating respective error messages for stacking
with the first and second messages; and

displaying information from resulting stacked messages, to a user, thereby
defining the path of the error and the line of source code executed when the error

occurred.

6. The method set forth in claim 5 further including client-server communication

steps comprising:
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accessing a client local database, by at least one application;
messaging data requests, by the client to the server;
downloading the data requested during an application, from a server based

main database, via return messaging, to the local database at the client.

7. In a data processing system having a software application invoking at least one
layer of software services, an error reporting method comprising the steps:

detecting an error at a present step during the execution of a service invoked
by the software application;

populating the fields of a first error message corresponding to the detected
error, in execution of the service, with comprehensive information identifying the
error and the step where it occurred;

the message including a field identifying the line of source code being executed
when the error occurred;

the error message being rolled up to a preceding step of the application;

populating a second error message with preselected path information regarding
the preceding step and stacking the second error message to the first message;

rolling up the first and second error messages to earlier executed steps of the
application and correspondingly populating respective error messages for stacking
with the first and second messages; and

displaying information from resulting stacked messages, to a user, thereby
defining the path of the error occurring during the execution of the service and the

line of source code executed when the error occurred.

8. The method set forth in claim 7 further including client-server communication
steps comprising:
accessing a client local database, by at least one application;

messaging data requests, by the client to the server;
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downloading the data requested during an application, from a server based

main database, via return messaging, to the local database at the client.
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