ABSTRACT

Methods for a graphic user interface within a document production system, including a method for associating electronic data files to particular document components and a method for providing a graphical representation of a job model for a document. Included within these methods are methods for checking the progress during production of a job through production processes having a plurality of devices as well as methods of checking the status of components of the document and status of devices during production. Also included in these methods are methods for selecting among a plurality of possible arrangements of devices capable of producing the document.
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CROSS-REFERENCE TO RELATED APPLICATIONS

0001 This is a divisional of U.S. application Ser. No. 09/885,385 filed May 16, 2001 by the same inventors, and claims priority therefrom. This divisional application is being filed in response to a restriction requirement in that prior application. Priority is claimed from Provisional Application No. 60/204,471, filed May 16, 2000.


BACKGROUND OF THE INVENTION

0003 It is believed that the present invention is applicable to the electronic management and control of a wide range of finishing processes characterized by input from multiple production operations and equipment that, depending upon the job, may be variably applied to work pieces that themselves are highly variable between different jobs. Although the present invention is explained in relation to printing and finishing operations for printed documents, the present invention may apply to such industries, without limitation, as include textile production (which may include printing, cutting, sewing, and finishing), packaging operations for various consumer and industrial products, printed wiring board production, etc. In particular, the present invention is applicable to many operations where processes for production of work pieces are managed separately from processes for finishing and packaging of such work pieces.

0004 Creation and production of printed documents often involves many production and finishing operations that are highly variable with each job. In general, the various operations can be grouped into three major phases: 1) creation of the document information, including prepress operations that render the document in a form suitable for printing, 2) printing of the information onto some form of media such as paper, and 3) finishing of the selected media into a completed document. These 3 major phases often have many sub-phases, and the entire process may vary from relatively simple to extremely complex. The present invention deals with techniques by which a user may provide detailed instructions for each of the three phases such that instructions may be created as early as during the first phase that are sufficient to guide the entire process through to completion of the third phase. Although of potential use in many printing operations, the present invention is particularly applicable to automated systems for creating, printing, and finishing complex documents within a multi-printer, completely digital environment using digital printers.

0005 Traditionally in phase 1, when a document is composed, the person doing the composition will create one or more electronic image files that represent the parts of the document to be produced. These electronic image data files may be stored in many different formats by many different document creation and manipulation programs. For instance, for a complex document such as a book that utilizes color printing for book covers and pictorial inserts, any of a variety of Page Description Languages (PDLs), such as Postscript®, and Postscript-compatible languages, may be used to render the color images in printable form. Often different components within a document will utilize different PDLs. For instance, the cover may be created by a different work team or upon different equipment than photographic reprints or other internal color components. Each prepress team or prepress device may utilize a PDL optimized for its use. For pages comprised of simple monochrome text, a desk-top publishing program may be used to render such pages or a simpler word processing language may be utilized. Still other prepress formats may be utilized for printing of inserts, dividers, and other possible components internal to the finished document. There also may be included in the assembly/finishing non-printed components such as, without limitation, plastic separators, previously printed sheets retrieved from inventory, photographically produced sheets, or specialized media such as vinyl disk holders or perfume sample packs.

0006 Examples of documents with different components and levels of complexity will now be shown by reference to FIGS. 1-2. Beginning in FIG. 1, a simple signature document is shown that comprises an insert component 12 placed face down on a gathering tray or table, followed by body component 10 placed on top of insert 12 which is then followed by cover 11. A finishing operation indicated in block form at F201 is shown. Such finishing operation F201 may comprise simple folding of the signature body or may include center stapling or similar binding operation. When cover 11 is placed on top finishing operation 201 folds the signature, a cover-bound document 21 is created as shown. The completed document 21 is shown to the right of finishing operation F201. For explanatory purposes, the arrangement of components is shown in box form below finished document 21.

0007 FIG. 2 shows the result of layering two body components 10a and 10b in a stack with two insert components 12a and 12b in the order indicated. Cover 11 is added last to the stack. Completed document 23 contains the 9 layers expected from such an arrangement, with the middle layer being a double layer comprising insert component 12a.

0008 Obviously, documents may vary greatly in complexity depending upon the number and order of components, finishing options chosen, etc. Typically, various prepress devices create individual components of the document and digitally render these components in formats that are suitable for printing. PDLs such as Postscript™-compatible languages are often used for such purposes. Subsections of the job that require different prepress or printing operations are typically divided by an operator at an early point in the process. After completion of prepress operations for each portion of the job, the operator(s) send the various portions of the job to printers appropriate for each such portion, thereby initiating different “paths” that each portion of the job may take.
FIG. 3 shows typical assembler/finisher operations for a moderately complex document. In the shown example, a set of color portions, 30a, 30b, and 30c, have been printed by a color printer and outputted from the printer in non-collated offset form. A set of monochrome portions, 40a and 40b, have also been printed and have been outputted from the printer in a stack of alternating, collated offset sets. After printing and output into their respective intermediate output bins, the various printed sheets have been gathered from their respective printer output bins, transported, and placed in the bins shown in FIG. 3 for feeding into the assembler/finisher apparatus. Color components 30a, 30b, and 30c are placed into sheet feeder receiving bins 42a, 42b, and 42c of sheet feeder 42. An example of such sheet feeder equipment integrated with book making equipment is a Model MC80 sheet feeder integrated with book maker Model SPF-20, both manufactured by Horizon International, Inc. Monochrome components 40a and 40b are placed in feeder bin 43a, of set feeder 43, in a manner that maintains the alternating, collated offset stack. An example of such set feeder equipment 43 is a DocuFeed 150 sold by Standard Duplicating Machines Corporation, Inc.

It is important to note that in many jobs, receiving feeder bins such as 42a, 42b, 42c, and 43a have stack height constraints that are less than the total stack height of a particular portion of the job that was printed. In the prior art, an operator typically manually separates a stack of printed sheets into smaller stacks that will fit within the constraints of the receiving bins.

Returning to FIG. 3, collator 44 is programmed by an operator for interleaving and collating the components in the correct order. When operated, collator 44 operates in conjunction with sheet feeder 42 and set feeder 43 such that various sheets are placed in a completed stack 50 in the correct order within gathering station or gathering bin 45. Next, stack 50 is delivered to finisher apparatus 46 where it is first folded. The folded signature stack is then bound, trimmed and otherwise finished into a completed document 60. Among the finishing operations that may be performed within finisher 46 are the following: gluing in, adhesive binding, general stitching, saddle stitching, thread sewing, side sewing, stapling, scoring, and trimming.

Much prior art deals with operations that automate tasks internal to each of equipment and processes described above. In particular, much work has been done to provide automatic linkages between prepress operations and digital printing processes, including output from printers at intermediate finishing stations with capabilities such as collating. One aspect of such prior art includes creation of virtual job tickets to electronically convey information from prepress apparatus through to intermediate finishing operations of the selected digital printers. See, e.g., U.S. Pat. No. 5,995,721 issued to Rourke et al. U.S. Pat. No. 5,615,015 issued to Krist et al.; U.S. Pat. No. 5,760,775 issued to Sklot et al. In Rourke et al., for instance, prepress processes examine the attributes of a print job in order to determine which of a variety of printing apparatus are capable of printing each particular portion of the job in accordance with the specified attributes. The instructions governing printing of each specific portion are provided to each printer pursuant to a virtual job ticket. In Rourke and in other prior art, however, digital tracking and control linkages between the paths of various job portions sent to different printers is generally lost after each portion is sent to a different printer. The virtual job ticket is used only during the printing process itself and during any post-printing processes directly linked to the printing phase of the job. Thereafter, the parsed portions of the job are re-integrated not by use of a virtual job ticket providing instructions to offline finishing but by dropping sheets of one parsed portion into “holes” left in the printing queue of a second portion. See Rourke, column 13, line 11-39. Another characteristic found in Rourke and in other prior art is that a job is parsed into portions based upon printing characteristics and not upon constraints to be encountered during the entire printing and finishing process.

Although two-way digital tracking and control linkages are common within printers that are physically integrated with their own intermediate finishing stations, there are no two-way digital tracking and control linkages between a stand alone printer system and offline assembler/finisher apparatus such as shown in FIG. 3 as 42-46. With respect to assembler/finisher systems that are not physically integrated with their respective printers, the following incomplete list of data characterizing a job and the work pieces of the job are useful for programming some or all assembly/finishing operations: the number of sheets of each type; media type; media thickness; orientation of sheets; organization of sheets within each stack of sheets; order of assembling sheets or stacks; operations to be performed; locations for scoring, folding, trimming, cutting, etc.; and the type and placement of binding. Many other instructions are often utilized in addition to this basic list of instructions and parameters.

The need in both the prior art and in the present invention is to efficiently convey to and program the appropriate assembler/finisher systems with the above assembly/finishing data, then to track progress of the job through the finishing operations, and finally to maintain integrity of the job in order to detect and/or prevent defective finished documents.

The prior art teaches several methods for accomplishing the above tasks with varying degrees of satisfaction. A very common approach is for a human operator to separately program the assembler/finishing system. Often, the information to program the finishing operation is provided to the operator in a written or printed sheet or set of sheets, called a traveler sheet, that incorporates information describing assembler/finishing operations for all portions of the job. When preparing to load the stack into the finishing equipment, the operator reads the traveler sheet for the relevant assembly/finishing instructions, including the order in which the components are to be assembled in the finished product. A complete set of attributes for each component is not provided since the skill and experience of the operator enables the operator to select proper bins, parse stacks, orient sheets, and similar tasks when preparing and programming the assembler/finisher device. A more modern version of this same basic system uses a traveler sheet that is encoded with barcodes or other machine readable coded information. When ready, the operator places the traveler sheet before a digital reader which then displays the information to the operator for manual programming. Yet another version of this idea is to place a machine-readable code such as a bar code or glyph on a sheet associated with each job. This sheet may be a cover sheet placed on each stack of sheets. The code is read by a digital reader and its informa-
tion is used to set up equipment for the job. Even with the
ability to encode some job information digitally, the infor-
mation required in conjunction with moderately complex
jobs for programming of off-line assembler/finisher equip-
ment is so complex that in the prior art some manual
programming is required.

[0016] The complexity of interrelating and automatically
programming all of the above printing, assembling, and
finishing operations can be understood by contemplating the
innumerable parameters and operations that must be coor-
dinated during the course of a reasonably complex printing
job, especially one involving multiple printers and multiple
finishing operations and assembler/finisher devices. In addi-
tion to all of the variables relating to paper selection (e.g.,
size and type), PDL or other page descriptions, and other
parameters and operations applicable from prepress Phase 1
to completion of printing Phase 2, the assembly/
finishing Phase 3 requires programming of information that
both (1) specifies the complicated details of assembly and
finishing operations to be performed upon each sheet or set
of sheets within the job and (2) relates each sheet or set of
the job to every other sheet and set of the job. Especially
when the sheets are arriving from different sources such as
from multiple printers or from both printers and inventory,
existing systems have only been able to automate a portion
of these programming tasks or have succeeded in perform-
ing both of these programming tasks only in very carefully
prescribed circumstances.

[0017] For instance, in U.S. Pat. No. 5,859,711, issued to
Barry et al., the problem is discussed in the special case
where all of the pages of a document are sent to a job
controller as one job and are then divided at page breaks
such that each page is treated as a separate print job. By
dividing the one job into a plurality of jobs on a page-by-
page basis, the various pages can be allocated to a multitude
of printers such that one or more printers can be operated as
one virtual printer. The advantages include greater speed and
the ability to send color pages to color printers and monochro-
mance pages to monochrome printers, thereby optimizing
the use of each. In the above manner, Barry teaches a method
of optimizing production of a job through the printing Phase
2. Barry does not, however, teach a method for optimizing
the assembler/finisher portion of the production or for
arranging the printing, separating, and stacking of portions
of a job with a view to the capabilities and constraints of the
assembler/finisher equipment. At column 18, lines 37-47,
Barry provides part of its solution to the problems created
when a job has been parsed to different printers and needs to
be reassembled: “It is only important that, when the stacks
are defined within a given printer, there is some indication,
such as a separator page, that will allow the particular stack
created between separators, to be assembled with another
stack from another printer in the desired print job output.”
(lines 42-47) At columns 37 and 38, a second portion of
Barry’s solution is disclosed by teaching that a distributor
control can operate to configure and reconfigure the auto-
matic finishing device in response to how a job is divided
into stacks, with each stack being treated “as individual
entities and queuing them up and processing them independ-
ent of how fast another job stack in a given job is processed
through an adjacent print engine.” Column 37, lines 12-15.
Barry also teaches that a distribution control can configure
automatic finishing devices or such devices may be config-
ured by reading instructions printed on each separator sheet
in bar code form.

[0018] Thus, Barry is concerned with a method of dividing
a job into portions that can be routed to different printers
for more efficient printing operations. Its finishing teachings are
limited to methods for recombining the separated portions
of a job back into the correct order for final finishing. There
is no teaching concerning how to combine the job portions
except how to collate the portions arriving from different
stacks. There is no teaching of how to combine printed
sheets with non-printed or previously printed sheets taken
from inventory. There is no teaching concerning how to
break a stack apart except in response to the job portions
created for optimized printing. If further divisions of stacks
are necessary after printing in order to enable assembly/
finishing operations, Barry lacks any method for analyzing
or implementing such divisions. Most importantly, Barry
does not teach that the capabilities and constraints of assem-ler/finisher equipment can be used to divide a job into
portions.

[0019] Perhaps the most complete attempt to provide a
structure for automated programming of certain specified
types of print jobs is the International Cooperation for
Integration of Prepress, Press, and Postpress (CIP3) Print
Production Format issued by the Fraunhofer Institute for
Computer Graphics. The web address for CIP3 is:
http://www.cip3.org. First issued in 1995, CIP3 provides an
ability to create a digital “traveler sheet” written in the
Postscript language. CIP3 enables a complete digital descrip-
tion of a document and all of its production steps. It is
a proposal for a description language, not a control algorithm.
As a description language, CIP3 provides one method of
relating each page of a job to every other page of the same
job. As described in the Specification of CIP3, the CIP3
format is intended to enable automatic programming of
assembler/finisher equipment. What is missing in CIP3,
however, is the automatic programming itself. What is also
missing is an ability to match described production opera-
tions with the capabilities and constraints of the particular
equipment available in conjunction with this job. CIP3 is
therefore not useful in selecting or optimizing the actual
equipment to be used when planning the job. CIP3 also lacks
the ability to inter-relate the production effects of one job to
a second job, and CIP3 is therefore of limited value in
production planning of multiple jobs. Also, by failure to
divide a job into subparts that conform with the constraints
of the actual equipment to be used, CIP3 in limited, in the
depth of its ability to relate each sheet of a job to all other
sheets that have been prepared as part of the job. FIG. 4
shows in schematic form the type of information that can be
described using CIP3. Along the Y-axis is a list of the
different sheets in this particular job. Note that there is no
information concerning how many sheets of each type are
printed since CIP3 is concerned with describing the sheets of
a single end product and not of the flows necessary to print
a production job. The X-axis is a list of the operations that
will be performed on each sheet, including in this case, at
the intermediate collator step, the merger of the various sheets
into stacks. These stacks will then be separately folded and
cut and then gathered together, trimmed, and bound. CIP3 is
robust enough to associate fairly complex production pro-
cesses to particular sheets or stacks of sheets (called partial
products within CIP3), including such processes as the
gathering of multiple partial products of the job and the binding, finishing of such gathered partial products into a stitched or glued document. See Table 3-13, CIP3 Specifications, Version 3.0, Jun. 2, 1998. Even where CIP3 provides an adequate description language for parts of the job, however, it does not provide methods for actual management, control, and tracking of the job while in production. In other words, CIP3 is intended to help the programming of a job by describing its parts but does not actually perform or direct the programming nor the implementation of the job.

[0020] The ability to track and associate the complex data associated with each or stack of sheets within a complicated print job is greatly hindered by the innumerable equipment and processing parameters that characterize and constrain use of each piece of equipment. For instance, every item of equipment shown in FIG. 3 may have different paper path constraints or bin-height constraints. Some types of sheet stock may be too thin or too rigid for certain of the printers or assemblers/finishers in the system. Some portions of the job may require an intermediate finishing step such as lamination. Specialized equipment such as laminators may require that sheets be delivered and output in a particular orientation, e.g. long edge first, which constraints then require a re-orienting process prior to insertion into the paper path of the next selected piece of equipment. Some portions of the job may require different types of folding, trimming or cutting operation than other portions of the same job. Within a typical commercial print shop, the number and type of constraints affecting selection of different pieces of equipment or combinations of equipment are inherent and innumerable.

[0021] The problem of coordinating equipment constraints is further complicated because of inherent mismatches between the output of printers and the constraints of assembler/finisher equipment. For instance, when a stack of sheets from a printer has more sheets than can be received in the assembler/finisher feeder bins, then a human operator or a machine conveyance system typically divides the larger stack by grabbing whatever number of sheets appear to fit within the feeder bin capacity. This means that the various assembler/feeder bins are filled with unequal numbers of sheets. It also means that a stack of printed sheets gets divided and separated. The separated stacks are typically stored in intermediate bins and must be stored, tracked, and retrieved when needed. Even where large stacks of sheets are divided by a manual or automated counting procedure such that each separated stack is maintained with a known quantity of sheets, there is no ability in the prior art to dynamically adjust the size of such stacks to conform to the varying constraints affecting each particular printing job and the particular equipment selected for that job. Moreover, stacks of pre-counted sheets are of little use when responding to sheets that are found defective, missing, or damaged. Lastly, where a job can be routed to one of a variety of assembler/finisher systems, each having different constraints, it would be desirable to dynamically change the stacks of printed sheets in order to optimally conform to the constraints of the particular assembler/finisher equipment that becomes selected. This would be especially desirable when managing queues of finishing jobs in systems that are capable of rerouting assembler/finisher operations in response to equipment breakage or unavailability due to use of initially selected equipment with other jobs.

[0022] As described above, another task required during the print production process is effective tracking and integrity checking. Within individual printer systems, these tasks are well understood. For instance, in typical production printing systems such as the DocuTech® Model 6155 marketed by Xerox Corporation, sheets are counted when fed from the system input feeder and are timed or recounted during or after every major operation performed within the machine. In the event that a sheet does not arrive at a designated station within the time constraints permitted by the system or is otherwise detected as missing, a jam is declared and the portion of the machine apparatus operating prior to the jam is paused. An operator is then directed to clear the jam by removing all sheets residing in the paper path. Since the system controller has tracked and counted each sheet, it knows the number and image file identity for each sheet that has been removed. When the system detects that all sheets have been cleared, the controller directs the re-imaging and processing of each of the removed sheets. For duplicator systems with recirculating document feeders (RDFs), the same concepts apply except that the controller directs the RDF to circulate the input document pages until the first missing document page returns to the top of the imaging queue.

[0023] For print jobs requiring use of multiple printers, the above tracking and integrity functions are less completely managed in the prior art. For instance, in the state-of-the-art Book Factory® system launched by Xerox Corporation in 1999, a primary production printer based upon a DocuTech Model 6180 printer system is physically integrated with assembler/finisher apparatus capable of any of the following finishing operations plus appropriate combinations of these operations: Collecting, Folding, Trimming and Adhesive Binding. The Book Factory system also comprises an assembler with a manually loaded input tray for accepting inventory sheets, including covers, printed or prepared by other printers or processes. Although the Book Factory assembler/finisher apparatus can count and time the progress of sheets in much the same way as described above in relation to single printer systems, there is no two-way communication concerning job status to the printer or inventory systems that supplied the manually input sheets. Thus, in the event a jam is declared, there is no method by which other printer systems may automatically be directed to reprint the removed sheets. In normal operations, operators prepare for missing or destroyed sheets by printing extra copies. Where extra copies are not available, then an operator must reprogram the other printer system and reprint the job. In any event, the result is typically waste of extra or removed sheets, consumption of extra consumables such as paper and ink, and expenditure of valuable time by operators and expensive printers.

[0024] In sum what is missing in the prior art is:

[0025] 1) an integrated digital architecture for interactive control, tracking and integrity functions of all three phases of the prepress/printing/finishing process;

[0026] 2) an integrated apparatus and method for enabling an operator, prior to printing of a job, to provide complete instructions for complex assembler/finishing operations, especially if off-line from the printer controller,
3) a method for accurately and completely describing the final document form of a complex document in a manner that enables both printer controllers and assembler/finisher controllers to instruct and control their respective printing and assembling/finishing operations;

4) an apparatus and method for dividing and managing a print job and associated work flow in response to constraints of both the available printing systems and the available finishing systems;

5) a queue management system that manages the entire print and finishing process in accordance with the availability of specified printers and of specified assembler/finisher equipment;

6) an interactive integrity check system capable of tracking each sheet through each production process, especially those portions of the process involving assembler/finisher operations that are offline from the printer controller; and

7) apparatus and method, acting in response to an interactive integrity check function, that automatically instructs printers to add or replace sheets not available to the assembler/finisher apparatus when such assembler/finisher apparatus calls for such sheets.

SUMMARY OF THE INVENTION

One aspect of the present invention is a method in a controller for a document production system for associating electronic data files to particular document components of a document, comprising: a) creating a document node as a parent node; b) selecting one of a set of document forms to apply to the document; c) creating a document component node as a sub-node of the document node; and d) associating an electronic data file with the document component node.

Another aspect of the present invention is a method for providing a graphical representation of a job model for a document in a controller for a document production system, such controller having an associated display, a, comprising: a) inputting into the controller an identifier for the document to be represented; b) retrieving job model data regarding the identified document from a database; c) displaying a graphical view of the job model arranged as a hierarchical tree of the document and a plurality of its document components.

DETAILED DESCRIPTION OF THE DRAWINGS

For purposes of the present invention, the following definitions shall apply:

A “document component” shall mean a collection of one or more sequential sheets of media that have similar qualities or characteristics and thus would be printed or non-printed and would be finished or produced in a similar manner. Examples of document component types are covers, bodies and inserts. When collected together in a specific order, a collection of document components may form a complete “document”. Each document component may require its own intermediate finishing operation before its final assembly/finishing into a “document”. For instance, a cover sheet may require lamination in an intermediate finishing process before conveyance to the final assembly/finishing apparatus.

A “document” shall mean a collection of one or more document components placed in a specific order and finished in a manner that relates the various document components to each other.

A “document form” shall refer to the manner in which the various components are finished into a composite form, including such operations as folding, cutting, stitching, binding, and gluing. Each document form requires unique image imposition, printing, finishing process requirements and physical identifying characteristics. The structure of most typical documents can be classified into one of 7 standard “document forms”:

- Flats: One or more sheets of media, unfolded, that are either not bound together or are bound by means of a device such as a staple or a wire that penetrates the media from one side for the first sheet to the other side of the last sheet.
- Signature: One or more sheets of media that are folded. The sheets may or may not be stitched together but if they are, they are stitched on fold from outside to inside. The images are imposed on the printed sheets of media such that after folding the images on the sheets from pages that are in the correct order for reading (readers spread).
- Perfect Bound: Individual sheets of media grouped together or gathered signatures that are commonly glue-bound to a flexible, wrap-around cover which protects the body/contents. The edges of the book-block and cover are usually flush with each other.
- Case Bound: Individual sheets of media grouped together or gathered signatures that are commonly glue-bound to a rigid, wrap-around cover which protects the body/contents. The edges of the cover usually extend past the book-block.
- Lay Flats: Individual sheets of media with holes or notches along one edge grouped together and commonly bound to a separate front and back cover which protects the body/contents. Common binding methods include wire-coil, plastic-coil, plastic-comb, 3, 5, and 9 ring binders, etc. The document lays flat and does not close when opened up. The edges of the cover usually are flush with the book-block.
- Tape Bound: Individual sheets of media grouped together and commonly bound to a front and back cover which protects the body/contents. The binding method is an adhesive tape that wraps around the book-block overlapping the front cover and back covers along the spine edge. The document usually will not lay flat when opened up. The edges of the cover usually are flush with the book-block.

Other document forms can be specified as needed.

A “constraint” shall mean a limitation of a device based upon its design or use. A “constraint” may be permanent or temporary. Examples of permanent constraints...
would be inflexible bin heights or widths, temperature limits for laminators, bin type (set feeder or sheet feeder), method of feed (e.g., top or bottom feeder), required order (n-to-1 or 1-to-n), face up, face down, required orientation (e.g., leading edge must be long or short dimension), paper path width, thickness for folding and trimming, transformations enabled within the device (e.g., face up to face down, lead-edge reversal to trial-edge), landscape to portrait orientation, etc.) and similar limits related to a device's design. Examples of temporary constraints include: a period of time that a piece of equipment or part of equipment, such as a particular bin, is not available due to a broken part or use for another job; or (b) the type of media, glue, binder material, etc., then available for use within a particular piece of equipment.

[0046] A “job segment” shall mean a stack of sheets produced by a common printing or finishing process and conforming to the same printing and finishing constraints. A “job segment” may contain a single document component, a portion of a large document component, or a collation of several document components. As will be explained below, “job segments” are identified in order that document components with similar printing and/or finishing requirements are grouped together for efficient printing, handling, and finishing. For example, if a document has two 8.5”x11” monochrome body components, both body components may be grouped in the same job segment in order that they will be printed on the same printer at the same time. Depending upon requirements, these components may be output at the printer as collated or non-collated stacks and, if the components are collated, the collated stacks may be placed in an offset manner in order to indicate separation between the collated sets. As another example that is particularly pertinent to the present invention, it is an input bin of the selected finishing apparatus has a stack height constraint of 2.2 inches, then the maximum stack height of a “job segment” will be 2.2 inches even if the total stack height of a particular document component or of a collated stack of components is much higher. For this situation, a “job segment” during printing Phase 2 may comprise all of the sheets that are printed at the same printer. Within this large job segment stack, however, smaller “job segments” limited to 2.2 inches in height may be separated in an offset manner or separated by separator sheets. Thus, segmentation of a job would be done based on an offline finishing constraint that does not otherwise affect the operations of the printer system.

[0047] As used herein, “finisher” and “assembler/finisher” shall both refer to systems designed to perform assembly and/or finishing operations.

[0048] As used herein, a “system” shall mean any organization of devices, hardware, and software that can be operated cooperatively to accomplish performance of a job.

[0049] A “node” means each unit of a job arranged within a hierarchy of units, i.e., the job itself, each document within the job, each document component within each document, each stack, sheet, set of sheets, etc. The hierarchy descriptors found in CIP3 can be useful in identifying many of the “nodes” of a job. When used in conjunction with object-oriented software, a “node” may be treated as an “object” that can moved or manipulated by itself or may be opened into subparts that themselves are objects that can be moved or manipulated.

[0050] One aspect of the present invention is a software architecture by which the assembly and finishing Phase 3 of a complex document can be managed as early as during the initial Phase 1 setup of the job by use of an architecture in which the document is represented as a series of individual document components that, when assembled in a specific order, can be classified in one of the specified document forms.

[0051] Turning now to FIG. 5, an overview of this aspect of the present invention is shown. FIG. 5 contains a block diagram showing the flow of work using the present invention and showing some of the relationships between various items of equipment using the present invention. Within FIG. 5, box 1 represents the prepress operations of Phase 1. The output of the prepress operations of box 1 is a set of appropriate PDL files that are delivered to a Production Monitor Controller (PMC), 100. As described more fully below, the PMC is a controller that coordinates overall production of the print job.

[0052] FIG. 6 shows the typical inputs and outputs of a PMC 100 in block diagram form, including the relationship between the PMC and a Virtual Finishing Job Ticket Database (“VFJTDB”), 101, to be described below. In general, the inputs to the PMC 100 include some or all of: 1) from the Virtual Printer Job Ticket Database (“VPJTDB”) (described below)VPJTDB, a list of printer capabilities and constraints; 2) from the VFJTDB, a list of assembler/finisher capabilities and constraints; 3) a description of the finished product which may be a CIP3 or similar description; 4) PDLs and other files for the content to of each sheet to be printed; 5) production information such as the number of copies, targeted printing devices, and any special finishing or packaging attributes, including, without limitation, the identity and retrieval location of non-printed and/or inventory items. In general, the output from the PMC includes identification of each job segment for each operation within the job as well as a complete set of Phase 2 printing, and Phase 3 assembling/finishing instructions for each job segment. More specifically, the output from a PMC comprises some or all of: 1) a job segment descriptions and identifiers for each job segment; 2) a database representation (such as the VFJTDB description explained below) of the structure of the job segments and the document components, sheets or sets within the job segment; 3) a PDL file for a job tracking sheet, if any; 4) a PDL for a fetch sheet, if any; 5) integrity descriptors encoded into the VFJTDB for later use by a Finishing Module Coordinator (FMC); 6) virtual job tickets for printers and Assembler/finishers; and 7) a prompt to call for one or more human operator responses. A more detailed description of the processes within a PMC is provided below in relation to FIGS. 7-10.

[0053] Returning to FIG. 5, the instruction set for Phase 2 printing and Phase 3 assembling/finishing is output from PMC 100 in the form of both a Virtual Print Job Ticket (VPJT), 101, and a Virtual Finishing Job Ticket (VFJT), 102. The VFJT and VPJT may contain the complete instruction set for the job or may simply contain reference pointers to a database where such information is retained. The VPJT, 101, is conventional in the art as discussed above in relation to U.S. Pat. No. 5,995,721 issued to Rourke et al.; U.S. Pat. No. 5,615,015 issued to Krist et al.; U.S. Pat. No. 5,760,775 issued to Sklot. The details of a VFJT, 102, and the method of its creation by a PMC, 100, will be described in more detail below.
The data for each VFJT is recorded by the PMC in a Virtual Finishing Job Ticket Database (VFJTDB), shown in FIG. 5 as 501. A VFJTDB is a database or a data file that contains all job construction, control and integrity data necessary to take the prints coming from the printing device(s) and perform the necessary finishing processes to turn the prints into the desired final document form. The format of the VFJTDB can be hard copy (print), soft copy (floppy, CD-R, CR-RW) or electronic (electronically stored in memory or on a hard disk drive) copy form. It could be either human or machine-readable or both.

The type of data and instructions required in a VFJTDB 501 for each job are information such as but not limited to: accounting and administration information, sheet, set and job level finishing instructions, color and print quality control data, registration data, etc. The data and instructions also contain a description of the job segments (stacks and stacks of sets) of the job being produced and instructions on how to reassemble these pieces to complete the processing of the job. Additionally this information can enable the automatic setup of the finishing device(s), integrity control and monitoring throughout the full scope of the production processes. The VFJTDB provides the basis for a direct link between the offline finishing operations and the integrity control functions of online printing and intermediate finishing systems. The VFJTDB data can take on the form of a proprietary format or an industry standard format such as but not limited to a modified form of CIP3. More information concerning the structure and use of the VFJTDB 501 is contained below.

Returning now to FIG. 5, Phase 2 of the printing process is commenced after delivery of the VPJT, 101, to one or more Digital Front End Print Controllers (DFE) represented by box 200. Such DFE’s are conventional in the art. Examples include PDL products made by Splash, Harlequin, Adobe, and others. In conformance with instructions provided in the VPJT, 101, the print job is divided into separate printing job segments and is distributed to various print engines for printing using the printer or press which the operator or PMC, 100, believed to be the optimum when the VPJT was first established. Alternatively, the VPJT may provide that the DFE, 200, sometimes through interaction with the PMC, 100, may automatically select the appropriate printing device based upon dynamic queue and print selection criteria.

Boxes 201-204 of FIG. 5 are examples of various types of printers to which document components may be delivered for printing. Printer 201 is a cut sheet digital printer connected to an integrated finishing module 201A. Integration between printer 201 and finisher module 201A is accomplished using DAF or MFA-type protocols. As discussed above, a typical finisher module 201A includes capabilities such as collation, folding, and simple binding such as stapling. Printer 202 is a cut sheet printer with a combination of color and monochrome printing capability. The Document Centre® Color Series 50 printer sold by Xerox Corporation is such a printer. Finisher module 202A is integrated with printer 202 as shown in FIG. 5 and may have capabilities similar to that described in connection with finisher 201A. Similarly, printer 203 is shown as a continuous form feed printer and is integrated with finisher module 203A. Printer 204 represents the various apparatus and processes normally associated with offset printing, including the prespress steps of preparing offset plates at a plate imager 204A, plate developer processor 204B, and offset printing press 204C. Unlike printers 201-203 which may be digitally integrated with their respective intermediate finishing modules 201A-203A, offset presses are not digital imaging devices and lack direct digital integration with assembly and finishing equipment.

As shown in FIG. 5, each of finishing modules 201A-203A and offset press 204C place their respective job segments in their respective output trays or bins 201B-203B and 204D. When placed in such trays or bins, the job segments or may not be collated, stacked or otherwise separated for handling and conveyance. Also as described above, each of finishing modules 201A-203A may provide some intermediate level of finishing such as folding or stapling. Multiple document components may be printed or assembled at the same printer and intermediate finishing station and be treated during this phase of the job as one job segment. Conversely, a single large document component may be output in a stack with separator sheets or offset stacks indicating multiple job segments within the single document component.

Another aspect of the present invention is the association of a unique Job Segment Identifier (JSI) with each job segment. In FIG. 5, a sheet containing a JSI is shown in association with each job segment that is output from printers 201-204. The respective JSI sheets are labeled 201C-203C and 204E, respectively. For complex jobs or for document components that are printed in large stacks, there may be many JSIs corresponding to many job segments within the job or within the stacks.

A JSI can assume any form that can be associated with a job segment throughout the finishing and other applicable printing processes. Among such forms are copies stored in (a) a printed sheet printed and placed on top of a printed job segment, (b) system memory such as hard drives, (c) magnetic media such as floppy disks or magnetic strips, (d) optical memory such as CD-ROM or CR-RW disks, (e) bar code symbols printed on sheets associated with the Job Segment, or (f) any other means by which machine or human readable identifying information may be associated with a Job Segment. A JSI may be machine, human readable, or both depending upon the phase of the job. Indeed, in the event that a scanner is capable of reading the top printed page of a job segment in such manner that the job segment can be uniquely identified, then no special symbols or special top page would be necessary. Thus, each JSI contains, at a minimum, a job and job segment number or other identifier that uniquely identifies the job segment from all other job segments. Typically, the JSI comprises both a unique job number and a Job Segment Identifier Code (JSIC). The job number uniquely identifies the print job from all other print jobs and the JSIC uniquely identifies the job segment. In one embodiment, the JSIC comprises recognizable unique text on the top sheet of a job segment, which JSIC forms a vector to a JSI that remains encoded in digital memory. Whichever form a JSI takes, the JSI serves as a reference pointer to the portion of the VFJTDB that describes the contents of the identified job segment. The JSI remains associated with the applicable job segment when it is transported from the printing device(s) to other finishing processes. This enables tracking of the job segment from the printing device(s) to the assembler/finisher apparatus.
Whether or not the job segments are part of a job that requires prints to be produced on one or more printing device(s), each JSI will have a common job number but a different JSIC that uniquely identifies each particular job segment of the job.

Returning to FIG. 5, the JSIs are shown in the form of a printed sheet called a Job Segment Identifier Sheet (JSIS) that is typically printed along with the sheets of the job and is placed on top of the job segment stack in the output trays or bins, 201B-203B and 204D. Such JSIS sheets are shown in FIG. 5 as 201C-203C and 204E. Information on a JSIS comprises either (a) a pointer (the job number and JSIC) to a Virtual Finish Job Ticket Database (VFJTDB) stored in some other electronic or soft copy format or (b) the portion of the VFJTDB itself that provides instructions for the job. Such instructions may be printed on the JSIS in electronic or human readable form. In contrast to conventional separator sheets that are placed upon each stack of printed output no matter how large the stack, each JSI serves as a unique identifier of each job segment of a print job. An example of a JSIS is shown in FIG. 7. Human readable text comprising the JSI and job instructions is shown at region 601. In region 602, machine readable glyphs are shown containing the full data content of the VFJTDB applicable to the identified job segment. In region 603, a machine readable bar code is shown which comprises a pointer to the VFJTDB stored elsewhere. Once all sheets of a job and all JSISs have been placed in the output bins or trays, Phase 2 of the printing process is complete.

Phase 3 of the printing process comprises the final assembly and finishing phase wherein the various document components are gathered from output trays or bins 201B-203B and 204D, assembled in a particular order, and finished into a specified document form. In the prior art, where multiple printing devices are used, operators configure and operate these Phase 3 steps separately from operations performed in each of Phases 1 and 2. Only in those instances in which all of the assembly and finishing is accomplished within a single digital printer and governed by a unified print/finisher controller does the prior art teach that Phase 3 can be configured and controlled automatically. In FIG. 5, arrows 301 and 302A, B, and C show the conveyance of printed job segments from output trays or bins 201B-203B and 204D to finishing Set Feeder Module 402 and Sheet Feeder Module 401, respectively. In conventional systems, such conveyance is often manual although automated conveyance systems are used in certain applications. Even when automated conveyance systems are utilized, the prior art does not teach a method by which offline assembler/finisher equipment may be programmed to automatically process a complex assembly and finishing operation based upon instructions created prior to printing of the sheets.

In the present invention, each job segment arrives at the assembler/finisher apparatus with a JSI reference pointer. As noted above, this typically will appear on a JSIS although any form of JSI will suffice. The purpose of the JSI is to identify a particular job segment to a Finishing Module Coordinator (FMC), 700, which is a controller of the present invention that directs the assembler/finisher operations. In FIG. 5, a Virtual Finishing Job Ticket Reader (VFJTR) is shown as 701 and is responsible for reading the JSI or for otherwise providing information to the FMC, 700, sufficient for the FMC to determine the unique JSIC. Humans may also intervene in the process to submit JSIC’s to the FMC, particularly if a JSIS is only human readable. The FMC, 700, is a software-based controller that manages, interprets, sequences, and allocates assembler/finisher production data. Using a variety of interfaces to each assembler/finisher device, the FMC communicates to each device the data required to program that device for implementation of the job. It tracks each job segment through the process and ensures that job segments are properly loaded before the devices begin operating. The FMC also typically provides information to human operators concerning job status and in order to enable operators to make production decisions where necessary or appropriate. The FMC operates by receiving the JSI that identifies each job segment and determining whether the JSI itself contains all required assembler/finisher data. If a JSIS or similar JSI does not provide all instructions for finishing the job, then the FMC uses the JSIS to retrieve all relevant information concerning the job model stored in the VFJTDB. The FMC then reviews the assembler/finisher combinations prepared by the PMC to ensure that all identified devices are currently available. Once this condition is satisfied, then the FMC determines the bins or other assembler/finishing locations where each job segment should be placed. In general, the FMC communicates with the PMC through the VFJTDB. Where assembler/finisher devices are automatically programmable, the FMC typically programmed to interact with the specified interface format for each device in order to automatically provide programming instructions. Job tracking and integrity information would also be provided. When all required job segments have been loaded in their appropriate bins, the FMC would either direct the assembler/finisher devices to begin or would inform human operators that the job is ready. In this manner, the complete assembler/finisher operation can be controlled, implemented, tracked, and checked for integrity. More details concerning the design and operation of the FMC is provided below. For purposes of this invention, it is important to note that the functions of the PMC and FMC are described as separate controller functions. It is possible in the present invention for these controllers to be combined or for some functions described in relation to one controller to be reallocated to the other controller.

Details of the PMC, shown as Box 100 on FIG. 5, will now be described in relation to FIGS. 8-11. FIG. 8 provides an outline of one embodiment of a logic architecture for the PMC of the present invention. In the embodiment shown in FIG. 8, the capabilities and constraints of the various devices used in a job are used to help plan the job after PDLs or similar content files have been created. Alternative embodiments of the present invention may use data concerning capabilities and constraints to help create PDLs, imposition files, and similar content and layout files.

Each of the steps shown in FIG. 8 will be described in more detail below in relation to FIGS. 9-11. Within FIG. 8, beginning at step 70, a process for creating a job model file is implemented. Construction of a job model using the present invention typically begins after PDL files or other page description, imposition, and similar page content and layout files for the job have been completed. In one embodiment, construction of the job model begins after the job has been laid out using CIP3 or similar job layout format. At step 70, a job model file is opened by assigning at least a job name, a job identifier code, and an identifier code to a file location in a database.
At step 71, attributes are assigned automatically or by the user to each “node” identified in the high level job model received by the PMC. “Node” is defined above to mean each unit of a job arranged within a hierarchy of units, i.e., the job itself, each document within the job, each document component within each document, each stack, sheet, set of sheets, etc. The hierarchy descriptors found in CIP3 can be useful in identifying many of the “nodes” of a job. When used in conjunction with object-oriented software, a “node” may be treated as an “object” that can be moved or manipulated by itself or may be opened into subparts that themselves are objects that can be moved or manipulated. At step 71, the identifiable nodes are typically at the job, document, and document component levels.

At step 72, the operations to be performed on each node are identified. Again, CIP3 may be a useful tool for identification of certain operations. Next at step 73, source files for each of the document components are assigned. Next, at step 74, printers that are available to output the job are assigned. At step 75, finisher/assembler devices available for the job are assigned. At step 76, the PMC evaluates whether intermediate finishing operations such as collation should be assigned to printer systems having such capabilities or whether such operations should be performed by non-integrated assemblers/finisher equipment. At step 77, the key step of generating job segments occurs. As will be explained in more detail below, job segments for each operation of the job are determined based upon the attributes and operations associated with each document component plus the capabilities and constraints of the various printers and assemblers/finishers that may be used for the job. At step 78, various outputs from the PMC are shown. At step 78A, instructions for printing and/or other preparation of an intermediate job segment is shown. An example of such an intermediate job segment might be the initial printing of JSIS or other sheets that will ultimately run through two or more printers. After such JSIS or other intermediate preparation, the initial job segment may be broken apart or combined into different job segments that are appropriate for the next printing or assembler/finisher step. At step 78B, instructions for final printing of each job segment are provided. At step 78C, a copy of the job model and job segment descriptions is sent to the Finishing Module Coordinator (FMC) via the VFIJDB (boxes 700 and 501, respectively, in FIG. 5). For each of steps 78A and B, instructions for creating Job Segment Identifier Sheets (JSIS) or other job segment identifiers associated with each job segment are typically sent. Within step 78C, copies of the JSIS or other identifiers are typically made directly or indirectly available to the FMC.

Turning now to FIGS. 9-11, more details are provided for each of steps 70-78 shown in FIG. 8. FIG. 9 shows one embodiment of the portion of the PMC that creates a job model and roughly corresponds to steps 70-73 of FIG. 8. FIG. 10 shows one embodiment of the portion of the PMC that assigns various printer and assembler/finisher devices to implementation of the job and arranges the order of such operations and roughly corresponds to steps 74-76 of FIG. 8. FIG. 11 shows one embodiment of the portion of the PMC that creates job segments for each job and roughly corresponds to steps 77 and 78A-c of FIG. 8.

At step 80, the sequence begins with step 80 which represents all of the prepress steps involved in the document creation, manipulation and imposition of each sheet of the job. Among the possible outputs from step 80 are the following types of files: PDL files, imposition files such those created by PREPS imposition software available from ScenicSoft, Inc., CIP3 files, files created by DigiPath® production management software available from Xerox Corporation, Word, Powerpoint, Photoshop, and any number of other prepress creation and preparation software. In general, each of these files operate on single sheets or single document components. In step 81, a human operator originates the job creation process by selecting the database in which a job will be stored and, consistent with the rules applicable to such database, assigns or creates a job name and a job number. This data constitutes a job node, and at step 81, such job node is added to the database. At step 82, the user selects a document form from a menu of available document forms and adds this data as a document node entered under the job node file in the database. At step 83, the user adds document form attributes that are selected from a menu of attributes that are specific to the selected document form. These attributes are added to the document node file in the database. At step 84, the user names a document component to be added or modified as a component node filed at the level below the document node in the database. At step 85, the user associates particular PDL or other content files with the component node in the database. Examples of content files include those described above in relation to step 80. At step 86, attributes applicable to each document component are assigned to the applicable document component node. “Attributes” in this context means such descriptors as the type or color of paper, imposition information, and any other descriptive directions pertaining to the processing of that particular document component. At step 87, the PMC checks to confirm that the component descriptors, PDLs, and attributes all conform to “Document Component Form Rules” for the applicable document form. For example, a document component form rule for a signature form may provide that only the center sheet of a signature can be associated with a PDL that covers a 2-up sheet without a gutter in the middle. Document component form rules may also check to ensure that locations of folds occur in gutter regions. If the check in step 87 detects violations of document component form rules, then the operator is notified and the process is returned to step 84. Assuming that no violations are detected, then at step 88, the assignment of attributes to each document component is deemed complete.

At step 89, the user is asked whether an additional document component will be added to the job. If yes, the user interface returns the user to step 84. If not, the PMC algorithm proceeds to step 90 where a “Document Form Rule” operator compares attributes of all the document components to each other and to a list of attributes that are either specifically permitted or prohibited for components within the selected document form. For instance, if the imposition attributes of the various signatures are not consistent with each other (e.g., the gutters and fold locations are not aligned), then the “Document Form Rule” operator 90 will notify the user at step 91 of a violation of the document form rules and will prevent finalization of the job model until corrected or overridden by the operator. If the document and its document components all conform to their respective Document Form Rules, then the job is passed to step 92, where the document model is deemed complete. If
instead a violation of Document Forms Rules is detected, the user is returned to step 89 where he/she is asked to make appropriate corrections via a return to step 84. When a job has been passed to step 92, the user is interrogated, at step 93, whether another document is to be added to the job. If yes, then the user is returned to step 82. If not, processing continues to step 94, where the job model is deemed complete.

[0071] Turning now to FIG. 10, the portion of the PMC that selects devices and sequences for implementation of the job is shown. Beginning at step 100, the job model is received from the conclusion of the processes shown in FIG. 9 and is filed in the job database automatically or by user intervention. In one embodiment, the job database is a Virtual Job Ticket Database (VJTDDB) comprising both a Virtual Print Job Ticket Database (VPIJTDDB) and a Virtual Finish Job Ticket Database (VFJTDDB) as each is defined below. At step 101, a table of printer capabilities and constraints is retrieved from the VJTDDB (preferably from the VPIJTDDB portion of the VJTDDB) and a table of finisher/assembler capabilities and constraints is retrieved from the VFJTDDB (preferably from the VFJTDDB portion of the VJTDDB). In one embodiment, the VJTDDB contains data relating to all applicable devices that can be accessed although the VJTDDB may be set up such that it retrieves data for only a sub-set of the total devices for any specified type of job. In addition to allowing certain equipment to be dedicated to certain types of jobs, the above arrangement enables a device that is broken, is in use, or is being serviced to be taken “off line” in relation to a job being processed when such equipment is unavailable. At step 102, the PMC uses all of the job attributes stored in the job model to map all generic combinations and sequences for printing, assembling, and finishing that could result in creation of the finished document, i.e., B&W printing, collating, folding, gathering, etc. Each of these combinations and sequences shall be referred to as a “thread”. At step 103, the PMC uses the retrieved lists of all of the capabilities and constraints of the devices described in the VJTDDB to generate a list of all possible specific paths, or threads, by which the retrieved devices can implement the operations and attributes identified in the job model. In this manner, the generic threads such as shown in FIG. 4 are mapped onto various paths or threads comprising specifically identified equipment and sequences. Importantly, the PMC uses the list of constraints within step 103 to determine various job segments that may be required when processing the job. For instance, if a particular thread encounters a bin height constraint of 2.2 inches from one of the devices in the thread, then the portion of the job that flows through that thread will be mapped in job segments that will all fit within the 2.2 inch bin constraint. In effect, job segments for each thread or portion thereof are defined by the combined constraints derived from every device in the thread. Where appropriate to provide additional flexibility, job segments may be broken apart into their constituent document components after leaving a device and recombined into different job segments for processing during one or more following operations. At step 104, the PMC examines the job model and each of its nodes to ensure that all document components of the job can be mapped onto specific threads that all conform to the constraints of the various equipment and can be operated without unresolved conflicts. If every document component can be specifically mapped in such manner, then the PMC proceeds directly to step 107. If not, then, at step 105, the user is informed of the document components that cannot be specifically mapped and is given the opportunity either (1) to make additional equipment listed in the VJTDDB available for this job or (2) to return to the steps shown in FIG. 9 in order to modify one or more document components. At step 106, the job model is modified in the event that document components are modified. The VJTDDB list of available equipment is also modified where appropriate.

[0072] At steps 107-110, the various possible threads are matched and compared in order to eliminate or minimize equipment utilization conflicts and to determine the optimal selection of threads for implementation of the job. The optimization process can be accomplished by any number of algorithms that provide values for the various devices and evaluation criteria for determining preferences. For instance, if optimization is to be determined on the basis of the shortest time for completion of the job, then a possible algorithm for such optimization would assign a time period for each operation performed by each device on each sheet or job segment that flows through the thread. The sums of all time periods attributable to each thread would then be computed, and the combination of threads that results in the shortest production time would be selected as the optimal mapping of threads. Similarly, optimization algorithms and VJTDDB data can be established for optimizing the estimated cost of a job, for optimizing or minimizing the use of a specific device, for any similar priority goal, or for any combination of optimization goals. Step 109 indicates a particular portion of the optimization process wherein the intermediate finishing capabilities of the various printers within the threads are compared and optimized. For instance, if a printer can print two separate document components in collated, non-collated, or collated set form, these three possibilities comprise three different possible threads requiring different assembler/finishing operations. These different threads may then be compared for optimization purposes. Such different threads may be created whenever printers are capable of multiple output or finishing options. At step 110, another aspect of the optimization process is determining which, if any, document components can usefully be combined into a single job segment during a printer and/or finishing operation and to thereby be treated as a single node having two subparts. For instance, if two monochrome document components identified as A and B can be printed by the same printer, one thread may exist that treats these as a combined job segment that outputs the document components in collated, offset, stacked form; A,B; A,B; etc. If the subparts A and B will subsequently be separated, they may also be offset within their respective sets. Once separated, the thread may provide that document components A and B are recombined with other document segments to form new job segments applicable for the subsequent assembler/finishing operations. At the conclusion of steps 107-110, the PMC at step 111 presents to the user a recommendation for the optimal selection of threads, including information if desired of job segments, estimated time, estimated cost, etc. In one embodiment indicated by FIG. 12, the threads are presented to the user in a GUI showing (1) a perspective view of a three-dimensional representation of all devices available for the job, (2) a map that shows the thread that each job segment would take through the devices, and (3) such data as the number and sequences of the various job segments required to complete
the job. Such a three-dimensional representation the job flow is preferably made available to the user both during planning of the job as shown in FIG. 9 and as a means for tracking the job during actual production.

[0073] At steps 112-114, the user is prompted to review and approve the recommended threads prepared by the PMC. If accepted, the job goes to the integrity and tracking features of the PMC that are shown in FIG. 11. If not accepted at step 113, the user in step 114 is given the option to select a map of different threads than the recommended threads, in which case the PMC is returned to step 108. Alternatively, the user may elect to design additional threads by adding devices to the list of available equipment, by modifying the constraints of available equipment (e.g. moving bin positions to change stack height constraints), by manually creating different job segments consistent with device constraints, or by similar manual override methods. Also in this step, equipment that is unavailable due to prior use or need for service may be returned to an available state by user intervention or passage of time. The user may also use this opportunity to return to the job model processes shown in FIG. 9 in order to modify one or more document components within the job (e.g., select a different lamination material in order to use a laminator device with a different temperature constraint). When the user accepts the map of threads resulting from the processes shown in FIG. 10, the job is referred to the PMC processes shown in FIG. 11.

[0074] FIG. 11 commences with receipt of the job segmentation and map information from the processes shown in FIG. 10. At step 200, an integrity descriptor is encoded for each document component within a job segment that has been determined and accepted pursuant to the processes shown in FIG. 10. Such integrity descriptor contains, for each component document, such information as the number of copies within the document component, the number of copies to be printed, and other information that will be useful in tracking the job and in determining whether each operation has been completed with respect to each sheet of the job segment. Step 200 contains two separate paths, each comprising several sub-steps. Path A involves if the PDL file for a particular sheet or document component arrives at the PMC without a previously created integrity descriptor. At step A200A, a user is prompted to define the type of integrity descriptor applicable to each document component, including the attribute or parameters contained within such integrity descriptor. Such definition may provide the PMC with a fixed descriptor, provide for a range of descriptor values, or may direct the PMC to derive an ID from a database on file. At step A200B, the location where the integrity descriptor will be stored is selected. At step A200C, the PMC uses the information provided by the user in step A200A and the location identified in step A200B to generate a new integrity descriptor if none is provided by the user in step A200A. At step A200D, the integrity descriptor itself or an Integrity Descriptor Code (IDC) is added to the applicable PDL files. An IDC comprises a pointer to the location where the integrity descriptor is stored. At step A200E, the integrity descriptor or IDC is added to the appropriate node or nodes in the job database file. Preferably, as discussed above, this is a VJTDB comprising both a VJTD and a VEFJTD.

[0075] Alternatively, column B of step 200 describes the processes applicable when an integrity descriptor is created before the PDL files are delivered to the PMC. At step B200A, the integrity descriptor is read from the PDL file. At step B200B, the integrity descriptor is encoded into the VJTD file or other database.

[0076] At step 201, the PMC uses the job model to determine if the document component comprises preprinted or non-printed sheets or other items that must be added to the workflow from inventory in order to complete the job. Among the items that may be noted are separator sheets, binder materials, preprinted pictorial inserts, perfume-containing scent cards, and similar items that are not printed as part of the current job. Since stacks of such inventory materials typically do not have a traveler sheet prepared for this job, the PMC at step 201 generates a Fetch Sheet PDL and directs its printing if necessary.

[0077] At step 202, the Job Segment Identifier Code (JSIC) for the job segment is generated. The JSIC is a unique identifier code that enables the PMC in Phase 3 to lookup a description of the job segment within the VJTD file. A JSIC may be generated by combining a job number with a sequentially generated number that represents the stack number within the job. More details concerning the JSIC and its use are provided below. At step 203, the PMC directs the generation of a PDL file for printing of a Job Segment Identification Sheet (JSIS) if required. The JSIS will contain the JSIC, a human readable instruction sheet for processing of the job taken from the job model, and lists of document and document component attributes. It should be noted, however, that in systems where the identity of a job segment can be determined or tracked without the printing of a JSIS, then some or all of step 203 may be eliminated. For instance, where the contents of the top sheet of a stack can be automatically read by a VJTR and matched against a database of expected top sheets, the PMC then could identify and track the job segment by reading such top sheet as it moves through the various production phases without the need for a special JSIS or even special JSIC on the top sheet, i.e., the contents of the top sheet itself would form a JSI.

[0078] At step 204, the PMC stores the JSIC, the job segmentation, and the selected job segment thread information in the VJTD file. At step 205, the PDL files covering a JSIS, if any, is added to the PDLs and other files required for printing of the applicable job segment and such files are delivered to such printer for printing. Phase 2 of the printing production process is thereby commenced. At step 206, fetch sheets for the job are also sent to appropriate printers in order that they be available to the human operators as the job is produced. At step 207, the PMC determines whether the job has additional job segments to process. If yes, then steps 200-206 are repeated again for each job segment. Once processing of all job segments has been completed, then at step 208, the PMC directs creation of a traveler sheet PDL and its printing in order that all of the information required to produce and process the job and each of its job segments and/or document components is placed in human readable form for the human operators. Such traveler sheets typically stay with the job jacket as it moves around the print shop.

[0079] More details concerning the VJTD will now be discussed in relation to FIG. 13. In particular, the VJTD portion of the VJTD will be described in more detail. As described above, the VJTD is a database or a data file that contains all job construction, control and integrity data necessary to take the prints coming from the printing
device(s) and perform the necessary finishing processes to turn the prints into the desired final document form. As such, one portion of the VFJTD or other accessible database contains tables or lists of all devices accessible for operations occurring printing of sheets has occurred, including, without limitation, the availability and priority parameters for each device and lists of capabilities and constraints for each device. Another portion of the VFJTD contains data pertaining to each particular job.

[0080] The job description portion of the VFJTD is best understood as a database having a hierarchical tree structure with each level of the tree having one or more discrete nodes. FIG. 13 shows such a tree structure as it may apply to production for a signature document. The top level Sig1 represents the basic job description. Encoded within this node are such details as job name and number, the node identifier (in this case, Sig1), information concerning the client, accounting and billing information, scheduling data such as date of order and scheduled production and delivery dates, etc. These and other details are the "attributes" associated with node Sig1 and may be stored in table form within the node itself or may be associated by reference pointers within Sig1 to external databases. Also within node Sig1 is typically a reference pointer to any "parent" nodes and to the nodes in the level immediately below Sig1. Such reference pointers to nodes immediately above and below a particular node is a characteristic at all levels of this embodiment of the VFJTD. By following the trail of such pointers, an entire job can be reassembled if such one node is identified.

[0081] On the next level below Sig1 is node P1 which is the node containing descriptors for a particular document to be produced as part of Job Sig1. There is no limit to the number of documents that may be stored under a particular job, and nodes P2, P3, etc. could exist. Turning now to node P1, such top level document node contains an identifier of the document form governing the document. By designating such document form, a table of attributes for such document form and a set of Document Form Rules are associated with P1, and these rules and attributes will be used by the PMC when mapping production of the job. As noted above, node P1 also identifies each of its children nodes. An important aspect is that each node P1 contains information detailing the order and manner in which each of the children nodes relate to each other, e.g. cover C1 is identified as the document component that will ultimately be on the outside of the document. Since the example shown in FIG. 13 is a signature booklet, the relationship between the children of P1 can be specified by the order in which each document component is added to the gathered signature stack prior to its folding and/or binding, as the case may be. Also contained or referenced in node P1 is a job model register in which the PMC may store data describing threads relating to production of the job. When filled, such register will ultimately contain such detailed information as a “Build Sequence” for document P1. An example of a Build Sequence for the shown job might be:

[0082] 1. Feed 1 sheet of job segment C1 from Bin #1 of Printer #4 and place the sheet in Bin #6 of Assembler/Finisher #2.
[0083] 2. Feed a first offset set (comprising one document component within a job segment stack) from job segment B1 located at Bin #1 of Set Feeder #1 and place the set on top in Bin #6 of A/F #2.
[0084] 3. Feed job segment H1 (which comprises an insert) from Bin #20 of inventory delivery system #1, re-orient the set by a 90 degree rotation, and place insert I1 on top in Bin #6 of A/F #2.
[0085] 4. Feed a second offset set (comprising a second document component within a job segment stack) from job segment B1 and place the second set on top in Bin #6 of A/F #2.
[0086] 5. Feed job segment I2 (which comprises a second insert) from Bin #1 of inventory delivery system #1 and place insert II on top in bin #6 of A/F #2.

[0087] The job model register will also contain information, conforming to the applicable Document Form Rules, for programming A/F #6 to perform all of the scoring, folding, stitching, trimming, etc. operations that will result in final production of the signature booklet described in node P1. Among the typical parameters encoded for such operations will be the identity of the operation and the location for its operation on the work piece, the type and temperature of any lamination step, any pressure requirements for scoring, folding, binding, etc., the type and location of binding, etc.

[0088] Each node at the level below node P1 will contain information relevant to the job segment represented by such node. Such information will include the printer and bins from which such segment is derived, the number of sets or sheets in the job segment, its current location, attributes of the segment such as whether it is collated or not collated, face up or face down, orientation, sheet weight, color, type and thickness, etc. Of particular note in the shown example is node B1 which comprises a single job segment of two collated document components arranged in interleaved offset sets. Each of these document components may be described in their own separate nodes as indicated by node S1. There is no limit to the number of nodes or levels of nodes in the present invention. In the event that each of the document components represented in B1 were sourced from separate printers, then each would comprise a separate job segment with a separate node which then became combined into a new job segment at node B1. Note that when delivered from node B1, the job segment stack was disassembled and its components were rearranged into a new job segment P1. Obviously, for complex books comprising many signatures, inserts, covers, etc. many nodes and levels of nodes would be represented in the VFJTD.

[0089] Turning now to FIG. 14, more details are provided concerning the Finishing Module Controller (FMC) shown as box 700 in FIG. 5. Beginning at step 600 of FIG. 14, two methods of entering the JSIC for each job segment is shown. In step 600A, the VEFTR reads the JSIS or other JSI from a job segment of the job. As described above, the VEFTR may read a bar coded JSIC, a glyph code, optical characters with an OCR, magnetic or optical memory, or any other encoding or symbology which a machine is capable of interpreting. Alternatively to step 600A, step 600B indicates that the JSIC could be read and entered by a human operator. At step 601, the FMC receives the JSIC data from the VEFTR or human operator. At step 602, the FMC queries whether the data received comprises all of the job model data for the job. As
described above, a complete set of job-related data could be encoded by a glyph or other method on each JSIS of the job. Region 602 of the VFIIT shown in FIG. 7 contained such information. If the FMC has not received a complete job model from the operator or from the VFIIT, then the FMC at step 603 makes a call upon the VFIITDB for a complete set of the relevant job model data. In order to do so, the FMC communicates the relevant JSIC to the controller for the VFIITDB (which may be the FMC or the FMC or other controller) in order that the VFIITDB may locate the identified job segment node. Using data recorded within this node, as described above in relation to the VFIITDB, a complete job model and information from every node of the job can be extracted from the VFIITDB. At the conclusion of step 603, processing returns to step 602 where the FMC again inquires whether it has received a complete set of job model data. Once this query is satisfied, then, at step 604, the FMC reads the job model data to identify all job segments of the job. Since even job segments comprising identical sheets have unique JSICs, a complete list of all JSICs provides the FMC with the complete job flow, i.e., not only a description of how to build a single finished product but also a list of all of the job segments that will “flow” through the assembler/finisher process to build all of the products. See also FIG. 12 for an indicator of the data available to track both individual product units and the entire production process for all sub-units. At step 605, the FMC extracts from the VFIITDB or other database data concerning the location and status of all of the job segments identified for the job. In a continuous printing operation, some of the job segments may yet wait processing within the printers, and this status is communicated to the FMC. At step 606, the FMC determines, based upon the job model data, whether all or a sufficient quantity of the job segments are ready and available for the assembler/finisher operations. If not, then at step 607 the FMC notifies the human operator and waits for further instruction. If yes, then the FMC has determined that the work pieces are ready for assembling and finishing operations.

[0090] The FMC begins its investigation of equipment readiness at step 608. At step 608, the FMC identifies a device necessary for the next set of finishing operations. In most cases, assembler/finisher operations will be designed to produce finished products in a continuous assembler/finisher process. Where the assembler/finisher process may conveniently be broken into non-continuous phases, however, the FMC needs only identify the assembler/finisher devices necessary for the next phase of operations. Also as part of step 608, the FMC extracts from the job model any device configuration attributes that the job model requires in order for the job to be implemented. For example, if an assembler device permits different input bin configurations and the job model specifies a specific configuration, then this data would be extracted from the job model. Similarly, if paper path guides or scoring and folding apparatus, etc. need to be in specified locations that are not adjustable through automatic programming, such attributes are identified through the job model. At step 609, the FMC interrogates the listed devices to determine whether they and the specified configurations are available for processing of the job. The interface between the FMC and the assembler/finisher devices may take many forms. One such interface protocol is the Modular Feeding and Finishing Architecture (MFTA) of the Xerox Corporation. The MFTA is described in the following U.S. patents: U.S. Pat. No. 5,701,557 issued to Webster, et al.; U.S. Pat. No. 5,631,740 issued to Webster, et al.; U.S. Pat. No. 5,617,215 issued to Webster et al.; U.S. Pat. No. 5,604,600 issued to Webster; U.S. Pat. No. 5,559,606 issued to Webster et al.; U.S. Pat. No. 5,363,175 issued to Matyszek; U.S. Pat. No. 5,682,247 issued to Webster et al. If the devices and configurations are not currently available, the FMC inquires, at step 610, whether the MFFA or other interface protocol combined with the programmability of the device enables the FMC to program the applicable devices to make each device and its specified configuration available. If yes, then the FMC returns to step 609. If not, then at step 611, the user is notified. If the user can and chooses to place the devices in the desired status, then step 612 indicates that the user implements these changes. Once implemented, the user signals that the changes have been made, and the process returns to step 609. If the user cannot or elects not to make the required changes, then the job is paused unless the user elects to create a different job model using different threads that avoid the constrained condition. To do so, at step 613, the user returns the process to step 105 shown on FIG. 10 where new threads are created. New job segments may also be recommended since a different set of constraints may be encountered. As part of creating new threads, the unavailable device or configuration would be removed from the VFIITDB list of available equipment. It is important to note that although FIG. 15 indicates that the process is returned to the FMC for this task, the task of could be also completed within the FMC. As indicated in FIG. 5, whichever of the PMC or the FMC implement this task, the results are communicated and stored in the job model portion of the VFIITDB and are available to the other controller.

[0091] Once it is determined, at step 609, that the required devices and configurations are available for the job model first selected or for a subsequent revised job model, then the FMC proceeds, at step 614, to specifically define where and how the various job segments are to be loaded into each of the devices selected for use. Some of this information may have been determined by the PMC processes described in relation to FIGS. 8-11. However, details such as bin selection and specific orientation (face up, face down; binding edge first or last, etc.) may not have been selected during Phase I of the job in order that the greatest flexibility be preserved until the FMC is invoked to implement specific threads and configurations for assembler/finisher operations. At step 615, the FMC verifies, through communication with the assembler/finisher devices, all bins that should be loaded are in fact loaded properly. Instructions are reissued if needed. Assuming that all bins have been properly loaded, then, at step 616, the FMC automatically programs devices that are automatically programmable to operate in accordance with the job model. Programming instructions may include, where appropriate, parameters computed by the FMC itself from capability and constraint data extracted from the VFIITDB. For instance, the FMC may determine feed rates for a device based upon the constraints of another device operating in conjunction with the first device. For those devices that are not automatically programmable by the FMC, the FMC instructs the operator concerning such programming. Such instruction set may take the form of a printed JSIS. Once proper programming is verified at step 617, the set-up portion of the FMC function is over.
Beginning at step 618, the control, tracking and integrity functions of the FMC begin. At 618, the FMC issues a Run Command to start the assembler/finisher processes. Alternatively, the FMC issues a Run Release signal to the operator that notifies the operator the assembler/finisher devices are in a ready condition. Once operations are initiated, the FMC, at step 619, monitors and tracks performance of the job and at step 620, issues appropriate control commands in response to tracking and performance data. Part of the tracking function uses the sheet counting capabilities of various devices to count sheets. The FMC similarly may track each job segment by its JSI as it moves through the process. In so doing, the FMC may issue calls for job segments to be loaded into devices in sequential order, e.g., issue orders to refill bins even before "bin empty" signals are generated or orders to empty bins filled with completed products or job segments. The FMC may also be in contact with performance of each device and may issue commands to adjust feed rates in order to maintain feed sequences within optimal ranges. The FMC may also monitor consumption of supplies such as binding materials and issue calls for reloading of such supplies when appropriate.

Integrity and control functions are indicated at steps 621-625. At step 621, the assembler/finishers are programmed to send to the FMC jam or job stop notices. The FMC then coordinates appropriate pauses in other devices dependent upon the jammed or stopped device. At step 622, the FMC interrogates the stopped or jammed device for error analyses. At 623, the FMC issues instructions to the operator. These instructions may be as simple as informing the operator which device is the cause of the problem or might be as complex as providing full recovery instructions. At 624, the FMC verifies whether the jam or stop conditions have been removed. If not, then the sequence returns to step 622. If the conditions have been removed, then the FMC at 625 issues restart commands which may include reloading and reconfiguration commands to the operator and/or devices. Once restarted, the FMC returns to step 621 where the process continues.

At step 626, the FMC maintains integrity data. Based on count data and job segment status data obtained in steps 619 and 620 the FMC tracks and recovery data from steps 621-625, the FMC tracks which sheets have been lost, destroyed, or are unaccounted for during the assembler/finisher process. The FMC also tracks which job segments or finished products may contain missing sheets based upon the counting and tracking data. Based upon this integrity data, at step 627, the FMC issues instructions for additional printing and/or assembler/finisher operations. These instructions could be automatic to the appropriate devices or may be instructions to the operator regarding manual reprogramming of certain portions of the job. One advantage of having an FMC that is capable of tracking even complex jobs through all parts of the assembler/finisher operation is that there is less incentive to print extra copies of each document component, thereby saving printing and inventory cost. The lowered incentives result because the FMC's ability to track job segments and sheets within job segments enables operators to more precisely know when and where defects have occurred.

At step 628, the FMC sends its tracking and integrity data to a central database such as the VFJTDDB in order that a record of the job performance be kept. This step will occur upon completion of the production run but could occur at any interim step. The PMC or other controller can use this data to account for the number of completed finished units, the amount of wasted sheets, time for production, and any other criteria that is desired to be monitored and recorded. Lastly, at step 629, the FMC automatically updates the VFJTDDB concerning any new capability and constrain data relating to the devices. Such data may include reliability data, out-of-service data, new information regarding feeding constraints, etc. In sum, by breaking an assembler/finisher job into trackable job segments, the FMC enables the systematic control and integrity monitoring of offline assembler/finisher devices that until now have only minimally been digitally connected to each other or to devices such as printers.

An embodiment of key portions of software for the present invention will now be described. As described above in relation to the VFJTDDB, each job may be comprised of an indeterminate number of document components and/or job segments. This indeterminate feature necessitates software algorithms that do not use predefined limits and boundaries, such as static memory buffers. Instead, the software algorithms recursively search the job model in the VFJTDDB or other database based on a job key sequence. The job key sequence is provided from a data base record related to an individual job segment. By using a Microsoft Visual Basic 6.0 Predefined TreeView Component, the “Node Key” is constructed and stored using the job key sequence. This allows the user to select a node on the graphical display in the form of an icon and for the job sequence key to be retrieved in the form of the “Node Key”. The data base job model can then be recursively searched to facilitate processing requirements.

The following software demonstrates the recursive algorithm used to build the graphical TreeView representation of the physical product being built. The Node Key is constructed as the sequence of parent node keys. Any time after the node icon is selected, the Node Key can be accessed and used to efficiently locate the Node in the over all job model. This subroutine builds the tree from the root down by recursively calling itself and stops at each branch of the tree when no more children exist. The advantages of using this algorithm are:

1. No predefined limits are defined for the number of levels existing in the job model tree;
2. The code size is compact;
3. The code uses existing built-in Microsoft Visual Basic Controls to provide the graphical presentation; and
4. The code retrieves the sequence key efficiently when processing a user selection event.

This software code is as follows:

```
Private Sub FillTree(ChildId As String, Key As String, _
    nodeIndex As Integer, root As Node, keysO As String, _
    level As Integer, nf As Form)
    'a recursive building of the job node tree
    Dim pd As NodeDef
    Dim pid As Integer

    '...
inventions will now be discussed. Beginning with FIG. 20, another aspect of the present invention is a GUI used to implement “Document Construction Wizard” (DCW) software. The DCW assists the user in linking electronic image data files to particular document components and then organizing document components into documents. A user creates electronic image data files that represent the images that make up the document(s) that is desired to produce. The user chooses the final document form from one of the listed document form types. He/she then designates each image data file(s) as a specific document component of one of the seven document forms. The DCW enables, and the GUI assists, the user in designating document component orientations and organization within the document form. It also uses a different set of rules for each document form to limit the number and type of document components from which a user can construct the document. For example, a signature booklet cannot have two separate sheets of media that are covers. It can only have one cover (a wrap around cover) but a tape bound document form may have up to two covers (front and back). In similar fashion, the GUI prompts the user for the required attributes that are dependant upon the selected document component type and/or document form. This software also reads a file or database that represents capabilities and constraints of the finishing equipment available to the user and thus would only display the finishing operations, options or attributes that are available based upon that finishing equipment that is available.

[0110] The DCW also prompts the user to enter whether or not the component is Variable Component. A Variable Component is a component whose image data will change from one copy of the document to the next copy of the document in the print job. A Static Component is one whose image data will not change from one copy of the document to the next copy of the document in the print job. If the component is designated as a Variable Component, the user would have to designate a form file name and a data file name. All of this data would be stored in a database.

[0111] The DCW allows the user to designate whether any document components are External Components or whether all components are to be generated from an image data file. An “External Component” is one that is produced or printed through some other process but is not to be printed as part of this job. If designated as an External Component, then the DCW prompts the user for an integrity descriptor for the preprinted document component. The integrity descriptor is entered or read from a file if the user enters the integrity descriptor file name. All of this data is stored in a database.

[0112] Turning now to FIGS. 17-19, another aspect of the present invention comprising a GUI will be described. This GUI is designed to facilitate operators to load and operate assembler/finisher devices even when the operators do not have expert knowledge concerning the methods by which the individual product components are to be combined to form the final document product. In the prior art, it has often been necessary for the creator of the job to either directly assist a machine operator, to operate the devices directly, or to write a detailed set of process instructions.

[0113] This GUI of the present invention provides detailed information required by an operator who has no previous knowledge of the document to be constructed by the finishing equipment. The interface provides information ranging
from a simple job overview to very detailed component status information. Information is presented to the operator describing the product and each of its components. The operator is also guided through how to load and operate a variety of finishing equipment. The GUI also permits the operator to interact with a VFJDB or other database. The GUI is designed to enable the user located at the finishing equipment location to both run and load the finishing equipment and also to stage jobs. This user interface can also be used to facilitate a materials packaging task at the output location of the finishing device(s) or printers. For example: Machine operators could use this GUI to assist in palettization of boxes of output being shipped to other locations. The GUI can also be used at the printer output location for the purpose of packaging segments to be transported to a remote finishing location.

Turning now to FIG. 17, an embodiment of the initial GUI screen is shown. Using this screen, an operator can select the database and job name. This screen also enables the user to add, remove or similarly manipulate the document component nodes in the database.

Turning now to FIGS. 18 and 19, two embodiments of a Job Assembly View of the present invention are shown. In both embodiments, the Job Assembly View provides a graphically view of the job model arranged as a hierarchical tree. Microsoft Visual Basic 6.0 Predefined TreeView Component can be used to create this hierarchical tree arrangement. The Job Assembly View can use text descriptions as well as graphic icons. For example, a picture of a signature book or a picture of a cover to a book could be displayed as well as an actual bitmap photographic image of the product.

FIG. 18 shows an embodiment of the Job Assembly View that references the job from the unique job identifier code described above. FIG. 19 shows an embodiment of the Job Assembly View that references the job from a combo box status list of jobs.

Use of the GUI of the present invention is typified as follows: First, a user scans a Job Segment Identifier Sheet (JSIS) or otherwise enables the system to determine the JSIS for a job segment using the procedures described above. As described above, the PMC, working in conjunction with the VFJDB or other database, is able to reassemble the job model and all of its nodes from a single JSIS. Once the job and all of its nodes have been identified, the PMC, FMC, or other terminal can create the Job Assembly View for the job if the user selects “Segment Notification”.

Second, the user can view a status list of jobs in a standard combo box and pick which job is desired to view.

Third, the user will be able to edit the Job Assembly View graphical tree by using a tool box drag and drop action. For example the user may add or take away components from the product.

Fourth, an unlimited number of Job Assembly View windows can be displayed. This feature will be useful for staging jobs for latter processing.

Fifth, the main form of the GUI will display the job status, which is the printer and/or assembler/feeder device queue status.

Sixth, segment identifiers such as JSICs may be displayed and edited by using the keyboard.

Seventh, when a user requests that a job be run, the System software (which may reside in the PMC, FMC, both or other clients) will direct the GUI to display a status check of each job segment and will notify the user should there be missing or incomplete job segments. This feature of the GUI was described above in relation to the FMC.

Eighth, a system diagnostics form will be enabled and accessed from the main form.

Ninth, the type and level of information for every node or level of the job model may be selected by the user, including, without limitation, information relating to the job node, document node, document component nodes, job segment nodes, etc.

Tenth, the product tree representation shown by the Job Assembly View of the present invention is unlimited in size and the number of levels. For example, the highest level could be a pallet of boxes filled with a variety of documents, books, and other objects (such as CD ROM disks) while the same Job Assembly View tree could have a lowest level comprising a single page of a signature book. As described above in relation to the PMC, specific PDIs will be associated with such sheet and can be identified and extracted from the Job Assembly View tree GUI.

In sum, what has been presented is a system for electronic management and control of a wide range of finishing processes characterized by input from multiple production operations and equipment that, depending upon the job, may be variably applied to work pieces that themselves are highly variable between different jobs. The present invention has been demonstrated in relation to printing and finishing operations for printed documents. The principles of the present invention, however, apply to such production and finishing systems as, without limitation, textile production (which may include printing, cutting, sewing, and finishing), packaging operations for various consumer and industrial products, and printed wiring board production, etc. The present invention is particularly applicable to many operations where processes for production of work pieces are managed separately from processes for finishing and packaging of such work pieces.

Among the advantages demonstrated are:

1) an integrated digital architecture for interactive control, tracking and integrity functions of all three phases of the prepress/printing/finishing process;

2) an integrated apparatus and method for enabling an operator, prior to printing of a job, to provide complete instructions for complex assembler/finishing operations, especially if off-line from the printer controller;

3) a method for accurately and completely describing the final document form of a complex document in a manner that enables both printer controllers and assembler/finisher controllers to instruct and control their respective printing and assembling/finishing operations;

4) an apparatus and method for dividing and managing a print job and associated work flow in
response to constraints of both the available printing systems and the available finishing systems;

[0133] 5) a queue management system that manages the entire print and finishing process in accordance with the availability of specified printers and of specified assembler/finisher equipment;

[0134] 6) an interactive integrity check system capable of tracking each sheet through each production process, especially those portions of the process involving assembler/finisher operations that are offline from the printer controller; and

[0135] 7) apparatus and method, acting in response to an interactive integrity check function, that automatically instructs printers to add or replace sheets not available to the assembler/finisher apparatus when such assembler/finisher apparatus calls for such sheets.

[0136] It is, therefore, evident that the present invention fully satisfies the aims and advantages set forth above. While the invention has been described in conjunction with several embodiments, it is evident that many alternatives, modifications, and variations will be apparent to those skilled in the art. Accordingly, it is intended to embrace all such alternatives, modifications, and variations as fall within the spirit and broad scope of the appended claims.

What is claimed is:

1. In a controller for a document production system, such controller having an associated display, a method for providing a graphical representation of a job model for a document, comprising:

a) inputting into the controller an identifier for the document to be represented;

b) retrieving job model data regarding the identified document from a database;

c) displaying a graphical view of the job model arranged as a hierarchical tree of the document and a plurality of its document components.

2. The method of claim 1, wherein the step of displaying further comprises using commercially available software with features enabling hierarchical association between different files identified to the software.

3. The method of claim 1, wherein the step of displaying further comprises displaying a representation of at least one document component as a graphic icon.

4. The method of claim 1, wherein the step of displaying further comprises displaying a text description of at least one document component.

5. The method of claim 1, further comprising altering at least one attribute of at least one document component by manipulating the portion of the graphical view that represents such document component.

6. The method of claim 5, wherein the step of altering comprises adding a document component to the job model.

7. The method of claim 5, wherein the controller is used for control of at least one finishing device and wherein the step of altering comprises directing the orientation in which at least one document component is to be loaded into the finishing device.

8. The method of claim 1, wherein the step of displaying further comprises displaying an indicator of the status of at least one document component.

9. The method of claim 8, wherein the document production system comprises a plurality of finishing operations and wherein the step of displaying status comprises displaying an indicator of the status of the document component in relation to at least one finishing operation.

10. The method of claim 8, wherein the step of displaying an indicator of status further comprises displaying an indicator of a fault in the processing of a document component.

11. The method of claim 10, further comprising, in response to an indicator of a fault in the processing of a document component, displaying a system diagnostic form to provide information to a user concerning the fault.

12. The method of claim 8, wherein the step of retrieving comprises:

a) retrieving job model data arranged as a sequence of nodes associated with a plurality of job segments within the document; and

b) using a recursive algorithm to inquire concerning the status of the job segments within the document.

13. The method of claim 1, wherein the document production system comprises a plurality of finishing devices and wherein the step of retrieving comprises retrieving data concerning the status of at least one finishing device.

14. The method of claim 13 wherein the step of retrieving data concerning the status of a finishing device further comprises using a recursive algorithm to identify a plurality of finishing devices from which such data is to be obtained.

15. The method of claim 1, wherein the step of displaying further comprises displaying a representation of at least one job segment as a sub-node of a document component.

16. The method of claim 1, further comprising:

a) associating a unique identifier for each item displayed within the hierarchical tree; and

b) manipulating at least one unique identifier by changing its representation on the display.

17. The method of claim 1, wherein the step of displaying the job model as a hierarchical tree further comprises enabling display of an unlimited number of levels within the hierarchical tree.

18. The method of claim 1, wherein:

a) the production system comprises a plurality of finishing operations;

b) the document may be finished using a plurality of possible threads of such finishing operations; and

c) the step of displaying the job model as a hierarchical tree further comprises displaying a plurality of threads using a perspective view of representations of a plurality of finishing devices arranged as threads.

19. The method of claim 18, wherein the document is comprised of job segments and wherein the step of displaying further comprises displaying a map showing at least one thread that a job segment may take through the finishing devices.

20. The method of claim 18, wherein the document is comprised of job segments and wherein the step of displaying further comprises displaying data comprised of the quantity of job segments required to complete the job.
21. The method of claim 18, further comprising selecting at least one thread for performing the finishing operations.

22. The method of claim 21, further comprising displaying the status of at least one thread before the step of selecting a thread for performing the finishing operation.

23. The method of claim 1, wherein the step of retrieving job model data comprises using a recursive algorithm wherein each item within the hierarchical tree is associated with a node of information, wherein each node is embedded with an identifying reference to at least one other node within the hierarchical tree, and wherein the recursive algorithm operates by recursively calling itself until all nodes within the hierarchical tree have been identified.

24. In a finishing system having at least one database for storing information concerning the job model for a job, including identification and descriptions of the job and job segments stored as nodes of information within the database, a graphical user interface, comprising:

   a) a opening screen with user options to select a database, a job stored in the database, and a type of report for displaying information concerning the job;

   b) an optional display a selected job in a hierarchical view with multiple nodes arranged in a tree view showing the relationship of each node to other nodes within the same job; and

   c) an optional display of information describing the status of each job segment within the job.

* * * * *