Abstract: A method of performing a direct memory access has the steps of selecting a peripheral device for performing a direct memory access through a direct memory access controller; providing a partial address by the peripheral device to the direct memory access controller; and forming the source or destination address by combining the partial address with selected bits from a source register within the direct memory access controller.
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TECHNICAL FIELD

The present application relates to a direct memory access (DMA) controller which allows flexible data transfers from a source to a destination.

BACKGROUND

Today's DMA controllers or module are used to transfer data, independently from the central processing unit (CPU), between, for example, two memory locations. Conventional DMA modules, however, are usually implemented without complex addressing modes. It is not possible to have the source or destination supply and address the DMA without significantly complicating the DMA module.

SUMMARY

According to one embodiment, one or more peripherals supply a portion of an address in RAM. A register in the DMA selects which bits of the peripheral address are used to address the RAM and which bits are provided by DMA channels. The addition of these addressing modes allows non-linear access of RAM. For example, message may be placed in specific locations such as RAM or in a dual port RAM buffer, or read from a specific location within the RAM or the dual port RAM buffer.

BRIEF DESCRIPTION OF THE DRAWINGS

A more complete understanding of the present disclosure and advantages thereof may be acquired by referring to the following description taken in conjunction with the accompanying drawings wherein:

Figures 1 is a schematic block diagram of peripherals, DMA, and memory;

Figure 2 is a schematic block diagram of a DMA register;

Figure 3 is a schematic block diagram of a DMA channel configured to selectively allow peripheral indirect address selection;

Figure 4 is a schematic block diagram of a destination side of a DMA channel configured to selectively allow peripheral indirect address selection;
Figure 5 is a schematic block diagram of a memory addressing system; and
Figure 6 is a schematic block diagram of another embodiment of a DMA channel.

DETAILED DESCRIPTION

Thus, according to an embodiment, a method of performing a direct memory access
may comprise the steps of selecting a peripheral device for performing a direct memory
access through a direct memory access controller; providing a partial address by the
peripheral device to the direct memory access controller; and forming the destination address
by combining the partial address with selected bits from a source register within the direct
memory access controller.

According to an embodiment, the partial address can be the least significant bits of the
source and/or destination address. According to an embodiment, the number of bits of the
partial address may depend on the selected peripheral device. According to an embodiment,
the number of bits of the partial address can be programmable. According to an embodiment,
the respective bits of the partial address can be selected automatically when selecting the
peripheral device.

According to another embodiment, a method of performing a direct access to a
memory, may comprise the steps of configuring a channel to receive a plurality of address
bits from a peripheral device; and selectively choosing a location in the memory based on a
plurality of address bits from a peripheral device and a plurality of address bits from a source
or destination register.

According to an embodiment, a control register may determine the address bits that
the channel should use from the plurality of address bits from the peripheral device.
According to an embodiment, the plurality of address bits from a peripheral device may
provide a channel offset in the location of the memory. According to an embodiment, the
source registers may supply the start and end address of the channel. According to an
embodiment, in the source registers may be DMA setup registers. According to an
embodiment, the control register can be a user configurable register. According to an
embodiment, the user configurable register can be configured using software. According to
an embodiment, According to an embodiment, the control register may determine the
plurality of address bits of the peripheral address to use in the source or destination address.
According to another embodiment, a method of accessing a memory using direct memory access (DMA), may comprise the steps of selecting a plurality of address bits from a peripheral device; selecting a plurality of address bits from a pointer register; inserting the selected plurality of address bits from the peripheral device and the plurality of address bits from the pointer into a multiplexer; and choosing a memory location at least partially based on the plurality of address bits selected by the multiplexer.

According to an embodiment, the memory location can be a source or destination address path. According to an embodiment, the pointer register can be a register in a DMA channel. According to an embodiment, the multiplexer may select a partial address and the memory location is formed by the partial address and other bits from the pointer register.

According to another embodiment, a direct memory access (DMA) controller, may comprise a register for providing a first pointer address; an input receiving a partial address from a peripheral device; and a merger for merging the partial address with bits provided by the register to form a second pointer address.

According to an embodiment, the DMA controller may further comprise a multiplexer receiving the partial address and a plurality of bits from said register. According to an embodiment, the DMA controller may further comprise a control register for controlling said multiplexer. According to an embodiment, the DMA controller may further comprise a first multiplexer receiving a plurality of partial addresses from a plurality of peripheral devices. According to an embodiment, the DMA controller may further comprise a second multiplexer receiving a selected partial address from said first multiplexer and a plurality of bits from said register. According to an embodiment, the DMA controller may further comprise a plurality of multiplexers each receiving a plurality of partial addresses from a plurality of peripheral devices and a plurality of bits from said register; and a control register for controlling said plurality of multiplexers. According to an embodiment, the DMA controller may further comprise a plurality of control register and a control multiplexer for selecting control signals from said plurality of control registers to control said plurality of multiplexers, wherein each control register is associated with a peripheral device.

Referring now to the drawings, the details of exemplary embodiments of the present invention are schematically illustrated. Like elements in the drawings will be represented by
like numbers, and similar elements will be represented by like numbers with a different lower case letter suffix.

Figure 1 shows an example system including three major components: device peripherals, a DMA module 110, and a dual port RAM module 120. The device peripherals include peripheral modules 1051..N. Peripherals are either generators of data (e.g., UART receive) or consumers of data (e.g., UART transmit), in other words they receive and/or transmit data.

The DMA module 110 includes channels $115_{0M}$. Each channel is typically configured to connect one of the peripheral modules $10S_{1N}$ to a range of data inputs of the dual port RAM module 120. However, in other embodiments, any other type of memory could be used. On certain stimulus, the DMA module 110 fetches data from the source, one of the peripheral modules $115_{0M}$, and writes the data to the destination, for example, the dual port RAM 120. For example, a data block transfer sets the start and end source addresses as well as the start and end destination addresses in the DMA module. Upon start of transfer, the DMA module sets the source address register with the source start address and the destination address register with the destination start address and fetches the first data from the source using the source address register. This data is then transferred to the destination using the destination address register. Both, source and destination address register are then incremented and the process repeats until the source address register reaches the destination end address.

To prevent any stalling of the CPU, the arrangement according to the embodiment in Fig. 1 comprises a dual port RAM. The dual port RAM module 120 includes a DMA side and a CPU side. The separation of CPU and DMA address/data busses prevents CPU performance from being degraded during times of high DMA activity. The user may configure each DMA channel $115_{0M}$ to point to a given address range within the dual port RAM 120. As mentioned above, other embodiments may include other types of memory.

An example DMA channel, shown generally at 205, is depicted in Figure 2. The DMA channel 205 includes a source side 210 and a destination side 215. The source side 210 includes a start address register 225, an end address register 220, and a pointer 230. The destination side includes a start address 235, and end address 240, and a pointer 245. The pointer 230 outputs a portion of a source/read address. The pointer 245 outputs at least a
portion of a destination write address. In some example implementations each of the pointers 230 and 245 store a word. In one example implementations, a single word having a width that is equal to the system width is transferred from the channel source pointer to the channel destination pointer. The source pointer 230 is updated to point to the next word after the transfer completes, unless the end of the buffer is reached. In that case, the source pointer 230 can again be loaded with the start address 225.

Standard DMA memory access may not be sufficient for more complex peripherals (e.g., a controller area network (CAN)) or peripherals with more complex addressing modes, such as multi-channel analog to digital converters. For example, certain peripherals may require specifying an address within a DMA channel to be used as a source or destination for data. For peripherals that have multi-word message sizes or would like to access DMA memory in a non-linear mode it would be useful to be able to partition the DMA memory into "message" sized blocks and have the peripheral identify the order in which to access these blocks. For example, in the CAN each message is comprised of 8x16 word blocks. In the example given in Table 1, the four message that are in the DMA queue are transmitted starting with buffer 0, followed by buffer 2, buffer 1, and finally buffer 3.
The peripheral can perform these functions using a simple DMA module as follow: the DMA is set up to allow selected address bits to be derived by the peripheral in question. For example, in Table 2 address bits 2:0 will be derived by the peripheral which give the channel offset, while the most significant bits of the address are supplied by the DMA setup registers which define the start and end address of the channel. This may be implemented using a register that would describe which address bits the DMA channel should take from the peripheral attached to the DMA channel.
Table 3 shows how a RAM having can be partitioned into, for example, four different sections. In this example, each channel is assigned to a different peripheral. In a RAM with a capacity of, for example, 512 bytes and, thus, 9 address bits A₀-A₈, the following scheme could be applied. Channel 0 is assigned to the SPI serial interface and uses a buffer of 256 bytes. Thus, the lower 8 bits A₀-A₇ of the RAM address will be provided by the peripheral and the MSB A₈ (set to "0") is provided by the destination address register. Channel 1 is assigned to the analog to digital converter and requires to address 8 bytes in the RAM. In this example, the lowest 3 bits A₀-A₂ are provided by the peripheral and the remaining bits A₃-A₈ (set to "100000") from the destination address register. The serial interface UART requires a buffer of, for example 216 bytes. Thus, address bits A₀-A₇ (using an offset of "0001000") are provided by the peripheral and the MSB bit A₈ (set to "1") by the destination address register. Finally, 32 bits are used for the CAN bus in the memory and, therefore, bits A₀-A₄ are provided by the peripheral and bits A₅-A₈ (set to "1111") by the destination register.
Table 3

<table>
<thead>
<tr>
<th>Channel</th>
<th>Address</th>
<th>Module</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0-FF</td>
<td>SPI Transmit</td>
</tr>
<tr>
<td>1</td>
<td>100-107</td>
<td>ADC</td>
</tr>
<tr>
<td>2</td>
<td>108-1DF</td>
<td>UART</td>
</tr>
<tr>
<td>3</td>
<td>1E0-1ff</td>
<td>CAN</td>
</tr>
</tbody>
</table>

Figure 3 shows a DMA channel 305 which further receives a peripheral supplied address that is input to both the source side 210 and destination sides 215. The DMA channel 305 further includes a peripheral address select register 310. The peripheral address select register 310 may be configured by the user in software. The peripheral address select register 310 is then used to select which bits of the peripheral address are to be used in the destination address. The peripheral supplied address is used when the DMA channel is configured to allow the source or destination address in the dual port RAM 120 to be partially selected by a peripheral. In one implementation, the peripheral supplied address is appended to the based address given by the source address. In another implementation, the peripheral supplied address may substitute respectively designated bits of the address provided by the respective pointer. To this end, each address generating device for the source and the destination comprises, for example, a multiplexer or selector that selects between the respective bits. Thus, depending on how the multiplexer or selector is controlled, the DMA module may operate either in normal mode in which all address generation is provided by simple incrementing or decrementing or in the extended mode in which the address generation is partly controlled by the peripheral.

Figure 4 shows a destination side 215 of a DMA register that is configured to read from the peripheral and write to a specified location in the dual port RAM 120. The multiplexer 410 is added to the destination address path and selects which n bits of the n+m bits of the destination address is selected by the peripheral and which n address bits are selected by the pointer 245. To this end, the multiplexer will receive respective n bits from pointer 245 and the n respective peripheral address bits from the peripheral. The peripheral address select signal which is provided by or derived from the peripheral address select register 310 controls the multiplexer to select the respective multiplexer input. At the output
of multiplexer 410 the remaining m address bits from the pointer 245 are added to the n selected bits to form a complete address having n+m bits.

Figure 5 shows an example implementations where a peripheral, such as an ADC or a CAN module selected through multiplexer 520, supplies 4 bits, e.g. bits [0:3], while the destination address register 540 provides the remaining upper 4 bits, e.g. bits [7:4], of the memory address. A further multiplexer 530 is controlled by source select register 510 and selects either the respective bits of the destination address register 540 or the bits provided by the output of multiplexer 520. Only one multiplexer 530 for bit 0 is shown in Fig. 5. Depending on how many bits are provided by the peripheral, a respective number of multiplexers will be provided.

In the case of the CAN module the fourth bit [NUM_BUFFERS:3] of the lower address bits will select the destination buffer and the lowest three bits [2:0] will select which of the 8 16-bit words is currently being loaded with data. Depending on the embodiment, the buffer size (maximum) that a peripheral uses can be significantly greater than in the above mentioned CAN embodiment, for example it may be limited only by the size of the DMA's dual port RAM.

Fig. 6 shows another embodiment using a different arrangement of multiplexers. Destination address register 600 comprises 8 bits wherein, for example, the upper bits a, b, c, and d are directly fed to output 650. The lower bits e, f, g, and h are fed to the first input 0 of four multiplexers 610, 612, 613, and 614. The second inputs 1 of multiplexers 610, 612, 613, and 614 receive the respective lower address signals from peripheral 660 whereas the third inputs 2 of multiplexers 610, 612, 613, and 614 receive the respective lower address signals from peripheral 670. The outputs of multiplexers 610, 612, 613, and 614 are coupled with output 650 such that a complete address is present at output 650. Source select register 630 provides the control signals for multiplexers 610, 612, 613, and 614. Thus, either the destination address register, the first peripheral 660 or the second peripheral 670 provides the bits for the address output according to its content. For example, source select register 630 has 8 bits 0...7. 2 bits can select four different inputs of a multiplexer. Thus, bits 0 and 1 are used to control multiplexer 610, bits 2 and 3 are used to control multiplexer 611, bits 4 and 5 are used to control multiplexer 612 and bits 6 and 7 are used to control multiplexer 613. Thus, depending on the content of register 630 which is written in accordance with the
specification of the respective coupled peripheral, the multiplexers 610, 612, 613, and 614 select the appropriate input to form the output address at output 650. Each peripheral can furthermore have an associated register as shown by the dotted boxes 640. An additional multiplexer 650 then could select automatically the register associated to the specific peripheral that has been selected for DMA transfer.

One of the advantages of the described embodiments is that the partial address bits which are provided by the peripheral and substitute the respective bits of the destination address register do not have to be continuous. In other words, these bits are not necessarily incremented during a DMA transfer but rather may be out of order. However, if the RAM serves as a buffer in a serial data DMA transfer, these bits can of course be incremented by the peripheral to fill an assigned buffer space within the RAM. Moreover, the partial address substitution allows also for a simple reverse filling in which a buffer is written from the end address to the start address. Thus, any type of in-order or out-of-order transmission can be accomplished depending on the capabilities of the peripheral and the programming of the DMA module.

Therefore, the present invention is well adapted to carry out the objects and attain the ends and advantages mentioned as well as those that are inherent therein. While numerous changes may be made by those skilled in the art, such changes are encompassed within the spirit of this invention as defined by the appended claims.
WHAT IS CLAIMED IS:

1. A method of performing a direct memory access, comprising:
   selecting a peripheral device for performing a direct memory access through a direct memory access controller;
   providing a partial address by the peripheral device to the direct memory access controller; and
   forming the destination address by combining the partial address with selected bits from a source register within the direct memory access controller.

2. The method according to claim 1, wherein the partial address are the least significant bits of the source and/or destination address.

3. The method according to claim 1, wherein the number of bits of the partial address depends on the selected peripheral device.

4. The method according to claim 1, wherein the number of bits of the partial address is programmable.

5. The method according to claim 3, wherein the respective bits of the partial address are selected automatically when selecting the peripheral device.

6. A method of performing a direct access to a memory, comprising:
   configuring a channel to receive a plurality of address bits from a peripheral device;
   selectively choosing a location in the memory based on a plurality of address bits from a peripheral device and a plurality of address bits from a source or destination register.

7. The method of claim 6, wherein a control register determines the address bits that the channel should use from the plurality of address bits from the peripheral device.
8. The method of claim 7, wherein the plurality of address bits from a peripheral device provide a channel offset in the location of the memory.

9. The method of claim 8, wherein the source registers supply the start and end address of the channel.

10. The method of claim 9, where in the source registers are DMA setup registers.

11. The method of claim 7, wherein the control register is a user configurable register.

12. The method of claim 11, wherein the user configurable register is configured using software.

13. The method of claim 7, wherein the control register determines the plurality of address bits of the peripheral address to use in the source or destination address.

14. A method of accessing a memory using direct memory access (DMA), comprising:
    selecting a plurality of address bits from a peripheral device;
    selecting a plurality of address bits from a pointer register;
    inserting the selected plurality of address bits from the peripheral device and the plurality of address bits from the pointer into a multiplexer;
    choosing a memory location at least partially based on the plurality of address bits selected by the multiplexer.

15. The method of claim 14, wherein the memory location is a source or destination address path.

16. The method of claim 14, wherein the pointer register is a register in a DMA channel.

17. The method of claim 14, wherein the multiplexer selects a partial address and the memory location is formed by the partial address and other bits from the pointer register.
18. A direct memory access (DMA) controller, comprising:
   a register for providing a first pointer address;
   an input receiving a partial address from a peripheral device;
   a merger for merging the partial address with bits provided by the register to form a second pointer address.

19. The DMA controller according to claim 18, further comprising:
   a multiplexer receiving the partial address and a plurality of bits from said register.

20. The DMA controller according to claim 18, further comprising:
   a control register for controlling said multiplexer.

21. The DMA controller according to claim 18, further comprising:
   a first multiplexer receiving a plurality of partial addresses from a plurality of peripheral devices.

22. The DMA controller according to claim 21, further comprising:
   a second multiplexer receiving a selected partial address from said first multiplexer and a plurality of bits from said register.

23. The DMA controller according to claim 18, further comprising:
   a plurality of multiplexers each receiving a plurality of partial addresses from a plurality of peripheral devices and a plurality of bits from said register;
   a control register for controlling said plurality of multiplexers.

24. The DMA controller according to claim 23, further comprising:
   a plurality of control register and a control multiplexer for selecting control signals from said plurality of control registers to control said plurality of multiplexers, wherein each control register is associated with a peripheral device.