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IDENTIFYING, EVALUATING AND SELECTING POSSIBLE PALLET BOARD LINES IN AN IMAGE SCENE

TECHNICAL FIELD

The present invention relates generally to materials handling vehicles, and more particularly to a system for imaging and locating a pallet to be picked by the vehicle.

BACKGROUND ART

In a typical warehouse or distribution center, palletized stock items are stored in racks or other storage structures that are aligned to each side of generally long, parallel extending aisles. To maximize available space, it is common for several storage structures to be vertically stacked, such that stock may be stored at elevated heights. Accordingly, an operator of a materials handling vehicle that is retrieving and/or putting away stock may be required to look upward from an operating position of the vehicle to identify the proper height and lateral position of the forks for stock to be retrieved or put away.

Positioning a forklift carriage to pick up or to put away palletized materials becomes increasingly more difficult at increasing heights. Visual perspective becomes more difficult. Extensive training can be required in order to effectively perform the positioning adjustments necessary. Even with sufficient ability, correct positioning can take more time than desired for efficient use of the materials handling vehicle and operator.

DISCLOSURE OF INVENTION

In accordance with a first aspect of the present invention, a method is provided for determining which of a plurality of possible lines is most likely to be an actual line passing through a possible corner of a pallet. The method may comprise: providing a Ro image comprising pixels valued to generally correspond to an orthogonal distance from an origin point in the Ro image to one or more possible lines in a corresponding grey scale image; providing, using a computer, a location in the Ro image corresponding to a possible pallet corner; defining, using the computer, a plurality of possible lines passing through the possible pallet corner, each of the possible lines being respectively oriented at one angle within a range of angles to an axis of the Ro image; and determining, using the computer, which of the plurality of possible lines is most likely to be the actual line passing through the possible pallet corner.
The range of angles may be centered about a horizontal axis in the Ro image. Defining may comprise calculating an orthogonal distance from the origin point in the Ro image to each of the possible lines being respectively oriented at one angle from the following equation:

\[ \rho(\phi) = -X_{pallet\,Corner} \sin^2 \phi + Y_{pallet\,Corner} \cos \phi \]

wherein:

\[ \rho(\phi) \] is an orthogonal distance from the origin point in the Ro image to a possible line at angle \( \phi \);

\[ \phi \] is one angle within the range of angles; and

\[ x, y \] are coordinates in the Ro image for the possible pallet corner.

Defining may further comprise identifying points for each possible line using \( \rho(\phi) \) calculated for that line. Identifying points for each possible line may comprise generating respective first and second end points for a set of sub-lines \{L\} according to:

\[ \{L\} = \{(1, y_1+k) \text{ to } (M, y_2+k)\}, \]

where

\[ y_1 = \text{round} \left( \frac{-TOL1 + \rho(\phi) \sin \phi}{\cos \phi} \right) \]

\[ y_2 = \text{round} \left( \frac{-TOL1 + \rho(\phi) + M \sin \phi}{\cos \phi} \right) \]

given that:

\[ \rho(\phi) \] is an orthogonal distance from the origin point in the Ro image to the corresponding possible line at angle \( \phi \);

\[ \phi \] is one angle within the range of angles;

\[ TOL1 \] is an empirically determined value;

\[ M \] is the number of horizontal pixels in each row of the Ro image; and

\[ y_1, y_2 \] are \( y \)-coordinate values for the respective first and second end points.

Identifying points for each possible line may further comprise generating first and second intermediate points between each set of first and second sub-line end points using Bresenham’s line algorithm, wherein points for each possible line being defined by end and intermediate points of corresponding first and second sub-lines.

The method may further comprise evaluating the following expression for each point on each possible line:
\[ |\rho_{left}(X, Y) - \rho(\psi)| \leq TOL2 \times \rho(\psi) \]

wherein:

(X, Y) = one of the points on a possible line;
Pieft(X, Y) = value from the Ro image at a point X, Y on the possible line;
\( \rho(\phi) \) = an orthogonal distance from the origin point in the Ro image to the possible line at angle \( \phi \);
\( \phi \) = the one angle within the range of angles; and
TOL2 = an empirically determined value.

The method may further comprise, for each possible line, incrementing a respective counter each time the following expression is true for a point X, Y on the possible line:

\[ |\rho_{left}(X, Y) - \rho(\phi)| \leq TOL2 \times \rho(\phi) \]

The method may further comprise identifying one of the possible lines having the greatest respective counter value as the line most likely to be an actual line passing through the possible pallet corner.

In accordance with a second aspect of the present invention, a system is provided for determining which of a plurality of possible lines is most likely to be an actual line passing through a possible corner of a pallet. The system may comprise: a computer configured to acquire a Ro image comprising pixels valued to generally correspond to an orthogonal distance from an origin point in the Ro image to one or more possible lines in a corresponding grey scale image; the computer configured to provide a location in the Ro image corresponding to a possible pallet corner; the computer further configured to define a plurality of possible lines passing through the possible pallet corner, each of the possible lines being respectively oriented at one angle within a range of angles to an axis of the Ro image; and the computer further configured to determine which of the plurality of possible lines is most likely to be an actual line passing through the possible pallet corner.

The range of angles may be centered about a horizontal axis in the Ro image.

Wherein to define a plurality of possible lines the computer is further configured to calculate an orthogonal distance from the origin point in the Ro image to each of the possible lines being respectively oriented at one angle from the following equation:

\[ \rho(\phi) = -X_{palletCorner} \sin(\phi) + Y_{palletCorner} \cos(\phi) \]

wherein:

\( \rho(\phi) \) = an orthogonal distance from the origin point in the Ro image to a possible line at angle \( \phi \);
φ = one angle within the range of angles; and
x, y = coordinates in the Ro image for the possible pallet corner.

Wherein to define a plurality of possible lines the computer is further configured to identify points for each possible line using ρ(φ) calculated for that line.

The computer may further be configured to identify points for each possible line by generating respective first and second end points for a set of sub-lines {L} according to:

\[ \{L\} = \{(1, y_1+k) \rightarrow (M, y_2+k)\}, \text{ where} \]
\[ k = 0, 1, 2, ..., (N_y-1), \]

\[ N_y = \text{the number of sub-lines used to define the possible line; and} \]

\[ \text{where: } y_1 = \text{round} \left( \frac{-\text{TOL1} + \rho(\phi) + s \sin \phi}{\cos \phi} \right) \]
\[ \text{and } y_2 = \text{round} \left( \frac{-\text{TOL1} + \rho(\phi) + M \sin \phi}{\cos \phi} \right) \]

given that:

\[ \rho(\phi) = \text{an orthogonal distance from the origin point in the Ro image to the corresponding possible line at angle } \phi; \]

φ = one angle within the range of angles;

TOL1 = an empirically determined value;

M = number of horizontal pixels in each row of the Ro image; and

yi, y2 = y-coordinate values for the respective first and second end points.

Wherein to identify points for each possible line the computer may be further configured to generate first and second intermediate points between each set of first and second sub-line end points using Bresenham's line algorithm, wherein points for each possible line being defined by end and intermediate points of corresponding first and second sub-lines.

The computer may be further configured to evaluate the following expression for each point on each possible line:

\[ |\rho_{\text{left}}(X,Y) - \rho(\phi)| \leq \text{TOL2} \ast \rho(\phi) \]

wherein:

(X,Y) = one of the points on a possible line;

Pieft(X,Y) = value from the Ro image at a point X,Y on the possible line;
\( \rho(\phi) \) is an orthogonal distance from the origin point in the Ro image to the possible line at angle \( \phi \);

\( \phi \) = the one angle within the range of angles; and

TOL2 = an empirically determined value.

The computer may be further configured, for each possible line, to increment a respective counter each time the following expression is true for a point X, Y on the possible line:

\[
|\rho_{left}(X,Y) - \rho(\phi)| \leq TOL2 \times \rho(\phi)
\]

The computer may be further configured to identify one of the possible lines having the greatest respective counter value as the line most likely to be an actual line passing through the possible pallet corner.

In accordance with a third aspect of the present invention, a computer program product is provided for determining which of a plurality of possible lines is most likely to be an actual line passing through a possible corner of a pallet. The computer program product may comprise a computer readable storage medium having computer readable program code embodied therewith. The computer readable program code may comprise: computer readable program code configured to acquire a Ro image comprising pixels valued to generally correspond to an orthogonal distance from an origin point in the Ro image to one or more possible lines in a corresponding grey scale image; computer readable program code configured to provide a location in the Ro image corresponding to a possible pallet corner; computer readable program code configured to define a plurality of possible lines passing through the possible pallet corner, each of the possible lines being respectively oriented at one angle within a range of angles to an axis of the Ro image; and computer readable program code configured to determine which of the plurality of possible lines is most likely to be an actual line passing through the possible pallet corner.

The range of angles may be centered about a horizontal axis in the Ro image.

The computer readable program code configured to define a plurality of possible lines may further comprise: computer readable program code configured to calculate an orthogonal distance from the origin point in the Ro image to each of the possible lines being respectively oriented at one angle from the following equation:

\[
\rho(\phi) = -X_{\text{palletCorner}} \sin \phi + Y_{\text{palletCorner}} \cos \phi
\]

wherein:
\( \rho(\phi) \) = an orthogonal distance from the origin point in the Ro image to a possible line at angle \( \phi \);

\( \phi \) = one angle within the range of angles; and

\( x, y \) = coordinates in the Ro image for the possible pallet corner.

The computer readable program code configured to define a plurality of possible lines may further comprise computer readable program code configured to identify points for each possible line using \( \rho(\phi) \) calculated for that line.

The computer program product may further comprise computer readable program code configured to identify points for each possible line by generating respective first and second end points for a set of sub-lines \( \{L\} \) according to:

\[
\{L\} = \{(1, y_1+k) \text{ to } (M, y_2+k)\}, \text{ where}
\]

\[
k = 0, 1, 2, \ldots, (N_y-1),
\]

where: \( y_1 = \text{round} \left( \frac{-TOL1 + \rho(\phi) + s \sin \phi}{\cos \phi} \right) \)

and \( y_2 = \text{round} \left( \frac{-TOL1 + \rho(\phi) + M \sin \phi}{\cos \phi} \right) \)

given that:

\( \rho(\phi) \) = an orthogonal distance from the origin point in the Ro image to the corresponding possible line at angle \( \phi \);

\( \phi \) = one angle within the range of angles;

\( TOL1 \) = an empirically determined value;

\( M \) = number of horizontal pixels in each row of the Ro image; and

\( y_1, y_2 \) = y-coordinate values for the respective first and second end points.

The computer readable program code configured to identify points for each possible line may further comprise computer readable program code configured to generate first and second intermediate points between each set of first and second sub-line end points using Bresenham's line algorithm, wherein points for each possible line being defined by end and intermediate points of corresponding first and second sub-lines.

The computer program product may further comprise computer readable program code configured to evaluate the following expression for each point on each possible line:

\[
|\rho_{\text{left}}(X,Y) - \rho(\phi)| \leq TOL2 \ast \rho(\phi)
\]

wherein:
(X,Y) = one of the points on a possible line;
Pieft(X,Y) = value from the Ro image at a point X,Y on the possible line;
ρ(φ) = an orthogonal distance from the origin point in the Ro image to the possible line at angle φ;

φ = the one angle within the range of angles; and

TOL2 = an empirically determined value.

The computer program product may further comprise computer readable program code configured to, for each possible line, to increment a respective counter each time the following expression is true for a point X, Y on the possible line:

\[ \text{Pieft}(X, Y) - \rho(φ) \leq TOL2 \times \rho(p) \]

The computer program product may further comprise computer readable program code configured to identify one of the possible lines having the greatest respective counter value as the line most likely to be an actual line passing through the possible pallet corner.

BRIEF DESCRIPTION OF DRAWINGS

Fig. 1 is a side view of a materials handling vehicle in which an image-based detection system of the present invention is incorporated;

Fig. 2 is a perspective view of a fork carriage apparatus forming part of the vehicle illustrated in Fig. 1;

Fig. 3 is a front view of a pallet;

Fig. 4 is a flow chart illustrating steps implemented by an image analysis computer in accordance with the present invention;

Fig. 5 is a flow chart illustrating steps implemented by the image analysis computer in accordance with the present invention for identifying possible pallet corners;

Figs. 6, 7, 6B and 7A illustrate first, second, third and fourth corner templates;

Fig. 6A illustrates the first corner template located over horizontal and vertical cross correlation results;

Figs. 6C - 6E illustrate an example for locating maximum pixel values in a lower left corner image;

Fig. 6F illustrates an example of producing a lower resolution image from a higher resolution image;

Fig. 6G illustrates a portion of a mid-level image to be further analyzed for a location of a potential lower left corner;
Fig. 8 is a flow chart illustrating steps implemented by the image analysis computer in accordance with the present invention for determining a first Ro image and an optional second Ro image;

Fig. 9 illustrates an example for calculating a pixel value in a horizontal gradient image;

Fig. 10 illustrates an example for calculating a pixel value in a vertical gradient image;

Figs. 11A-1 ID illustrate portions of a left Ro image including at least one window;

Figs. 12A, 12B, 13A and 13B are flow charts illustrating steps implemented by the image analysis computer in accordance with one embodiment of the present invention for tracing a horizontal and a vertical line from a lower left corner in the left Ro image;

Figs. 14A and 14B illustrate portions of a left Ro image including at least one window;

Figs. 14C and 14D are flow charts illustrating steps in accordance with another embodiment of the present invention for tracing a horizontal and a vertical line from a lower left corner;

Fig. 14E is a flowchart having some steps that are alternatives to corresponding steps in the flowchart of Fig. 14C;

Fig. 15 is a flow chart illustrating steps implemented by the image analysis computer in accordance with the present invention for determining which of a plurality of possible lines is most likely to be an actual line passing through a prequalified lower left corner;

Fig. 15A illustrates two possible lines passing through a prequalified lower left corner; and

Fig. 16A illustrates a normalized gray scale image illustrating a pallet P having a bottom pallet board 200 and a center stringer 208;

Fig. 16B is a horizontal cross correlation image corresponding to the gray scale image in Fig. 16A;

Fig. 16C is a vertical cross correlation image corresponding to the gray scale image in Fig. 16A;

Fig. 16D is a horizontal gradient image corresponding to the gray scale image in Fig. 16A;

Fig. 16E is a vertical gradient image corresponding to the gray scale image in Fig. 16A;

Fig. 16F is a first Ro image corresponding to the gray scale image in Fig. 16A;
Fig. 16G is a second Ro image corresponding to the gray scale image in Fig. 16A;
Fig. 17 is a view of a portion of a pallet illustrating lower left and right corners;
Fig. 18 illustrates a geometrical framework for evaluating potential holes and a center
stringer of a pallet structure in accordance with the principles of the present invention;
Fig. 19A illustrates a geometrical framework for estimating a height of a center
stringer in accordance with the principles of the present invention;
Fig. 19B illustrates a geometrical framework for evaluating possible left and right
vertical edges of a center stringer in accordance with the principles of the present invention;
Fig. 20A is a flow chart illustrating steps implemented by the image analysis computer
in accordance with the present invention for analyzing a possible left edge of a center stringer;
Fig. 20B illustrates an example of pixels in an image portion analyzed according to the
flowchart of Fig. 20A;
Fig. 21A is a flow chart illustrating steps implemented by the image analysis computer
in accordance with the present invention for determining a height of a plurality of rectangles
that potentially represent various portions of a pallet;
Fig. 21B illustrates a geometrical framework that graphically explains aspects of the
operation of the flowchart of Fig. 21A;
Fig. 22A illustrates an example of first rectangle that possibly represents a fork
opening located to the left of a pallet center stringer;
Fig. 22B illustrates an example of second rectangle that possibly represents a fork
opening located to the right of a pallet center stringer;
Fig. 22C illustrates an example of a third rectangle that possibly represents a pallet
center stringer;
Fig. 23A is a flow chart illustrating steps implemented by the image analysis computer
in accordance with the present invention for calculating the pixels that comprise the first
second and third rectangles;
Fig. 23B illustrates a geometrical framework that graphically explains aspects of the
operation of the flowchart of Fig. 23A;
Fig. 23C is a flow chart illustrating steps implemented by the image analysis computer
in accordance with the present invention for calculating a vertical projection of negative
pixels of the first and second rectangles;
Fig. 23D is a flow chart illustrating steps implemented by the image analysis computer in accordance with the present invention for calculating a vertical projection of at least some of the negative pixels of the third rectangle;

Fig. 23E depicts a flowchart for an exemplary algorithm for maintaining Objectlists for candidate objects in an image frame in accordance with the principles of the present invention;

Fig. 24A depicts a flowchart for an exemplary algorithm to eliminate at least some of the candidate objects from an Objectlist for an image frame in accordance with the principles of the present invention;

Fig. 24B depicts a flowchart for an exemplary algorithm to eliminate one or more candidate objects that are nearby one another, in accordance with the principles of the present invention;

Fig. 24C depicts a flowchart for an exemplary algorithm to eliminate one or more candidate objects that are vertically local to one another, in accordance with the principles of the present invention;

Fig. 24D depicts an example image frame with candidate objects in accordance with the principles of the present invention;

Fig. 25 is a flow chart for tracking candidate objects between different image frames in accordance with the principles of the present invention;

Figs. 26A and 26B depict a prior image frame and a next image frame with candidate objects in accordance with the principles of the present invention;

Fig. 27A illustrates a pallet in the physical world with a location that may be calculated relative to more than one frame of reference;

Fig. 27B illustrates a pinhole camera model for projecting a physical world location onto an image plane;

Fig. 27C illustrates a gray scale image having different pixel locations in accordance with the principles of the present invention;

Fig. 27D is a flow chart illustrating steps implemented by the image analysis computer in accordance with the present invention for identifying outlier data;

Fig. 27E illustrates relative rotation of a camera coordinate system axes with respect to a world coordinate system axes in accordance with the principles of the present invention;
Fig. 27F illustrates a pallet location in the physical world that, in accordance with the principles of the present invention, may be calculated relative to more than one frame of reference;

Fig. 28 is a flow chart illustrating steps implemented by the image analysis computer in accordance with the present invention for predicting state variables using a Kalman filter;

Figs. 29A - 29F are flowcharts illustrating for determining cutout locations in accordance with the principles of the present invention; and

Fig. 30 illustrates an image projection configuration of multiple pallets useful for performing extrinsic camera calibration in accordance with the principles of the present invention

**MODES FOR CARRYING OUT THE INVENTION**

Reference is now made to Fig. 1, which illustrates a fork lift truck or vehicle 10 in which the present invention may be incorporated. The vehicle 10 comprises a power unit or main body 20 including an operator's compartment 22. The vehicle 10 further comprises a mast assembly 30 and a fork carriage apparatus 40, shown best in Fig. 2. While the present invention is described herein with reference to a stand-up counterbalanced truck, it will be apparent to those skilled in the art that the invention and variations of the invention can be more generally applied to a variety of other materials handling vehicles including a rider reach fork lift truck including a monomast, as described in U.S. Patent Application Publication No. 2010/0065377, the entire disclosure of which is incorporated herein by reference. The different types of vehicle 10 in which embodiments of the present invention may be incorporated include manual vehicles, semi-autonomous vehicles, and autonomous vehicles.

The mast assembly 30 includes first, second and third mast weldments 32, 34 and 36, wherein the second weldment 34 is nested within the first weldment 32 and the third weldment 36 is nested within the second weldment 34. The first weldment 32 is fixedly coupled to the truck main body 20. The second or intermediate weldment 34 is capable of vertical movement relative to the first weldment 32. The third or inner weldment 36 is capable of vertical movement relative to the first and second weldments 32 and 34.

First and second lift ram/cylinder assemblies 35 (only the first assembly is illustrated in Fig. 1) are coupled to the first and second weldments 32 and 34 for effecting movement of the second weldment 34 relative to the first weldment 32. Chains 35A (only the chain of the
first assembly is illustrated in Fig. 1) are fixed to cylinders of the first and second lift assemblies and the third weldment 36 and extend over pulleys 35B (only the pulley of the first assembly is illustrated in Fig. 1) coupled to a corresponding one of the rams such that movement of rams of the first and second lift assemblies effects movement of the third weldment 36 relative to the first and second weldments 32 and 34.

The fork carriage apparatus 40 is coupled to the third stage weldment 36 so as to move vertically relative to the third stage weldment 36. The fork carriage apparatus 40 also moves vertically with the third stage weldment 36 relative to the first and second stage weldments 32 and 34.

In the illustrated embodiment, the fork carriage apparatus 40 comprises a fork carriage mechanism 44 to which the first and second forks 42A and 42B are mounted, see Figs. 1 and 2. The fork carriage mechanism 44 is mounted to a reach mechanism 46 which, in turn, is mounted to a mast carriage assembly 48. The mast carriage assembly 48 is movably coupled to the third weldment 36. The reach mechanism 46 comprises a pantograph or scissors structure 46A, which effects movement of the fork carriage mechanism 44 and the first and second forks 42A and 42B toward and away from the mast carriage assembly 48 and the third weldment 36.

The fork carriage mechanism 44 comprises a carriage support structure 44A and a fork carriage frame 44B. The forks 42A and 42B are mounted to the fork carriage frame 44B. The frame 44B is coupled to the carriage support structure 44A for lateral and pivotable movement relative to the support structure 44A. A side-shift piston/cylinder unit 44C is mounted to the carriage support structure 44A and the fork carriage frame 44B, so as to effect lateral movement of the fork carriage frame 44B relative to the carriage support structure 44A.

A tilt piston/cylinder unit 44D, shown only in Fig. 1, is fixedly attached to the carriage support structure 44A and contacts the fork carriage frame 44B for effecting pivotable movement of the fork carriage frame 44B relative to the carriage support structure 44A.

An operator standing in the compartment 22 may control the direction of travel of the truck 10 via a tiller 12. The operator may also control the travel speed of the truck 10, fork carriage apparatus and mast assembly extension, and tilt and side shift of the first and second forks 42A and 42B via a multifunction controller 14.

In accordance with the present invention, an image-based pallet detection system 100 is provided for repeatedly capturing images as the fork carriage apparatus 40 is raised and
lowered, identifying one or more objects in image frames which may comprise one or more pallets, determining which of the one or more objects most likely comprises a pallet, tracking the one or more objects in a plurality of frames so as to determine their locations relative to the fork carriage apparatus 40 and generating and transmitting pallet location information to a vehicle computer 50 located on the vehicle power unit 20.

The system 100 comprises an image analysis computer 110 coupled to the fork carriage frame 44B, a light source 120 coupled to a lower section 144B of the fork carriage frame 44B, an imaging camera 130 coupled to the lower section 144B of the fork carriage frame 44B and a trigger switch 140 located in the operator's compartment 22 to actuate the system 100. While some mounting positions may be more preferable than others, the imaging camera and lights may be located either above or below the forks. It is desirable that the camera side shift with the forks, but it does not necessarily need to tilt with the forks. However the camera and lights are mounted, the forks should be in the bottom of the field of view to give maximum warning of an approaching pallet. In the illustrated embodiment, the imaging camera, 130 and the lights, 120, are below the forks, see Fig. 1. The computer 110 may be located anywhere on the truck. It is also possible that items 110, 120, and 130 may be combined into a single package, comprising a smart camera. The light source 120, in the illustrated embodiment, comprises a near infrared light source which can, for example, be one or more light emitting diodes (LEDs) that are on while the forks 42A and 42B are moving or are "pulsed" so as to be on only while an image is being acquired. The image analysis computer 110 may either with a wired cable or wirelessly transmit pallet identification and location information to the vehicle computer 50 such that the vehicle computer 50 may accurately position the forks 42A in 42B in vertical and lateral directions, as defined by a Y-axis and X-axis, respectfully, see Fig. 1.

The vehicle and image analysis computers 50 and 110 may comprise any kind of a device which receives input data, processes that data through computer instructions, and generates output data. Such a computer can be a hand-held device, laptop or notebook computer, desktop computer, microcomputer, digital signal processor (DSP), mainframe, server, cell phone, personal digital assistant, other programmable computer devices, or any combination thereof. Such computers can also be implemented using programmable logic devices such as field programmable gate arrays (FPGAs) or, alternatively, realized as application specific integrated circuits (ASICs) or similar devices. The term "computer" is also intended to encompass a combination of two or more of the above recited devices, e.g.,
two or more microcomputers. The vehicle and image analysis computers 50 and 110 may be connected wirelessly or hard-wired to one another. It is also contemplated that the computers 50 and 110 may be combined as a single computer. Accordingly, aspects of the present invention may be implemented entirely as hardware, entirely as software (including firmware, resident software, micro-code, etc.) or in a combined software and hardware implementation that may all generally be referred to herein as a "circuit," "module," "component," or "system." Furthermore, aspects of the present invention may take the form of a computer program product embodied in one or more computer readable media having computer readable program code embodied thereon.

When an operator wishes to pick a pallet P, the operator maneuvers the vehicle 10 such that it is positioned directly in front of and generally laterally aligned in the X-direction with a desired pallet P on a rack R to be picked, see Fig. 1. The operator then raises the forks 42A and 42B vertically in the Y-direction via actuation of the multifunction controller 14 to a position above the last pallet P which is to be ignored. The image analysis computer 110 causes the imaging camera 130 to take image frames, such as at a rate of 10-30 fps (frames/second), as the fork carriage apparatus 40 continues to move vertically. As will be discussed in greater detail below, the image analysis computer 110 analyzes the images, identifies one or more objects in the image frames, determines which of the one or more objects most likely comprises a pallet, tracks the one or more objects in a plurality of image frames, determines the location of the objects relative to a world coordinate origin and generates and transmits pallet location information to the vehicle computer 50. The image analysis computer 110 may also wirelessly transmit to the vehicle computer 50 pallet location information so that the vehicle computer 50 may accurately position the forks 42A and 42B in vertical and lateral directions such that the forks 42A and 42B are positioned directly in front of openings in the pallet. Thereafter, an operator need only cause the fork carriage apparatus to move toward the pallet such that the forks enter the pallet openings.

In Fig. 3, a pallet P is illustrated having bottom and top pallet boards 200 and 202 first and second outer stringers 204 and 206 and a center stringer 208. The boards 200, 202 and stringers 204, 206 and 208 define first and second fork receiving openings 210 and 212. The pallet boards 200 and 202 and the center stringer 208 also define a lower left corner 214, a lower right corner 216, an upper left corner 218 and an upper right corner 220. The lower left corner 214 is also referred to herein as the lower left corner of the center stringer 208 and the
lower right corner 216 is also referred to herein as the lower right corner of the center stringer 208.

In order to identify one or more objects in each image frame taken by the imaging camera 130 and determine which of the one or more objects most likely comprises a pallet, assuming that the camera is oriented looking either up or straight ahead, either above or below the forks, the image analysis computer 110 implements at least the following processes: identifies possible corners of one or more pallets P in a gray scale image, see Fig. 4 process 230; determines first and an optional second Ro images including orthogonal distance(s) from an origin point to one or more possible lines on one or more possible pallets in the corresponding gray scale image, see Fig. 4 process 232; attempts to trace horizontal and vertical lines from each possible lower left corner of a third set of possible lower left corners to define a set of prequalified lower left corners, see Fig. 4 process 234; determines, for each prequalified lower left corner, which of a plurality of possible lines is most likely to be an actual line passing through a prequalified lower left corner, see Fig. 4 process 236; and attempts to identify a set of lower right corners for each prequalified lower left corner for which an actual line is found, see Fig. 4 process 238. It is further contemplated that an imaging camera may be located above the forks 42A, 42B looking down instead of up, which occurs when the camera is located below the forks 42A, 42B. In such an embodiment, the computer 110 may attempt to trace horizontal and vertical lines from each possible upper left corner of a third set of possible upper left corners to define a set of prequalified upper left corners, and determine, for each prequalified upper left corner, which of a plurality of possible lines is most likely to be an actual line passing through a prequalified upper left corner. The computer 110 may also attempt to locate a third set of possible upper right corners associated with each upper left corner.

The process 230 for identifying possible corners of one or more pallets P in an image will now be described with reference to Fig. 5. In the illustrated embodiment, the data defining each image frame received from the imaging camera 130 comprises gray scale data. The image analysis computer 110 normalizes the gray scale data to make it zero-mean data, see step 240 in Fig. 5. Creation of a normalized gray scale image can be accomplished by calculating the mean value of all the pixels in the gray scale image and then subtracting that mean value from each individual pixel value. As a consequence, pixels in the normalized gray scale image corresponding to pallet structure tend to have positive pixel values while other pixels in the normalized gray scale image tend to have negative pixel values. The term
"gray scale data" and "gray scale image" used henceforth means "normalized gray scale data" and "normalized gray scale image," respectively. The image analysis computer 110 then determines a set of horizontal cross correlation results, i.e., a horizontal cross correlation image, see step 242, using a first step-edge template comprising in the illustrated embodiment:

\[ T(x) = -1, -1, -1, -1, -1, +1, +1, +1, +1, +1, +1, +1, +1, +1, +1, +1, +1, +1, +1, +1, +1, +1 \]

wherein “-1” corresponds to an open area and “+1” corresponds to structure on the pallet.

Using the first step-edge template \( T(x) \) and the normalized gray scale image data, the image analysis computer 110 determines the horizontal cross correlation results from the following single dimension normalized cross correlation equation:

\[
NCC(x) = \frac{\sum_{W(x)}(f_x - \bar{f_x}) T(x)}{\sqrt{\sum_{W(x)}(f_x - \bar{f_x})^2 \sum_{W(x)} T^2(x)}}
\]

wherein:

- \( W(x) \) = dimensional limits of the first step-edge template, i.e., 12 in the illustrated embodiment.
- \( f_x \) = a gray scale intensity value at a single point in the gray scale image;
- \( \bar{f_x} \) = an average of the intensity values over \( W(x) \); and
- \( T(x) \) = first step-edge template.

The horizontal cross correlation image has the same number of pixels as its corresponding gray scale image such that there is a one-to-one correspondence between pixel locations in the gray scale image and the horizontal cross correlation image. The horizontal cross correlation image provides information regarding where a region of the gray scale image is similar to the first step-edge template, with the first step-edge template positioned horizontally over the image region. With the normalized gray scale image data having values from \(-m\) to \(+n\), each pixel in the horizontal cross correlation image has a value between \(-1\) and \(+1\), wherein pixels having values of \(-1\) correspond to a perfect mis-match between the
template and gray scale pixels over which the target is positioned and pixels having values of +1 correspond to a perfect match between the template and gray scale pixels over which the template is positioned. Hence, positive horizontal cross correlation values near or at +1 correspond to a vertical interface between an open area and an adjacent pallet structure, i.e., the open area is on the left and the pallet structure is on the right, wherein the interface between the open area and the pallet structure extends in the Y or vertical direction.

Fig. 16A illustrates a normalized gray scale image illustrating a pallet P having a bottom pallet board 200 and a center stringer 208. Fig. 16B is a horizontal cross correlation image corresponding to the gray scale image in Fig. 16A. In Fig. 16B, regions 1010 have positive pixel values and regions 1020 have negative pixel values. Regions 1012 have high magnitude positive values near or at +1 such that they may correspond to a transition in the gray scale image between an open area and a vertically oriented edge of a pallet. Hence, region 1012A corresponds to an interface between pallet opening 210 and a left surface 208A of the center stringer 208.

The image analysis computer 110 then determines a set of vertical cross correlation results, i.e., a vertical cross correlation image, see step 244, using a second step-edge template comprising in the illustrated embodiment:

\[ T(y) = -1, -1, -1, -1, -1, -1, -1, -1, -1, -1, +1, +1, +1, +1, +1, +1, +1, +1, +1, +1 \]

, wherein “-1” corresponds to an open area and “+1” corresponds to structure on the pallet.

Using the second step-edge template T(y) and the image gray scale data, the image analysis computer 110 determines the vertical cross correlation results from the following single dimension normalized cross correlation equation:

\[
NCC(y) = \frac{\sum_{W(y)}(f_y - \bar{f}_y) T(y)}{\sqrt{\sum_{W(y)}(f_y - \bar{f}_y)^2 \sum_{W(x)} T^2(y)}}
\]

wherein:

\( W(y) \) = the dimensional limits of the template, i.e., 24 in the illustrated embodiment;
\( f_y \) = a gray scale intensity value at a single point in the gray scale image;
\( \bar{f}_y \) = an average of the intensity values over \( W(y) \);
T(y) = second step-edge template.

The vertical cross correlation image has the same number of pixels as its corresponding gray scale image such that there is a one-to-one correspondence between pixel locations in the gray scale image and the vertical cross correlation image. The vertical cross correlation image provides information regarding where a region of the gray scale image is similar to the second step-edge template, with the second step-edge template positioned vertically over the image region such that the negative template values are positioned vertically above the positive template values. With the normalized gray scale image data having values from -m to +n, each pixel in the vertical cross correlation image has a value between -1 and +1, wherein pixels having values at -1 correspond to a perfect miss-match between the template T(y) and the gray scale pixels over which the template is positioned and pixels having values at +1 correspond to a perfect match between the template T(y) and gray scale pixels over which the template is positioned. Hence, positive vertical cross correlation values at +1 identify a perfect horizontal interface between an open area and an adjacent pallet structure, i.e., the open area is above the pallet structure, wherein the horizontal interface between the open area and the pallet structure extends in the X or horizontal direction and -1 denotes the exact opposite.

Fig. 16C is a vertical cross correlation image corresponding to the gray scale image in Fig. 16A. In Fig. 16C, regions 1030 have positive pixel values and regions 1040 have negative pixel values. Regions 1032 have high magnitude positive values such that they generally correspond to a transition in the gray scale image between an open area and a horizontally oriented edge of a pallet. Hence, region 1032A corresponds to an interface between an open area and an upper surface 200A of bottom pallet board 200.

As described above, the horizontal cross-correlation image and the vertical cross-correlation image may have the same number of pixels as the normalized gray scale image. This means that a corresponding horizontal and vertical cross-correlation value is calculated for every pixel in the gray scale image. Alternatively, the respective cross-correlation images may be calculated in a way that each such image may have fewer numbers of pixels than the normalized gray scale image.

For example, the imaging camera 130 may be configured so that the gray scale image captures a view that extends, horizontally, from a first point that is substantially in line with the outside edge of the second or left fork 42B to a second point that is substantially in line
with the outside edge of the first or right fork 42A. Thus, there is an inner region of the gray scale image that can be described as being "between the forks" 42A and 42B. It is within this between the forks region that corners are sought.

An exemplary gray scale image may have 480 columns and 752 rows of pixels. If the origin point for this gray scale image is defined as being the top left pixel location, then the left-most column of pixels has an x coordinate value of "1" and the right-most column of pixels has an x coordinate value of "480". Similarly, in the vertical direction, the top-most row of pixels may have a y coordinate value of "1" and the bottom-most row of pixels may have a y coordinate value of "752". For the gray scale image, a left limit for x coordinates may be chosen that corresponds to a point that is substantially in line with the inner edge of the left fork 42B; and a right limit for x coordinates may be chosen that corresponds to a point that is substantially in line with the inner edge of the right fork 42A. Any pixel in the gray scale image that has its x coordinate between the left and right limits is considered to be "between the forks". For example, the left limit may be "80" and the right limit may be "400", but other values may alternatively be selected without departing from the scope of the present invention.

Thus, in the description above with respect to calculating a horizontal cross correlation image and a vertical cross correlation image, the calculations may be limited to only those pixels that are located between the forks such that the horizontal cross correlation image and the vertical cross correlation image each have fewer columns of pixels than the gray scale image.

The image analysis computer 110 next determines pixel values corresponding to a first set of possible first corners of one or more pallets, i.e., a lower-left corner image, using a first corner template, the horizontal cross correlation results and the vertical cross correlation results, see step 246 in Fig. 5. In the illustrated embodiment, the possible first corners comprise possible lower left corners of one or more pallets. The first corner template 300 is defined by an M x N window, a 3 x 3 window in the illustrated embodiment, corresponding to a lower-left corner of a pallet, see Fig. 6.

The computer 110 slides the first corner template 300 concurrently over the set of horizontal or first cross correlation results or image 290 and the set of vertical or second cross correlation results or image 292 so as to determine pixel values for the lower-left corner image, see Fig. 6A. More specifically, the first corner template 300 is positioned over the horizontal and vertical cross correlations so that the required values from each can be
retrieved. Thus, the pixel location 304 is moved over similarly positioned pixels in the first and second cross correlation images. As the template pixel location 304 is sequentially moved over each pixel in the first cross correlation image and a similarly located pixel in the second cross correlation image, a pixel value, Scores \text{\_\_I_e\_l_e\_C_o_r_n_e_r}, for that pixel location is defined for the lower-left corner image. During each placement of the first corner template 300, the computer 110 places into first and second pixels 301A and 301B of an outer vertical column 301 corresponding horizontal cross correlation results or pixel values, i.e., pixel values having corresponding locations in the horizontal cross correlation image, and places into first and second pixels 302A and 302B of an outer horizontal row 302 corresponding vertical cross correlation results or pixel values, i.e., pixel values having corresponding locations in the vertical cross correlation image, see Fig. 6. No values are placed into the pixels 303. The computer 110 then determines the lowest or minimum value of pixels 301A, 301B, 302A and 302B, wherein the minimum is a fuzzy logic AND, and assigns that lowest or minimum value to pixel 304 at the intersection of the vertical and horizontal columns 301 and 302, see Fig. 6, which pixel 304 should have a value between -1 and +1. Values closer to "-1" and "+1" indicate that the pixel has a strong likelihood of defining a transition between structure on a pallet and open area or vice versa in the gray scale image. Values close to "0" indicate that the pixel has a strong likelihood of defining a continuous area of the normalized gray scale image corresponding to continuous pallet structure or a continuous open area. Values close to "0" are typically ignored as the image analysis computer 110 attempts to find, as noted below, pixels having values near +1. The value assigned to pixel 304 is also assigned to a corresponding pixel location in the lower-left corner image, i.e., the value from pixel 304 is assigned to a pixel location in the lower-left corner image corresponding to the pixel location in each of the first and second cross correlation images over which the template pixel location 304 is positioned. The pixels in the resulting lower left corner image define a first set of pixels corresponding to a first set of possible first or lower left corners. In an embodiment, the number of first set pixels in the lower left corner image equals the number of pixels in each of the gray scale images, the horizontal cross correlation image and the vertical cross correlation image. Alternatively, similar to the technique described above with respect to the cross correlation images, the determination of the pixel values in the lower left corner image may be limited to only those pixel locations that are between the forks (i.e., between the left limit and the right limit, as described above). In this instance, the lower left corner image, the vertical cross correlation image and the horizontal cross correlation image would
all have the same number of pixels but this number would be less than the number of pixels in the gray scale image.

For one or more of the vertical column first and second pixels 301A and 301B and the horizontal column first and second pixels 302A and 302B which fall outside of the boundary of the horizontal and vertical cross correlation results or images 290 and 292, the computer 110 "pads out" the horizontal and vertical cross correlations by placing a 0 in each of those pixels. Hence, in the example illustrated in Fig. 6A, a 0 is placed into pixels 301A and 302A.

In order to reduce the number of first corner pixels, the image analysis computer 110 compares the value of each pixel in the first set of pixels to a first threshold value, such as 0.5 in the illustrated embodiment, see step 248 in Fig. 5. All pixels in the first set having a value less than the first threshold value are eliminated, i.e., the value for each eliminated pixel is changed to 0. All remaining pixels, i.e., those having values equal to or greater than the first threshold value, define a second set of pixels corresponding to a second set of possible first corners. Pixels having a value less than 0.5 are deemed not to be possible first corners as pixels near +1 indicate either a vertical interface between an open area on the left and pallet structure on the right or a horizontal interface between an upper open area and a lower pallet structure.

In order to further reduce the number of first corner pixels, the image analysis computer 110 recursively slides a local maxima-locating window, e.g., an M x M window, where M is equal to or greater than 3, over the second set of pixels and eliminates all pixels from the second set of pixels in each placement of the window except for the pixel having a maximum value. More specifically, the behavior of the maxima-locating window is as if it is sequentially moved such that a center pixel of the maxima-locating window is positioned over each pixel in the second set of pixels. During each positioning of the maxima-locating window, all pixels are eliminated (i.e., set to "0") except for the pixel having a maximum value. After the window has been sequentially moved over all pixels in the second set of pixels, the remaining pixels define a third set of pixels corresponding to a third set of possible first corners, see step 250 in Fig. 5. However, in practice, an identical result can be achieved but with far less computational complexity.

Figures 6C - 6E illustrate a sequence of an efficient method for moving a 5x5 window, for example, to identify the pixels in the second set of pixels having a maximum value. In Fig. 6C, merely a portion of a large image comprising the second set of pixels is depicted. In particular, the image portion 702 of Fig. 6C is 11 columns x 6 rows of pixels.
wherein each pixel has a value that was determined as described earlier using a 3x3 corner template and, further, with some having a value greater than the first threshold value, 0.5. Figures 6C - 6E include a series of "snapshots" of the image portion 702 to illustrate how the 5x5 window is iteratively moved in order to efficiently locate the maximum pixels. Each snapshot of the image portion 702 corresponds to an iterative step of moving the 5x5 window 704; the step number is located in the left column 706.

Initially, as depicted in the first snapshot, the 5x5 window 704 is placed in the upper left corner of the image portion 702. The upper left corner of the image portion 702 may have its x coordinate position at a location corresponding to the left most column of the gray scale image. However, if processing of the lower left corner image by the image analysis computer 110 is limited to those pixels that are "between the forks," then the x coordinate position of the upper left corner of the image portion 702 is determined by the value of the left limit for x coordinates (e.g., 80). The 25 pixels are evaluated to determine that the pixel at location (2, 2), having a value of 0.95, is the maximum valued pixel. The values of all the other pixels in the 5x5 window 704 are set to zero. The location and value of the maximum pixel are retained for later use.

The 5x5 window 704 is then moved one pixel to the right as shown in the second snapshot. The four left-most columns 708 of the 5x5 window 704 have pixels that, other than the maximum value, if present, are all zero. Thus, in "Step 2", the 5 values in the right-most column 710 are compared to determine if any are greater than the previously identified maximum value, presuming the previously identified maximum value is within the bounds of the 5x5 window 704. In this second snapshot, the previously identified maximum value is within the bounds of the window 704. Hence, the 5 values in the right-most column 710 are compared to 0.95, i.e., the previously identified maximum value. It is not necessary to consider the values of the remaining 19 pixels in the four left-most columns 708. In this instance, none of the pixels in the right-most column 710 are greater than 0.95. Because the location of the maximum value (e.g., pixel (2,2)) lies within the span of the 5x5 window 704, all the pixels in column 710 are set to zero and the maximum pixel value and location remain the same.

In the third snapshot, the 5x5 window 704 has once again been moved one column to the right. The pixels in the current placement of the right-most column 710 are not evaluated against the previously identified maximum value because it is no longer within the 5x5 window 704. In this snapshot, the pixels within the right-most columns 710 are only
compared to one another. Under these conditions, the pixel at location (7, 1) becomes the new maximum value pixel having a value of 0.8.

The fourth snapshot occurs when the 5x5 window 704 is again moved one pixel to the right. In this instance none of the pixels in the current placement of the right-most column are greater than the current maximum value. Because the current maximum value pixel is also within the boundary of the 5x5 window 704, the maximum value pixel location and pixel value remain unchanged. Further, all pixels in the right-most column are set to zero.

The fifth and sixth steps occur to produce the 5x5 window 704 placement shown in the fifth and sixth snapshots of Fig. 6D. In the sixth step, the right-most column aligns with column 10 of image portion 702. In this column, there is a pixel at location (10,5) that is greater than the current maximum value "0.8" and the current maximum value is still located (e.g., pixel(7,1)) within the boundary of the 5x5 window 604. Under these conditions the following changes occur: the previous maximum value pixel location (7,1) is set to zero, the current maximum pixel value is identified as "1", and the current maximum pixel value location is identified as (10,5).

After the next iteration, the 5x5 window 704 is located at the right most portion of the image portion 702. Eventually, the 5x5 window 704 will reach a point where the right-most column 710 is aligned with the right-most column of the full image. Once this occurs, the next iteration of moving the window 704 produces the window placement shown in the snapshot at the bottom of Fig. 6D. In other words, when the right-most edge of the image is reached, the 5x5 window 704 is returned to the left-most edge of the image but shifted down by one row. If processing of the lower left corner image by the image analysis computer 110 is limited to those pixels that are "between the forks," then the x coordinate position of the right most column of the image portion 702 is determined by the value of the right limit for x coordinates (e.g., 400).

When the 5x5 window 704 is placed, as shown in the bottom snapshot of Fig. 6D, so that its left-most column aligns with the left-most column of the image (which may be determined by the left limit for x coordinates (e.g., 80)), the pixels of interest are not the right-most column of the window 704 but are the bottom-most row 712. Recalling the initially saved maximum value "0.95" at location (2,2), the pixels in the bottom-most row 712 are compared to see if any are greater than that maximum value, presuming that previous maximum value pixel is located within the current boundary of the 5x5 window 704. In this instance, there are no pixels greater than "0.95" which causes all the pixels in the bottom-
most row 712 to be set to zero. Thus, the maximum value remains at "0.95" at location (2,2) and this information is again saved so that it can be used when the 5x5 window 704 once again returns to the left-most column of the image.

In the next iteration, the 5x5 window 704 is moved one pixel to the right and the focus returns to the pixels in the right-most column 710. These pixels are compared with the current maximum value and pixels location to determine what pixels may need to be modified. The movement of the window 704 continues as before until the 5x5 window reaches the bottom-most and right-most pixel of the image. At that point, a matrix of pixels defining a third set of possible first corners exists having the same dimensions as the lower left corner image and each pixel with a non-zero value has a value that represents a confidence score that the pixel corresponds to a possible lower left corner of a pallet structure in the normalized gray scale image.

The image analysis computer 110 next determines pixel values corresponding to a first set of possible second corners of the one or more pallets, i.e., a lower-right corner image, using a second corner template, the horizontal cross correlation results and the vertical cross correlation results, see step 252 in Fig. 5. In the illustrated embodiment, the possible second corners comprise possible lower right corners. The second corner template 310 is defined by an S x T window, a 3 x 3 window in the illustrated embodiment, corresponding to a lower-right corner of a pallet, see Fig. 7.

The computer 110 slides the second corner template 310 concurrently over the set of horizontal cross correlation results and the set of vertical cross correlation results so as to define pixel values, Score$_{lowerRightCorner}$, for the lower-right corner image. More specifically, the second corner template 310 is positioned over the horizontal and vertical cross correlations so that required values from each can be retrieved. Thus, the pixel location 312C is moved sequentially over similarly positioned pixels in the first and second cross correlation images, see Fig. 7. As the template pixel location 312C is sequentially moved over each pixel in the first cross correlation image and a similarly located pixel in the second cross correlation image, a value for that pixel location is defined for the lower-right corner image. During each placement of the second corner template window 310, the computer 110 places into first and second pixels 311A and 311B of a center vertical column 311 corresponding horizontal cross correlation results or pixel values, i.e., pixel values having corresponding locations in the horizontal cross correlation image, and places into first and second pixels 312A and 312B of an outer horizontal row 312 corresponding vertical cross correlation results or pixels, i.e.,
pixel values having corresponding locations in the vertical cross correlation image. The computer 110 also negates the values added to the first and second pixels 311A and 311B. Values close to -1 in the horizontal cross correlation image correspond to an interface between a pallet structure on the left and an open area on the right. By negating the values in the first and second pixels 311A and 311B, high magnitude negative values in the horizontal cross correlation image are converted to high magnitude positive values. Hence, vertical transitions between a pallet structure on the left and an open area on the right are defined by high magnitude positive values, which is beneficial when finding fifth and sixth sets of pixels in the manner discussed below. No values are placed into pixels 313. The computer 110 then determines the lowest or minimum value of pixels 311A, 311B, 312A and 312B, wherein the minimum is a fuzzy logic AND, and assigns that lowest or minimum absolute value to the pixel 312C of the horizontal row 312, see Fig. 7. The resulting value in pixel 312C should have a value between -1 and +1. Values closer to “-1” and “+1” indicate that the pixel has a strong likelihood of defining a transition between an open area and structure on a pallet or vice versa in the gray scale image. Values close to "0" indicate that the pixel has a strong likelihood of defining a continuous area of the normalized gray scale image corresponding to continuous pallet structure or a continuous open area. In an embodiment, the value assigned to pixel 312C is also assigned to a corresponding pixel location in the lower right corner image. Alternatively, similar to the technique described above with respect to the lower left corner image, the determination of the pixel values in the lower right corner image may be limited to only those pixel locations that are between the forks (i.e., between the left limit and the right limit, as described above). In this instance, the lower right corner image, the vertical cross correlation image and the horizontal cross correlation image would all have the same number of pixels but this number would be less than the number of pixels in the gray scale image. The pixels in the resulting lower right corner image define a fourth set of pixels corresponding to a first set of possible second or lower right corners. The number of fourth set pixels in the lower right corner image equals the number of pixels in each of the gray scale image, the horizontal cross correlation image and the vertical cross correlation image.

The image analysis computer 110 compares the value of each pixel in the fourth set of pixels to a second threshold value, such as 0.5, see step 254 in Fig. 5. All possible second corner pixels having a value less than the second threshold value are eliminated, i.e., the value for each eliminated second corner pixel is changed to 0. All remaining second corner pixels, i.e., those having values equal to or greater than the second threshold value, define a fifth set
of pixels corresponding to a second set of possible second corners. Pixels having a value less than 0.5 are deemed not to be possible first corners as pixels near +1 indicate either a vertical interface between a pallet structure on the left and an open area on the right or a horizontal interface between an upper open area and a lower pallet structure.

The image analysis computer 110 recursively slides a local maxima-locating window, e.g., an M x M window, where M is equal to or greater than 3, over the fifth set of pixels and eliminates all pixels in each placement of the window except for the pixel having a maximum value such that a sixth set of pixels is defined corresponding to a third set of possible second corners, see step 256 in Fig. 5. More specifically, the maxima-locating window is sequentially moved such that a center pixel of the maxima-locating window is positioned over each pixel of the fifth set of pixels. During each positioning of the maxima-locating window, all pixels in the fifth set are eliminated except for the pixel having a maximum value. The remaining pixels define a sixth set of pixels corresponding to a third set of possible second corners. The method discussed above with regards to Figs. 6C-6E to determine the third set of pixels corresponding to a third set of possible first corners may be used to define a sixth set of pixels corresponding to a third set of second corners.

As noted above, in a further contemplated embodiment, an imaging camera may be located above the forks 42A, 42B looking down instead of looking up or straight ahead. In this embodiment, the computer 110 may attempt to locate a plurality of possible upper left corners and a plurality of possible upper right corners instead of locating possible lower left and lower right corners.

The image analysis computer 110 determines pixel values corresponding to a first set of possible upper left corners of the one or more pallets using a third comer template 500, the horizontal cross correlation results and the vertical cross correlation results, see Fig. 6B. The third comer template 500 is defined by a 3 x 3 window in the illustrated embodiment, corresponding to an upper left comer of a pallet.

The computer 110 slides the third comer template 500 concurrently over the set of horizontal cross correlation results and the set of vertical cross correlation results so as to define pixel values for an upper left comer image. More specifically, the third comer template 500 is positioned over the horizontal and vertical cross correlations so that required values from each can be retrieved. Thus, a pixel location 501 is moved sequentially over similarly positioned pixels in the first and second cross correlation images, see Fig. 6B. As the template pixel location 501 is sequentially moved over each pixel in the first cross
correlation image and a similarly located pixel in the second cross correlation image, a value
for that pixel location is defined for the upper left corner image. During each placement of
the third corner template window 500, the computer 110 places into first and second pixels
503A and 503B of an outer vertical column 504 corresponding horizontal cross correlation
results or pixel values, i.e., pixel values having corresponding locations in the horizontal cross
correlation image, and places into first and second pixels 505A and 505B of a middle
horizontal row 506 corresponding vertical cross correlation results or pixels, i.e., pixel values
having corresponding locations in the vertical cross correlation image. The computer 110
also negates the values added to the first and second pixels 505A and 505B. The computer
110 then determines the lowest or minimum value of pixels 503A, 503B, 505A and 505B and
assigns that lowest or minimum absolute value to the pixel 501 of the vertical row 504, see
Fig. 6B. The resulting value in pixel 501 should have a value between -1 and +1. The pixels
in the resulting upper left corner image define a first set of pixels corresponding to a first set
of possible upper left corners.

The image analysis computer 110 compares the value of each pixel in the first set of
upper left corner pixels to a third threshold value, such as 0.5. All possible upper left corner
pixels having a value less than the third threshold value are eliminated, i.e., the value for each
eliminated upper left corner pixel is changed to 0. All remaining upper left corner pixels, i.e.,
those having values equal to or greater than the third threshold value, define a second set of
pixels corresponding to a second set of possible upper left corners.

The image analysis computer 110 recursively slides a local maxima-locating window,
e.g., an M x M window, where M is equal to or greater than 3, over the second set of upper
left pixels and eliminates all pixels in each placement of the window except for the pixel
having a maximum value such that a third set of upper left corner pixels is defined.

The image analysis computer 110 determines pixel values corresponding to a first set
of possible upper right corners of the one or more pallets using a fourth corner template 520,
the horizontal cross correlation results and the vertical cross correlation results, see Fig. 7A.
The fourth corner template 520 is defined by a 3 x 3 window in the illustrated embodiment,
corresponding to an upper right corner of a pallet.

The computer 110 slides the fourth corner template 520 concurrently over the set of
horizontal cross correlation results and the set of vertical cross correlation results so as to
define pixel values for an upper right corner image. More specifically, the fourth corner
template 520 is positioned over the horizontal and vertical cross correlations so that required
values from each can be retrieved. Thus, a pixel location 521 is moved sequentially over similarly positioned pixels in the first and second cross correlation images, see Fig. 7A. As the template pixel location 521 is sequentially moved over each pixel in the first cross
correlation image and a similarly located pixel in the second cross correlation image, a value for that pixel location is defined for the upper right corner image. During each placement of the fourth corner template window 520, the computer 110 places into first and second pixels 523A and 523B of an outer vertical column 524 corresponding horizontal cross correlation results or pixel values, i.e., pixel values having corresponding locations in the horizontal cross correlation image, and places into first and second pixels 525A and 525B of a middle horizontal row 526 corresponding vertical cross correlation results or pixels, i.e., pixel values having corresponding locations in the vertical cross correlation image. The computer 110 also negates the values added to the first and second pixels 523A, 523B and 525A, 525B in the vertical column 524 and horizontal row 526. The computer 110 then determines the lowest or minimum value of pixels 523A, 523B, 525A and 525B and assigns that lowest or minimum absolute value to the pixel 521 of the vertical row 524, see Fig. 7A. The pixels in the resulting upper right corner image define a first set of pixels corresponding to a first set of possible upper right corners.

The image analysis computer 110 compares the value of each pixel in the first set of upper right corner pixels to a fourth threshold value, such as 0.5. All possible upper right corner pixels having a value less than the fourth threshold value are eliminated, i.e., the value for each eliminated upper right corner pixel is changed to 0. All remaining upper right corner pixels, i.e., those having values equal to or greater than the fourth threshold value, define a second set of pixels corresponding to a second set of possible upper right corners.

The image analysis computer 110 recursively slides a local maxima-locating window, e.g., an M x M window, where M is equal to or greater than 3, over the second set of upper right pixels and eliminates all pixels in each placement of the window except for the pixel having a maximum value such that a third set of upper right corner pixels is defined.

In the above description of different image analysis and image manipulation steps, there are instances in which the columns of pixels considered and used during the steps were limited to those columns of pixels considered to be "between the forks." In a similar manner, the number of rows of pixels considered and used during some of these steps may be reduced as well. For example, if the gray scale image has 752 rows of pixels, then not all of these
rows of pixels need to be used and/or considered for all of the image analysis and manipulation steps previously described.

As one example, only 500 of the rows of pixels may be utilized and the other 252 rows of pixels ignored. If the fork carriage apparatus 40 is moving upwards, then only the top 500 rows of pixels of the gray scale image may be utilized for corner finding and similar steps described above. Conversely, if the fork carriage apparatus 40 is traveling downwards, then the bottom 500 rows of pixels of the image may be considered as relevant for analysis. Thus, the vehicle computer 50 can indicate to the image analysis computer 110 the direction of travel of the fork carriage apparatus 40. Using this information, the image analysis computer 110 can determine the vertical span of the rows of pixels that are to be used or considered for various image analysis and manipulation steps.

The corner finding process described above involved the normalized gray scale image which may be, for example, 480 (columns) X 752 (rows) pixels or, alternatively, involved a limited image area of the gray scale image which may be, for example, 321 (columns) X 752 (rows) pixels or even 321 (columns) X 500 (rows) pixels. Because many of the computations described are performed once, or possibly twice, for each pixel, the computational burden may be relatively high depending on the type of image analysis computer 110 being utilized. The computational steps used to evaluate and analyze the normalized gray scale image when attempting to identify pallet objects can be reduced by using a number of techniques. In particular, the concept of an image pyramid can be used to reduce the number of pixels in an image being analyzed at particular steps of the process of identifying pallet objects.

For example, if the normalized gray scale image includes 480 x 752 pixels and is considered to be the base image of an image pyramid, then a mid-level image can be defined having a coarser resolution, and a top-level image can be defined having an even coarser resolution. For example, a low-pass and sub-sampled mid-level image can be created by using a 2x2 window to average four pixels of the base image in order to generate a pixel value for one pixel in the mid-level image. Referring to Fig. 6F, a base image 720 is illustrated and a 2x2 window 724 is used to select 4 pixels in a region of the base image 720. The values of the four pixels in the window 724 can be averaged and that value placed in the pixel 726 of the mid-level image 722. The result is that the mid-level image 722 is created that has ¼ the number of pixels as the base image. This same process can be performed on the mid-level image 722 to create the top-level image of the image pyramid. This top level image will have 1/16th the number of pixels as the base image. Using the example size described above for the
base image, the mid-level image would be 240x376 pixels and the top-level image would be 120x188 pixels.

The previously described processes for creating a vertical cross correlation image and a horizontal cross correlation image can be applied to the top-level image having the reduced number of pixels in order to reduce the computational burden of locating a first set of possible left or right corners. As described earlier, the first step-edge template, \( T(x) \), had a size of 12 elements and the second step-edge template, \( T(y) \), had a size of 24 elements. In applying these respective templates to the top-level image, their sizes can be adjusted so that each template has 6 elements. Thus:

\[
T(x)_{b,p\text{-level}} = -1, -1, -1, +1, +1, +1 \\
T(y)_{b,p\text{-level}} = -1, -1, -1, +1, +1, +1
\]

Using these templates, a horizontal cross correlation image and a vertical cross correlation image are generated as described earlier such that the resulting images each have the same number of pixels as the top-level image. The first corner template 300 is slid over the vertical and horizontal cross correlation images as before in order to calculate each pixel value for a top-level lower-left corner image. As before, the number of pixels that will retain non-zero values in the top-level lower-left corner image can be reduced by zeroing out any pixels having a value less than a threshold (e.g., 0.5) and using a 5x5, or other size window to identify local maxima pixels in order to zero-out the other pixels.

The pixels that remain in the top-level lower-left corner image (i.e., the non-zero pixels) represent a set of pixels that may correspond to a lower left corner of a pallet in the normalized gray scale image. Each of these pixel locations from the top-level lower-left corner image is further analyzed to more concretely determine a possible location of a lower left corner.

First, each pixel location in the top-level image is translated to a corresponding pixel location in the mid-level image. Although one pixel location in a lower resolution image corresponds to four different pixel locations in a higher resolution image arranged in a 2x2 matrix, as the 2x2 averaging is not perfect, artifacts remain, and a larger 6x6 search region is defined. The one pixel location identified in the lower-resolution image (e.g., the top-level image) allows the location of the 36 pixels of the 6x6 search region to be calculated. For example, assuming the pixel coordinate system described earlier, the upper left corner of the 6x6 search region in the next level down in the pyramid can be translated according to:
If the image portions of Fig. 6F are used, pixel location (53, 53) in the lower resolution image is translated into pixel location (102, 102) in the higher resolution image which means the 6x6 search region 723 in the higher resolution image includes the 36 pixels to the right, below, and inclusive of pixel (102, 102).

Each possible lower left corner location in the top-level lower left corner image can be translated into a 36 pixel search region in the mid-level image. Fig. 6G illustrates an arbitrary 36 pixel search region 732 in the mid-level image.

These 36 pixels in the set 732 will be used to once again create horizontal and vertical cross correlation images, apply a corner template 300, and then keeping only the maximum corner over the 6x6 region. Because of the shape of the corner template (see Fig. 6), the two additional columns 736 to the left of the set 732 are needed for vertical correlations and the two additional rows 734 above the set 732 are needed for horizontal correlations.

As before, a horizontal step-edge template is applied to the appropriate pixels to generate a horizontal cross-correlation image and a vertical step-edge template is applied to the appropriate pixels to generate a vertical cross-correlation image. In applying these respective templates to pixels of the mid-level image, their size can be adjusted so that each template has 12 elements. Thus:

\[
\begin{align*}
T(x)_{\text{mid-level}} &= -1, -1, -1, -1, +1, +1, +1, +1, +1 \\
T(y)_{\text{mid-level}} &= -1, -1, -1, -1, +1, +1, +1, +1, +1
\end{align*}
\]

Because of the way the corner template 302 of Fig. 6 is constructed, not all of the 60 pixels of Fig. 6G require both a horizontal cross-correlation value and a vertical cross-correlation value to be calculated. For example, for pixel locations in the two rows of 734, a vertical cross-correlation value is unnecessary and a vertical cross-correlation value from pixels in the right-most column 738 are not used either. Similarly, horizontal cross-correlation values are not needed for the pixels in the bottom-most row 740 or the two columns 736. Thus, there are 42 horizontal cross-correlation values generated using the above template \(T(x)_{m, \text{id-i, yel}}\) and there are 42 vertical cross-correlation values generated using the above template \(T(y)_{m, \text{id-i, yel}}\). The horizontal and vertical cross-correlation values are used
in the same manner as before, as described with respect to Fig. 6, in order to calculate lower
left corner values for the 36 pixel locations of the set 732 of Fig. 6G.

Rather than locate more than one local maxima within the 36 pixels using a sliding
window technique, the one pixel from the 36 pixels having the maximum value is selected
and all the other pixel locations are ignored. The identified pixel location in the mid-level
image corresponds to a pixel location in the base image that implicitly references 4 pixels of
the base image.

The steps described above with respect to the translation from the top-level image to
the mid-level image are repeated but now are applied to translating a pixel location from the
mid-level image to the base image. Utilizing exactly the same steps as described above, a
single pixel location from the mid-level image is used to identify a single pixel location in the
base image that possibly corresponds to a lower left corner. One change that may be
implemented is that when calculating the horizontal and vertical cross-correlation images
based on the base image pixels, the original step-edge templates T(x) and T(y) can be used.

Thus, a possible lower left corner location was identified in the top-level image. This
pixel location was used to select a subset of pixels in the mid-level image. This subset of
pixels was further analyzed to identify a pixel location in the base image for further analysis.

The process described above is repeated for each of the possible lower left corners
first identified in the top-level lower-left corner image. The result is a set of one or more
pixel locations in the normalized gray scale image that may correspond to a pallet lower left
corner and is equivalent to and used in place of the third set of possible first corners.
Furthermore, for each of these locations a lower left corner score \( \text{Score}_{L,\text{LeftCorner}} \), discussed
below, has been calculated and retained during the application of the mask of Fig. 6.

The above description of determining possible pallet lower left corners involved using
all the pixels in a normalized gray scale image having dimension of 480 X 752 pixels. As
noted previously, there can be a left limit and a right limit defined for \( x \) coordinate values
such that only pixels in a region of the gray scale image considered to be "between the forks"
are used in such determinations. Similarly, there can be an upper limit and a lower limit
defined for \( y \) coordinate values such that only pixels in a region near the top or bottom of the
gray scale image are used in such determinations, as well.

The imaging camera 130 may, in some instances, comprise either a charge coupled
device (CCD) or complementary metal-oxide-semiconductor (CMOS) camera. Such cameras
may have the capability to perform pixel binning. In a CCD camera, as light falls on each
pixel, charge accumulates for that pixel location. The amount of accumulated charge for a pixel corresponds to that pixel’s value and is represented by a color or gray scale level when the resulting image is displayed. With pixel binning, the CCD camera can combine the accumulated charge value for multiple pixels to arrive at a single pixel value for the group of pixels. While binning allows increased sensitivity to light, the resolution of a resulting image is decreased.

Binning is normally referred to as 2x2 or 4x4 binning and this refers to the horizontal and vertical dimensions of the bin size. A 2x2 binning, for instance, includes a square grouping of 4 pixels. In embodiments of the present invention, a CCD camera having a resolution of 480x752 pixels can be utilized with a 2x2 pixel binning, for example, to acquire images that are 240 (columns) x376 (rows) pixels in size. These images can be utilized with the techniques described above relating to applying one or more templates to vertical and horizontal cross-correlation images to identify possible lower left corners and other attributes of pallets in the gray scale image. The technique of using an image pyramid for analysis can also be used with these images having fewer pixels. However, it may be beneficial to only have two different image sizes in the pyramid. For example, the base image may be 240x376 pixels in size and the top-level image may be 120x188 pixels in size.

However, when using images with fewer pixels some aspects of the techniques described above may need to be modified. For example, if a 240x376 pixel image size is being used, the columns considered to be "between the forks" can be defined with a different left limit value and a different right limit value. Also, the upper limit and lower limit values for what rows of the image to consider may be different as well. For example, for the smaller image size the left limit may be 40 and the right limit may be 200. Thus, only pixels located in columns 40 to 200 would be considered "between the forks." Also, if the fork carriage apparatus 40 is traveling upwards, then only the top 250 rows of the image may be considered during analysis. Conversely, if the fork carriage apparatus 40 is traveling downwards, then the bottom 250 rows of the image may be considered during analysis.

A similar process can be used, but with the appropriate mask of Fig. 7, to identify a set of possible lower right corner locations in the normalized gray scale image along with a corresponding lower right corner score Score_{lowerRightCorner}, discussed below.

The process 232 for determining a first or left Ro image, which provides an orthogonal distance from an origin point to one or more possible left vertical lines and one or more possible horizontal lines on one or more possible pallets in a corresponding gray scale
image and a second or right Ro image, which provides an orthogonal distance from an origin point to one or more possible right vertical lines and one or more possible horizontal lines on one or more possible pallets in a corresponding gray scale image, will now be described with reference to Fig. 8. While both the left and right Ro images may comprise pixels corresponding to an offset from the origin of more or less horizontal lines, the first Ro image may also comprise pixels corresponding to an offset from the origin of left vertical lines, i.e., lines defining a vertical interface between an open area on the left and a pallet structure on the right, which pixels have a value greater than 0. The second Ro image may also comprise pixels corresponding to an offset from the origin of right vertical lines, i.e., lines defining a vertical interface between a pallet structure on the left and an open area on the right, which pixels have a value greater than 0.

First the image analysis computer 110 determines a horizontal gradient image, see step 260 in Fig. 8, by convolving gray scale image data from a given image frame with a first convolution kernel. The first convolution kernel G comprises in the illustrated embodiment:

\[ G = 0.0854, 0.3686, 0.8578, 0.9079, 0, -0.9079, -0.8578, -0.3686, -0.0854, \] wherein G is computed as a first derivative of a Gaussian function with its spread value chosen to deemphasize image noise. For example, choosing a spread value of \( \sigma = 2 \) deemphasizes noise in the gray scale image. One example of a simplified Gaussian function shown below is the exponential of the negative square of the index \( x \) divided by the square of the spread value. This simplified Gaussian function is then modified to produce a gradient kernel, \( G(x) \), such that the peak value of the kernel is +1 and its minimum value is -1.

Thus, starting with the following simplified Gaussian equation

\[ \text{Simplified Gaussian}(x) = \exp\left( -\frac{x^2}{\sigma^2} \right) \]

The first derivative over \( x \) is calculated as:

\[ \frac{d \text{Simplified Gaussian}(x)}{dx} = -\frac{2x}{\sigma^2} \exp\left( -\frac{x^2}{\sigma^2} \right) \]

The peak values of this derivative function occur at

\[ \pm \frac{\sigma}{\sqrt{2}} \]

and the magnitude of the derivative function at these points is

\[ \frac{VI}{\sigma} \exp\left(0.5\right) \]
By dividing the derivative function by this magnitude value, the derivative function can be modified so that its maximum value is +1 and its minimum value is -1. Performing the division generates the formula for the gradient kernel $G(x)$:

$$G(x) = \frac{-\sqrt{2}x}{\sigma} \exp \left(0.5 - \frac{x^2}{\sigma^2}\right)$$

The computer 110 determines the horizontal gradient image by evaluating the following convolution equation using a first sliding window $SW_i$, see Fig. 9, having a horizontal number of adjacent cells that is equal to a number of elements of the first convolution kernel $G$, wherein the first sliding window $SW_i$ is positioned so that each cell corresponds to a respective pixel location along a portion of a particular row of the normalized gray scale image. The convolution equation for calculating a value for each pixel of the horizontal gradient image comprises:

$$g(k) = \sum_j (u(j) \ast v(k-j))$$

wherein:

- $j$ = a particular pixel column location in the gray scale image wherein, for the convolution equation, a value of $j$ ranges between a first pixel column location in the portion of the particular row and a last pixel column location in the portion of the particular row;
- $u(j)$ = pixel value in the portion of the particular row of the normalized gray scale image having $aj$ column location;
- $k$ = a pixel column location of the normalized gray scale image over which the first sliding window is centered;
- $(k-j)$ = is an index value for the first convolution kernel, as $j$ varies in an increasing manner, this index value ranges from a highest index value corresponding to a last element of the first convolution kernel to a lowest index value corresponding to a first element of the first convolution kernel; and
- $v(k-j)$ = a value of a particular element of the first convolution kernel at the index $v(k-j)$.

With reference to Fig. 9, an example is provided of how the above convolution equation is evaluated to find a column 100, row 1 pixel value in the horizontal gradient image. The sliding window $SW_i$ is shown centered at column location 100 in the normalized gray scale image and is positioned so that each cell of the sliding window corresponds to a respective pixel location along a portion, i.e., pixel column locations 96-104 in the example of
Fig. 9, of a particular row, i.e., row 1 in the example of Fig. 9, of the normalized gray scale image. Hence, the sliding window SWi has pixel column location values extending from 96 to 104. When the convolution equation is evaluated to find a column 101, row 1 pixel value, the sliding window SWi is shifted one pixel to the right such that it will then have pixel column location values extending from 97 to 105. In the example illustrated in Fig. 9, the value for the pixel at column 100, row 1 in the horizontal gradient image was calculated to equal 0.257.

The horizontal gradient image will have the same number of pixels as the corresponding gray scale image such that there is a one-to-one correspondence between pixel locations in the gray scale image and the horizontal gradient image. The pixels in the horizontal gradient image measure a change in intensity at a corresponding location in the gray scale image when moving horizontally in the gray scale image and caused by a vertical interface between an open area and a pallet structure. If for example, 8-bits are being used to represent each pixel value, then the pixels in the horizontal gradient image may have values from about -2^7 to about +2^7. Depending on the number of bits allocated to represent the pixel values, the range of possible minimum and maximum values will, of course, vary. Values near zero correspond to a continuous area, i.e., continuous pallet structure or open area; a vertical interface between a pallet structure on the left and an open area on the right will result in gradient values much less than zero and a vertical interface between an open area on the left and a pallet structure on the right will result in gradient values much greater than zero. In Fig. 16D, a horizontal gradient image is shown corresponding to the gray scale image in Fig. 16A. In Fig. 16D, a first area 1100 corresponds to pixel values near 0, a second area 1102 corresponds to pixel values much less than zero, a third area 1104 corresponds to pixel values much greater than zero and a fourth area 1106 corresponds to pixel values substantially greater than zero.

Next, the image analysis computer 110 determines a vertical gradient image, see step 262 in Fig. 8, by convolving gray scale image data from a given image frame with a second convolution kernel, which, in the illustrated embodiment, is the same as the first convolution kernel. As noted above, the first convolution kernel G comprises:

\[
G = 0.0854, 0.3686, 0.8578, 0.9079, 0, -0.9079, -0.8578, -0.3686, -0.0854
\]
The computer 110 determines the vertical gradient image by evaluating the following convolution equation using a second sliding window having a vertical number of adjacent cells that is equal to a number of elements of the second convolution kernel, wherein the second sliding window is positioned so that each cell corresponds to a respective pixel location along a portion of a particular column of the normalized gray scale image. The convolution equation for calculating a value for each pixel of the vertical gradient image comprises:

\[ g(d) = \sum_c (u(c) \ast v(d - c)) \]

wherein:

- \( c \) = a particular pixel row location in the gray scale image wherein, for the convolution equation, a value of \( c \) ranges between a first pixel row location in the portion of the particular column and a last pixel row location in the portion of the particular column;
- \( u(c) \) = pixel value in the portion of the particular column of the normalized gray scale image having a \( c \) row location;
- \( d \) = a pixel row location of the normalized gray scale image over which the second sliding window is centered;
- \( (d-c) \) = is an index value for the second convolution kernel, as \( c \) varies in an increasing manner, this index value ranges from a highest index value corresponding to a last element of the second convolution kernel and a lowest index value corresponding to a first element of the second convolution kernel; and
- \( v(d-c) \) = a value of a particular element of said second convolution kernel at the index value \( (d-c) \).

With reference to Fig. 10, an example is provided of how the above convolution equation is evaluated to find a column 1, row 7 pixel value in the vertical gradient image. The sliding window \( SW_2 \) is shown centered at row location 7 in the gray scale image and is positioned so that each cell of the sliding window corresponds to a respective pixel location along a portion, i.e., pixel row locations 3-11 in the example of Fig. 10, of a particular column, i.e., column 1 in the example of Fig. 10, of the normalized gray scale image. Hence, the sliding window \( SW_2 \) has pixel row location values extending from 3 to 11. When the convolution equation is evaluated to find a column 1, row 8 pixel value, the sliding window \( SW \) is shifted down one pixel such that it will then have pixel location values extending from
4 to 12. In the example illustrated in Fig. 10, the value for the pixel at column 1, row 7 in the vertical gradient image was calculated to equal -1.23.

The vertical gradient image will have the same number of pixels as the corresponding gray scale image such that there is a one-to-one correspondence between pixel locations in the gray scale image and the vertical gradient image. The pixels in the vertical gradient image measure a change in intensity at a corresponding location in the gray scale image when moving vertically from top to bottom in the gray scale image and caused by a horizontal interface between an open area and pallet structure. If for example, 8-bits are being used to represent each pixel value, then the pixels in the vertical gradient image may have values from about $-2^7$ to about $+2^7$. Values near zero correspond to a continuous area, i.e., continuous pallet structure or open area; a horizontal interface between an upper pallet structure and a lower open area will result in gradient values much less than zero and a horizontal interface between an upper open area and a lower pallet structure will result in gradient values much greater than zero. In Fig. 16E, a vertical gradient image is shown corresponding to the gray scale image in Fig. 16A. In Fig. 16E, a first area 1120 corresponds to pixel values near 0, a second area 1122 corresponds to pixel values much less than 0, a third area 1124 corresponds to pixel values much greater than 0 and a fourth area 1126 corresponds to pixel values substantially greater than 0.

In determining the horizontal and vertical gradient images there will be instances near the edges of the image that the sliding window will have one or more cells that do not overlap an image pixel because the cell falls outside the range of the image pixels. In these instances, the value of the image pixel when calculating the convolution equations will be treated as equal to zero in order to minimize the effect that these non-existent pixels have on the convolution calculations.

After determining the horizontal and vertical gradient images, the image analysis computer 110 determines the first Ro image, $\rho_{df}$, providing an orthogonal distance in pixels from an origin point on the normalized gray scale image to one or more possible horizontal lines and left vertical lines representative of one or more possible pallets in the gray scale image (that corresponds to the camera image), see step 264 in Fig. 8. The first Ro image is determined by the image analysis computer 110 by evaluating the following equation:

$$P_{left}(x, y) = \frac{xg_x + yg_y}{\sqrt{9x^2 + 9y^2}}$$
wherein:

\[ x = \text{a gradient pixel row location in a horizontal direction}; \]
\[ y = \text{a gradient pixel column location in a vertical direction}; \]
\[ g_x = \text{a gradient pixel value from the horizontal gradient image corresponding to pixel location (x, y); and} \]
\[ g_y = \text{a gradient pixel value from the vertical gradient image corresponding to pixel location (x, y)}. \]

In a particular instance when both \( g_x \) and \( g_y \) equal zero for a pixel, then the Ro image pixel value is set to zero.

The first Ro image will have the same number of pixels as the corresponding gray scale image such that there is a one-to-one correspondence between pixel locations in the gray scale image and the first Ro image. The range of pixel values in the first Ro image may vary based on gray scale image dimensions, which, in the illustrated embodiment, are 480 pixels x 752 pixels. Hence, the first Ro image pixels, which define an orthogonal distance from an origin point on the normalized gray scale image to one or more possible horizontal lines and left vertical lines, may have values from about -800 to about +800. A vertical line defining an interface between an open structure on the left and a pallet structure on the right or a horizontal line defining an interface between an upper open area and a lower pallet structure will be represented in the first Ro image by positive pixel values. A vertical line defining an interface between a pallet structure on the left and an open area on the right or a horizontal line defining an interface between a lower open area and an upper pallet structure will be represented by negative values.

In Fig. 16F is a first Ro image corresponding to the gray scale image in Fig. 16A. In Fig. 16F, first regions 1110 corresponds to negative pixel values and second regions 1112 corresponds to positive pixel values. A first section 1112A of the second region 1112 corresponds to the left surface 208A of the center stringer 208 and a second section 1112B of the second region 1112 corresponds to the upper surface 200A of the bottom pallet board 200. Fig. 16F illustrates that first, or left, Ro image pixels will have a positive value when those pixel locations are over the left vertical surface 208A of the center stringer 208 or an upper horizontal surface 200A of the bottom pallet board 200. However, other pixels in the first Ro image may also have a positive value but not necessarily be located over a left vertical surface of a center stringer or an upper horizontal surface of a bottom pallet board.
Next, the image analysis computer 110 may determine a second Ro image, \( p_{right} \), providing an orthogonal distance in pixels from an origin point on the normalized gray scale image (that corresponds to the camera image) to one or more possible horizontal lines and right vertical lines representative of one or more possible pallets in the gray scale image, see step 266 in Fig. 8. The second Ro image is determined by the image analysis computer 110 by evaluating the following equation:

\[
Pr_{right}(x, y) = \frac{-xg_x + yg_y}{\sqrt{g_x^2 + g_y^2}}
\]

wherein:
- \( x \) = a gradient pixel row location in a horizontal direction;
- \( y \) = a gradient pixel column location in a vertical direction;
- \( g_x \) = a gradient pixel value from the horizontal gradient image corresponding to pixel location \((x, y)\); and
- \( g_y \) = a gradient pixel value from the vertical gradient image corresponding to pixel location \((x, y)\).

Similar to the first Ro image, the value of this equation is set to zero if both \( g_x \) and \( g_y \) equal zero for a pixel.

The second Ro image will have the same number of pixels as the corresponding gray scale image. The range of pixel values in the second Ro image may vary based on gray scale image dimensions, which, in the illustrated embodiment, are 480 pixels x 752 pixels. Hence, the pixels may have values from about -800 to about +800. A vertical line defining an interface between a pallet structure on the left and an open area on the right or a horizontal line defining an interface between an upper open area and a lower pallet structure will be represented in the second Ro image by positive pixel values. A vertical line defining an interface between an open structure on the left and a pallet structure on the right or a horizontal line defining an interface between a lower open area and an upper pallet structure will be represented by negative pixel values.

In Fig. 16G a second Ro image is illustrated corresponding to the gray scale image in Fig. 16A. In Fig. 16G, first regions 1120 corresponds to negative pixel values and second regions 1122 corresponds to positive pixel values. A first section 1122A of the second region 1122 corresponds to the right surface 208B of the center stringer 208 and a second section 1122B of the second region 1122 corresponds to the upper surface 200A of the bottom pallet board 200. Fig. 16G illustrates that second, or right, Ro image pixels will have a positive
value when those pixel locations are over the right vertical surface 208B of the center stringer 208 or an upper horizontal surface 200A of the bottom pallet board 200. However, other pixels in the second Ro image may also have a positive value but not necessarily be located over a right vertical surface of a center stringer or an upper horizontal surface of a bottom pallet board.

Analysis of a single pixel in a Ro image does not definitively reveal whether or not that pixel is over a left (or right) vertical surface or upper horizontal surface of a pallet. Instead, an interface between pallet structure and an opening is characterized in a Ro image by a string of adjacent pixels having substantially the same pixel value, with that value being the orthogonal distance from the image origin to that interface. Thus, a string of such pixels having nearly the same positive Ro value and stretching from \((x_1, y_1)\) to \((x_2, y_2)\) in the Ro image represents an possible pallet line or edge in the gray scale image that also extends between \((x_1, y_1)\) and \((x_2, y_2)\). For a pallet edge that extends substantially vertically, \(x_2\) can equal \(x_1\) and for a substantially horizontal edge \(y_2\) may equal \(y_1\). Furthermore, the longer the string of pixels is that share the same Ro value, the more likely the string of pixels represents an actual edge of the pallet. Ideally, the pixels sharing the same Ro value will be directly adjacent to one another; however, in an actual image having noise and other imperfections, "adjacent" can include pixels within a certain minimum distance (e.g., ±5 pixels) of one another rather than only pixels directly adjacent to one another.

An optional pre-qualification test in accordance with a first embodiment of the present invention for each lower left corner from the third set of lower left corners is defined by the process 234, which attempts to trace horizontal and vertical lines from each identified corner of the third set of first possible corners, i.e., possible lower-left corners. The process 234 will now be described with reference to Figs. 11A, 1IB, 12A, 12B, 13A and 13B. If a horizontal and a vertical line can be traced from a possible lower-left corner, then that corner is considered pre-qualified. If horizontal and vertical lines cannot be traced from a possible lower-left corner, then that possible corner is disqualified/ignored. A traced horizontal line may correspond to an upper surface 200A of a bottom pallet board 200 and a traced vertical line may correspond to the left surface 208A of the pallet center stringer 208, see Fig. 3.

A portion of an example first or left Ro image is illustrated in Fig. 11A, which includes a possible first or lower left corner LLC shown at a pixel location corresponding to image column 178, row 214.
A process for attempting to trace a horizontal line will now be described with reference to the process steps illustrated in Figs. 12A and 12B.

After the image analysis computer 110 identifies one of the possible lower left corners from the third set of lower left corners in the first Ro image, see step 322, it positions a JxK window 323 over at least portions of a plurality of image rows in the first Ro image including at least a portion of an image row containing the possible lower left corner LLC, see step 324 in Fig. 12A. More specifically, the window 323 is centered over the row portion including the lower left corner LLC, with the column including the lower left corner defining the rightmost column in the window 323. In the illustrated embodiment, the JxK window 323 comprises a 10x7 window, see Fig. 11A.

The image analysis computer 110 then calculates an average pixel value for each row in the window 323, see step 326. In Fig. 11A, the window 323 includes rows 211A-217A. Window rows 211A-217A define portions of the image rows 211-217 in the first Ro image in Fig. 11A. The average pixel value or row mean for each window row 211A-217A is provided in Fig. 11A. For example, window row 211A has an average pixel value or row mean of 217.50012.

The computer 110 then determines which window row 211A-217A in the window 323 has an average pixel value nearest the Y coordinate value of a row \( \gamma_T \) of the current pixel location being considered for inclusion in a line being traced (a line being traced is also referred to herein as "trace"), see step 328. In Fig. 11A, the lower left corner LLC at first Ro image column 178, row 214 defines the starting point of the line being traced and, hence, is the current pixel location being considered for inclusion in the line being traced in the window 323. To find the window row having an average pixel value nearest the current pixel location row \( \gamma_T \), 214 in the illustrated example, the computer 110 first determines an absolute value of the difference \(|D|\) between the current pixel location row \( \gamma_T \) and the row mean for each window row 211A-217A using the following equation:

\[
\text{Equation 1:} \quad |D| = |\gamma_T - \text{row mean}|
\]

\(|D|\) values for each window row 211A-217A are provided in Fig. 11A. The computer 110 then identifies the window row 211A-217A having the smallest absolute value of the difference between the current pixel location row \( \gamma_X \) and its row mean. For the window 323 illustrated in Fig. 11A, window row 214A has an absolute value of the difference \(|D|\) between the current pixel location row \( \gamma_X \) and its row mean = 0.01399, which is the smallest absolute value of the difference \(|D|\) of all of the window rows 211A-217A in the window 323, see Fig.
The window row having the smallest absolute value of the difference $|D|$ is defined as the "nearest window row"; hence, window row 214A is defined as the nearest window row in the window 323A of Fig. 11A.

The image analysis computer 110 then decides whether the nearest window row is over a pallet P, see step 330, by solving the following equation:

Equation 2: \[
\begin{cases}
Y_{NWR} \rightarrow \text{row mean}(NWR) \leq Y_{NWR}, \rightarrow \text{over a pallet} \\
\text{otherwise, } \rightarrow \text{not over a pallet}
\end{cases}
\]

wherein: $Y_{NWR} = Y$ coordinate value of an image row including the nearest window row in the JxK window; and \[
\text{row mean (NWR)} = \text{average of pixel values in the nearest window row in the JxK window.}
\]

In the illustrated example, Equation 2 is shown solved in Fig. 11A as being true, i.e., the nearest window row 214A is over a pallet P. If the nearest window row 214A is over a pallet, it is presumed that the current pixel location, i.e., the possible lower left corner LLC at image column 178, row 214, is also positioned over a pallet P. The computer 110 then decides that the current pixel location (column 178, row 214) is to be included as one of the pixels that make up the horizontal line, i.e., a possible bottom pallet board, being traced and increments a horizontal line count by 1, see step 334. The computer 110 then checks to determine if the count is equal to a predefined count, e.g., 100 in the illustrated embodiment, see step 336. If yes, then the computer 110 concludes that a horizontal line has been traced from the lower left corner LLC, see step 338. The computer 110 then goes to step 370 in Fig. 13A, which will be discussed below, see step 340.

If the count is less than 100 in step 336, the computer 110 then steps the window 323 horizontally to the left by one pixel, centers the stepped window 323A over a new window row collinear with the image row containing the previously determined nearest window row, row 214 in the example illustrated in Figs. 11A and 11B, and returns to step 326, see step 342.

In Fig. 11B, the stepped window 323A is shown centered over row 214. The window 323A comprises window rows 211B-217B. The current pixel location in the stepped window 323A is at the right-most pixel of the center window row in the window 323A, i.e., window row 214B. Hence, the current pixel location being considered for inclusion in the line being traced is at a pixel located at image column 177, row 214. The average pixel value for each of the window rows 211B-217B in the stepped window 323A is provided in Fig. 11B.
Window row 211B has an average pixel value nearest the Y-coordinate value of row 214, which is the row of the current trace location. Hence, window row 211B is the nearest window row in the stepped window 323A. Equation 2 is shown solved in Fig. 211B as true. As shown in Fig. 11B, solving Equation 2 above determines that the current pixel location, i.e., the pixel at image column 177, row 214, is positioned over a pallet P. The computer 110 then determines that the current pixel location (column 177, row 214) should be included as a pixel of the horizontal line, i.e., a possible bottom pallet board, being traced and increments a horizontal line count by 1, see step 334. The computer 110 then goes to step 336.

If, in step 330, it is decided that the nearest row in the window 323 is not over a pallet, then the image analysis computer 110 centers an LxM window 323B over the nearest row 214A in the window 323, see step 350, wherein the LxM window 323B is larger than the JxK window 323 to facilitate capture of the pallet if possible. In the illustrated embodiment, the LxM window 323B comprises a 10 x 9 window. The computer 110 then calculates an average of the pixel values for each row in the LxM window 323B, see step 352 and determines which row in the LxM window 323B has an average pixel value nearest the Y coordinate value of the current pixel location being considered for inclusion in the line being traced, which comprises the right-most pixel in the center row of the window 323 (the center row in the window 323B is the same as the nearest row 214A in the window 323), see step 354. The row in the LxM window having an average pixel value nearest the Y coordinate of the current pixel location is defined as a "nearest row," and the computer 110 decides whether the nearest row in the LxM window 323B is over a pallet using Equation 2 set out above (wherein the LxM window is used when evaluating Equation 2 instead of the JxK window), see step 356. If the nearest row in the LxM window 323B is determined to be over a pallet, the computer 110 sets the horizontal line count equal to 1, sets a no-horizontal line count equal to zero and then proceeds to step 342, see step 358. If the nearest row in the LxM window is determined not to be over a pallet, then the no-horizontal line count is incremented by 1, see step 360. The computer 110 then determines if the no-horizontal line count is equal to 20, see step 362. If yes, the lower left corner is disqualified. If the no-horizontal line count is less than 20, then an LxM window is centered over the nearest row from the prior LxM window, see step 366, and the computer returns to step 352.

A further portion of the example first or left Ro image from Fig. 11A is illustrated in Fig. 11C, which includes the possible first or lower left corner LLC shown at a pixel location corresponding to image column 178, row 214.
A process for attempting to trace a vertical line will now be described with reference to the process steps illustrated in Figs. 13A and 13B. After the image analysis computer 110 has traced a horizontal line from the possible lower left corner LLC, see steps 338 and 340, it positions a PxQ window 371 over at least portions of a plurality of image columns in the first Ro image including at least a portion of an image column containing the possible lower left corner LLC, see step 370 and Fig. 11C. More specifically, the window 371 is centered over the column portion including the lower left corner LLC, with the row including the lower left corner defining the lower-most row in the window 371. In the illustrated embodiment, the PxQ window 371 comprises a 5x6 window.

The image analysis computer 110 then calculates an average pixel value for each column in the window 371, see step 372. In Fig. 11C, the window 371 includes columns 176A-180A. Window columns 176A-180A define portions of the image columns 176-180 in Fig. 11C. The average pixel value or column mean for each window column 176A-180A is provided in Fig. 11C. For example, window column 178A has an average pixel value or column mean of 221.2977.

The computer 110 then determines which window column 176A-180A in the window 371 has an average pixel value nearest the X coordinate value of a column X1 of the current pixel location being considered for inclusion in a line being traced, see step 374. In Fig. 11C, the lower left corner LLC at first Ro image column 178, row 214 defines the starting point of the line being traced and, hence, is the current pixel location being considered for inclusion in the line being traced in the window 371. To find the window column having an average pixel value nearest the current pixel location column X1, the computer 110 first determines an absolute value of the difference |D| between the current pixel location column X1 and the column mean for each window column 176A-180A using the following equation:

Equation 3: |D| = |X1 — column mean|

|D| values for each window column 176A-180A are provided in Fig. 11C. The computer 110 then identifies the window column 176A-180A having the smallest absolute value of the difference between the current pixel location column X1 and its column mean. For the window 371 illustrated in Fig. 11C, window column 178A has an absolute value of the difference |D| between the current pixel location column X1 and its column mean = 43.29768, which is the smallest absolute value of the difference |D| of all of the window columns 176A-180A in the window 371, see Fig. 11C. The window column having the smallest absolute value of the difference |D| is defined as the "nearest window column";
hence, window column 178A is defined as the nearest window column in the window 371 of Fig. 11C.

The image analysis computer 110 then decides whether the nearest column is over a pallet P, see step 376, by solving the following Equation 4:

\[
\begin{cases}
  |x_{NWC} - \text{column mean}(NWC)| \leq 1.5x_{NWC} \rightarrow \text{over a pallet} \\
  \text{otherwise, } \rightarrow \text{not over a pallet}
\end{cases}
\]

wherein:

- \(x_{NWC}\) = X coordinate value of a column in the Ro image including the nearest column from the PxQ window; and
- \(\text{column mean (NWC)}\) = average of pixel values in the nearest window column in the PxQ window.

In the illustrated example, Equation 4 is shown solved in Fig. 11C as being true, i.e., the nearest window column 178A is over a pallet. If the nearest window column is over a pallet, it is presumed that the current pixel location, i.e., the possible lower left corner LLC at image column 178, row 214, is also positioned over a pallet P. The computer 110 then decides that the current pixel location (column 178, row 214) in the nearest column 178A is to be included as one of the pixels that make up a vertical line, i.e., a possible left surface 208A of a pallet center stringer 208, being traced and increments a vertical line or stringer count by 1, see step 380. The computer 110 then checks to determine if the stringer count is equal to a predefined count, e.g., 15 in the illustrated embodiment, see step 382. If yes, then the computer 110 concludes that a vertical line has been traced from the lower left corner LLC, see step 384. The computer 110 then validates the lower left corner LLC from which horizontal and vertical lines were traced, see step 386 in Fig. 13A.

If the count is less than 15 in step 382, the computer 110 then steps the window 371 vertically upward by one pixel, centers the stepped window 371A over a new window column collinear with the image column containing the previously determined nearest window column, column 178A in the example illustrated in Figs. 11C and 11D, and returns to step 372.

In Fig. 11D, the stepped window 371A is shown centered over column 178. The window 371A comprises window rows 176B-180B. The current pixel location being considered for inclusion in the line being traced in the stepped window 371A is at the bottom-most pixel of the center window column in the window 371A, i.e., window column 178B. Hence, the current pixel location being considered for inclusion in the line being traced is at a
pixel located at image column 178, row 213. The average pixel value for each of the window columns 176B-180B in the stepped window 371A is provided in Fig. 11D. Window column 176B has an average pixel value nearest the X-coordinate value of column 178, which is the column of the current pixel location. Hence, window column 176B is the nearest window column in the stepped window 371A. Equation 4 is shown solved in Fig. 11D as true. As shown in Fig. 11D, solving Equation 4 determines that the current pixel location, i.e., the pixel at image column 178, row 213, is positioned over a pallet P. Thus, computer 110 then determines that the current trace location (column 178, row 213) is a pixel of a vertical line, i.e., a possible left surface 208A of a pallet center stringer 208, to be traced and increments a vertical line count by 1, see step 380. The computer 110 then goes to step 382.

If, in step 376, it is decided that the one nearest column in the window 371 is not over a pallet, then the image analysis computer 110 centers an RxS window 371B over the nearest column 178A in the window 371, see step 390, to facilitate capture of the pallet if possible, wherein the RxS window 371B is larger than the PxQ window 371, see Fig. 11C. In the illustrated embodiment, the RxS window 371B comprises a 7x6 window. The computer 110 then calculates an average of the pixel values for each column in the RxS window 371B, see step 392, determines which column in the RxS window 371B has an average pixel value nearest the X coordinate value of the current pixel location being considered for inclusion in the trace, which comprises the lower-most pixel in the center column of the window 371B (the center column in the window 371B is the same as the nearest column 178A in the window 371), see step 394, which column is defined as a "nearest column" and decides whether the nearest column in the RxS window 371B is over a pallet using Equation 4 set out above (wherein the RxS window is used when evaluating Equation 4 instead of the PxQ window), see step 396. If the nearest column in the RxS window 371B is determined to be over a pallet, then the computer 110 sets the stringer count equal to 1, sets a no-vertical line count equal to zero and then proceeds to step 388, see step 398. If the nearest column in the RxS window is determined not to be over a pallet, then the no-vertical line count is incremented by 1, see step 400. The computer 110 then determines if the no-vertical line count is equal to 20, see step 402. If yes, then lower left corner LLC is disqualified. If the no-vertical line count is less than 20, then a RxS window is centered over the nearest column from the prior RxS window, see step 406, and the computer returns to step 392.

A pre-qualification test in accordance with a second embodiment of the present invention for each lower left corner will now be described with reference to Fig. 14A-14D.
The pre-qualification test involves attempting to trace a horizontal line and a vertical line from each possible lower left corner. This test also uses the pixel values from a Ro image and, particularly, pixel values from the first Ro image. If a horizontal and a vertical line can be traced from a possible lower-left corner, then that corner is considered pre-qualified. If horizontal and vertical lines cannot be traced from a possible lower left corner, then that possible corner is disqualified/ignored. A traced horizontal line may correspond to an upper surface 200A of a bottom pallet board 200 and a traced vertical line may correspond to the left surface 208A of the pallet center stringer 208, see Fig. 3.

A portion of an example first or left Ro image is illustrated in Fig. 14A. A process for attempting to trace a horizontal line will now be described with reference to the process steps illustrated in Fig. 14C.

After the image analysis computer 110 identifies one of the possible lower left corners from the third set of lower left corners in the first Ro image, see step 602, it moves left a predetermined number of pixels, see step 604. For example, moving left by about 5 pixels is beneficial to increase the likelihood of starting the attempted tracing with an opening, rather than pallet structure, above the starting trace location. The image analysis computer 110 positions an NxO window 639 over at least portions of a plurality of image rows in the first Ro image, see step 606 in Fig. 14C. In relation to Fig. 14A, a possible lower left corner was identified to be at pixel location x=237, y=124 which can also be referred to as $X_{1L}C=237$ and $Y_{1L}C=124$. As mentioned, 5 pixels, for example, are subtracted from the x coordinate in step 604 to initialize the starting location 650 for the attempted trace. Thus, the starting location 650 for the example attempted trace is (232,124), see Fig. 14A. The NxO window 639 is positioned so that it is vertically centered over pixel location (232,124) and horizontally positioned such that the right-most column overlays the pixel location (232,124).

In the example in Fig. 14A, the NxO window 639 is a 13x8 window, or matrix, and, by its positioning, there are 6 rows of the window 39 above the pixel location (232,124) and 6 rows below it. Also there are 7 columns of the window 639 to the left of the pixel location (232,124). Although a 13x8 window is shown as an example, other size windows can be used as well without departing from the scope of the present invention. Thus, the NxO window 639 extends in the y-direction from row 118 to row 130 and extends in the x direction from column 225 to column 232. Each row is also referenced by an index value k, 646, as shown in Fig. 16A. The index value is assigned such that the top row of the NxO window 639 is at k=1 and the bottom row of the NxO window 639 is at k=13 (in this example).
As explained below, during each step of the tracing method new coordinates \((x_{\text{new}}, y_{\text{new}})\) are calculated for a subsequent step of the attempted tracing method to find a further point of the horizontal line being traced. When positioning the NxO window for a subsequent step, the window is centered vertically over \(y_{\text{new}}\) and positioned horizontally so that the right-most column is over \(x_{\text{new}}\).

In step 608, the image analysis computer 110 calculates an average \(W(k)\) (shown as column 652) for each of the rows of the NxO window 639. The average is calculated using the pixel values from the first Ro image. Then, in step 610, the image analysis computer 110 determines the first row, starting with \(k=1\), which satisfies three different tests:

1. \(W(k+1) > 0\) (shown as column 656);
2. \(\text{MEAN}(W(1:k)) < 0\)

where \(\text{MEAN}(W(1:k))\) (shown as column 658) = 

\[
\frac{1}{k} \sum_{i=1}^{k} W(i)
\]

3. \(|Y_{LL} - \text{MEAN}(W(k+1:13))| \leq Y_{LL}^C\) (shown as column 660)

where \(\text{MEAN}(W(k+1:13))\) (shown as column 659) = 

\[
\frac{1}{13-k} \sum_{j=k+1}^{13} W(j)
\]

If all the rows of the window 639 are tested and the image analysis computer 110 determines, in step 612, that no row is found that satisfies the above constraints, then the possible lower left corner is discarded and the process stops for this particular possible lower left corner. In the example window 639 of FIG. 14A, a successful row was found, and column 662 indicates that the first \(k\) value to satisfy the above constraints is \(k=4\) (shown as column 664). In step 614, the image analysis computer 110 uses this \(k\) value to identify the coordinates used when determining how to position the NxO window 639 for the next step of the attempted tracing. In particular, in step 614, the image analysis computer 110 calculates a new \(x\) coordinate based on \(x_{\text{new}} = x_{\text{current}} - 1\). For the example of Fig. 14A, \(x_{\text{new}} = 231\). In step 614, the image analysis computer also calculates a new \(y\) coordinate based on \(y_{\text{new}} = y_{\text{current}} + k - 6\) (shown as column 666). For the example of Fig. 14A, \(y_{\text{new}} = 122\).

If the image analysis computer 110 determines, in step 616, that the constraints of step 610 have been successfully met for the previous 100 points/pixels of a traced line, then a
horizontal line has been successfully traced from the possible lower left corner. Processing stops for the horizontal trace and continues to the vertical tracing technique shown in Fig. 16D. If less than 100 points/pixels, or some other predetermined number of points/pixels, have been successfully tested, then tracing effort continues with step 606 using the new x and y coordinates \((x_{\text{new}}, y_{\text{new}})\) to appropriately position the NxO window.

In the description of the process of FIG. 14C, step 610 provided a three prong test to determine the row value "k" that would be used in step 614 to position the NxO window 639 at its next location. As an alternative, a less restrictive and simpler test illustrated in FIG. 14E, could be used to determine the value "k". After the image analysis computer 110, in step 608, calculates an average \(W(k)\) (shown as column 652) for each of the rows of the NxO window 639. The image analysis computer 110, instead of the test of step 610 could alternatively, in step 610', determine which average, \(W(k)\) minimizes \(|W(k) - Y_{LLC}|\) and then, in step 612', determine if the following inequality is true: \(|Y_{LLC} - W(k)| < Y_{LLC}\) for that row, k. If the inequality is not true, then the image analysis computer 110 discards (237,124) as a possible lower left corner; if the inequality is true, then new coordinates are calculated according to step 614.

Using the alternative, simpler test of FIG. 14E, the row with \(k=6\), having a \(W(k)=147.489988\) satisfies the test of step 610'. That is, the row which has a k value that is equal to "6" has an average that is equal to "147.589988" and minimizes the value of \(|W(k) - Y_{LLC}|\) to be equal to "23.58999". In addition, the inequality of step 612' is also satisfied by this value of \(W(k)\) (i.e., |124 - 147.589988|) is less than or equal to 124.

As before, in step 614, the image analysis computer 110 uses the identified k value to identify the coordinates used when determining how to position the NxO window 639 for the next step of the attempted tracing. In particular, in step 614, the image analysis computer 110 calculates a new x coordinate based on \(x_{\text{new}} = x_{\text{current}} - 1\). For the example of Fig. 14A, \(x_{\text{new}} = 231\). In step 614, the image analysis computer also calculates a new y coordinate based on \(y_{\text{new}} = y_{\text{current}} + k - 6\). For the example of Fig. 14A, when using the alternative simpler test of FIG. 14E, \(y_{\text{new}} = 124\).

If a horizontal line is successfully traced from the possible lower left corner, then an attempt is made to trace a vertical line from that possible lower left corner as well.

A portion of an example first or left Ro image is illustrated in Fig. 14B. A process for attempting to trace a vertical line will now be described with reference to the process steps illustrated in Fig. 14D. In step 618, the image analysis computer 110 identifies the possible
lower left corner 678 as having coordinates (237,124) which makes the x coordinate \( X_{LLC} \) equal to 237.

The image analysis computer 110 positions an VxW window 667 over at least portions of a plurality of image columns in the first Ro image, see step 620 in Fig. 14D. As mentioned above, based on the coordinates of the possible lower left corner, the starting location 678 for the example attempted trace is (237,124). The VxW window 667 is positioned so that it is horizontally centered over pixel location (237,124) and vertically positioned such that the bottom-most row overlays the pixel location (237,124). In the example in Fig. 14B, the VxW window 667 is a 4x13 window, or matrix, and, by its positioning, there are 6 columns of the window 667 to the right of the pixel location (237,124) and 6 columns to the left of it. Also there are 3 rows of the window 667 above the pixel location (237,124). Although a 4x13 window is shown as an example, other size windows can be used as well without departing from the scope of the present invention. Thus, the VxW window 667 extends in the y direction from row 121 to row 124 and extends in the x direction from column 231 to column 243. Each column is also referenced by an index value \( k \), 676, as shown in Fig. 14B. The index value is assigned such that the left-most column of the VxW window 667 is at \( k=1 \) and the right-most column of the VxW window 667 is at \( k=13 \) (in this example).

As explained below, during each step of the tracing method new coordinates \( (x_{new}, y_{new}) \) are calculated for a subsequent step of the attempted tracing method. When positioning the VxW window for a subsequent step, the window is centered horizontally over \( x_{new} \) and positioned vertically so that the bottom-most row is over \( y_{new} \).

In step 622, the image analysis computer 110 calculates an average \( W(k) \) (shown as row 675) for each of the columns of the VxW window 667. The average is calculated using the pixel values from the first Ro image. Next, in step 624, the image analysis computer 110 determines which average, \( W(k) \) minimizes \( |W(k) - X_{LLC}| \) and determines, in step 626 if the following inequality is true: \( |X_{LLC} - W(k)| \leq 1.5 X_{LLC} \) for that row, \( k \). If the inequality is not true, then the image analysis computer, in step 628, discards (237,124) as a possible lower left corner.

In the example of FIG. 14B, the column which has a \( k \) value that is equal to "5" has an average 681 that is equal to "234.51 13" and minimizes the value 680 of \( |W(k) - X_{LLC}| \) to be equal to "2.4887". As indicated by the answer 684, the image analysis computer, in step 626 determined that the left hand side of the inequality (i.e., \( |237 - 234.5 113 | \)) is less than or
equal to 1.5x237 (i.e., 355.5). Thus, in step 630, the image analysis computer computes new x coordinates and y coordinates. In particular, in step 630, the image analysis computer 110 calculates a new y coordinate based on $y_{new} = y_{current} - 1$. For the example of Fig. 14B, $y_{new} = 123$. In step 630, the image analysis computer also calculates a new x coordinate based on $x_{new} = x_{current} + k - 6$. For the example of Fig. 14B, $x_{new} = 236$.

If the image analysis computer 110 determines, in step 632, that the constraint of step 626 has been successfully met for the previous 10 points/pixels of a traced line, then a vertical line has been successfully traced from the possible lower left corner which is now considered a prequalified possible lower left corner. If less than 10 pixels, or some other predetermined number of points/pixels, have been successfully tested, then tracing effort continues with step 626 using the new x and y coordinates $(x_{new}, y_{new})$ to appropriately position the P#Q window.

After process 234 has been completed such that attempts have been made to draw/trace a horizontal line and possibly a vertical line from each identified corner in the third set of possible first corners so as to define a set of prequalified lower left corners, the image analysis computer 110 implements process 236. Hence, the computer 110 determines, for each prequalified lower left corner, which of a plurality of possible lines is most likely to be an actual line passing through the prequalified lower left corner. The process 236 will be discussed with reference to Fig. 15.

The above-described calculations involving the different Ro images and the line tracing algorithms may benefit by considering the values of all the pixel locations in the gray scale image. Thus, those particular image analysis steps performed by the image analysis computer 110 are not necessarily limited to being performed only on pixel locations that are "between the forks." However, once all the prequalified lower left corners have been identified, that set of pixel locations can be trimmed by discarding any prequalified lower left corner that is not located "between the forks." Thus, in such an embodiment, none of the additional analysis and processing techniques described below are performed on any prequalified lower left corner that has an x coordinate location outside of the left limit and the right limit for x-coordinates (e.g., 80 and 400, respectively).

The image analysis computer 110 defines a location of one of the prequalified lower left corners in the first Ro image, see step 410. The computer 110 then defines a plurality of possible lines extending through that prequalified lower left corner LLC, 61 lines in the illustrated embodiment, with each line being located at a corresponding angle $\phi$ with respect to a horizontal axis in the first Ro image, wherein the range of angles is from -15 degrees to
+15 degrees in 0.5 degree increments, see step 412 in Fig. 15. Two lines L_i and L_2 are illustrated in Fig. 15A passing through the prequalified lower left LLC at pixel location column 20, row 14. The remaining 59 possible lines are not illustrated in Fig. 15A. Line L_i is at an angle \( \phi_i = -10 \) degrees and line L_2 is at an angle \( \phi_2 = 10 \) degrees. As noted below, the computer 110 determines which of the plurality of the possible lines is most likely to be an actual line passing through the prequalified lower left corner of a pallet, see step 414.

In order to define each of the plurality of possible lines passing through a given prequalified lower left corner LLC, the computer 110 solves the following equation for each of the possible lines being respectively oriented at one angle so as to calculate an orthogonal distance \( \rho(\phi) \) from the origin of the Ro image to the line:

\[
\text{Equation 5: } \rho(\phi) = -x_{\text{PalletCorner}} \sin \phi + y_{\text{PalletCorner}} \cos \phi
\]

wherein:

- \( \rho(\phi) \) is an orthogonal distance from the origin point in the Ro image to a possible line at angle \( \phi \);
- \( \phi \) is an angle within the range of angles; and
- \((x_{\text{PalletCorner}}, y_{\text{PalletCorner}})\) = coordinates in the Ro image for the pallet prequalified lower left corner.

In the illustrated embodiment, the equation \( \rho(\phi) \) is evaluated 61 times, once for each of the 61 possible lines. In Fig. 15A, \( p(10) \) and \( p(-10) \) are illustrated.

After calculating \( \rho(\phi) \) for a possible line, the computer 110 defines points (e.g., pixel locations) for that line using the calculated value of \( \rho(\phi) \). Depending on the image size, each possible line may be defined by combining points from multiple sub-lines. The multiple sub-lines can be considered as "thickening" the possible line so that a sufficient number of pixels can be included in the evaluation of the possible line. For example, if the image size is 480x752, then two sub-lines can be used to define the possible line. Alternatively, if the image size is 240x376, then the possible line may be defined by only one sub-line. Thus, a possible line is defined by a set of sub-lines \( L \) according to:

\( \{L\} = \{(1, y_i+k) \text{ to } (M, y_2+k)\} \), where

- \( k = 0, 1, 2, \ldots, (N_y-1) \),
- \( N_y \) is the number of sub-lines used to define the possible line; and

\[
\text{where: } y_1 = \text{round} \left( \frac{-TOL1 + \rho(\phi) + \sin \phi}{\cos \phi} \right)
\]

and

\[
y_2 = \text{round} \left( \frac{-TOL1 + \rho(\phi) + M\sin \phi}{\cos \phi} \right)
\]
given that:

\[ \rho(\phi) = \text{an orthogonal distance from the origin point in the Ro image to} \]

the corresponding possible line at angle \( \phi \) calculated from Equation 5 above;

\[ \phi = \text{an angle within the range of angles;} \]

\[ \text{TOL1} = \text{an empirically determined fixed value (equal to 0.5 in the illustrated embodiment);} \]

\[ M = \text{number of horizontal pixels in each row of the Ro image (480 or 240 pixels in the illustrated embodiment);} \]

\[ y_i = y \text{ or vertical coordinate value for the left end point of the possible line if it extended, along the angle } \phi, \text{ to the left-most image pixel column, } x=1; \]

and

\[ y_2 = y \text{ or vertical coordinate value for the right end point of the possible line if it extended, along the angle } \phi, \text{ to the right-most image pixel column } x=M. \]

As mentioned, for a 240x376 size image, \( N_\times \) may equal "1"; and for a 480x752 size image, \( N_\times \) may equal "2". If \( N_\times = "1", \) then the set of sub-lines \{L\} has only a single sub-line, \( L_A, \) that has a left end point \((1, y_1)\) and a right end point \((M, y_2)\). Only points on this sub-line are used when evaluating the possible line. If, however, a larger image size were used (e.g., 480x752), then each possible line is defined by combining points from a first sub-line \( L_A \) and a second sub-line \( L_B, \) in order to acquire a sufficient number of points. According to the above equation, the value \( k \) ranges from 0 to 1 and respective end points for the two sub-lines \( L_A \) and \( L_B \) are calculated such that:

the end points for the first sub-line \( L_A \) comprise:

\[ (1,y_1) \text{ and } (M,y_2); \]

the end points for the second sub-line \( L_B \) comprise:

\[ (1,y_1+1) \text{ and } (M,y_2+1) \]

The computer 110 then generates first intermediate points between the end points for the first sub-line \( L_A \) and intermediate points between the end points for the second sub-line \( L_B \) (if a second sub-line \( L_B \) is present). The respective intermediate points for both the first and second sub-lines \( L_A \) and \( L_B \) are determined using Bresenham's line algorithm. As is well known to one of ordinary skill in the art, the Bresenham line algorithm determines which
points in a pixilated display should be selected in order to form a close approximation to a straight line between two given points. In practice, the algorithm can be efficiently implemented by calculating an error value for each incremental step of the algorithm wherein the error value is representative of the fractional portion of the actual y value at a point x on the line. Accordingly, that error value is used to determine whether to increase the y coordinate value or have it remain unchanged. Because, the error value at each step is an easily computed function of the previous error value and the slope of the line, the computational expense of implementing the algorithm can be minimal. The following pseudo code effectively computes the intermediate points on the sub-lines with the constraint that the respective slope of each sub-line is between -1 and +1; thus the pseudo code can be utilized for both positive sloped lines and negative sloped lines.

```c
/*
 Draw a line from (x1 , y1) to (x2, y2)
 It is assumed that x2 > x1
*/
error = 0
y = y1
deltax = x2 - x1
deltay = y2 - y1
If (deltax and deltay have the same sign)
    Sign = 1
Else
    Sign = -1
For (x=x1 to x2) {
    Draw line at (x,y)
    error = error + deltay
    If (2*Sign*error >= deltay) {
        error = error - sign * deltay
        y = y + sign
    }
}
```

However, one of ordinary skill will recognize that if points on a line having a slope outside the range of -1 to +1 need to be calculated, then the above pseudo code can be easily adapted to perform such calculations as well, without departing from the scope of the intended invention.

Next, the computer 110 evaluates the following expression for each point on each possible line, i.e., this expression is evaluated for each point on each sub-line (LA , LB, ...) corresponding to each possible line:

Equation 6: \( \pieff (X, Y) - \rho (\phi) \leq TOL2 \times \rho (\phi) \)

wherein:
(X,Y) = one of the points on a possible line;
Pieft(X,Y) = value from the first Ro image at a point X,Y on the possible line;
\( \rho(\phi) \) = an orthogonal distance from the origin point in the Ro image to the possible line at angle \( \phi \) calculated from Equation 5 above;
\( \phi \) = an angle within the range of angles; and
TOL2 = an empirically determined fixed value (equal to 0.15 in the illustrated embodiment).

A respective counter, AccumulatorCount(cp), may be associated with the possible line having the angle \( \phi \), and can be incremented each time the expression of Equation 6 is true for a point X, Y on the possible line having the angle \( \phi \). Thus, there are 61 counters, each having a respective value. As mentioned above, in some instances, to get a sufficient number of points, more than one sub-line may be associated with a counter. After all points on all 61 possible lines have been evaluated using Equation 6, the computer 110 identifies the line having the greatest count value as the line most likely to be an actual line passing through the prequalified pallet left corner LLC, hereinafter referred to as a bottom pallet board line. The bottom pallet board line is assigned a confidence score, \( \text{Score}_{\text{BaseboardLine}} \), based on the maximum value of the 61 counters, according to the following equation:

\[
\text{Score}_{\text{BaseboardLine}} = \max \left( \frac{\text{Accumulator Count}(\phi)}{M x N_{y}} \right)
\]

wherein:

\( M = \) a number of horizontal pixels in each row of the Ro image (480 or 240 pixels in the illustrated embodiments); and

\( N_{y} = \) the number of sub-lines used to define each possible line.

Once the computer 110 identifies the line most likely to be an actual line passing through the prequalified pallet lower left corner LLC, this line is presumed to represent a possible upper surface 200A of a bottom or lower pallet board 200 associated with this particular prequalified pallet lower left corner LLC. The location of the prequalified lower left corner LLC and the possible upper surface of the bottom pallet board can then be used in process 238, noted above, which attempts to identify a set of possible lower right corners corresponding to the prequalified lower left corner. The set of possible lower right corners will satisfy certain criteria with respect to the prequalified lower left corner and the corresponding bottom pallet board upper surface, which are as follows:
1) A corresponding lower right corner will likely be located within a certain horizontal range of the prequalified possible lower left corner LLC. Hence, the computer 110 reviews all of the possible lower right corners as defined by the third set of possible second corners and discards those located closer than a minimum horizontal distance ($x_{\text{min}}$) to the prequalified lower left comer LLC or farther than a maximum horizontal distance ($x_{\text{max}}$) from the prequalified lower left comer LLC. The particular $x_{\text{min}}$ and $x_{\text{max}}$ values are measured in “pixels” and depend on the range of center pallet stringer sizes being visualized and how far the rack R is from the vehicle 10. For typical rack to vehicle distances of from about 50 inches to about 60 inches and pallets made of wood or a polymeric material having a center stringer with a width W of from about 2 inches to about 12 inches, $x_{\text{min}}$ may equal 5 pixels and $x_{\text{max}}$ may equal 150 pixels, wherein the field of view is 480 pixels x 752 pixels, see Fig. 17.

2) A corresponding lower right comer will likely be located within a certain vertical distance, or skew, defining a vertical range of +/- $Y_{\text{tol}}$ from the prequalified lower left comer LLC. Thus, the computer 110 discards any possible lower right comer that falls outside of a vertical skew as defined by +/- $Y_{\text{tol}}$, which, for example, may equal +/- 10 pixels, see Fig. 17.

3) An actual lower right comer will likely be located within a certain vertical distance range from the bottom pallet board line. Thus, the computer 110 discards any possible lower right comer that falls outside a distance, $+H_{\text{max}}$, above the bottom pallet board line or extends beyond a distance, $-H_{\text{max}}$, below the bottom pallet board line. For example, $+H_{\text{max}}$ may equal 4 pixels above the bottom pallet board upper surface and $-H_{\text{max}}$ may equal 4 pixels below the bottom pallet board line, see Fig. 17.

The location criteria associated with locating possible lower right corners may be adjusted according to the image size. For example, the values provided above may be appropriate for images which are 480x752 pixels in size. However, for images which are 240x376 pixels in size, the values may be adjusted so that each is approximately half of the example values provided above. The vertical skew, for example, may equal +/- 5 pixels, the value for $+H_{\text{max}}$ may equal 2 pixels above the bottom pallet board surface and the value for $-H_{\text{max}}$ may equal 2 pixels below the bottom pallet board line. Similarly, $x_{\text{min}}$ may equal 2 pixels and $x_{\text{max}}$ may equal between 50 to 75 pixels.
A single prequalified lower left corner LLC and a corresponding bottom pallet board line may be paired with one or multiple possible lower right corners defining one or multiple candidate objects. A "candidate object" is also referred to herein as a "possible pallet object."

In the further embodiment noted above, where the imaging camera is located above the forks 42A, 42B looking down, one or multiple possible upper right corners are paired with each prequalified possible upper left corner, wherein the limits on the search for the upper right corners are similar to those for the lower right corners.

For each candidate object comprising a prequalified lower left corner LLC, a corresponding bottom pallet board line and a corresponding possible lower right corner, the image analysis computer 110 attempts to identify a distance between a point on the upper pallet board 202 and the prequalified lower left corner LLC such that a pallet hole or fork-receiving opening lies in between. Using the first Ro image, the image analysis computer 110 steps horizontally left from the prequalified lower left corner LLC a predetermined number of pixels (e.g., 10 pixels) and moves upward until the pixels transition from positive to negative. The step to the left ensures the traversal upward occurs in a region where there is an opening rather than only pallet structure above the starting point. The positive-to-negative-to-positive transition estimates the location of a potential point on the upper pallet board 202 relative to the upper surface 200A of the bottom pallet board 200, wherein the distance between the point on the upper pallet board 202 and the upper surface 200A of the bottom pallet board 200 is a rough estimate of the distance between a lower surface 202A of the upper pallet board 202 and the upper surface 200A of the bottom pallet board 200, see Fig. 3. Additionally, another method of estimating the distance from the bottom pallet board upper surface to a possible point on the upper pallet board 202 is performed by the computer 110 by moving upward from the prequalified lower left corner LLC until a negative pixel value in the first Ro image is encountered. A negative pixel is encountered when a positive vertical sequence expires before reaching the upper pallet board 202, such as due to noise or a lighting variation, or the positive vertical sequence expires upon reaching the upper pallet board 202. The maximum of these two estimates is selected as a determination of the distance from the prequalified lower left corner to the point on the upper pallet board 202.

The distance from the prequalified lower left corner/upper surface 200A of the bottom pallet board 200 to the point on the upper pallet board 202 is then used to roughly estimate the locations of the possible upper left corner and the possible upper right corner. The possible upper left corner is presumed located in alignment with and above the prequalified lower left
corner by a distance equal to the distance from the prequalified lower left corner to the point on the upper pallet board 202. The possible upper right corner is presumed located in alignment with and above the possible lower right corner by a distance equal to the distance from the prequalified lower left corner to the point on the upper pallet board 202.

For each candidate object comprising a prequalified lower left corner 214, a corresponding bottom pallet board line (i.e., a possible upper surface 200A of a bottom pallet board 200) and a corresponding possible lower right corner, and for which locations of corresponding upper left and right corners were estimated, possible left and right vertical stringer edges or lines may be calculated according to a method described below. However, an alternative method is also presented further below that does not explicitly calculate both left and right stringer edges.

For a potential left vertical stringer line, an orthogonal distance, \( P_{\text{desired}} \), and an angle, \( \phi_1 \), are calculated from Equations (7a and 7b) below:

\[
\text{Equation 7a: } \phi_1 = \tan^{-1} \left( \frac{P_{\text{LowerLeft}(y)} - P_{\text{UpperLeft}(y)}}{P_{\text{LowerLeft}(x)} - P_{\text{UpperLeft}(x)}} \right)
\]

\[
\text{Equation 7b: } \ P_{\text{desired}} = -P_{\text{LowerLeft}(x)} \sin \phi_1 + P_{\text{LowerLeft}(y)} \cos \phi_1
\]

where:

\[ \phi_1 = \text{an angle between a horizontal line and a potential left stringer line, wherein the potential left stringer line extends from the prequalified lower left corner to the estimated upper left corner;} \]

\[ P_{\text{LowerLeft}}(y) = \text{the Y coordinate value for the prequalified lower left corner;} \]

\[ P_{\text{UpperLeft}}(y) = \text{the Y coordinate value for the estimated upper left corner;} \]

\[ P_{\text{LowerLeft}}(x) = \text{the X coordinate value for the prequalified lower left corner;} \]

\[ P_{\text{UpperLeft}}(x) = \text{the X coordinate value for the estimated upper left corner;} \]

\[ P_{\text{desired}} = \text{the orthogonal distance from the origin point on the normalized gray scale image to a vertical line passing through the prequalified lower left corner and the upper left corner.} \]

For a potential right vertical stringer line, an orthogonal distance, \( P_{2\text{desired}} \), and an angle, \( \phi_2 \), are calculated from Equations (8a and 8b):

\[
\text{Equation 8a: } \phi_2 = \tan^{-1} \left( \frac{P_{\text{LowerRight}(y)} - P_{\text{UpperRight}(y)}}{P_{\text{LowerRight}(x)} - P_{\text{UpperRight}(x)}} \right)
\]
Equation 8b: \[ p_{2\text{desired}} = -P_{\text{LowerRight}}(x)\sin\varphi_2 + P_{\text{UpperRight}}(y)\cos\varphi_2 \]

where
\[ \varphi_2 = \text{an angle between a horizontal line and a potential right stringer line, wherein} \]
the potential right stringer line extends from the lower right corner to the estimated upper right corner;
\[ P_{\text{LowerRight}}(y) = \text{the Y coordinate value for the lower right corner;} \]
\[ P_{\text{UpperRight}}(y) = \text{the Y coordinate value for the estimated upper right corner;} \]
\[ P_{\text{LowerRight}}(x) = \text{the X coordinate value for the lower right corner;} \]
\[ P_{\text{UpperRight}}(x) = \text{the X coordinate value for the estimated upper right corner;} \]
\[ P_{\text{desired}} = \text{the orthogonal distance from an origin point on the normalized gray scale image to a vertical line passing through the lower right corner and the upper right corner.} \]

Fig. 19A is illustrative of using the above equations to calculate values that represent a potential left stringer line or a potential right stringer line. Fig. 19A does not represent actual pixel values of any of the images previously discussed (e.g., gray scale image, Ro image, etc.) but, instead provides a framework to help understand the geometry used for Equations 7a, 7b, 8a and 8b. However, one correlation with the earlier discussed figures is that the \((x, y)\) coordinates of the different points in Fig. 19A, as well as the origin, do correspond to the coordinate system and origin of the gray scale image. The prequalified lower left corner is located at point 1906 in Fig. 19A and the corresponding upper left corner location estimated earlier is located at point 1908. The estimated upper left corner is presumed to be located horizontally in line with the prequalified lower left corner, such that they have identical X coordinates, but is shown slightly offset from the prequalified lower left corner in Fig. 19A. The potential stringer line 1912 extends between the two corners 1906, 1908. The potential left stringer line 1912 can be characterized by a pair of values \((p_{\text{desired}}, \Theta)\), where, as shown in Fig. 19A, \(p_{\text{desired}}\) is designated by line 1904 which represents the orthogonal distance of the line 1912 from the origin 1914, and the angle \(\Theta\) is designated by the angle 1902 which is the angle of line 1904 relative to the x-axis 1916. The parameter \(\varphi_1\) is designated by the angle 1910 and is the angle formed by the potential left stringer line 1912 and a horizontal line 1918. Because \(\Theta = \pi/2 + \varphi_1\), the orthogonal distance \(p_{\text{desired}}\) can be determined according to Equation 7b above. Although the above discussion describing Fig. 19A relates to a potential
left stringer line, a similar approach can be used when solving Equations 8a and 8b for a potential right stringer line.

With the angle \( \alpha \) (1910) calculated using Equation 7a above, it can then be determined whether a first set of pixels defining a left vertical line above the prequalified lower left corner from the first Ro image match the calculated orthogonal distance \( \rho_{Left} \), thereby using pixel values from the first Ro image that are vertically in-line with, and extend upward from above the prequalified lower left corner to the estimated upper left corner. Using these pixels, a score value \( \text{Score}_{l} \) is calculated that represents a value that is related to the likelihood that a potential left vertical stringer line is actually a left edge of a pallet stringer in the gray scale image. One method for calculating this score value, \( \text{Score}_{l} \), is provided with reference to Fig. 20A and Fig. 20B. Fig. 20A depicts a flowchart for scoring a potential left stringer line for a prequalified lower left corner and Fig. 20B depicts a region of pixels from the first Ro image located near the prequalified lower left corner. For the prequalified lower left corner 2030, see Fig. 20B, the vertical line being calculated represents a possible left vertical edge of the stringer and, thus, values from the first or left Ro image are used. For example, a set of Ro image values are selected above the prequalified lower left corner; the set can be limited to a maximum number of pixels such as ten pixels. In other words, for the prequalified lower left corner, the number of pixels to be selected from the left Ro image is determined in step 2002, using Equation 9a:

\[
\text{h-left} = \min(P_{LowerLeft}(y) - P_{UpperLeft}(y) \cdot 10)
\]

According to the above equation, one of two values is used to determine the number of pixels to be selected; either a height of the stringer in pixels (i.e., \( P_{LowerLeft}(y) \) - \( P_{UpperLeft}(y) \)) or 10 pixels, whichever value is lower. Thus, in step 2004, a set 2032, see Fig. 20B, of pixels is selected from the left Ro image, wherein the set of pixels has \( h_{left} \) members in the set. Each member is a pixel having an \((x,y)\) coordinate and a pixel value. As an example, if the prequalified lower left corner 2030 is located at \((x, 225)\) and the estimated upper left corner 2036 was located at \((x, 219)\), then \( h_{left} = 6 \) and the members of the set 2032 of pixels selected are shown with hash marks in Fig. 20B.

The image analysis computer 110, in step 2006, initializes an accumulator \( A_i \) and an index value \( i \), for later calculation steps. The index value \( i \) according to a particular example of the flowchart in Fig. 20A ranges from 1 to \( h_{left} \) and is used to uniquely designate a respective member of the set of pixels 2032. The calculations involving the pixels values
within the set 2032 of pixels are not direction dependent and, thus, the lowest index value can refer to the top-most pixel 2036 of the set 2032 and increase while moving down the set towards the bottom-most pixel 2034 of the set 2032. However, the index value can be reversed without affecting the calculations described below. The index value \( i \) is tested by the image analysis computer 110 at step 2008 and if the index value indicates that there are more pixels in the set 2032 left to evaluate, then the process moves to step 2010. At step 2010, the image analysis computer 110 determines if the following inequality is true:

\[
\forall p(x_i, y_i) - P_{\text{desired}} \leq TOL^4 \ast p_{\text{1d}}_{\text{desired}}
\]

wherein:

\( i \) = the index value referring to a respective member of the first set of pixels 2032;

\( p(x_i, y_i) \) = a value of the \( i^{th} \) pixel taken from the first set 2032 of pixels in the first Ro image located directly above the prequalified lower left corner 2030;

\( P_{\text{desired}} \) = the orthogonal distance from the origin point on the normalized gray scale image to a line passing through the prequalified lower left corner and the upper left corner which was calculated above with respect to Equation 7b; and

\( TOL^4 \) = an empirically determined value (equal to 0.5 in the illustrated embodiment).

If the inequality is true for the particular, indexed pixel in step 2010, then the accumulator \( A_1 \) is incremented, in step 2014, for this set 2032 of pixels and the index value is incremented in step 2012 to then repeat the steps starting with step 2008. If the inequality is not true in step 2010, then the index value is incremented in step 2012 to then repeat the steps starting with 2008. Once the image analysis computer 110 determines, in step 2008, that all the members of the set 2032 of pixels have been evaluated, a left vertical line score value is calculated, in step 2016, which represents the confidence level of whether or not the selected pixels 2032 located above the prequalified lower left corner 2030 represent an actual stringer left edge. The left vertical line score value is the ratio of the respective accumulator bin count \( A_1 \) to the total count of the pixels selected for a particular line:

Equation 9b:

\[
\text{Score}_{i_{\text{left}}} = \frac{A_1}{h_{\text{left}}}
\]

A process similar to that of Fig. 20A can be used to determine a right vertical line score value as well. With the angle \( \phi_2 \) calculated using Equation 8a above, it can then be determined whether a second set of pixels defining a right vertical line above a possible lower right corner from the second or right Ro image matches the calculated orthogonal distance.
Pidesire, by using the pixel values from the second Ro image that extend from above the possible lower right corner upwards to the estimated upper right corner. For the possible lower right corner, the vertical line being calculated represents a possible right vertical edge of the stringer and, thus, values from the second or right Ro image are used. For example, a set of Ro image values are selected above the possible lower right corner; the set can be limited to a maximum number of pixels such as ten pixels. In other words, above the possible lower right corner, the number of pixels selected from the right Ro image are:

\[
\text{Equation 10a: } h_{\text{right}} = \min(P_{\text{LowerRight}}(y)) - P_{\text{UpperRight}}(y, \perp_o)
\]

Thus, starting at the possible lower right corner, the \( h_{\text{right}} \) numbers of pixels are selected that are located above the possible lower right corner.

A second accumulator bin \( A_2 \) is incremented by one if the following expression is true for a pixel from second set of pixels:

\[
|\rho(x_j, y_j) - p_{2\text{desired}}| \leq TOL4 \times p_{2\text{desired}}
\]

wherein:

\( j \) = the index value referring to a respective member of the second set of pixels;

\( p(x_j, y_j) \) = a value of the \( j^{th} \) pixel taken from the second set of pixels in the second Ro image located directly above the lower right corner;

\( p_{2\text{desired}} \) = the orthogonal distance from the origin point on the normalized gray scale image to a line passing through the possible lower right corner and the upper right corner which was calculated above with respect to Equation 8b;

\( TOL4 \) = an empirically determined value (equal to 0.5 in the illustrated embodiment).

A right vertical line score value is calculated which represents the confidence level of whether or not the selected pixels located above the lower right corner represent an actual stringer right edge. The right vertical line score value is the ratio of the respective accumulator bin count \( A_2 \) to the total count of the pixels selected for a particular line:

\[
\text{Equation 10b: } \text{Score}_{\text{right}} = \frac{A_2}{h_{\text{right}}}
\]

A candidate object that was potentially thought to include a center stringer is rejected if either the left or the right score is less than a threshold, 0.1 in the preferred embodiment, or the sum of the \( \text{Scores} \) and \( \text{Score}_{\text{right}} \) is less than a second threshold, 0.5 in the preferred embodiment.
As mentioned above, an alternative method of evaluating a possible stringer is also contemplated. FIG. 19B provides a geometrical framework helpful in describing this alternative embodiment. As before, a prequalified lower left corner 1926 and a bottom pallet board line 1930 are identified. As described above, these possible pallet object features are used to determine a possible lower right corner 1936, an estimated upper left corner 1928, and an estimated upper right corner 1938. In particular, as defined above, the following values are determined by utilizing the assumptions that a) the prequalified lower left corner 1926 and the estimated upper left corner 1928 have the same x coordinate; and b) the possible lower right corner 1936 and the estimated upper right corner 1938 have the same x coordinate:

- $P_{lowerLeft}(y) = \text{the Y coordinate value for the prequalified lower left corner 1926};$
- $P_{upperLeft}(y) = \text{the Y coordinate value for the estimated upper left corner 1928};$
- $P_{lowerLeft}(x) = \text{the X coordinate value for the prequalified lower left corner 1926};$
- $P_{upperLeft}(x) = \text{the X coordinate value for the estimated upper left corner 1928};$
- $P_{lowerRight}(y) = \text{the Y coordinate value for the possible lower right corner 1936};$
- $P_{upperRight}(y) = \text{the Y coordinate value for the estimated upper right corner 1938};$
- $P_{lowerRight}(x) = \text{the X coordinate value for the possible lower right corner 1936};$
- $P_{upperRight}(x) = \text{the X coordinate value for the estimated upper right corner 1938}.$

Using these coordinate values along with the pixel values of the horizontal gradient image described above, an alternative Score_{left} and Score_{right} can be calculated instead of those described earlier. In particular, the alternative Score_{left} value can be calculated according to:

$$\text{Score}_{left} = \frac{1}{P_{lowerLeft}(y) - P_{upperLeft}(y)} \sum_{k=1}^{\text{max value}} g_x \left( P_{lowerLeft}(x), (P_{lowerLeft}(y) - P_{upperLeft}(y)) \right)$$

where:

- $P_{lowerLeft}(y) = \text{the Y coordinate value for a prequalified lower left corner};$
- $P_{upperLeft}(y) = \text{the Y coordinate value for an estimated upper left corner};$
- $P_{lowerLeft}(x) = \text{the X coordinate value for the prequalified lower left corner};$
- $P_{upperLeft}(x) = \text{the X coordinate value for the estimated upper left corner};$
- k = \text{an index value for the summation, wherein } k \text{ varies from 1 to a maximum value}$
- Score_{left} = \text{the Y coordinate value for the prequalified lower left corner};
\[ 9 \times \left( P_{LowerLeft}(x), \{Phowerheft \ (y) - k \} \right) \] = the pixel value from the horizontal gradient image for the pixel having an x-coordinate of \( \text{Phowerheft} \ (x) \) and a y-coordinate of \( \left( P_{LowerLeft}(y) - k \right) \).

A candidate object that was potentially thought to include a center stringer may be rejected if its left stringer score, \( \text{Scorei}_f \), is less than a threshold. For example, in this alternative embodiment, the threshold value for the alternative \( \text{Scorei}_f \) may be 5.0.

Additionally, an alternative \( \text{Score}_{i_{gh}} \) may also be calculated and used in conjunction with the alternative \( \text{Scorei}_{eft} \) value to determine whether or not to reject a candidate object. In particular, the alternative \( \text{Score}_{i_{gh}} \) value can be calculated according to:

\[ \text{Score}_{right} = \frac{1}{P_{LowerRight}(y) - P_{UpperRight}(y)} \sum_{k=1}^{(P_{LowerRight}(y) - P_{UpperRight}(y))} g_s \left( P_{LowerRight}(x), \left( P_{LowerRight}(y) - k \right) \right) \]

where:

\( P_{LowerRight}(y) \) = the Y coordinate value for a possible lower right corner;

\( P_{UpperRight}(y) \) = the Y coordinate value for an estimated upper right corner;

\( P_{LowerRight}(x) \) = the X coordinate value for the possible lower right corner;

\( k \) = an index value for the summation, wherein \( k \) varies from 1 to a maximum value of \( \text{PhowerRight}(y) - \text{PupperRight}(y) \);

\( \text{PupperRight}(y) \) = the pixel value from the horizontal gradient image for the pixel having an x-coordinate of \( \text{PLowerRight}(x) \) and a y-coordinate of \( \left( P_{Low} \text{rRight}(y) - k \right) \).

As before, a candidate object that was potentially thought to include a center stringer may be rejected if its right stringer score, \( \text{Score}_{right} \), is less than a threshold. For example, in this alternative embodiment, the threshold value for \( \text{Score}_{i_{gh}} \) may be the same as for the left vertical stringer for the alternative \( \text{Scorei}_{eft} \) (e.g., 5.0). If either \( \text{Score}_{right} \) or \( \text{Score}_{eft} \) are below their respective threshold values, or their sum is below some other threshold, then the candidate object may be rejected from further consideration.

Additionally, a candidate object that was potentially thought to include a center stringer may be deleted if its hotness is too great. In Fig. 19B a region of pixels that might be a center stringer are defined by the prequalified lower left corner 1926, the possible lower right corner 1936, the estimated upper right corner 1938 and the estimated upper left corner 1928. If the variance of the pixel values in the normalized gray scale image for this region of
pixels is greater than a predetermined threshold, then this candidate object may be rejected. An example is an object produced by imaging a ceiling light. Ceiling lamps may emit near infrared illumination and show up as very bright irregular regions on a dark background giving a high hotness level. The predetermined hotness threshold may, for example, be about 1200.

A variance, \( H_{var} \), for this potential center stringer region can be calculated according to:

\[
H_{var} = \frac{1}{k} \sum_{i=1}^{k} (GSPV_{pixel}(i)) - \bar{GSPV}
\]

where:

\( k \) = the number of pixels in the region bounded by the corners 1926, 1928, 1936, and 1938;

\( i \) = an index value uniquely referring to one of the \( k \) pixels in the region bounded by the corners 1926, 1928, 1936, and 1938;

\( GSPV_{pixel}(i) \) = a gray scale pixel value (GSPV) of a particular one of the \( k \) pixels (i.e., pixel(i)) from the normalized gray scale image in the region bounded by the corners 1926, 1928, 1936, and 1938; and

\( \bar{GSPV} \) = an average of all the \( k \) pixels' gray scale pixel values pixel from the normalized gray scale image in the region bounded by the corners 1926, 1928, 1936, and 1938.

A further criterion involves the object area of the region that may be a center stringer of a candidate object. If the region bounded by the corners 1926, 1928, 1936 and 1938 includes less than 50 pixels, then the candidate object may be rejected.

A pallet object may be defined by first, second and third rectangles 1802, 1804 and 1810, respectively, as shown in Fig. 18, wherein the first and second rectangles 1802, 1804 may correspond to at least portions of the first and second fork receiving openings 210 and 212 of the pallet P illustrated in Fig. 3 and the third rectangle 1810 may corresponds to a center stringer 208 of the pallet P. Given the estimated upper left hand corner and the estimated upper right hand corner of the center stringer, a height \( h \), of the rectangles 1802, 1804, and 1810 can be calculated using the following process depicted in Fig. 21A. Fig. 21B provides a framework to help understand the geometry used for the calculations of the process of Fig. 21A.

The image analysis computer 110, in step 2101, retrieves a number of values that were previously calculated or determined. The term "retrieve" is not meant to convey any
particular storage/retrieval device, method or protocol but simply that these values are accessible by the image analysis computer 110 when making additional calculations. Some of the values retrieved are the coordinates for the estimated upper left corner and the estimated upper right corner, wherein the Y value for the upper left corner and the Y value for the upper right corner were found by determining the distance from the prequalified lower left corner/upper surface 200A of the bottom pallet board to the point on the upper pallet board 202, which distance was then subtracted from each of the Y values for the prequalified lower left corner and the possible lower right corner (the distance is subtracted because Y-coordinate values decrease as a point moves upwards in the first Ro image). Other values include the parameters (PBPBL, PBPBL) defining the bottom pallet board line L_BPB passing through the prequalified lower left corner.

In step 2 103, the image analysis computer 110 calculates a value h according to the following equation:

\[
\text{Equation 11: } h = \max \left\{ r\Omega_{\text{nd}}(\phi_{PB}\_BL + \text{XupperLeft} \sin\phi_{PBBL} - \text{yupperLeft} \cos\phi_{PBBL}), r\Omega_{\text{nd}}(\phi_{PBBL} + \text{XupperRight} \sin\phi_{PBBL} - \text{yupperRight} \cos\phi_{PBBL}) \right\}
\]

\( \text{PBPBL} = \) the orthogonal distance from the origin point on the normalized gray scale image to the bottom pallet board line \( L_{BPB} \) passing through the prequalified lower left corner;

\( \phi_{BPB} = \) is an angle between a horizontal line and the bottom pallet board line \( LB_{PB} \);

\( y_{\text{upperLeft}} = \) the Y coordinate value for the estimated upper left corner;

\( y_{\text{upperRight}} = \) the Y coordinate value for the estimated upper right corner;

\( x_{\text{upperLeft}} = \) the X coordinate value for the estimated upper left corner; and

\( x_{\text{upperRight}} = \) the X coordinate value for the estimated upper right corner.

Referring to Fig. 21B, the process of Fig. 21A may be more easily understood. A prequalified lower left corner 2 106, an estimated upper left corner 2 108, and an estimated upper right corner 2 110 are depicted. The bottom pallet board line 2 102 calculated earlier and passing through the lower left corner 2 106, has an orthogonal distance \( PBPBL \) from the origin \( O \), calculated from Equation 5 above, and forms an angle \( \phi_{BPB} \) relative to a horizontal line. That same angle \( \phi_{BPB} \) can be used to draw a first line 2 112 that passes through the estimated upper left corner 2 108 and a second line (not shown) that passes through the estimated upper right corner 2 110. If the estimated upper left corner 2 108 is appropriately aligned with the estimated upper right corner 2 110 then the same line may pass...
through both corners. However, it is more likely that two different lines could be drawn. Each of these two lines will have a respective orthogonal distance from the origin $O$. Equation 11, uses these respective orthogonal distances to determine which of the two possible lines is closer to the origin $O$ and produces the higher value for $h$.

In Fig. 21B, the upper left corner 2108 was chosen, simply by way of example, as producing the line 2112 with the smaller orthogonal distance from the origin $O$ and thus the higher value for $h$. Thus the line 2112 is drawn through the estimated upper left corner 2108 and its orthogonal distance to the origin can be represented by

$$p_{TPBL} = -x_{Upper Left} \sin \phi_{BPBL} + y_{Upper Left} \cos \phi_{BPBL}$$

Thus, the $h$ found from Equation 11 is the difference between the orthogonal distance $p_{BPBL}$ to the bottom pallet board line 2102 and the orthogonal distance $p_{TPBL}$ to the upper line 2112. In making the determination in Equation 11, the image analysis computer 110 can round each of the two values to the nearest respective integer before comparing them or can compare the raw values and then round just the maximum value to determine $h$.

As mentioned earlier with regards to Fig. 18, a pallet object may be defined by first, second and third rectangles 1802, 1804 and 1810, respectively, that may represent at least portions of the first and second fork receiving openings and a vertical, center stringer of a pallet.

The first rectangle 1802 can be defined such that it extends at most 200 pixels to the left of the prequalified lower left corner 1806 along the bottom pallet board line $L_{BPB}$ 1805 and extends orthogonally to the line 1805 over $y$ by $h$ pixels. As noted above, the first rectangle 1802 potentially represents a portion of the first fork receiving opening 210 to the left of a pallet center stringer. Also, the second rectangle 1804 can be defined such that it extends at most 200 pixels to the right of the possible lower right corner 1808, which possible lower right corner 1808 comprises a candidate object with the prequalified lower left corner 1806, along a line 1825 and extends orthogonally to the line 1825 over $y$ by $h$ pixels. The line 1825 may or may not pass through the prequalified lower left corner 1806; however, it is oriented with respect to the x-axis by the same angle $\phi_{BPBL}$. The second rectangle 1804 potentially represents a portion of the second fork receiving opening 212 to the right of the center stringer (corresponding to the third rectangle 1810). The third rectangle 1810 extends horizontally from the prequalified lower left corner 1806 to the candidate object's possible lower right corner 1808 and extends orthogonally, over $y$, by $h$ pixels to potentially represent a pallet center stringer.
The width of the first rectangle 1802 and the second rectangle 1804 can vary depending on the size of the image, the x-coordinate value of the prequalified lower left corner $X_{L1C}$ and the x-coordinate value of the possible lower right corner, $X_{LR}$ - For an image that is 480x752 pixels in size, the respective maximum width of the first and second rectangles 1802, 1804 may be 200 pixels. For an image that is 240x376 pixels in size, the respective maximum width of the first and second rectangles 1802, 1804 may be 100 pixels. However, the candidate object may have a prequalified lower left corner and possible lower right corner located in the image such that an edge of the image area is within 200 pixels (or 100 pixels) of one of the corners. In this instance, the width of a rectangle (e.g., 1802, 1804) may have to be less than 200 pixels (or 100 pixels if the camera does 2x2 binning). Thus, as explained in more detail below, a leftWidth value is calculated and a rightWidth value is calculated that determine the respective width of the first rectangle 1802 and the second rectangle 1804.

For example, if the prequalified lower left corner 1806 is located at a position (145, 250), the possible lower right corner 1808 is located at a position (155, 252), the width of each rectangle is a respective calculated value, $h = 10$, and the angle $\theta_{BPB1} = 8^\circ$, then all of the corners 1801, 1821, 1803, 1815, 1806, 1808, 1809, 1811, 1823, 1813, 1817, and 1807 of each of the three triangles 1802, 1804, and 1810 can be calculated. As described more fully below, the values of the pixels from the normalized gray scale image that form the different rectangles 1802, 1804, and 1810 may then be used to calculate a value that represents the confidence that these rectangles actually correspond to pallet holes and a center stringer.

While the precise bounds of the rectangles 1802, 1804, and 1810 can be calculated and used in producing such a confidence value, some assumptions and approximations can alternatively be made that simplify some of the computational steps described below. In particular each of the rectangles 1802, 1804, and 1810 can be approximated by a respective parallelogram, wherein each parallelogram is constructed from $h$ lines of pixels wherein each line of pixels is parallel to the bottom pallet board line 1805. Thus, as the term is used herein, "rectangle" is also intended to encompass a "parallelogram" as well. As explained earlier, a quick line drawing algorithm, such as Bresenham's algorithm, can be used to identify intermediate pixels for inclusion on a line when the two endpoints of the line are known.

Fig. 23A provides a flowchart of one example process that may be used to construct the respective parallelograms that approximate the rectangles 1802, 1804 and 1810. Fig. 22A illustrates a parallelogram corresponding to the first rectangle 1802. In general terms, the
parallelogram is constructed by a) determining the pixels of a first line drawn between the two lower corners, b) identifying the two endpoints of a next line, c) identifying the pixels for inclusion in this next line, and d) repeating these steps for \( h \) lines. Ultimately, all the pixels of a particular parallelogram will have been identified and can logically be grouped into \( h \) different lines, if desired.

As shown in Fig. 22A, using the lower corners 1801 and 1821 of the first rectangle 1802, the calculated value \( h \), and the angle \( \varphi_{\text{BPBL}} \), a parallelogram 2202 can be constructed that approximates the first rectangle 1802 utilizing the process of Fig. 23A. The process of Fig. 23A may be used with any of the three parallelograms but the example discussion that follows happens to involve the first parallelogram 2202 corresponding to the first rectangle 1802.

At step 2302, the x-coordinate, \( x_{11} \), of the left endpoint (i.e., the lower left corner 1801 for the first line of the parallelogram 2202) is calculated according to:

\[
x_{11} = \text{round} \left( XLLC - \text{leftWidth} \times \cos(\varphi_{\text{BPBL}}) \right), \text{ see Fig. 18,}
\]

and the x-coordinate, \( x_{i2} \), of the right endpoint (i.e., the lower right corner 1821 for the first line of the parallelogram 2202) is calculated according to:

\[
x_{i2} = XLLC - 1.
\]

In the equations above the first number in the subscript refers to the rectangle corresponding to the parallelogram and the second number in the subscript refers to the endpoint for a particular line in the parallelogram. For example, "\( x_{12} \)" refers to the x-coordinate of the second (i.e., right) endpoint of a current line for the parallelogram 2202 corresponding to the first rectangle 1802. However, as more fully described below with respect to the y-coordinates of the respective endpoints, each parallelogram includes \( h \) different lines. Therefore, another index value, \( r \), can be added in the subscript to distinguish which of the particular one of the \( h \) lines is being utilized in an equation. This index value, \( r \), ranges in value from \( r = 0 \) to \( r = h - 1 \) with \( r = 0 \) referring to the bottom-most line of a parallelogram. Thus, an initial step 2301 may be performed which initializes the value of \( r \) to be equal to zero. Using this subscript convention, see Fig. 18, the x-coordinates of the endpoints for the first line in each of the three parallelograms can be calculated according to:

\[
x_{iir} = \text{round} \left( XLLC - \text{leftWidth} \times \cos(\varphi_{\text{BPBL}}) \right)
\]

\[
x_{i2r} = XLLC - 1
\]

\[
x_{ir} = XLRC + 1
\]
\[ x_{31r} = \text{round} \left( X_{LRC} + \text{rightWidth} \times \cos(\phi_{BPBL}) \right) \]
\[ X_{31r} = X_{LLC} \]
\[ X_{32r} = X_{LRC} \]
where for the first line, \( r=0 \); and
\[ X_{LLC}, X_{LRC}, \text{leftWidth}, \text{rightWidth} \]

\[
\begin{align*}
\text{leftWidth} &= \min \left( \text{floor} \left( \frac{X_{LLC}}{\cos \phi_{BPBL}} \right), \text{maxWidth} \right) \\
\text{rightWidth} &= \min \left( \text{floor} \left( \frac{\text{imageWidth} - X_{LRC}}{\cos \phi_{BPBL}} \right), \text{maxWidth} \right)
\end{align*}
\]

\[ \text{maxWidth} = \begin{cases} 
100, & \text{for 240x376 image size} \\
200, & \text{for 480x752 image size}
\end{cases} \]

and imageWidth is the number of columns of pixels in the image.

In an example above, the prequalified lower left corner 1806 is located at a position (145, 250), the possible lower right corner 1808 is located at a position (155, 252) and the angle \( \phi_{BPBL}=8^\circ \). If the image size is assumed to be 240x376 pixels, then according to the above equations leftWidth=100 and rightWidth=100. In an alternative example with the image size being 480x752 pixels, the above equations provide that leftWidth=146 and rightWidth=200. According to the above calculations, the lower right corner 1821 of the parallelogram 2202 is at the same x-location, \( x_{12} \), as the lower right corner 1821 of the first rectangle 1802 and is selected to be one pixel to the left of the prequalified lower left corner 1806. The lower left corner 1801 of the parallelogram 2202 is at the same x-location, \( x_{11} \), as the lower left corner 1801 of the rectangle 1802 and is located leftWidth pixels, along the bottom pallet board line 1805, to the left of the prequalified lower left corner 1806.

Next, the image analysis computer 110 can calculate the y-coordinates for these two endpoints, respectively, \( y_{11} \) and \( y_{12} \). For example, the y-coordinate for the lower left corner 1801 can be calculated from the equation for the orthogonal distance \( P_{\text{link}} \) to a line that passes through a known point \((x_n, y_n)\) at a known angle \( \phi_{BPBL} \):

\[
P_{\text{link}} = -X_{11} \sin \phi_{BPBL} + Y_{11} \cos \phi_{BPBL}
\]

solving for the y-coordinate of the point gives the equation:

\[
y_{11} = \left( P_{\text{link}} + X_n \sin \phi_{BPBL} \right) / \cos \phi_{BPBL}
\]

However, as mentioned, the process of Fig. 23A automates the calculation of the endpoints for \( h \) different lines. Therefore, in step 2306, the image analysis computer 110 uses the integer, index value "r" which varies from 0 to \( h-1 \) to reference each individual line in the
parallelogram 2202. Fig. 23B illustrates 3 of the \( h-l \) lines that are calculated for the first parallelogram 2202. The bottom most line is the bottom pallet board line 1805 and corresponds to \( r = 0 \). The next line up, line 2301, corresponds to \( r = 1 \) and has an orthogonal distance from the origin equal to \((PBPBL - r)\). There are \( h \) of these lines calculated with the last line, line 2303, corresponding to \( r = h - 1 \) and having an orthogonal distance from the origin equal to \((PBPBL - h + 1)\).

Thus, for any of the lines (e.g., \( r=0 \) to \( r=h-l \)) the \( y \)-coordinate of the left endpoint (i.e., \( y_{llr} \)) and the \( y \)-coordinate of the right endpoint (i.e., \( y_{r} \)) can be calculated, by the image analysis computer 110 in step 2308, according to:

\[
y_{llr} = \text{round} \left( \frac{(PBPBL - r + x_{llr} \cdot \sin(p_{PBPL}) \cdot \cos(CPBPBL))}{1} \right)
\]

\[
y_{r} = \text{round} \left( \frac{(PBPBL - r + x_{r} \cdot \sin(p_{PBPL}) \cdot \cos(CPBPBL))}{1} \right)
\]

With the two coordinates of the two endpoints for the current line being known, the image analysis computer 110 can, in step 2310, identify the intermediate pixel locations to include in the current line extending between the two endpoints using a conventional line drawing algorithm such as Bresenham’s algorithm. The pixel locations identified for inclusion in a line are then used to extract the pixel values at those locations in the normalized gray scale image. As described below, these pixel values are used to generate a respective vertical projection for each of the three parallelograms that correspond to the three rectangles 1802, 1804, and 1810.

In step 2312, the image analysis computer 110 determines if all \( h \) lines have been calculated or if more remain. If more remain, the new \( x \)-coordinates are calculated in steps 2302 and 2304 and the \( r \) index value is incremented in step 2306. In setting the new \( x \)-coordinate values in steps 2302 and 2304, an approximation is made that the sides of the parallelogram are orthogonal in the \( y \) direction. Thus, \( x_{llr} \) and \( x_{r} \) are the same for each of the \( h \) lines and steps 2303 and 2304 need only calculate these values the first time the algorithm of Fig. 23A executes.

To summarize, the respective first and second endpoint coordinates for each of the \( h \) lines of the first parallelogram 2202 are calculated according to:

\[
X_{llr} = \text{round} \left( XLLC - \text{leftWidth} \cdot \cos(C_{PBPL}) \right);
\]

\[
X_{r} = XLLC - 1;
\]

\[
y_{llr} = \text{round} \left( \frac{(PBPBL - r + x_{llr} \cdot \sin(p_{PBPL}) \cdot \cos(CPBPBL))}{1} \right), \text{ and}
\]

\[
y_{r} = \text{round} \left( \frac{(PBPBL - r + x_{r} \cdot \sin(p_{PBPL}) \cdot \cos(CPBPBL))}{1} \right)
\]

wherein:
XLLC = an x-coordinate for the prequalified lower left corner through which the bottom pallet board line, L_{BP}, passes, and

r = an index value uniquely referring to one of the respective h lines in each of the first parallelogram 2202, the second parallelogram 2220 and the third parallelogram 2240, the value of which ranges from 0 to (h - 1) with r = 0 referring to a bottom-most of the h lines.

Also, the respective first and second endpoint coordinates for each of the h lines in the second parallelogram 2220 are calculated according to:

\[ X_{21r} = XLRC + 1; \]
\[ x_{21r} = \text{round} \left( X_{RLC} + \text{width} \times \cos\left( \frac{p_{BL}}{p_{BL}} \right) \right); \]
\[ y_{21r} = \text{round} \left( \frac{(PBPBL - r + x_{21r} \times \sin\left( \frac{p_{BL}}{p_{BL}} \right)}{\cos\left( \frac{p_{BL}}{p_{BL}} \right)} \right), \text{and} \]
\[ y_{22r} = \text{round} \left( \frac{(PBPBL - r + x_{22r} \times \sin\left( \frac{p_{BL}}{p_{BL}} \right)}{\cos\left( \frac{p_{BL}}{p_{BL}} \right)} \right) \]

wherein:

XLRC = an x-coordinate for a possible lower right corner of a possible center stringer, and

r = an index value uniquely referring to one of the respective h lines in each of the first parallelogram 2202, the second parallelogram 2220 and the third parallelogram 2240, the value of which ranges from 0 to (h - 1) with r = 0 referring to a bottom-most of the h lines.

Finally, for the third parallelogram 2240, the respective first and second endpoint coordinates for each of the h lines are calculated according to:

\[ X_{31r} = XLLC; \]
\[ X_{32r} = XLRC; \]
\[ y_{31r} = \text{round} \left( \frac{(PBPBL - r + x_{31r} \times \sin\left( \frac{p_{BL}}{p_{BL}} \right)}{\cos\left( \frac{p_{BL}}{p_{BL}} \right)} \right), \text{and} \]
\[ y_{32r} = \text{round} \left( \frac{(PBPBL - r + x_{32r} \times \sin\left( \frac{p_{BL}}{p_{BL}} \right)}{\cos\left( \frac{p_{BL}}{p_{BL}} \right)} \right) \]

The process of Fig. 23A highlighted how the h lines were calculated. However, the reason the h lines are calculated relates to the vertical projection that was calculated in step 2310. The details of this step are illustrated in the flowchart of Fig. 23C. The process of Fig. 23C begins when two endpoints for a particular line of the parallelogram 2202 have been calculated. Based on these two endpoints, a fast line drawing algorithm can be used to determine which intermediate pixels are included in the particular line.

In step 2350, the image analysis computer 110, begins at the left endpoint on its first iteration (i.e., i = 1). As described in more detail above, a fast line drawing algorithm, such as
Bresenham's algorithm, in subsequent iterations, steps in the x-direction by one pixel each iteration using the slope of the line to determine the y coordinate value for that particular iteration of the algorithm. Thus, in step 2352, the image analysis computer 110 determines the x-coordinate and the y-coordinate for a current pixel location at the \( i^{th} \) iteration of the algorithm for a particular line \( r \). That value of the pixel in the normalized gray scale image at that pixel location is determined in step 2354.

In the example parallelogram 2202, each line of the parallelogram (i.e., each different value of "r") spans \( \text{leftCount} \) pixels in the x-direction, where \( \text{leftCount} = \text{round}[(\text{leftWidth}\times\cos(\varphi_{BPBL})) \), and, thus, there are \( \text{leftCount} \) iterations performed to determine the intermediate pixels of each line. A respective accumulator \( Y_i \) is used to construct a vertical projection of negative pixels for each of the \( \text{leftCount} \) different iterations of the algorithm 2310. Hence, in the illustrated embodiment, \( \text{leftCount} \) accumulators are defined corresponding to \( \text{leftCount} \) iterations performed for each of the \( h \) lines of the parallelogram. Each accumulator also corresponds to a respective X-coordinate value for one of the \( \text{leftCount} \) pixels in each of the \( h \) lines.

In step 2356, it is determined if the pixel value of the normalized gray scale image at the pixel location just generated during the \( i^{th} \) iteration is negative. If so, then that pixel value is added to the accumulator \( Y_i \), in step 2358. The value of a pixel in the normalized gray scale image is negative when not over pallet structure and tends to be positive when over pallet structure. The image analysis computer 110, in step 2360, increments the index count, \( i \), and the x-coordinate value. In step 2362, the image analysis computer 110 determines if all \( \text{leftCount} \) iterations have been completed. If not, then the process repeats starting at step 2352 with the next intermediate pixel location in the line.

At the end of the steps of the process of Fig. 23C, the intermediate pixel values for a particular line have been calculated and used to update a respective accumulator \( Y_i \) for each iteration of the fast-line drawing algorithm. Because the over-arching process of Fig. 23A is repeated for the \( h \) lines, this process of Fig. 23C is repeated for each of the \( h \) lines and, therefore, the accumulators \( Y_i \) represent data for all the lines that are used to construct the parallelogram 2202. Only negative pixels are accumulated into projections.

Another way to describe how the value in an accumulator \( Y_i \) is calculated is to consider the process described above as accumulating in each respective accumulator \( Y_i \) a sum according to:
\[ Y_i = \sum_{r=0}^{r=h-l} GSPV_{ir} \]

where:

- \( i \) is an index value referring to a relative x-coordinate value of a particular pixel location in a particular line of the first parallelogram 2202, ranging in value from 1 to Q, where \( i = 1 \) corresponds to the left-most pixel location in the particular line and \( i = Q \) corresponds to the right-most pixel location in the particular line;

- \( r = \) an index value uniquely referring to one of the respective \( h \) lines in each of the first parallelogram 2202, the second parallelogram 2220 and the third parallelogram 2240, the value of which ranges from 0 to \((h - 1)\) with \( r = 0 \) referring to a bottom-most of the \( h \) lines; and

- \( GSPV_{ir} = \) a gray scale pixel value (GSPV) of a pixel from the normalized gray scale image at a pixel location indicated by an \( i^{th} \) position in the \( r^{th} \) line of the first parallelogram 2202, wherein \( GSPV_{ir} \) is added to the respective accumulator sum \( Y_i \) if \( GSPV_{ir} \) is less than zero.

Referring back to Fig. 22A, the corners of example parallelogram 2202 have respective coordinate values of:

- Lower left: (45,236)
- Lower right: (144,250)
- Upper left: (45,227)
- Upper right: (144,240)

Each line of the parallelogram (i.e., each different value of "r") spans 100 pixels in the x-direction, in this particular example, and a respective accumulator \( Y_i \) is used to construct a vertical projection for each of the 100 different columns of the parallelogram 2202. For example, for the bottom line 1805, the fast line drawing algorithm steps from \( x=45 \) to \( x=144 \) and calculates an appropriate y-coordinate value each step of the way. In the example of Fig. 22A, the 96\(^{th} \) step of the algorithm is highlighted for each line. For the line \( r=0 \), the 96\(^{th} \) step has a pixel location (140,247); for the line \( r=4 \), the 96\(^{th} \) step has a pixel location (140, 243); and for the line \( r=9 \), the 96\(^{th} \) step has a pixel location (140,238).

If the parallelogram 2202 is overlaid onto the normalized gray scale image, then the accumulator \( Y_{96} \) can be seen as the vertical projection of the negative pixels from column \( x=140 \) of the normalized gray scale image within the y bounds of the parallelogram 2202 for that column.
As mentioned, the processes of Fig. 23A and Fig. 23B were described with respect to the parallelogram 2202 that corresponds to the first rectangle 1802. However, a parallelogram 2220 as shown in Fig. 22B can similarly be constructed that corresponds to the second rectangle 1804. Also, a parallelogram 2240 as shown in Fig. 22C can be similarly constructed that corresponds to the third rectangle 1810.

The parallelogram 2220 of Fig. 22B is substantially similar to first parallelogram 2202 in that there are rightCount accumulators 2222 that are used for determining the vertical projection of the pixels from the parallelogram 2220. More generally though, each line of the parallelogram 2220 spans rightCount pixels in the x-direction where rightCount = \( \text{round}(\text{rightWidth} \times \cos(\text{CPBPBL})) \), thereby dictating that there are rightCount accumulators 2222. However, in other examples, the values of leftCount and rightCount may be different so a different number of accumulators may be used. The parallelogram 2240 of Fig. 22C corresponds to the third rectangle 1810 which might represent a center stringer. Thus, the width of this parallelogram is not determined by rightWidth or leftWidth values but is determined by the coordinates of the prequalified lower left corner 1806 and the possible lower right corner 1808.

For purposes of generating a score for a "hole," the first and second parallelograms 2202 and 2220 are treated as one unit. Thus, one vertical projection for the first and second parallelograms 2202 and 2220 is calculated and a separate, second vertical projection for the third parallelogram 2240 is calculated.

As mentioned above, the first and second parallelograms 2202 and 2220 are treated as a single unit when calculating the vertical projection for these regions. Thus, according to the processes of Fig. 23A and Fig. 23C, 200 values of \( Y_i \) are calculated, one for each column of the two parallelograms 2202 and 2220. Much like the process for calculating the accumulator values \( Y_i \) for the first parallelogram 2202, the values of the accumulators \( Y_i \) for the second parallelogram 2220 can also be calculated. For the second parallelogram 2220, the value in an accumulator \( Y_i \) of negative pixels is calculated by accumulating in each respective accumulator \( Y_i \) a sum according to:

\[
Y_i = \sum_{r=0}^{r=h-1} GSPV_{ir}
\]

where:

\( i \) = an index value referring a relative x-coordinate value of a particular pixel location in a particular line of the second parallelogram 2220, ranging in value from Q+1 to Q.
+ rightWidth, where \( i = Q + 1 \) corresponds to the left-most pixel location in the particular line and \( i = Q + \text{rightWidth} \) corresponds to the right-most pixel location in the particular line;

\[
r = \text{an index value uniquely referring to one of the respective } h \text{ lines in each of the first parallelogram 2202, the second parallelogram 2220 and the third parallelogram 2240, the value of which ranges from 0 to } (h - 1) \text{ with } r = 0 \text{ referring to a bottom-most of the } h \\
\]

lines; and

\[
\text{GSPVi}_r = \text{a gray scale pixel value (GSPV) of a pixel from the normalized gray scale image at a pixel location indicated by an } i^{th} \text{ position in the } r^{th} \text{ line of the second parallelogram 2220, wherein GSPVi}_r \text{ is added to the respective accumulator sum } Y_i \text{ if GSPVi}_r \text{ is less than zero.}
\]

Based on the different values for Yi for the first and second parallelograms 2202 and 2220 that are calculated, an average value can be determined according to Equation 12:

\[
\bar{Y} = \frac{1}{N} \sum_{i=1}^{N} Y_i
\]

where \( N \) represents the total number of columns in the combined two parallelograms 2202 and 2220 (e.g., using the previous example coordinates \( N=200 \)). This average value can be used when determining a score for the third parallelogram 2240.

Referring to FIG. 22C, the shaded pixels represent the third parallelogram 2240.

There is an index value \( j \) 2270 that varies from 1 to 11 (in this example) to uniquely identify each column of the parallelogram 2240. For each column, a value \( Z_j \) 2272 is calculated, according to the process of Fig. 23D, that represents the sum of a portion of the negative pixel values in each column of the gray scale image.

The process of Fig. 23D is similar to that of Fig. 23C. As described above, the process of Fig. 23C is applied to the first and second parallelograms 2202 and 2220. The process of Fig. 23D is applied in a similar manner to the third parallelogram 2240. The process begins when two endpoints for a particular line of the parallelogram 2240 have been calculated (e.g., endpoints 1806 and 1808 of the first line of the third parallelogram 2240). Based on these two endpoints, a fast line drawing algorithm can be used to determine which intermediate pixels are included in the particular line.

In step 2351, the image analysis computer 110, begins at the left endpoint (i.e., \( j=1 \)) on the current line (e.g., line \( r \)) of the parallelogram 2240. As described in more detail above, a fast line drawing algorithm, such as Bresenham's algorithm, in subsequent iterations, steps in the x-direction by one pixel each iteration using the slope of the line to determine the y
coordinate value for that particular iteration of the process of Fig. 23D. Thus, in step 2353, the image analysis computer 110 determines the x-coordinate and the y-coordinate for a current pixel location at the $j^{th}$ iteration of the algorithm for a particular line $r$. That value of the pixel in the normalized gray scale image at that pixel location is determined in step 2355.

In the example parallelogram 2240, each line of the parallelogram (i.e., each different value of "r") spans from the x-coordinate value $X_{LL}C$ for the prequalified lower left corner 1806 to the x-coordinate value $X_{LR}C$ for the possible lower right corner 1808 and, thus, there are $(X_{LR}C - X_{LL}C)$ iterations performed to determine the intermediate pixels of each line. A respective accumulator $Z_j$ is used to construct a vertical projection of some of the negative pixels for each of the different iterations of the process of Fig. 23D (e.g., in the example of Fig. 22C, there are 11 iterations). Hence, in the illustrated embodiment, 11 accumulators are defined corresponding to 11 iterations performed for each of the $h$ lines of the parallelogram 2240. Each accumulator also corresponds to a respective X-coordinate value for one of the 11 pixels in each of the $h$ lines.

Even if the pixel value for a current pixel location (in step 2355) is negative, it is not necessarily included in the vertical projection being calculated in a particular accumulator $Z_j$. Only those pixels that have a gray scale value that satisfies the inequality are included:

$$\text{pixel value} \leq \left( 0.75 \times \frac{\bar{y}}{h} \right)$$

wherein $\bar{y}$ was calculated according to Equation 12 and $h$ was calculated according to Equation 11.

Thus, in step 2357, it is determined if the pixel value of the normalized gray scale image at the pixel location just generated during the $j^{th}$ iteration satisfies the above inequality. If so, then that pixel value is added to the accumulator $Z_j$, in step 2359. The image analysis computer 110, in step 2361, increments the index count, $j$, and the x-coordinate value. In step 2363, the image analysis computer 110 determines if all iterations have been completed. If not, then the process repeats starting at step 2353 with the next intermediate pixel location in the current line.

At the end of the steps of the process of Fig. 23D, the intermediate pixel values for a particular line have been calculated and used to update a respective accumulator $Z_j$ for each iteration of the fast-line drawing algorithm. This process of Fig. 23D is repeated for each of the $h$ lines so that eventually the accumulators $Z_j$ represent data for all the lines that are used to construct the parallelogram 2240.
Taken together, the values of $Z_j$ are the vertical projection of a portion of the negative-valued pixels of the normalized gray scale image corresponding to the pixel locations of the parallelogram 2240. Another way to describe how the value in an accumulator $Z_j$ is calculated is to consider the process described above accumulating in each respective accumulator $Z_j$ a sum according to:

$$Z_j = \sum_{r=0}^{r=h-l} GSPV_{i,r}$$

where:

$j$ = an index value referring a relative x-coordinate value of a particular pixel location in a particular line of the third parallelogram 2240, ranging in value from 1 to $s$, where $7 = 1$ corresponds to the left-most pixel location in the particular line and $j = s$ corresponds to the right-most pixel location in the particular line;

$r$ = an index value uniquely referring to one of the respective $h$ lines in each of the first parallelogram 2202, the second parallelogram 2220 and the third parallelogram 2240, the value of which ranges from 0 to $(h - 1)$ with $r = 0$ referring to a bottom-most of the $h$ lines; and

$GSPV_{j,r}$ = a gray scale pixel value (GSPV) of a pixel from the normalized gray scale image at a pixel location indicated by a $j^{th}$ position in the $r^{th}$ line of the third rectangle 2240, wherein $GSPV_{j,r}$ is added to the respective accumulator sum $Z_j$ if $GSPV_{j,r}$ is less than or equal to

$$\left(0.75 \times \frac{\bar{y}}{h}\right)$$

A composite hole score is then calculated, for the three parallelograms using Equation 13:

$$Score_{hole} = 1 - \frac{1}{N} \sum_{i=1}^{N} \frac{|Y_i - \bar{Y}|}{|Y_i + \bar{Y}|} - \frac{\bar{Z}}{(\bar{Z} + \bar{Y})}$$

where: $\bar{Y} = \frac{1}{N} \sum_{i=1}^{N} Y_i$ and $\bar{Z} = \frac{1}{s} \sum_{j=1}^{s} Z_j$
In the above calculation, \( s \) represents the number of columns from the prequalified lower left corner to the potential lower right corner and \( N \) represents the total number of columns in the combined two parallelograms 2202 and 2220. Using the previous example coordinates \( s=1 \) and \( N=200 \).

If the respective average of either \( Y \) or \( Z \) is zero then the composite hole score is set to zero; otherwise a composite hole score is calculated according to the above equation. The middle term of the right hand side of Equation 13 is at a minimum for rectangular holes and the ratio of the mean of the \( Z \) projection to the sum of the \( Z \) mean and the \( Y \) mean (the right-most term in Equation 13) is at a minimum for the vertical stringer. Thus, according to the above equation, the value for \( \text{Score}_{\text{hole}} \) is higher when the first and second parallelograms 2202 and 2220 are located over pallet holes and the third parallelogram 2240 is located over a pallet stringer.

For each candidate object that has a \( \text{Score}_{\text{el}} \) (and/or \( \text{Score}_{\text{el'}} \), depending on the particular techniques used to calculate these values) that surpasses a predetermined threshold as described above, a composite object score is determined using the following equation:

\[
\text{Score}_{\text{Object}} = (\text{Score}_{\text{LowerLeftCorner}} + \text{Score}_{\text{LowerRightCorner}}) \times \text{Score}_{\text{BaseboardLine}} \times \frac{\text{Score}_{\text{hole}}}{2}
\]

where:

\( \text{Score}_{\text{Lower left corner}} = \) The calculated value from the lower-left corner image for the pixel location corresponding to the prequalified lower left corner of the candidate object;

\( \text{Score}_{\text{Lower right corner}} = \) The calculated value from the lower-right corner image for the pixel location corresponding to the possible lower right corner of the candidate object; and

\( \text{Score}_{\text{BaseboardLine}} = \max (\frac{\text{AccumulatorCountUp}}{M \times N_y}) \) = The calculated score according to the highest counter value of the 61 lines that were evaluated with Equation 6. The value "\( M \)" is the width, in pixels, of the Ro image and \( N_y \) is the number of sub-lines associated with each counter; and

\( \text{Score}_{\text{Hoie}} = \) The value from Equation 13.
The above description for identifying candidate objects in a gray scale image that may
correspond to a pallet related to a pallet that can be characterized as having one center stringer
(e.g., 208) separating two holes or openings of a pallet P. One of ordinary skill will recognize
that similar techniques may be used even if a different pallet structure is present. For
example, some pallets may include two center stringers separating two holes or openings and
having a central hole or opening between the two center stringers. In this case, each center
stringer will have its own four corners that can be identified using the techniques described
above. Also, the Y and Z values of Equation 13 may be modified to account for the
additional center rectangular hole and the additional center stringer. Thus, an example
composite score calculation may be different such as, for example:

\[ \text{Score}_{ij}^\text{ext} = (\text{Score}_{\text{lower left corners}} + \text{Score}_{\text{lower right corners}}) \times \text{Score}_{\text{base board line}} \times \frac{\text{Score}_{\text{hole}}}{4} \]

Some pallets may have a center stringer with a portion that extends forward of a
dbottom pallet board line. The general techniques described above may still be used but
compensation in the way the 61 lines of Equation 6 are scored may need to be made. Some
pallets may have rounded corners, or other types of corners, occurring between a bottom
pallet board line and a center stringer rather than the square corners discussed earlier with
respect to pallet P of Fig. 3. Again the general techniques described above may be used, but a
different mask structure than those of masks 300 and 310 (See Fig. 6 and Fig. 7) may provide
beneficial results. There may be some pallets that do not include a lower pallet board. In this
instance, a top of a rack shelf on which the pallet sits can be an alternative structure used to
identify a bottom pallet board line and the same, or similar, techniques described above may
be used to identify and score various candidate objects.

The candidate objects within an image for which a composite object score value
"Score\text{object}" has been determined are referred to herein as "scored candidate objects" and
define objects which are most likely to correspond to actual pallets in the image. Scored
candidate objects typically have a Score\text{obj} value between 0 about 1.0 while scored
candidate objects which actually correspond to a pallet typically have a score greater than 0.5,
approaching 1.0 for either image size. However, there may be a relatively large number of
such scored candidate objects identified in an image frame even though there are actually
only a few pallets likely in an image frame. Accordingly, the number of scored candidate
objects within each image frame can be further reduced to lessen the computational burden of
subsequent analysis of the plurality of image frames.
As described in more detail below, the image analysis computer 110 acquires a series of image frames at different instances of time. In each image frame, candidate objects are identified and scored using the above-described techniques. One or more of these scored candidate objects are then tracked, if possible, between the image frames. To accomplish this tracking, the image analysis computer 110 maintains information about the existing scored candidate objects from the previous or prior image frames and the new scored candidate objects identified in the most recently acquired or next image frame. In the most recently acquired image frame the "new" scored candidate objects that are identified may include some scored candidate objects that have not previously been identified in any previous image frame but may also include scored candidate objects that may match, or correspond to, an existing scored candidate object previously identified in an earlier image frame.

One way for the image analysis computer 110 to maintain this information is to maintain a list of all scored candidate objects such that for each scored candidate object a respective record is stored that contains a number of corresponding object features. The object features can include, for example, the parameters (PB-PBL, 9BPBL) which are the orthogonal distance from the origin and an angle from horizontal for a corresponding bottom pallet board line, a corresponding composite object score value "ScoreObject", x-y coordinates for a lower left corner of a corresponding center stringer, x-y coordinates for the other three corners of the center stringer, x-y coordinates for the rectangles 1802, 1804, 1810, see Fig. 18, associated with the scored candidate object that possibly correspond to left and right fork openings and the center stringer respectively, the rectangles' height \( h \), as calculated according to Equation 11 above, and corresponding individual component score values such as ScoreCorner, ScoreLowerLeftCorner, and ScoreHoiies. As described in more detail below, there are other object features that can be included in each record which help track a scored candidate object between different image frames.

This list of scored candidate objects, and its corresponding records, can be referred to as an Objectlist. The image analysis computer 110 can maintain two different Objectlists. An ExistingObjectlist can be maintained that includes existing scored candidate objects and a NewObjectlist can be maintained that includes the scored candidate objects in the most recently acquired image frame. Fig. 23E depicts a flowchart of an exemplary process for maintaining Objectlists in accordance with the principles of the present invention. In step 2370, the image analysis computer 110 maintains an ExistingObjectlist which, as mentioned above, includes a respective record for existing scored candidate objects, from one or more of
the previous image frames, which are being tracked. The image analysis computer 110, in step 2372, acquires the next image frame or the next gray scale image. Additionally, the image analysis computer 110 creates a NewObjectlist for the eventual scored candidate objects in this next image frame. Using the techniques described above, the image analysis computer identifies and then scores the scored candidate objects in this next image frame, in step 2374. In a step more fully described below, the image analysis computer 110 can prune, in step 2376, scored candidate objects from the NewObjectlist to reduce the number of scored candidate objects that will be tracked. The scored candidate objects in the pruned NewObjectlist can be matched, or attempted to be matched, with corresponding objects in the ExistingObjectlist, in step 2378. Some scored candidate objects in the ExistingObjectlist may have no matches in the NewObjectlist and therefore may possibly be deleted, in step 2380, from the ExistingObjectlist so that they are no longer tracked. It may be beneficial to avoid deleting a scored candidate object the first time it is unmatched and to wait for either two or three sequential unmatched occurrences before deleting the scored candidate object. Also, some scored candidate objects in the NewObjectlist may have no corresponding matching objects in the ExistingObjectlist; these scored candidate objects are then added to the ExistingObjectlist.

Depending on how the scored candidate objects match, the records in the ExistingObjectlist can be updated to reflect new information from the NewObjectlist, in step 2382, to provide a current list of scored candidate objects that will continue to be tracked into the next image frame. Also, in step 2384, the image analysis computer 110 can add any newly identified objects in the NewObjectlist that do not find a match with an existing object in the ExistingObjectlist to the objects that are in the ExistingObjectlist. Control of the process then returns to step 2372 where a next image frame can be acquired and a new NewObjectlist can be created so the process can repeat.

As mentioned above with respect to step 2376 of Fig. 23E, the image analysis computer 110 can prune some of the scored candidate objects from the NewObjectlist if desired. In particular, using the object features associated with each scored candidate object, the image analysis computer 110 can eliminate some scored candidate objects from the NewObjectlist for an image frame that are unlikely to actually correspond to a pallet.

The steps shown in FIG. 23E are shown as occurring sequentially; however, one of ordinary skill will recognize that some of the steps can be performed concurrently without departing from the scope of the present invention. For example, it is not necessary to wait
until all objects are matched in step 2378 to start the acquisition of a next image frame in step 2372.

Fig. 24A depicts a flowchart for an exemplary algorithm to eliminate at least some of the scored candidate objects from the NewObjectlist for an image frame. As mentioned above, and as shown in step 2402, the image analysis computer 110 maintains a NewObjectlist for the scored candidate objects in the current image frame being analyzed. Using the respective composite object score $\text{Score}_{\text{obj}}^j$ for each scored candidate object, the image analysis computer 110 can eliminate, in step 2404, all scored candidate objects that have a $\text{Score}_{\text{obj}}^j$ value below a predetermined minimum value. For example, all scored candidate objects with a $\text{Score}_{\text{obj}}^j$ score below 0.3 can be deleted from the NewObjectlist for the image frame.

In accordance with one example aspect of the present invention, a graphical display of the gray scale image can be provided to an operator of the vehicle 20 via an image monitor (not shown) on the vehicle 20, wherein the graphical display can be controlled by the vehicle computer 50. In this graphical display, information representing the scored candidate objects in the ExistingObjectlist can be overlayed onto the gray scale image. For example, a red line representing the bottom pallet board line of a scored candidate object can be visibly displayed over the area of the gray scale image where that bottom pallet board line is believed to be located. Similarly, information representing a center stringer for a scored candidate object can also be overlayed onto the gray scale image within the graphical display. For example, two vertical lines, each representing a respective left vertical edge and respective right vertical edge of the stringer can be displayed. Alternatively, a respective circle can be displayed that corresponds to a prequalified lower left corner and a possible lower right corner of a scored candidate object's center stringer. The graphically overlayed information can also be color coded so that different scored candidate objects can be easily distinguished within the graphical display. To reduce the potential of visual clutter on the display, the image analysis computer 110 may maintain scored candidate objects in the ExistingObjectlist and the NewObjectlist that have a composite object score greater than about 0.3 but only scored candidate objects in the ExistingObjectlist having a composite object score greater than or equal to about 0.5 are displayed by the vehicle computer 50.

In addition to eliminating some of the scored candidate objects in step 2404, the image analysis computer 110 can also determine if there are scored candidate objects that are too close to other scored candidate objects. In other words, two pallets cannot physically occupy
the same space which means that if two scored candidate objects are closer to one another
than the physical dimensions of a pallet would allow, then at least one of those scored
candidate objects should be eliminated. Thus, in step 2406, the image analysis computer
identifies and eliminates scored candidate objects that have ScoreObject values lower than the
other scored candidate objects that are nearby. For example, the image analysis computer 110
may first determine the location of each scored candidate object in the NewObjectlist and
then identify those scored candidate objects which are within a predetermined distance of one
another. Scored candidate objects within this predetermined distance of one another are
considered to be nearby one another. Of those scored candidate objects which are identified
as being nearby one another, some of these scored candidate objects can be eliminated from
the NewObjectlist for that image frame. Fig. 24B provides additional details of a process that
can be implemented to accomplish step 2406.

Additional scored candidate objects can also be eliminated from the NewObjectlist by
relying on the dimensions of a respective center stringer for each scored candidate object.
Even though two scored candidate objects may be far enough from one another that they are
not considered to be nearby one another, their coexistence may still be unlikely based on the
vertical coordinates of their respective center stringers. Thus, a subset of scored candidate
objects may be considered vertically local, or just "local," to one another if portions of their
respective center stringers overlap a particular vertical span of coordinates regardless of their
distance in the horizontal direction. Of those scored candidate objects considered local to one
another, the scored candidate object having the maximum composite score ScoreObject can be
retained in the NewObjectlist and the other scored candidate objects deleted. For example,
given a particular scored candidate object (e.g., Object(m)) having a bottom pallet board line
(pBPBLm,  (pBPBLm), and the maximum value ScoreObject as compared to other local candidate
objects, where all the other local candidate objects are located within a predetermined number
pixels of the bottom pallet board line, the other local candidate objects can be eliminated from
the NewObjectlist, in step 2408. Fig. 24C provides additional details of a process that can be
implemented to accomplish step 2408.

Thus, using the pruning steps 2404, 2406, and 2408, the NewObjectlist for an image
frame can be reduced in size so that fewer scored candidate objects are included in the
NewObjectlist during subsequent image processing and analysis as described herein.

As mentioned, Fig. 24B provides additional details of a process that can be
implemented to accomplish step 2406 in which scored candidate objects in the NewObjectlist
are further analyzed to determine if one or more of the scored candidate objects can be eliminated from the NewObjectlist for the image frame. Initially, in step 2410, the image analysis computer 110 determines if there are any scored candidate objects within the NewObjectlist that have not been tested. On the initial pass of the process 2406, the entire NewObjectlist remains untested and with each iteration another scored candidate object is tested until eventually all the scored candidate objects are tested. For example, the NewObjectlist may include a plurality of scored candidate objects (e.g., N) and each object can be uniquely referenced by an index value k that ranges in value from 1 to N. In other words, Object(£) can be used to uniquely denote one of the scored candidate objects included in the NewObjectlist. So, if there are any scored candidate objects that remain to be tested, the control passes on to step 2412; otherwise, control passes on to step 2422.

In step 2412, the image analysis computer 110 selects one of the candidate objects, Object(£), from the NewObjectlist. One straightforward way to select an object is to use the index value k which is incremented, in step 2420, during each iteration of the process 2406 such that for each step the particular scored candidate object being tested can be referred to as Object(£). In step 2414, the image analysis computer 110 identifies all the scored candidate objects that are closer than a predetermined distance to Object(£).

To accomplish the identification of nearby objects, the location of each scored candidate object may first be determined. As mentioned above, there are a number of object features associated with each of the scored candidate objects, including a variety of different x-y coordinate pairs that refer to different features (e.g., the center stringer lower left corner, center stringer lower right corner, etc.) of the candidate object. The location of a scored candidate object, Object(k), will be a set of x-y coordinates \( (x_{\text{Object}(k)}, y_{\text{Object}(k)}) \). One beneficial point of reference that can be considered to correspond to the location of the scored candidate object is the lower center of the center stringer of that scored candidate object. Referring to Fig. 24D, an Object(k) 2448 is illustrated by depicting a center stringer 2454. The center stringer 2454 includes a prequalified lower left corner 2450 and a possible lower right corner 2452. A bottom pallet board line 2456 drawn through the prequalified lower left corner 2450 has an orthogonal distance from the origin 2400 of \( p_k \) 2460 in the first Ro image. The coordinates for location 2458, the object's Lower Center Point, of the scored candidate object 2448 (and the center stringer 2454) can be estimated from the object features related to the scored candidate object. For example, using the x coordinate of the lower left corner \( x_{LLC} \) 2450 and the x coordinate of the lower right corner \( x_{LRC} \) 2452 the x coordinate value \( x_{\text{Object}(k)} \)
can be estimated to be equal to \( \frac{x_{IC} + x_{RC}}{2} \). Using the orthogonal distance \( p_k \) from the first Ro image for the scored candidate object 2448, the coordinate \( y_{o, \text{object}(k)} \) can be estimated to be equal to \( p_k \). Thus, for each object within the NewObjectlist, a corresponding respective location can be determined. This "location" value may be one of the object features that are stored for each scored candidate object in the NewObjectlist for an image frame. Thus, when a particular scored candidate object is identified in the NewObjectlist, this object feature, or attribute, can be retrieved and used during image analysis and processing of the image frame. One of ordinary skill will recognize that the "location" of a scored candidate object can be defined by a feature of the scored candidate object other than the lower center of the center stringer, without departing from the scope of the present invention.

Once a respective location for each of the scored candidate objects is identified, then step 2414 can identify all those scored candidate objects which are closer than a predetermined distance to a particular scored candidate object, \( \text{Object}(k) \). In a two dimension image frame, such as the one depicted in FIG. 24D, the distance, \( d \), between two points \((x_g, y_g)\) and \((x_h, y_h)\) can be calculated according to

\[
d = \sqrt{(x_g - x_h)^2 + (y_g - y_h)^2}.
\]

Using this calculation for distance, the image analysis computer, in step 2414, determines all scored candidate objects in the NewObjectlist that are nearby \( \text{Object}(k) \) as those scored candidate objects that satisfy the following equation:

\[
d \geq \sqrt{(x_{o, \text{Object}(\ell)} - x_{\text{Object}(i)})^2 + (y_{\text{Object}(k)} - y_{\text{Object}(i^-)})^2}
\]

where:

- \( k \): is an index value of a particular scored candidate object, \( \text{Object}(\ell) \), within the NewObjectlist for which the respective distance from \( \text{Object}(\ell) \) to all other scored candidate objects is to be determined; \( k \) can range from 1 to \( N \);
- \((x_{o, \text{Object}(k)}, y_{\text{Object}(k)})\) are the x-y coordinate pair for the scored candidate object, \( \text{Object}(\ell) \);
- \( i \): is an index value of a particular scored candidate object, \( \text{Object}(z) \), in the NewObjectlist; other than the value \( k \), the index value \( i \) ranges from 1 to \( N \) so that the distance of all other scored candidate objects from \( \text{Object}(\ell) \) can be determined;
- \((x_{\text{Object}(i)}, y_{\text{Object}(i)})\) are the x-y coordinate pair for the scored candidate object, \( \text{Object}(i) \); and

\( d \): is a predetermined allowable minimum distance between scored candidate objects, wherein two candidate objects having a distance from one another that is less than or equal to \( d \) are considered to be nearby one another. The value \( d \), for example, can be 50 pixels.
As a result of testing the above equation, for a particular scored candidate object Object(k), against all the other scored candidate objects within the NewObjectlist, the image analysis computer 110 can determine if there are any scored candidate objects that are determined to be nearby Object(k).

Because the coordinate values for a scored candidate object refers to pixel locations, the distance between scored candidate objects refers to a distance between pixel locations. However, the distance between pixel locations corresponds to a physical distance between pallet structure, or potential pallet structure, that is being captured in the gray scale image. Accounting for the typical sizes of pallets, or a known range of sizes, and the corresponding scale of the gray scale image, a physical distance between pallet structure can be correlated to pixel distance of the gray scale image. If two (or more) scored candidate objects are closer in pixel distance, e.g., 50 pixels, when using a large image size (e.g., 480x752 pixels) or 25 pixels for a smaller image size (e.g., 240x376 pixels), than could be physically possible with two different pallets, then at least one of those candidate objects can be eliminated as a possible candidate object because both (or all) of them can not correspond to actual pallet structure in the gray scale image.

Thus, in step 2416, the image analysis computer 110 compares the respective Score\textsubscript{object} for Object(k) to the respective Score\textsubscript{object} value for all the nearby objects identified in step 2414. If the score of Object(k) is less than the score of any of the objects identified in step 2414, then Object(k) is placed on the list for future deletion, in step 2418.

In step 2420, the image analysis computer 110 increments \( k \) and repeats the testing process for the next scored candidate object of the NewObjectlist. Eventually, all the scored candidate objects in the NewObjectlist are tested and all the scored candidate objects added to the list for deletion can then be pruned from the NewObjectlist, in step 2422. Assuming that one or more scored candidate objects were added to the deletion list, in step 2418, the index value \( k \) for the NewObjectlist now ranges from 1 to \( M \) where \( M < N \). Referring back to Fig. 24D, a circle 2446 is shown that circumscribes a region that is \( d \) pixels in radius and centered on the location 2458 of Object(k), i.e., scored candidate object 2448. Of the remaining scored candidate objects (2466, 2470, 2472, 2474, 2486) depicted in Fig. 24D, Object(4) 2486 is considered to be nearby Object(k) because its location \((x_4, p_4)\)2488 is within the circle 2446. Assuming that Object(4)2486 has a higher Score\textsubscript{object} than Object(k) 2448, then Object(k) is added to the deletion list in step 2418.
Under the assumption that the true pallet has the greatest pallet score, it is not possible for the gray scale image to include two (or more) different pallet stringers that overlap within a relatively small band of y-pixel values. Thus, if two (or more) scored candidate objects have respective pallet stringers that do overlap in this small band of y-pixel values of the gray scale image, then all but one of these scored candidate objects can be eliminated. As described earlier, the y-pixel value for the lower center 2458 of the stringer 2454 can be estimated by drawing a substantially horizontal line 2456 (e.g., ±15°) through a prequalified lower left corner 2450 of a scored candidate object 2448 and calculating an orthogonal distance from the origin 2400 to that substantially horizontal line 2456 using the first Ro image. Thus, by comparing the respective orthogonal distances calculated for each respective center stringer of each scored candidate object, those scored candidate objects that have stringers within the same range of y-pixel values can be identified as being vertically local, or simply "local," to one another.

As noted above, Fig. 24D provides an example image frame having a plurality of scored candidate objects 2448, 2466, 2470, 2472, 2474, 2486 each represented by a corresponding, respective stringer. Of all the scored candidate objects that are in the NewObjectlist, the strongest, or highest, valued candidate object, i.e., the one having the highest Scoreo_value, for example, Object(m) 2466, can be selected to calculate the range of y-coordinate values that define the band of interest. Object(m) includes object feature p_m 2471, an orthogonal distance from an origin to a bottom pallet board line of Object(m). Using this value, the upper y-pixel value 2462 of the band of interest is estimated to be at p_m - V_s while the lower y-pixel value 2464 of the band is estimated to be at p_m + V_s where V_s represents a predetermined number of pixels referred to as the vertical span and can, for example, be about 50 pixels. All the scored candidate objects that happen to also have their respective center stringer located within this band can be identified for elimination because they have lower Scoreo_value values than that of Object(m).

Thus, within that band of y-pixel values, one scored candidate object 2466 having the maximum Scoreo_value of all the scored candidate objects within that band is selected to remain in the NewObjectlist while all other scored candidate objects in that band of y-pixel values are eliminated from the NewObjectlist.

As mentioned earlier, Fig. 24C provides additional details of a process that can be implemented to accomplish process 2408 that can eliminate scored candidate objects based on their y-coordinate values relative to one another. The process 2408 of Fig. 24C begins with
the NewObjectlist of scored candidate objects, which may have been reduced following step 2406 in Fig. 24A, and produces a new, potentially smaller list of scored candidate objects referred to as KeepObjectlist. The use of two different lists of scored candidate objects is merely one example of a way to test and prune scored candidate objects from a list of scored candidate objects; one of ordinary skill will recognize that other functionally equivalent methods of maintaining list structures within a programmable computer can be utilized without departing from the scope of the present invention. Furthermore, the use of the term "KeepObjectlist" is used merely for clarity in the following description to distinguish the list of scored candidate objects in the NewObjectlist at the end of the process 2408 as compared to the list of scored candidate objects in the NewObjectlist at the beginning of the process 2408. At the end of the process 2408, in step 2440, the maintaining of a KeepObjectList refers to the further pruned NewObjectList after all the scored candidate objects identified for inclusion are identified. Thus, for a given image frame, there may be only one list of the scored candidate objects in that frame that is maintained by the image analysis computer 110 and that list continues to be referred to as the NewObjectlist.

In step 2430, the process is initialized with the KeepObjectlist being an empty set of scored candidate objects; as the process 2408 executes, this list will be populated with those scored candidate objects that will continue to be identified as scored candidate objects in this image frame. Next, in step 2432, the image analysis computer 110, determines if the list NewObjectlist is an empty set. Initially, the NewObjectlist contains all the remaining scored candidate objects from the image frame following step 2406 in Fig. 24A and so control passes to step 2434 to identify a first scored candidate object from the NewObjectlist. In particular, in step 2434, the image analysis computer 110 identifies the candidate object, Object(m), which has the maximum object composite score value Score_Obj^max of all the candidate objects within the NewObjectlist. Also, see Fig. 24D, this candidate object 2466 has associated object feature p_m^2471, an orthogonal distance from an origin to a bottom pallet board line of Object(m). This particular scored candidate object is added to the list KeepObjectlist. Next, in step 2436, the image analysis computer 110 identifies all scored candidate objects in NewObjectlist that have a location whose y-coordinate location is within a particular span of values.

Similar to the process described with respect to Fig. 24B, the location of a scored candidate object can be defined a variety of different ways, but one way to define the location of a scored candidate object is to identify the x-y coordinates of the lower center of the center
stringer as the object's location. For any particular scored candidate object, Object(z), those location coordinates can referred to as the pair \((XLCU yia)\). Using these respective coordinates for each of the scored candidate objects in the NewObjectlist, the image analysis computer 110, in step 2436, can determine which scored candidate objects in the NewObjectlist are located such that they have a y-coordinate value within \(\pm V_s\) of the value \(p_m 2471\); \(V_s\) can, for example, equal 50 pixels. More particularly, Object(m) has a bottom pallet board line 2468 with an orthogonal distance to the origin 2400 of \(p_{m 2471}\) and an associated angle \(\psi_m 2476\) from a horizontal line. Each of the other identified scored candidate objects, Object(z), has a respective location \((XLCU y_{LC})\) through which a line can be drawn at the same angle as \(\psi_m 2476\) to calculate whether a scored candidate object is within the vertical range of interest with respect to Object(m).

In particular, Object(l) 2470, in Fig. 24D, can be used as an example. The object 2470 has a location 2481 of \((x_i, p_i)\) which can be referred to generically as \((XLCU yia)\). A line 2483 can be drawn at an angle the same as angle \(\psi_m\) so as to pass through the location 2481.

An orthogonal line drawn from the origin 2400 to the line 2483 will also be collinear with the orthogonal line \(p_{m 2471}\). The orthogonal distance from the origin 2400 to the line 2483 can be calculated and is referred to as \(p_{calc} 2463\). In particular, a similar orthogonal distance can be calculated for any Object(z) in the Objectlist according to the formula:

\[
P_{calc} = XLCU \sin \psi_m + Y_{LC} \cos \psi_m.
\]

Thus, the image analysis computer 110 can use the location \((XLCU yia)\) of each object, Object(z), in the NewObjectlist to calculate a respective orthogonal distance, \(p_{calc}\), from that object's location to the origin 2400 in order to identify all the other scored candidate objects that have a respective orthogonal distance within \(\pm V_s\) of the bottom pallet board line 2468 of the Object(m). In other words, all scored candidate objects with stringers satisfying the following inequality are identified in step 2436:

**Equation 14:**

\[
P_m - V_s \leq \cdot XLCU \sin \psi_m + Y_{LC} \cos \psi_m \leq p_m + V_s
\]

All the scored candidate objects satisfying the above inequality, as well as Object(m), are then removed, in step 2438, from the NewObjectlist by the image analysis computer 110.
As noted above, Object(m), i.e., scored candidate object 2466, was previously added to the list KeepObjectlist.

In the example image frame of Fig. 24D, only Object(2) 2472 satisfies the inequality of Equation 14 when Object(m) comprises scored candidate object 2466. When the process 2408 of Fig. 24C executes, Object(2) 2472 is eliminated from the NewObjectlist in step 2438.

These steps are repeated until the image analysis computer 110 determines, in step 2432, that the NewObjectlist is empty. In step 2440, after the NewObjectlist is empty, the KeepObjectlist is defined as an updated NewObjectlist, which may comprise a pruned version of the previous NewObjectlist with which the process 2408 started. This version of the NewObjectlist is used in analyzing the current version of the ExistingObjectlist, as described in detail below. As a result of such analysis, the ExistingObjectlist is updated based on the information in the NewObjectlist. Once the ExistingObjectlist is updated, a next image frame may be available for which a next NewObjectlist is created. Thus, a NewObjectlist is conceptually the same for each image frame but the actual information and values in the NewObjectlist will differ for each acquired image frame. Fig. 25 depicts a flowchart of an exemplary process for tracking the scored candidate objects through different gray scale image frames to further refine the determination of where a pallet structure is located within the image frames. As the fork carriage apparatus 40 of the vehicle 10 moves, the location of the scored candidate objects within an image captured by an imaging camera 130 on the fork carriage apparatus 40 also appears to move within the different image frames. This information from a series of captured image frames assist in determining which scored candidate objects correspond to actual pallet structure.

In Fig. 25, step 2502 represents that the image analysis computer 110 maintains an ExistingObjectlist, as discussed above, that includes records from one or more previous image frames for the existing scored candidate objects that are presently being tracked. Scored candidate objects are assigned to separate threads of tracked objects with each thread having a unique identification tag, TagObject. As mentioned, one attribute of each of the scored candidate objects in the ExistingObjectlist is that object’s respective location. As before, the location of a scored candidate object can refer to the coordinates of the lower center of the center stringer for that scored candidate object. For example, an object, Object(r), 2602, shown in Fig. 26A, has a location that is referred to by x-y coordinates \((x_r, y_r)\). These scored candidate objects 2602, 2604 of Fig. 26A are scored candidate objects that have been
identified and scored according to the techniques described above. Each of the scored candidate objects are maintained in the ExistingObjectlist.

Each thread of tracked objects operates on a prediction and update cycle with each thread having its own predictor. As described below in detail, using a Kalman filter to accomplish such tracking is one approach; however, one of ordinary skill will recognize that there are other known techniques to accomplish such tracking, as well. Given a change in fork height a prediction is made of where the object moved to in the next image frame, observations are made of actual object locations, if the appropriate conditions are met, these new observations are matched to existing objects, and finally the object location predictor is either updated using the new observations or the object thread is terminated and deleted.

As described earlier, an imaging camera 130 can be coupled with the fork carriage apparatus 40 of a vehicle 10. Because the movement of the fork carriage apparatus 40 occurs in a controlled manner, the resulting displacement of the imaging camera 130 that occurs between two moments in time can be calculated. For example, knowing the velocity that the fork carriage apparatus 40 is moving allows the camera displacement between image frames to be easily calculated. Alternatively, an encoder and wire or cable assembly coupled between the fork carriage assembly 40 and the third weldment 36 may be provided for generating pulses to the vehicle computer 50 in response to movement of the fork carriage apparatus 40 relative to the third weldment 36 so as to allow the vehicle computer 50 to determine the linear displacement of the imaging camera 130. Because two successive image frames captured by the imaging camera 130 will have been taken from different perspectives, the scored candidate objects will appear to be in different locations in the two different image frames. These two successive image frames can be more easily referred to as "a prior image frame" and "a next image frame." Based on an amount that the height of the fork carriage apparatus 40 of a vehicle 10 changes between a prior image frame and a next image frame, in step 2503, the image analysis computer 110 can respectively predict, in step 2504, where each of the scored candidate objects from the prior image frame should be located in the next image frame that is captured from the new position of the imaging camera 130. The image analysis computer 110 will also define a prediction window surrounding each predicted location in the next image frame for each scored candidate object from the prior image frame. The prediction window(s) may be a variety of different sizes but embodiments herein contemplate prediction circles with a radius of about 50 pixels for a larger image size and 25 pixels for a smaller image size. One of ordinary skill will recognize that other sizes and
shapes of prediction windows may be selected without departing from the scope of the present invention.

For example, referring to Fig. 26A, there are three candidate objects, Object(r) 2602, Object(s) 2604 and Object(t) 2606, in the ExistingObjectlist for the previous image frame. These objects can be referred to as "existing objects" or "existing scored candidate objects." They have respective locations \((x_r, y_r), (x_s, y_s)\) and \((x_t, y_t)\) that represent their location at the time the prior image frame was taken or acquired. When a next image frame is captured, as shown in Fig. 26B, with the camera placement for the next image frame being a known distance from the camera placement for the prior image frame, then the respective locations \((x'^r, y'^r) 2602', (x'^s, y'^s) 2604'\) and \((x'^t, y'^t) 2606'\) can be predicted in the next image frame of Fig. 26B. Further in Fig. 26B, prediction window 2601 defines a circular region centered around the predicted location 2602' of Object(r), prediction window 2603 defines a circular region centered around the predicted location 2604' of Object(s) and prediction window 2605 defines a circular region centered around the predicted location 2606' of Object(t).

The image analysis computer 110 acquires, in step 2505, the next image frame at the new camera location and then, in step 2506, determines the scored candidate objects in that next image frame and their respective locations. Thus, concurrent with acquiring the next image frame in step 2505, the image analysis computer 110 may also acquire, in step 2503, the amount that the height of the fork carriage apparatus 40 of the vehicle 10 changes between the prior image frame and the next image frame. As noted above, objects in a next image frame can be referred to as "new objects" or "new scored candidate objects." As shown in Fig. 26B, the NewObjectlist for the next image frame includes five new objects, Object(a) 2610, Object(b) 2612, Object(c) 2614, Object(d) 2616 and Object(e) 2618. These scored candidate objects are considered to be a new set of scored candidate objects from the next image frame. Using the newly determined locations of the new set of scored candidate objects, the image analysis computer 110 further determines, in step 2510, if there are any new scored candidate objects that are located in each prediction window 2601, 2603, 2605.

The image analysis computer may identify a prediction window in the next image frame that does contain one or more scored candidate objects. In this case the image analysis computer 110, in step 2510, tentatively identifies that the existing scored candidate object from the prior image frame has a matching new scored candidate object in the next image frame. If only one new scored candidate object is within the prediction window in the next image frame, then that new scored candidate object is considered tentatively matched with the
existing scored candidate object from the prior image frame (that was used to calculate the
prediction window). If, however, two or more new scored candidate objects are within a
prediction window in the next image frame, then further analysis is performed to select only
one of these scored candidate objects. As the same new object could conceivably match to
more than one existing object all matches are considered tentative and are resolved in step
2512.

The prediction window 2601 of Fig. 26B is an example of two or more new scored
candidate objects being located within a prediction window. In particular, the NewObjectlist
for the next image frame includes Object(a) 2610 and Object(b) 2612, which are both within
the prediction window 2601 that corresponds to the predicted location of Object(r) from the
first image frame. Each of these candidate objects has a respective composite object score
ScoreActual that is used, in step 2512, by the image analysis computer to determine whether
Object(a) or Object(b) is matched to Object(r). Each existing object is not considered to be
truly matched until all matches are resolved by step 2512.

In particular, the absolute values: |ScoreObject(r) - ScoreObject(a)| and |ScoreObject(r) -
ScoreActual(b)| are evaluated such that the new object having the smallest absolute value (i.e.,
the new object that has the closest ScoreActual value compared to Object(r)) is considered the
tentatively matching new scored candidate object within the prediction window 2601. The
absolute score difference is minimized over all tentatively matched objects for a particular
existing object. In other words, for a particular existing scored candidate object, the new
scored candidate object in its tentative match list will be chosen as the existing scored
candidate object’s final match that minimizes the absolute score difference.

For example, in the image frame of Fig. 26B, the new scored candidate object
Object(b) may be tentatively matched with both Object(r) and Object(s) because it is located
in both prediction circles 2601 and 2603. Thus in step 2512, the image analysis computer 110
also evaluates the absolute values: |ScoreObject(s) - ScoreObject(b)| and |ScoreObject(r) -
ScoreActual(b)|, with the smallest absolute value revealing which of the existing objects is
matched with the new object Object(b). When a new object is matched with an existing
object, then the record for that existing object in the ExistingObjectlist will include updated
information such as the new object’s new location, updated prediction factors, and its
MatchCount value (the prediction factors and MatchCount value are described in more detail
below).
If a respective prediction window for a scored candidate object from the existing objects does not include any new scored candidate objects, then the existing scored candidate object is likely a falsely identified scored candidate object and may be discarded. However, because of lighting, shadows or other artifacts introduced during acquisition of a gray scale image, an actual pallet object may not be discernible in a particular image frame even though it is discernible in other image frames. Thus, a single instance of an existing object not being matched with a new object may not result in the existing object being identified as an object to be stored for an existing object in the ExistingObjectlist.

As mentioned, the current version of the ExistingObjectlist includes scored candidate objects. At least some of these scored candidate objects were also in the previous version of the ExistingObjectlist. That previous version of the ExistingObjectlist had its own corresponding NewObjectlist with which it was analyzed. Based on that prior analysis, the previous version of the ExistingObjectlist was updated based upon the information about scored candidate objects from its corresponding NewObjectlist. The updating of the previous version of the ExistingObjectlist resulted in the current version of the ExistingObjectlist and this current version of the ExistingObjectlist is now being analyzed with respect to its own corresponding NewObjectlist of scored candidate objects in the next image frame.

During this present analysis, the respective value for MatchCount for an existing object in the current version of the ExistingObjectlist provides an indication of whether that object failed to have a matching new object in the old NewObjectlist that was compared with the previous version of the ExistingObjectlist. For example, during the current analysis, if MatchCount presently equals "1", then that indicates that this existing scored candidate object failed to have a match in the previous analysis when the previous version of the ExistingObjectlist was analyzed with respect to its own corresponding NewObjectlist.

When an existing object is ultimately resolved to match a new object, in step 2512, the MatchCount for that existing object in the ExistingObjectlist is set to a predetermined value, such as "2", by the image analysis computer 110 in step 2514.

In step 2516, the image analysis computer 110 identifies existing scored candidate objects, if any, that were not matched with one of the new objects. The image analysis computer 110, in step 2518, then evaluates the respective MatchCount value for that existing object to determine if it is equal to "0". If so, then that existing object is no longer considered a scored candidate object to be tracked in subsequent image frames and, in step 2520, it is
discarded. If the MatchCount value for the unmatched existing object is not equal to "0", then the existing object is not discarded but, in step 2522, its MatchCount value is decremented. In Fig. 26B, there is no new object located within the prediction window 2605 for Object(t). Thus, in this example, existing scored candidate Object(t) would not have a matching new object in the NewObjectlist.

As will be described in more detail below, the past locations of the scored candidate objects and the accuracy with which a prediction window was calculated and matched can be useful in refining the way in which subsequent prediction windows are calculated. Thus, in step 2524, the image analysis computer 110 updates the factors that it uses to calculate a respective prediction window in a subsequent image frame for each of the scored candidate objects.

The image analysis computer 110, in step 2526, identifies new scored candidate objects in the next image frame that do not correspond to any existing scored candidate objects from the previous image frames. For example, in Fig. 26B, there is a new scored candidate object Object(c) 2614 that is located outside of the prediction windows 2601, 2603, 2605 and 2607. Thus, this is a new scored candidate object that has no corresponding existing scored candidate object in the ExistingObjectlist. In step 2526, the image analysis computer 110 adds this new candidate object to the ExistingObjectlist and sets its MatchCount value equal to "2".

As mentioned above, Object(c) 2614 is a new object with no matching existing object so Object(c) is added to the updated ExistingObjectlist. There is also another possibility of a new object with no matching existing object. In Fig. 26A, there is an existing Object(u) 2608. In Fig. 26B there is a predicted location 2608' and a prediction window 2607. Within the prediction window 2607 are two new scored candidate objects, Object(d) 2616 and Object(e) 2618. As mentioned above, in step 2512, the respective composite object scores of Object(u), Object(e) and Object(d) are used to resolve the matching pair of objects. If for example, Object(e) 2618 is determined to be the match for Object(u) 2608, then Object(d) 2616 does not match any existing object in the ExistingObjectlist. Thus, Object(d) 2616 is added to the updated ExistingObjectlist as a new scored candidate object to start tracking.

Using the updated ExistingObjectlist, the image analysis computer 110 in step 2528, can provide updated object information to the vehicle computer 50 so that the graphical display of the existing scored candidate objects can be updated.
The process of Fig. 25 then repeats itself for a third image frame, a fourth image frame, etc. by returning to step 2504 for each iteration.

The values associated with pruning and predicting scored candidate objects may be adjusted according to the image size. For example, the values provided above may be appropriate for images which are 480x752 pixels in size. However, for images which are 240x376 pixels in size, the values may be adjusted so that each is approximately half of the example values provided above. For example Vs can be 25 pixels instead of 50 pixels, the prediction window (e.g., 2607 of Fig. 26B) can have a radius of about 25 pixels instead of 50 pixels, and the value for defining nearby objects (see step 2406 of Fig. 24A) can be 25 pixels instead of 50 pixels.

Fig. 27A depicts a pallet 2702 in the physical world that has a lower center point that represents the location 2704 of the pallet 2702. The location 2704 of the pallet 2702 depends on what frame of reference, or 3D coordinate system, is used to define the coordinates for the pallet location 2704. As mentioned earlier, one aspect of the present invention relates to detecting information beneficial to placing forks 42A, 42B of a vehicle 10 at one or more openings of a pallet. Thus, a world 3D coordinate system (also referred to herein as "the world coordinate system") used to define the location of the pallet 2702 can have its origin 2706 located at a fixed location either on or near the vehicle 10, such as a fixed location on the mast assembly having substantially the same Y location as the forks 42A, 42B when in their lower, home position. In this embodiment, the world coordinate origin 2706 is fixed such that the fork carriage apparatus 40 and the forks 42A, 42B move relative to the fixed world coordinate origin. If the world coordinate system is oriented such that the Z direction is parallel with the forks 42A, 42B and the Y direction is parallel to the direction of vertical movement the forks 42A, 42B up and down, then the world coordinate origin 2706 can be defined such that coordinates (X_w, Y_w, Z_w) of the pallet location 2704 can be determined. In particular, these coordinates essentially represent a vector from the world coordinate origin 2706 to the lower center point (i.e., the location 2704) of the pallet 2702. The world 3D coordinate system could also be located in front of the vehicle 10 on the floor and below the forks 42A, 42B. In such an embodiment, the world 3D coordinate system would still be fixed with respect to the vehicle 10 and move with the vehicle 10. Truck motion in the X and Z directions may be accounted for via truck odometry.

The scene in the physical world being imaged by the imaging camera 130 can also be referred to with reference to a location 2708 of the imaging camera 130. This is helpful
because transformation operations between pixel locations in an image and locations of physical objects may be simplified when the locations of the physical objects are considered as being relative to the camera location 2708. The camera coordinate system is also a 3D coordinate system having three mutually orthogonal direction axes extending from an origin point. Both the orientation of the camera coordinate system's directional vectors and the location of the camera coordinate system's origin can differ from those of the world coordinate system. Conventionally, it is known that transformation from one 3D coordinate system to another can be accomplished using a rotation matrix and a translation vector that represent the differences between the two coordinate systems. If \((X_c, Y_c, Z_c)\) are the coordinates of the pallet location 2704 in terms of the camera coordinate system, then

\[
\begin{align*}
\text{Equation 15A:} \\
\begin{bmatrix}
X_c \\
Y_c \\
Z_c
\end{bmatrix} &= 
[R_{\text{cam}}] 
\begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix} + 
\begin{bmatrix}
tc_x \\
tc_y \\
tc_z
\end{bmatrix}
\end{align*}
\]

The coordinates \((X_w, Y_w, Z_w)\) and the coordinates \((X_c, Y_c, Z_c)\) both identify the location of the same point 2704 in the physical world. One set of coordinates \((X_w, Y_w, Z_w)\) is with reference to the world coordinate origin 2706 and the other set of coordinates \((X_c, Y_c, Z_c)\) is with reference to the camera location 2708. In Equation 15A, \([R_{\text{cam}}]\) is a 3x3 rotation matrix between the two coordinate systems' axes and the right-most term is the translation vector, \(T_{\text{cam}} = [tc_x, tc_y, tc_z]^T\), representing the translation between the origin 2706 of the world coordinate system relative to the origin 2708 of the camera coordinate system. If the imaging camera 130 is attached to the carriage apparatus 40, then as the carriage apparatus 40 including the forks 42A and 42B move up and down, the translation, \(tc_y\), of the imaging camera 130 relative to the world coordinate origin 2706 will vary. As shown in Fig. 27A, this translation value, \(tc_y\), can have one component, \(t_y\), that represents an amount of movement along the mast assembly 30 that the forks 42A and 42B have moved relative to the fixed world coordinate origin 2706 and can have a second component, \(t_{y, \text{bias}}\), that represents a fixed vertical offset between the imaging camera 130 relative to the forks 42A and 42B. As the forks 42A and 42B move, the value of \(t_y\) may vary; but the value of \(t_{y, \text{bias}}\) will remain the same. As mentioned earlier, the imaging camera 130 may be fixed to the carriage apparatus such that it is in a position below the forks 42A and 42B (i.e., \(t_{y, \text{bias}} < 0\)) but as the imaging camera moves upward, the Y-coordinate of the camera coordinate system origin location 2708 may be located above the world coordinate system origin 2706 (i.e., \((t_y + t_{y, \text{bias}}) > 0\) as
shown in FIG. 27A. Also, as discussed below there may be a horizontal offset value \( t_{\text{oh}} \) as well.

Fig. 27A depicts an embodiment in which the camera coordinate system has its axes rotated about the X-axis 2707 by an angle \( \theta_e \) 2701. Thus, the Z-axis of the camera coordinate system is referred to as \( Z_{\text{o}} \) 2703 to distinguish it from the world coordinate origin Z-axis 2705 and the Y-axis of the camera coordinate system is referred to as \( Y_{\text{o}} \) 2709 to distinguish it from the world coordinate origin Y-axis 2711. The magnitude of the angle \( \theta_e \) 2701 may, for example, be about 2.2263°; and, from the point of reference of the camera coordinate system, the Z-axis of the world coordinate system is tilted downward at an angle of about -2.2263°.

In this embodiment, the coordinates \((X_c, Y_c, Z_c)\) of the pallet location 2704 in Equation 15A would be defined in terms of the camera coordinate system axes \((X_e, Y_e, Z_e)\).

Fig. 27B depicts the geometry of an ideal pinhole camera model. The model for an ideal pinhole camera involves a projection of the point \((X_c, Y_c, Z_c)\) 2704 through the camera location 2708 onto an image plane 2712 that is a distance in the \( Z_{\text{o}} \) direction, from the camera location 2708. There is a camera center 2714 which is the projection of the camera location 2708 in the \( Z_{\text{o}} \) direction onto the image plane 2712. In the illustrated embodiment, distance is a fixed distance equal to the camera focal length in the \( Z_{\text{o}} \) direction.

Thus, the geometry of Fig. 27B provides the basis for the well-known pinhole camera projection model for the pixel image coordinates:

\[
x_{\text{col}} = f_x \frac{X_c}{Z_c} + x_0
\]

\[
y_{\text{row}} = f_y \frac{Y_c}{Z_c} + y_0
\]

where:

\((X_c, Y_c, Z_c)\) are the three dimensional coordinates of the pallet location 2704 in the camera coordinate system;

\((x_{\text{col}}, y_{\text{row}})\) are the pixel location coordinates on the image plane 2712 of where the pallet location 2704 projects according to the pinhole camera model;

\((x_0, y_0)\) is the camera center 2714 and is the pixel location coordinates on the image plane 2712 where the camera center (or the camera coordinate system origin) 2708 projects according to the pinhole camera model;

\(f_x\) is the focal length, \(f\), expressed in x-direction, or horizontal, pixel-related units; and

\(f_y\) is the focal length, \(f\), expressed in y-direction, or vertical, pixel related units.
The above equations can be written in homogenous coordinates according to:

Equation 16: \[
\lambda \begin{bmatrix}
x_{col} \\ y_{row} \\ 1
\end{bmatrix} = \begin{bmatrix}
f_x & 0 & x_0 \\ 0 & f_y & y_0 \\ 0 & 0 & 1
\end{bmatrix} \begin{bmatrix}
X_c \\ Y_c \\ Z_c
\end{bmatrix}
\]
where \( \lambda = Z_c \)

Equation 15, from earlier, can also be written as:

Equation 17A: \[
\begin{bmatrix}
X_c \\ Y_c \\ Z_c
\end{bmatrix} = \begin{bmatrix}
tc_x \\ tc_y \\ tc_z
\end{bmatrix} \begin{bmatrix}
X_w \\ Y_w \\ Z_w
\end{bmatrix}
\]

Using Equation 17A, the projection transformation of Equation 16 can be written as:

Equation 18: \[
\lambda \begin{bmatrix}
x_{col} \\ y_{row} \\ 1
\end{bmatrix} = \begin{bmatrix}
f_x & 0 & x_0 \\ 0 & f_y & y_0 \\ 0 & 0 & 1
\end{bmatrix} \begin{bmatrix}
tc_x \\ tc_y \\ tc_z
\end{bmatrix} \begin{bmatrix}
X_w \\ Y_w \\ Z_w
\end{bmatrix}
\]

In general terms, Equation 18 can be written as:

Equation 19A: \[
\lambda \begin{bmatrix}
x_{col} \\ y_{row} \\ 1
\end{bmatrix} = [K][R_{cam} \ T_{cam}] \begin{bmatrix}
X_w \\ Y_w \\ Z_w \\ 1
\end{bmatrix}
\]
where \([K] = \begin{bmatrix}
f_x & 0 & x_0 \\ 0 & f_y & y_0 \\ 0 & 0 & 1
\end{bmatrix}\)

The 3x4 matrix \([R_{cam} \ T_{cam}]\) is often referred to as the extrinsic camera matrix.

The matrix \([K]\) can be referred to as the intrinsic camera matrix for the imaging camera 130. Typically, the values for the matrix \([K]\) may be determined using a camera resectioning process, as is known in the art. In general, an intrinsic camera matrix has the form:

\[[K] = \begin{bmatrix}
f_x & \gamma & x_0 \\ 0 & f_y & y_0 \\ 0 & 0 & 1
\end{bmatrix}\]

where:

\((x_0, y_0)\) is the camera center 2714 and is the pixel location coordinates on the image plane 2712 where the camera center (or the camera coordinate system origin) 2708 projects according to the pinhole camera model;

\(f_x\) is the focal length, \(f\), expressed in x-direction, or horizontal, pixel-related units; and

\(f_y\) is the focal length, \(f\), expressed in y-direction, or vertical, pixel related units, and

\(\gamma\) represents a skew factor between the x and y axes, and is often "0".

Example values for the intrinsic camera matrix, for a 480x752 pixel image, can be:

\(f_x = 783.1441, \quad f_y = 784.4520, \quad \gamma = 0, \quad x_0 = 237.8432, \quad y_0 = 380.7313\)
Example values for the intrinsic camera matrix, for a 240x376 pixel image, can be:

\( f_x = 458.333344, \quad f_y = 458.333344, \quad \gamma = 0, \quad x_0 = 142.282608, \quad y_0 = 171.300568 \)

Equation 19A relates the pallet location 2704, up to a scale factor \( \Lambda \), with a gray scale image pixel location \((x_{co}, y_{row})\). This implies that the left and right sides of Equation 19A are collinear vectors which results in a zero cross-product. The cross product equation is:

**Equation 20A:**

\[
\begin{bmatrix}
X_{col} \\
Y_{row} \\
1
\end{bmatrix} \times \begin{bmatrix} K \end{bmatrix} \begin{bmatrix} Rc_{am} \end{bmatrix} \begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix} = 0
\]

Prudent selection of the rotation matrix \([Rc_{am}]\) and the translation vector \(T_{cam}\) can simplify the calculations involved in Equation 20A. In particular, if the world coordinate system axes and the camera coordinate system axes are mutually aligned with one another, then the rotation matrix is simply a 3x3 identity matrix. However, the camera may typically be rotated upwards an elevation angle, \( \theta_e \), as shown in Fig. 27A, such that relative to the camera \(Z_{0_c}\)-axis, the world coordinate Z-axis is tilted downward by an angle - \( \theta_e \). Such a difference in the axes results one possible rotation matrix of:

**Equation 21:**

\[
[\kappa_{cam}] = \begin{bmatrix}
1 & 0 & 0 \\
0 & \cos \theta_e & \sin \theta_e \\
0 & -\sin \theta_e & \cos \theta_e
\end{bmatrix}
\]

Additionally, the camera location 2708 can be selected so that it is translated relative to the world coordinate origin 2706 by a translation vector, as mentioned above, of:

\[
\begin{bmatrix}
tc_x \\
tc_y \\
tc_z
\end{bmatrix}
\]

In an exemplary embodiment, the imaging camera 130 is attached to the vehicle frame in such a way that it has the same Z-coordinate value as the world coordinate origin 2706 (i.e., \(tc_z = 0\) but has an X-coordinate value offset from the world coordinate origin 2706 by a bias value (i.e., \(tc_x = t_{bias}\)). As mentioned above, as the fork carriage apparatus 40 moves up and down, the translation of the camera 130 relative to the world coordinate origin 2706 also changes in the Y direction. Accordingly, the camera translation vector may be realized as:

\[
\begin{bmatrix}
tc_x \\
tc_y \\
tc_z
\end{bmatrix} = \begin{bmatrix}
t_{xbias} \\
t_y + t_{ybias} \\
0
\end{bmatrix}
\]

Given that:
\[ K = \begin{bmatrix} f_x & 0 & x_0 \\ 0 & f_y & y_0 \\ 0 & 0 & 1 \end{bmatrix}, \quad [R_{cam}, | T_{cam}] = \begin{bmatrix} 1 & 0 & 0 & t_{xbias} \\ 0 & \cos \theta_e & -\sin \theta_e & (t_y + t_{ybias}) \\ 0 & \sin \theta_e & \cos \theta_e & 0 \end{bmatrix} \]

Equation 20A simplifies to:

\[
\begin{bmatrix} x_{col} \\ y_{row} \\ 1 \end{bmatrix} \times \begin{bmatrix} f_x & x_{\sin \theta_e} & X_e \cos \theta_e & f_x t_{xbias} \\ 0 & f_x \cos \theta_e + y_0 \sin \theta_e & -f_x \sin \theta_e + y_0 \cos \theta_e & f_x (t_y + t_{ybias}) \\ 0 & \sin \theta_e & \cos \theta_e & 0 \end{bmatrix} = \begin{bmatrix} X_w \\ Y_w \\ Z_w \\ 1 \end{bmatrix} = 0
\]

which simplifies to Equation 22:

\[
\begin{bmatrix} x_{col} \\ y_{row} \\ 1 \end{bmatrix} \times \begin{bmatrix} X_w & X_w \cos \theta_e + Z_w x_e \cos \theta_e + f_x (t_{xbias}) \\ Y_w \left(f_y \cos \theta_e + y_0 \sin \theta_e\right) + l_w \left(-f_y \sin \theta_e + y_0 \cos \theta_e\right) + f_y (t_y + t_{ybias}) \\ Y_w \sin \theta_e + Z_w \cos \theta_e \end{bmatrix} = 0
\]

Calculating the first two elements of the cross product provides two linear equations referred to collectively as Equation 23:

\[-X_w f_x - Y_w x_0 \sin \theta_e - Z_w x_0 \cos \theta_e + X_e \cos \theta_e + Z_w \cos \theta_e = 0
\]

\[\begin{bmatrix} X_w \\ Y_w \\ Z_w \end{bmatrix} = \begin{bmatrix} f_x (P_{xbias}) \\ f_y (t_y + t_{ybias}) \end{bmatrix}
\]

In matrix form, the above two equations can be written as Equation 24A:

Thus, for a particular gray scale image which is acquired when the imaging camera 15 130 is positioned at a location \( (t_{xbias}, (t_y + t_{ybias}) \) relative to the world coordinate origin 2706, there is an image pixel location \( (x_{col}, y_{row}) \) which corresponds to the location \( (X_w, Y_w, Z_w) \) 2704 of the pallet 2702. Thus, a scored candidate object having an image pixel location \( (x_{col}, y_{row}) \) (See, for example, FIG. 24D object 2448 and location 2458) also has an associated location \( (X_w, Y_w, Z_w) \) 2704 in the physical world. Thus, this scored candidate object in image space has associated with it a height \( Y_w \) that is the height in the physical world of the pallet that corresponds to that scored candidate object. The height \( Y_w \) can simply be referred to as "the height of the scored candidate object" as a shorthand way of stating that the scored candidate object at location \( (x_{col}, y_{row}) \) in image space has an associated height \( Y_w \) in the
physical world of a corresponding pallet at location 2704. As discussed below, the image pixel location \((x_{col}, y_{row})\) corresponds to a measured value in image space. If the imaging camera 130 changes its position and a second gray scale image is acquired then Equation 24A still holds true for \((X_w', Y_w', Z_w)\) but there will be different values for \(t_f\) and \((x_{col}, y_{row})\). Thus, for each different image frame acquired there are respective values for \(t_f\) and \((x_{col}, y_{row})\), so Equation 24A can more clearly be written as:

**Equation 25A:**

\[
\begin{bmatrix}
-fx & (s_{col} - x_0)\sin \theta_e & (s_{col} - x_0)\cos \theta_e \\
0 & (y_{row} - y_0)\sin \theta_e - f_y \cos \theta_e & (y_{row} - y_0)\cos \theta_e + f_y \sin \theta_e
\end{bmatrix}
\begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix} =
\begin{bmatrix}
f_x t_{xbias} \\
f_y \gamma n + \text{lybias}
\end{bmatrix}
\]

where \(n\) is an index value denoting the image frame in a sequence of acquired image frames, \(t_{xbias}\) is the horizontal translation of the imaging camera 130 from the world coordinate origin 2706, and \(t_{yn} + t_{ybias}\) is the vertical translation of the imaging camera 130 from the world coordinate origin 2706 corresponding to when image frame \(n\) is acquired. The image pixel location \((x_{col} i_n, y_{row} n)\) can be referred to as one "observation" of the pallet location 2704 in image space. The pair of equations in Equation 25A can be collected together for multiple observations of the same pallet location 2704 to provide a series of equations, as follows:

**Equation 26A:**

\[
\begin{bmatrix}
-fx & (x_{col1} - x_0)\sin \theta_e & (x_{col1} - x_0)\cos \theta_e \\
0 & (y_{row1} - y_0)\sin \theta_e - f_y \cos \theta_e & (y_{row1} - y_0)\cos \theta_e + f_y \sin \theta_e
\end{bmatrix}
\begin{bmatrix}
X_{w1} \\
Y_{w1} \\
Z_{w1}
\end{bmatrix} =
\begin{bmatrix}
f_x t_{xbias1} \\
f_y (t_{yn1} + t_{ybias1})
\end{bmatrix}
\]

\[
\begin{bmatrix}
-fx & (x_{col2} - x_0)\sin \theta_e & (x_{col2} - x_0)\cos \theta_e \\
0 & (y_{row2} - y_0)\sin \theta_e - f_y \cos \theta_e & (y_{row2} - y_0)\cos \theta_e + f_y \sin \theta_e
\end{bmatrix}
\begin{bmatrix}
X_{w2} \\
Y_{w2} \\
Z_{w2}
\end{bmatrix} =
\begin{bmatrix}
f_x t_{xbias2} \\
f_y (t_{yn2} + t_{ybias2})
\end{bmatrix}
\]

\[
\begin{bmatrix}
-fx & (x_{col3} - x_0)\sin \theta_e & (x_{col3} - x_0)\cos \theta_e \\
0 & (y_{row3} - y_0)\sin \theta_e - f_y \cos \theta_e & (y_{row3} - y_0)\cos \theta_e + f_y \sin \theta_e
\end{bmatrix}
\begin{bmatrix}
X_{w3} \\
Y_{w3} \\
Z_{w3}
\end{bmatrix} =
\begin{bmatrix}
f_x t_{xbias3} \\
f_y (t_{yn3} + t_{ybias3})
\end{bmatrix}
\]

This equation can be conceptually written as **Equation 27:**

\[
[A]
\begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix} = [B]
\]

which can be manipulated to form:

**Equation 28A:**

\[
\begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix} = ([A]^T [A])^{-1} [A]^T [B]
\]

where:
\[
[A] = \begin{bmatrix}
-x & (x_{col1} - x_0)\sin\theta_e & (x_{col1} - x_0)\cos\theta_e \\
0 & (y_{row1} - y_0)\sin\theta_e & (y_{row1} - y_0)\cos\theta_e + f_y\sin\theta_e \\
-x & (x_{col2} - x_0)\sin\theta_e & (x_{col2} - x_0)\cos\theta_e \\
0 & (y_{row2} - y_0)\sin\theta_e & (y_{row2} - y_0)\cos\theta_e + f_y\sin\theta_e \\
-x & (x_{col3} - x_0)\sin\theta_e & (x_{col3} - x_0)\cos\theta_e \\
0 & (y_{row3} - y_0)\sin\theta_e & (y_{row3} - y_0)\cos\theta_e + f_y\sin\theta_e \\
\vdots & \vdots & \vdots 
\end{bmatrix}
\]

and

\[
[B] = \begin{bmatrix}
f_x t\text{bias} \\
f_y (t_{y1} + t\text{bias}) \\
f_x t\text{bias} \\
f_y (t_{y2} + t\text{bias}) \\
f_x t\text{bias} \\
f_y (t_{y3} + t\text{bias}) \\
\vdots 
\end{bmatrix}
\]

Once there are two or more observations for a pallet location 2704, Equation 28A provides more equations than unknowns and can be solved using a least-squares method to estimate the pallet location \((X_w, Y_w, Z_w)\) in terms of the world coordinate origin 2706.

Additionally, waiting until there is at least some minimum distance between two observations is beneficial as well. For example, it is preferred that there be at least a minimum fork difference (i.e., \(|t_{y(i+1)} - t_{y1}| \geq 1\) inch), before a pallet location \((X_w, Y_w, Z_w)\) is estimated.

The rotation matrix \([R_{c\text{gm1}}]\) of Equation 21, developed using the configuration of FIG. 27A, only contemplates rotation of the camera coordinate system relative to the X-axis (e.g., angle \(\theta_x 2701\)) of the world coordinate system. However, the rotation matrix for a camera can be generalized to account for rotation of the camera coordinate system relative to all three axes of the world coordinate system, as shown in Fig. 27E. In Fig 27E, the axes (2707', 271 1', and 2705') of the camera coordinate system are shown relative to the axes of the world coordinate system (2707, 271 1, 2705). In particular, \(\theta_x 2762\) can represent the rotation of the camera coordinate system relative to the X-axis 2707 (referred to as an elevation angle), \(\theta_y 2764\) can represent the rotation of the camera coordinate system relative to the Y-axis 271 1 (referred to as a pitch angle), and \(\theta_z 2766\) can represent the rotation of the camera coordinate system relative to the Z-axis 2705 (referred to as a deflection angle). As a result a camera coordinate system will result having its axes (2707', 271 1', and 2705') rotated with respect to the world coordinate system axes (2707, 271 1 and 2705) by an amount that represents a combination of the individual rotation angles \(\theta_x 2762, \theta_y 2764, \) and \(\theta_z 2766\).

Each angle of rotation provides one component of the overall rotation matrix for the camera.
Equation 29A: \[ \begin{bmatrix} 1 & 0 & 0 \\ 0 & \cos \theta_x & -\sin \theta_x \\ 0 & \sin \theta_x & \cos \theta_x \end{bmatrix} \]

Equation 29B: \[ \begin{bmatrix} \cos \theta_y & 0 & \sin \theta_y \\ 0 & 1 & 0 \\ -\sin \theta_y & 0 & \cos \theta_y \end{bmatrix} \]

Equation 29C: \[ \begin{bmatrix} \cos G_z & -\sin \theta_z & 0 \\ \sin \theta_z & \cos \theta_z & 0 \\ 0 & 0 & 1 \end{bmatrix} \]

The more generalized, or full, rotation matrix is the multiplication of these three component matrices together to provide Equation 29D:

\[
\begin{bmatrix}
\cos^9 \gamma \cos^9 z & -\sin \varphi_{\text{defl}} & \sin G_e \\
\sin \theta_x \sin \varphi_{\text{defl}} & \cos \theta_x & 0 \\
-\sin \varphi_{\text{defl}} & \cos \varphi_{\text{defl}} & 0 \\
\end{bmatrix}
\]

However, rather than a full rotation matrix, aspects of the present invention contemplate a rotation matrix with one rotational degree of freedom about the x-axis and another rotational degree of freedom about the z-axis. As described above, the angle of rotation about the x-axis is typically referred to as the elevation angle \( \theta_e \). The angle of rotation about the z-axis can be referred to as the deflection angle and denoted by \( \varphi_{\text{defl}} \). The three components of this particular example rotation matrix are provided by:

Equation 30A: \[ \begin{bmatrix} 1 & 0 & 0 \\ 0 & \cos G_e & -\sin G_e \\ 0 & \sin G_e & \cos G_e \end{bmatrix} \]

Equation 30B: \[ \begin{bmatrix} 1 & 0 & 0 \\ 0 & 1 & 0 \\ 0 & 0 & 1 \end{bmatrix} \]

Equation 30C: \[ \begin{bmatrix} \cos \varphi_{\text{defl}} & -\sin \varphi_{\text{defl}} & 0 \\ \sin \varphi_{\text{defl}} & \cos \varphi_{\text{defl}} & 0 \\ 0 & 0 & 1 \end{bmatrix} \]

Multiplying these three component matrices together provides an exemplary rotation matrix provided by Equation 30D:

\[
\begin{bmatrix}
\cos \varphi_{\text{defl}} \cos G_e & -\sin \varphi_{\text{defl}} \cos G_e & 0 \\
\sin \varphi_{\text{defl}} \cos G_e & \cos \varphi_{\text{defl}} & 0 \\
\sin \varphi_{\text{defl}} \sin G_e & \cos(p_{\text{defl}} \sin G_e \cos G_e - \sin G_e) & 0 \\
\end{bmatrix}
\]
Using this rotation matrix (instead of the one of Equation 21) will produce a pair of linear equations analogous to those of Equation 24A. In particular, these two linear equations are provided by Equation 24B:

\[
\begin{bmatrix}
-f_x \cos \phi_{\text{defl}} + (x_{\text{col}} - x_0) \sin \phi_{\text{defl}} \sin \Theta_e + f_x \sin \phi_{\text{defl}} \\
(y_{\text{row}} - y_0) \sin \phi_{\text{defl}} - f_y \cos \Theta_e \cos \phi_{\text{defl}} + (y_{\text{row}} - y_0) \cos \phi_{\text{defl}} \sin \Theta_e + f_y \sin \phi_{\text{defl}} 
\end{bmatrix}
\begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix}
= 
\begin{bmatrix}
f_x (t_x + t_{y,\text{bias}}) \\
f_y (t_y + t_{y,\text{bias}})
\end{bmatrix}
\]

and can be collected together for multiple observations of the same pallet location 2704 to provide a series of equations that can be solved for \[X_w, Y_w, Z_w\] in a manner similar to that of Equation 28A.

For simplicity, the different rotation matrices of Equations 21, 29D, and 30D can be conceptualized as Equation 30E where:

\[
[R_{\text{cam}}] = \begin{bmatrix}
r_{00} & r_{01} & r_{02} \\
r_{10} & r_{11} & r_{12} \\
r_{20} & r_{21} & r_{22}
\end{bmatrix}
\]

Substituting the notation of Equation 30E into Equation 20A and assuming that

\[
[T_{\text{cam}}] = \begin{bmatrix}
t_{x,\text{bias}} \\
(t_y + t_{y,\text{bias}}) \\
0
\end{bmatrix},
\]

a pair of linear equations analogous to those of Equation 25A can be determined for any rotation matrix \([R_{\text{cam}}]\). This pair of linear equations can be solved for the pallet location \((X_w, Y_w, Z_w)\) and are given by Equation 30F:

\[
\begin{bmatrix}
a_n & b_n & c_n \\
d_n & e_n & f_n
\end{bmatrix}
\begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix}
= 
\begin{bmatrix}
f_x (t_x + t_{y,\text{bias}}) \\
f_y (t_y + t_{y,\text{bias}})
\end{bmatrix}
\]

where:

\[
a_n = x_{\text{col}} r_{20} - f_x r_{00} - x_0 r_{20} \\
b_n = x_{\text{col}} r_{21} - f_x r_{01} - x_0 r_{21} \\
c_n = x_{\text{col}} r_{22} - f_y r_{02} - x_0 r_{22} \\
d_n = y_{\text{row}} r_{20} - f_y r_{00} - y_0 r_{20} \\
e_n = y_{\text{row}} r_{21} - f_y r_{01} - y_0 r_{21} \\
f_n = y_{\text{row}} r_{22} - f_y r_{02} - y_0 r_{22}
\]

Similar to before, multiple observations of a pallet location can be collected and used to solve for the pallet location \((X_w, Y_w, Z_w)\) in a least squares manner. Thus, using this notation, an equation analogous to Equation 28A can be calculated according to:

\[107\]
Equation 3.1A: 
\[
\begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix} = ([A]^T[A])^{-1}[A]^T[B]
\]

where:
\[
[A] = \begin{bmatrix}
a_1 & b_1 & c_1 \\
d_1 & e_1 & f_1 \\
a_2 & b_2 & c_2 \\
d_2 & e_2 & f_2 \\
a_3 & b_3 & c_3 \\
d_3 & e_3 & f_3
\end{bmatrix}
\]
\[
and
\[
[B] = \begin{bmatrix}
f J-xbias \\
f y (t_{y1} + t_{ybias}) \\
f J-xbias \\
f y (t_{y2} + t_{ybias}) \\
f J-xbias \\
f y (t_{y3} + t_{ybias})
\end{bmatrix}
\]

The elevation angle, \(G_e\), (or in the more general full rotation matrix, the angle \(\theta_e\)) which in the above equations, represents the rotation of the imaging camera axis about the X-axis may include more than one component that contributes to the overall angle. For example, the elevation angle \(G_e\) may include a first component that corresponds to a fixed rotation angle \(G_{ec}\) based on an angle at which the imaging camera 130 is mounted on the fork carriage apparatus 40 and a second component that corresponds to an angle \(G_{ef}\) at which the vehicle forks 42A and 42B may be tilted relative to the carriage support structure 44A via the tilt piston/cylinder unit 44D. Thus, in the above equations, \(G_e = (\theta_{ec} + \theta_{ef})\).

The contribution of the fork elevation angle \(\theta_{ef}\) to the overall elevation angle \(G_e\) can be measured by a conventional tilt angle sensor (not shown) associated with one or both of the carriage support structure 44A and the fork carriage frame 44B. This conventional tilt angle sensor may have a resolution of about 0.001 degrees and provide the tilt angle of the forks 42A, 42B to the vehicle computer 50, which can communicate this information to the image analysis computer 110. The contribution of the camera elevation angle \(\theta_{ec}\) to the overall elevation angle \(G_e\) can be determined by an extrinsic calibration routine, as explained in detail below.

If both components of angle \(G_e\) (i.e., \(\theta_{ec}\) and \(\theta_{ef}\)) are constant values, then determining and using the elevation angle \(G_e\) for any of the above equations is relatively straightforward. In certain embodiments, the imaging camera 130 is mounted on the fork carriage apparatus 40 so that its elevation angle \(\theta_{ec}\) does not change between image frames. However, the elevation angle component due to tilting of the forks, \(\theta_{ef}\), may change between image frames. Under these circumstances, the rotation matrices discussed above can be manipulated to account for the potential variability of \(\theta_{ef}\).

Referring back to Equation 21, one example rotation matrix is provided by:
where, as mentioned, \( G_e = (6_{ec} + Q_{ef}) \). An intermediate rotation matrix can be constructed that only accounts for the contribution of the camera angle \( \alpha_{ec} \) according to:

\[
[R'_{cam_1}] = \begin{bmatrix}
1 & 0 & 0 \\
0 & \cos \theta_e & -\sin \theta_e \\
0 & \sin \theta_e & \cos \theta_e
\end{bmatrix}
\]

Using this intermediate rotation matrix, an intermediate extrinsic camera matrix can be written as:

\[
[R'_{cam_1}] T_{cam} = \begin{bmatrix}
1 & 0 & 0 & txbias \\
0 & \cos \theta_{ef} & -\sin \theta_{ef} & 0 \\
0 & \sin \theta_{ef} & \cos \theta_{ef} & 0 \\
0 & 0 & 0 & 1
\end{bmatrix}
\]

One way to modify this intermediate extrinsic camera matrix is to post-multiply by a rotation matrix that accounts only for the contribution of the fork tilt angle \( \theta_{ef} \). To perform this multiplication, the typical 3x3 rotation matrix can be expanded to a 4x4 matrix according to:

\[
\begin{pmatrix}
1 & 0 & 0 & 0 \\
0 & \cos \theta_{ef} & -\sin \theta_{ef} & 0 \\
0 & \sin \theta_{ef} & \cos \theta_{ef} & 0 \\
0 & 0 & 0 & 1
\end{pmatrix}
\]

and then performing the post-multiplication described above:

\[
[R'_{cam_1}] T_{cam} \times \begin{pmatrix}
1 & 0 & 0 & 0 \\
0 & \cos \theta_{ef} & -\sin \theta_{ef} & 0 \\
0 & \sin \theta_{ef} & \cos \theta_{ef} & 0 \\
0 & 0 & 0 & 1
\end{pmatrix}
\]

results in Equation 3.1B:

\[
\begin{pmatrix}
1 & 0 & 0 & 0 \\
0 & \cos \theta_{ef} \cos \theta_{ef} - \sin \theta_{ef} \sin \theta_{ef} & -\cos \theta_{ef} \sin \theta_{ef} + \sin \theta_{ef} \cos \theta_{ef} & txbias \\
0 & \sin \theta_{ef} \cos \theta_{ef} + \cos \theta_{ef} \sin \theta_{ef} & -\sin \theta_{ef} \sin \theta_{ef} + \cos \theta_{ef} \cos \theta_{ef} & 0 \\
0 & 0 & 0 & 1
\end{pmatrix}
\]

Using the two geometrical identities:

\[
\cos(a + b) = \cos(a) \cos(b) - \sin(a) \sin(b) \\
\sin(a + b) = \sin(a) \cos(b) + \cos(a) \sin(b)
\]

Equation 3.1B can be simplified to:

\[
\begin{pmatrix}
1 & 0 & 0 & txbias \\
0 & \cos(6_{ec} + \theta_{ef}) & -\sin(\theta_{ec} + \theta_{ef}) & (ty + t_{y bias}) \\
0 & \sin(6_{ec} + \theta_{ef}) & \cos(6_{ec} + \theta_{ef}) & 0
\end{pmatrix}
\]

Which can be further simplified to be:
This technique may be used, in general, with any of the extrinsic camera matrices discussed above so that any extrinsic camera matrix which is formed using a rotation matrix based on $\theta_e$ (e.g., Equations 21, 29D, 30D or 30E) can be constructed from a respective intermediate extrinsic camera matrix using an intermediate rotation matrix based on $\theta_{ef}$ that is then post-multiplied by a rotation matrix that is based on $\theta_{ef}$.

As mentioned earlier, the amount that the forks 42A and 42B tilt (i.e., $\theta_{ef}$) may vary between each image frame that is acquired. Thus, the elevation angle $\theta_e$ (or more generally $\theta_n$) can vary between image frames as well. Accordingly, Equations 25A and 26A can be modified to account for the variability of the elevation angle $\theta_e$, as shown below:

**Equation 25B:**

\[
\begin{bmatrix}
-f_x (x_{col1} - x_0) \sin \theta_{e1} \\
0 (y_{row1} - y_0) \sin \theta_{e1}
\end{bmatrix} = \begin{bmatrix}
(x_{col1} - x_0) \sin \theta_{e1} \\
(y_{row1} - y_0) \cos \theta_{e1}
\end{bmatrix}
\]

and **Equation 26B:**

\[
\begin{bmatrix}
-f_x (x_{col2} - x_0) \sin \theta_{e2} \\
0 (y_{row2} - y_0) \sin \theta_{e2}
\end{bmatrix} = \begin{bmatrix}
(x_{col2} - x_0) \sin \theta_{e2} \\
(y_{row2} - y_0) \cos \theta_{e2}
\end{bmatrix}
\]

However, even with the variability of $\theta_e$ that can occur between image frames, the technique for solving for pallet location $(X_w, Y_w, Z_w)$ remains the same. Although, for each image frame, the image analysis computer 110 may also now store $\theta_{en}$ in addition to $(x_{col1}$, $y_{row1}$) and $t_y$. Accordingly, equations 25B and 26B can be rearranged to provide Equation 28B:

\[
\begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix} = ([A]^T U']^{-1} [A]^T [B]
\]

where:
The coordinate system can be transformed into a location in the camera coordinate system according to Equation 15B:

\[
[A'] = \begin{bmatrix}
-f_x & (x_{col1} - x_0)\sin \theta_{e1} & i_{col1} - x_0 \cos \theta_{e1} & 0 & 0 & 0 \\
0 & (y_{row1} - y_0)\sin \theta_{e1} - f_y \cos \theta_{e1} & (y_{row1} - y_0)\cos \theta_{e1} + f_y \sin \theta_{e1} & 0 & 0 & 0 \\
-f_x & (x_{col2} - x_0)\sin \theta_{e2} & i_{col2} - x_0 \cos \theta_{e2} & 0 & 0 & 0 \\
0 & (y_{row2} - y_0)\sin \theta_{e2} - f_y \cos \theta_{e2} & (y_{row2} - y_0)\cos \theta_{e2} + f_y \sin \theta_{e2} & 0 & 0 & 0 \\
-f_x & (x_{col3} - x_0)\sin \theta_{e3} & i_{col3} - x_0 \cos \theta_{e3} & 0 & 0 & 0 \\
0 & (y_{row3} - y_0)\sin \theta_{e3} - f_y \cos \theta_{e3} & (y_{row3} - y_0)\cos \theta_{e3} + f_y \sin \theta_{e3} & 0 & 0 & 0 \\
\end{bmatrix}
\]

\[
[B] = \begin{bmatrix}
fx^{x_{bias}} \\
fy(t_y + t_{y_{bias}}) \\
fz^{x_{bias}} \\
fy(t_y + t_{y_{bias}}) \\
fx^{x_{bias}} \\
fy(t_y + t_{y_{bias}}) \\
\end{bmatrix}
\]

In the above examples, one assumption was that the movement of the forks \( t_y \) occurs substantially in the direction of the Y-axis 271 I of the world coordinate system. However, the mast assembly 30 may not necessarily align with the direction of the world coordinate system Y-axis 271 I. As shown in Fig. 27F, a vector 2775 may represent a direction of the mast assembly 30 with respect to the world coordinate system.

Thus, in Fig. 27F, there is a vector \( \vec{V}_{\text{mast}} 2116 \) that represents a position 2770 of the forks 42A and 42B, along the vector direction 2775, in world system coordinates relative to the world coordinate origin 2706. The position 2770 of the forks 42A and 42B can be considered as an origin of a fork coordinate system that along with three orthogonal axes 2707A, 271 IA, and 2705A define a fork coordinate system. Within the fork coordinate system a vector \( \vec{V}_{\text{forks}} 2114 \) represents a location 2704 of a pallet in fork system coordinates relative to the fork location 2770. As discussed before, there is a camera location 2708 that defines an origin of a camera coordinate system that along with three orthogonal axes 2707B, 271 IB, and 2705B define a camera coordinate system. Accordingly, there is a vector \( \vec{V}_{\text{cam}} 2118 \) that represents the location 2704 of the pallet in camera system coordinates relative to the camera location 2708.

The axes 2707B, 271 IB, 2705B of the camera coordinate system may be rotated relative to the axes 2707A, 271 IA, 2705A of the fork coordinate system and may also be translated relative to the fork coordinate system as well. Thus, the pallet location 2704 in the fork coordinate system can be transformed into a location in the camera coordinate system according to Equation 15B:
\[
\begin{bmatrix}
X_c \\
Y_c \\
Z_c 
\end{bmatrix} = 
\begin{bmatrix}
R_{\text{cam-forks}} 
\end{bmatrix}
\begin{bmatrix}
X_f \\
Y_f \\
Z_f 
\end{bmatrix} + 
\begin{bmatrix}
t_{\text{fxbias}} \\
t_{\text{fybias}} \\
t_{\text{fzbias}}
\end{bmatrix}
\]

where:
\[
\vec{v}_{\text{cam}} = \begin{bmatrix}
X_c \\
Y_c \\
Z_c 
\end{bmatrix}
\] the coordinates of the pallet location 2704 in camera system coordinates;
\[
\begin{bmatrix}
R_{\text{cam-forks}}
\end{bmatrix} = \begin{bmatrix}
\text{ref}_{00} & \text{ref}_{01} & \text{ref}_{02} \\
\text{ref}_{10} & \text{ref}_{11} & \text{ref}_{12} \\
\text{ref}_{20} & \text{ref}_{21} & \text{ref}_{22}
\end{bmatrix}
\] a rotation matrix that represents the rotation of the camera coordinate system relative to the fork coordinate system;
\[
\vec{v}_{\text{forks}} = \begin{bmatrix}
X_f \\
Y_f \\
Z_f 
\end{bmatrix}
\] the coordinates of the pallet location 2704 in the fork coordinate system; and
\[
\begin{bmatrix}
t_{\text{fxbias}} \\
t_{\text{fybias}} \\
t_{\text{fzbias}}
\end{bmatrix}
\] is a translation vector representing a displacement of the camera coordinate system origin 2708 relative to the fork coordinate system origin 2770 along the direction of the axes 2707A, 2711A, and 2705A of the fork coordinate system.

The location of the fork coordinate system origin 2770 is provided according to Equation 15C:
\[
\vec{v}_{\text{mast}} = \begin{bmatrix}
R_{\text{mast-world}}
\end{bmatrix}
\begin{bmatrix}
0 \\
t_y \\
0
\end{bmatrix}
\]

where:
\[
\vec{v}_{\text{mast}}
\] is the location, in world system coordinates, of the fork location 2770;
\[
\begin{bmatrix}
R_{\text{mast-world}}
\end{bmatrix} = \begin{bmatrix}
\text{rmw}_{00} & \text{rmw}_{01} & \text{rmw}_{02} \\
\text{rmw}_{10} & \text{rmw}_{11} & \text{rmw}_{12} \\
\text{rmw}_{20} & \text{rmw}_{21} & \text{rmw}_{22}
\end{bmatrix}
\] a rotation matrix that represents the rotation of the mast assembly 30 relative to the world coordinate system axes 2707, 2711, and 2705; and
\[
\begin{bmatrix}
0 \\
t_y \\
0
\end{bmatrix}
\] is a translation vector representing the displacement of the forks 42A and 42B from the world coordinate origin 2706 in a direction along the vector 2775.
If the axes 2707A, 2711A, and 2705A of the fork coordinate system are rotationally aligned with the axes 2707, 2711, and 2705 of the world coordinate system, then the vector $\vec{v}_{\text{world}}$ is, by vector addition, given according to Equation 15D:

$$\vec{v}_{\text{world}} = \vec{v}_{\text{mast}} + \vec{v}_{\text{forks}}$$

Multiplying both sides of Equation 15D by $[R_{\text{cam-forks}}]$ provides:

$[R_{\text{cam-forks}}]\vec{v}_{\text{world}} = [R_{\text{cam-forks}}][R_{\text{mast-world}}] \begin{bmatrix} 0 \\ t_y \\ 0 \end{bmatrix} + [R_{\text{cam-forks}}]\vec{v}_{\text{forks}}$

which, by substituting in Equation 15C, provides:

$$[R_{\text{cam-forks}}]\vec{v}_{\text{world}} = [R_{\text{cam-forks}}][R_{\text{mast-world}}] \begin{bmatrix} 0 \\ t_y \\ 0 \end{bmatrix} + [R_{\text{cam-forks}}]\vec{v}_{\text{forks}}$$

The terms of Equation 15B can be rearranged to provide that:

$$\begin{bmatrix} X_c \\ Y_c \\ Z_c \end{bmatrix} - \begin{bmatrix} tcf_{x\text{bias}} \\ tcf_{y\text{bias}} \\ tcf_{z\text{bias}} \end{bmatrix} = [R_{\text{cam-forks}}] \begin{bmatrix} X_f \\ Y_f \\ Z_f \end{bmatrix}$$

which can be substituted in the above equation to provide Equation 15E:

$$[R_{\text{cam-forks}}]\vec{v}_{\text{world}} = [R_{\text{cam-forks}}][R_{\text{mast-world}}] \begin{bmatrix} 0 \\ t_y \\ 0 \end{bmatrix} + [R_{\text{cam-forks}}]\vec{v}_{\text{forks}}$$

The terms in Equation 15E can be rearranged to produce Equation 15F as follows:

$$[R_{\text{cam-forks}}]\vec{v}_{\text{world}} - [R_{\text{cam-forks}}][R_{\text{mast-world}}] \begin{bmatrix} 0 \\ t_y \\ 0 \end{bmatrix} + [R_{\text{cam-forks}}]\vec{v}_{\text{forks}} = \begin{bmatrix} X_c \\ Y_c \\ Z_c \end{bmatrix} - \begin{bmatrix} tcf_{x\text{bias}} \\ tcf_{y\text{bias}} \\ tcf_{z\text{bias}} \end{bmatrix}$$

The two 3x3 rotation matrices $[R_{\text{cam-forks}}]$ and $[R_{\text{mast-world}}]$ multiply together to form a composite 3x3 rotation matrix with elements whose values depend on both

$$\begin{bmatrix} rcf_0 & rcf_0 & rcf_{02} \\ rcf_{10} & rcf_{11} & rcf_{12} \\ rcf_{20} & rcf_{21} & rcf_{22} \end{bmatrix} \text{ and } \begin{bmatrix} rmw_{00} & rmw_{01} & rmw_{02} \\ rmw_{10} & rmw_{11} & rmw_{12} \\ rmw_{20} & rmw_{21} & rmw_{22} \end{bmatrix}.$$ However, when multiplied out with the translation vector $\begin{bmatrix} 0 \\ t_y \\ 0 \end{bmatrix}$, the result is a 3x1 translation vector that can be conceptualized as $\begin{bmatrix} a_r t_y \\ \beta_r t_y \\ \gamma_r t_y \end{bmatrix}$ where the values for $a_r$, $\beta_r$, and $\gamma_r$ depend on the elements of the composite rotation matrix. Thus, Equation 15F can be rearranged to provide Equation 15G:
where:

\[
\vec{v}_{\text{world}} = \begin{bmatrix} X_w \\ Y_w \\ Z_w \end{bmatrix}
\]

is the location in world system coordinates of the pallet location 2704.

Incorporating the negative sign into the values \(a_r\), \(\beta_r\), and \(\gamma_r\) allows Equation 15G to be written more simply as Equation 15H:

\[
\begin{bmatrix} X_c \\ Y_c \\ Z_c \end{bmatrix} = [R_{\text{cam-forks}}] \begin{bmatrix} X_w \\ Y_w \\ Z_w \end{bmatrix} + \begin{bmatrix} \alpha_r t_y + tcf_{x bias} \\ \beta_r t_y + tcf_{y bias} \\ \gamma_r t_y + tcf_{z bias} \end{bmatrix}
\]

which is similar in form to the original Equations 15A and 17A discussed above.

Thus, similar to Equation 17A, Equation 15H can be rewritten in homogenous coordinates as Equation 17B:

\[
\begin{bmatrix} X_c \\ Y_c \\ Z_c \end{bmatrix} = [R_{\text{cam-forks}}] \begin{bmatrix} X_w \\ Y_w \\ Z_w \\ 1 \end{bmatrix}
\]

Thus, Equation 17B represents an alternative way to calculate camera coordinates \(\begin{bmatrix} X_c \\ Y_c \\ Z_c \end{bmatrix}\) of the pallet location 2704. This alternative method takes into account that the displacement \(t_y\) along the direction of the vector 2775 (e.g., the mast assembly 30) does not necessarily occur in the same direction as the Y-axis 271 of the world coordinate system.

Similar to Equation 19A discussed above, camera coordinates in accordance with this alternative method are related to image pixel locations according to Equation 19B:

\[
\begin{bmatrix} x_{\text{col}} \\ y_{\text{row}} \\ 1 \end{bmatrix} = [K] \begin{bmatrix} X_w \\ Y_w \\ Z_w \end{bmatrix}
\]

where

\[
[K] = \begin{bmatrix} f_x & 0 & x_0 \\ 0 & f_y & y_0 \\ 0 & 0 & 1 \end{bmatrix}
\]

Parameter estimation practicalities suggest some changes may be made to Equation 19B. A non-zero value for \(tcf_{z bias}\) may imply a multiplicity of solutions. Second, it has been observed that attempts to estimate \(\beta_t\) tend to produce a trivial solution of all zeros. Hence, two assumptions may be made that help simplify Equation 19B: first, the value of \(tcf_{z bias} = 0\) and, secondly, \(\beta_t = 1\). Using these assumptions, Equation 19B can be written as Equation 19C:
When solved, the particular form of Equation 19C shown above results in height estimates, i.e., values for \( Y_w \), that have an appropriate magnitude but are negative in sign. Thus, other algorithms and methods that perform calculations using a \( Y_w \) value can be appropriately designed to account for the negatively signed \( Y_w \) values. Equation 19C relates the pallet location 2704, up to a scale factor \( \Lambda \), with a gray scale image pixel location \((x_{col}, y_{row})\). This implies that the left and right sides of Equation 19C are collinear vectors which results in a zero cross-product. The cross product equation, similar to Equation 20A is:

\[
\text{Equation 20B: } \begin{bmatrix} x_{col} \\ y_{row} \\ 1 \end{bmatrix} \times \begin{bmatrix} R_{cam-forks} & \alpha_r t_y + tc f_{xbias} \\ & t_y + tc f_{ybias} \\ & y_r t_y \end{bmatrix} \begin{bmatrix} X_w \\ Y_w \\ Z_w \\ 1 \end{bmatrix} = 0
\]

Similar to the steps discussed above, the cross-product equation of Equation 20B provides a pair of linear equations that can be collected for a number of observations and solved for the pallet location \((X_w, Y_w, Z_w)\). For a single observation, \( n \), of a pallet when the displacement of the forks 42A and 42B is \( t_{y} n \), the two linear equations are given by Equation 30G:

\[
\begin{bmatrix} a_n & b_n & c_n \\ d_n & e_n & f_n \end{bmatrix} \begin{bmatrix} X_w \\ Y_w \\ Z_w \end{bmatrix} = \begin{bmatrix} f_x(t c f_{xbias} + \alpha_r t_{y} n) - y_r t_{y} n(x_{col} n - x_0) \\ f_y(t_{y} n + t c f_{ybias}) - y_r t_{y} n(y_{row} n - y_0) \end{bmatrix}
\]

where:

\[
\begin{align*}
a_n &= x_{col} n r c f_{20} - f x r c f_{00} - X o r c f_{20} \\
b_n &= x_{col} n r c f_{21} - f x r c f_{01} - X o r c f_{21} \\
c_n &= x_{col} n r c f_{22} - f x r c f_{02} - X o r c f_{22} \\
d_n &= y_{row} n r c f_{20} - f y r c f_{i0} - y_0 r c f_{20} \\
e_n &= y_{row} n r c f_{21} - f y r c f_{i1} - y_0 r c f_{21} \\
f_n &= y_{row} n r c f_{22} - f y r c f_{12} - y_0 r c f_{22}
\end{align*}
\]

Similar to before, multiple observations of a pallet location can be collected and used to solve for the pallet location \((X_w, Y_w, Z_w)\) in a least squares manner.

The above methods for solving for the pallet location \((X_w, Y_w, Z_w)\) may be susceptible to error in the sense that one bad observation may undesirably skew the least-squares estimate. Thus, in a set of observations \((x_{col} i_n, y_r o w_n)\) of a pallet location 2704 there may be one or more observations that should not be considered when solving Equation 28A (or
Equation 28B or Equation 31A) for the pallet location. RANSAC is an abbreviation for "RANdomSAmple Consensus" which is an iterative method to estimate parameters of a mathematical model from a set of observed data which contains outliers. A basic assumption is that the data consists of "inliers" which are data whose distribution can be explained by some set of model parameters, and "outliers" which are data that do not fit the model. In addition to this, the data can be subject to noise. The outliers can come, for example, from extreme values of the noise or from erroneous measurements or incorrect hypotheses about the interpretation of data.

Fig. 27D depicts a flowchart of an exemplary method of applying RANSAC to the multiple observation image pixel locations used to determine a pallet location \((X_w, Y_w, Z_w)\). Each iteration of the RANSAC method selects a minimum sample set which is then used to identify a respective consensus set of data. By repeating such iterations for different minimum sample sets, more than one consensus set can be identified. Ultimately, the largest consensus set from among the different consensus sets can then be used when performing subsequent calculations.

For a scored candidate object in the ExistingObjectlist, there will be a number of different observation image pixel locations \((x_{col_n}, y_{row_n})\) collected from \(n\) image frames associated with that particular scored candidate object in the ExistingObjectlist, wherein the actual pixel location corrected for image distortion, as discussed below, is stored in the measurement list of the ExistingObjectlist. In step 2730, the image analysis computer 110 determines if there are more image pixel locations to test or if a predetermined maximum number of iterations have been performed already. Initially, all the different observation image pixel locations, i.e., which comprise actual pallet pixel coordinates corrected for image distortion, are available for selection, so the process continues with step 2732. In step 2732, the image analysis computer 110 randomly selects two of these observation image pixel locations, which can be referred to as a minimum sample set (MSS). The two observation image pixel locations are flagged so that they are not used again in a subsequent iteration. Using the MSS, the image analysis computer 110 solves Equation 28A (or equation 28B or equation 31A), in a least squares manner, for \((X_w, Y_w, Z_w)\), in step 2734. For example, if respective image pixel locations from gray scale images \(n=3\) and \(n=6\) are randomly selected, then Equation 26B is realized as:
and can be used, as shown in Equation 28B, for example, to estimate a least-squares solution for \((X_w, Y_w, Z_w)\). This solution can be referred to as the "MSS model" as it is the estimate for \((X_w, Y_w, Z_w)\) using only the MSS. In step 2736, an error value is calculated that is based on the error between each image pixel location in the MSS and the MSS model. In particular, the squared error of each observation image pixel location with the MSS model is calculated. For example, the squared error, \(\epsilon_n\), where rotation of the camera coordinate system about only the X-axis is contemplated, may be calculated according to:

Equation 32A:

\[
\epsilon_n = (Z_w(x_{col_n} - x_0)\cos\theta_{en} + Y_w(x_{col_n} - x_0)\sin\theta_{en} - X_wf_x - f_xt_{xbias})^2 + \\
(Z_w((y_{row_n} - y_0)\cos\theta_{en} + f_y\sin\theta_{en}) + Y_w((y_{row_n} - y_0)\sin\theta_{en} - f_y\cos\theta_{en}) - f_y(t_{y_n} + t_{ybias}))^2
\]

In the more general case, where the conceptual rotation matrix \([R_{cam}]\) of Equation 30E is used, then the squared error, \(\epsilon_n\), may be calculated according to Equation 32B:

\[
\epsilon_n = (a_nX_w + b_nY_w + c_nZ_w - f_xt_{xbias})^2 + (d_nX_w + e_nY_w + f_nZ_w - f_y(t_{y_n} + t_{ybias}))^2
\]

In the specific MSS of this example, two squared error values (i.e., \(\epsilon_3\) and \(\epsilon_6\)) are calculated in step 2736. Using these two squared error values, the standard deviation, \(\sigma_e\), for the two error values is calculated and, in step 2738, the image analysis computer calculates a threshold value, \(\delta\), according to:

Equation 33:

\[
\delta = 1.0\sigma_e
\]

In step 2740, the image analysis computer 110 determines, for this scored candidate object, a respective error for each of the remaining observation image pixels locations not in the MSS by employing Equation 32A (or Equation 32B) and the \(X_w, Y_w, Z_w\) values, i.e., the MSS model, determined by way of Equation 28A (or Equation 28B or Equation 31A) using the MSS. The image analysis computer 110 then determines all of the observation image pixel locations, i.e., those not in the MSS, that have an error (according to Equation 32A or 32B) that is less than the threshold \(\delta\). The observation image pixel locations which are
identified in step 2740 are the consensus set for this particular iteration of the RANSAC method using this particular MSS. If this consensus set is larger than any previously determined consensus set, then it is stored in step 2742 as the largest consensus set. If this consensus set is not larger than any previously determined consensus set, then the largest consensus set that is stored remains stored.

The RANSAC method returns to step 2730 where the image analysis computer 110 determines if there are any more observation image pixel locations to try as the MSS or if the predetermined maximum number of iterations has been performed. For example, the iterations may be limited to about 20, if desired. Eventually, this threshold will be reached or all of the observation image pixel locations will have been selected for inclusion in at least one MSS. Once that happens, the image analysis computer 110 can use the observation image pixel locations in the largest consensus set to solve Equation 28A (or Equation 28B or Equation 31A) for \((X_w, Y_w, Z_w)\) in step 2744. Thus, the solution for the pallet location 2704 may not necessarily use "outlier" observation image pixel locations that would introduce unwanted error into the solution. However, the outlier observation image pixel locations can remain in the record for this scored candidate object in the ExistingObjectlist.

Once the pallet location 2704 is determined, the vehicle computer 50 can control the placement of the forks 42A and 42B so that the forks can engage the pallet 2702, as discussed further below.

The above discussion about the projection of a pallet location 2704 \((X_w, Y_w, Z_w)\) to an observation image pixel location \((x_{co}, y_{row})\) uses a simplified model that does not take into consideration distortion that may be introduced by the lens of the imaging camera 130. Thus, a measured image pixel location identified using an actual imaging camera 130 having lens distortion may be at a location 2723 (See Fig. 27C), which is different than if the pallet location 2704 had been projected through an ideal lens undistorted onto the image plane 2712 at point 2718 as was used to develop the equations described above. To account for the potential of lens distortion, the simplified projection model can be expanded. In the simplified projection model, Equation 16 can be rearranged to provide:

\[
\text{Equation 34: } x_{col} = f_x x'' + x_0 \quad \text{and} \quad y_{ow} = f_y y'' + y_0
\]

where the undistorted camera coordinates are considered to be:

\[
x'' = \frac{X_c}{Z_c} \quad \text{and} \quad y'' = \frac{Y_c}{Z_c}
\]
The distortion of a lens may include tangential distortion coefficients \((p_1, p_2)\) and radial distortion coefficients \((k_1, k_2, k_3)\), which coefficients are defined for a particular camera lens as is well known in the art. One common model to account for lens distortion is to extend the original transformation model, Equation 34, according to:

Equation 35: 

\[
\begin{align*}
    x_{co,i} &= f_x x' + x_0 \\
    y_{row} &= f_y y' + y_0
\end{align*}
\]

where: \(x'\) and \(y'\) are considered to be the distorted camera coordinates and are related to the undistorted camera coordinates \(x'', y''\) according to:

\[
\begin{align*}
    x'' &= x'(1 + k_1 r^2 + k_2 r^4 + k_3 r^6) + 2 p_1 x' y' + p_2 (r^2 + 2 x'^2) \\
    y'' &= y'(1 + k_1 r^2 + k_2 r^4 + k_3 r^6) + 2 p_2 x' y' + p_1 (r^2 + 2 y'^2); \quad \text{and} \\
    r^2 &= x'^2 + y'^2
\end{align*}
\]

When identifying measured image pixel locations and when predicting where an image pixel location may be located in a subsequent image frame, to be discussed below, some of the calculations may occur within the projection model that has been expanded to consider lens distortion and other calculations may occur within the simplified projection model that does not consider lens distortion. With the addition of the expanded projection model there can now be two different types of image pixel locations — undistorted image pixel coordinates and distorted image pixel coordinates. Techniques for translating between distorted and undistorted values may simplify computations and calculations at different steps in the image analysis processes as more fully described below.

An actual gray scale image that is acquired by the imaging camera 130 and analyzed by the image analysis computer 110 involves an actual lens, not an ideal lens. Thus, when the image analysis computer 110 measures and analyzes image pixel locations for a gray scale image or other calculated images derived from the gray scale image, the image pixel coordinates may be in distorted image space. As mentioned above, it may be beneficial to translate those pixel coordinates into the projection model of Equation 34, which can be referred to as undistorted image space. To help distinguish between the pixel coordinates in the two different types of image space, an additional modifier can be added to the subscript for a coordinate location \((x_{eoi}, y_{row})\) - Coordinates for pixel locations in distorted image space (according to Equation 35) can be referred to as \((x_{D \cdot co}, y_{D \cdot row})\) and the coordinates for pixel locations in undistorted image space (according to Equation 34) can be referred to as \((x_{UD \cdot co}, y_{UD \cdot row})\).

To convert undistorted pixel coordinates \((x_{UD \cdot co}, y_{UD \cdot row})\) to distorted image space, Equation 34 is used to determine \(x''\) and \(y''\) according to:
\[ X' = \frac{(X-uO-col - x_0)/fx}{a} \quad \text{and} \quad y' = \frac{(yD-row - y_0)/fy}{a} \]

using these values for \( x'' \) and \( y'' \), the terms \( x' \) and \( y' \) of Equation 35 are calculated according to:

\[ x'' = x'(1 + k_1r^2 + k_2r^4 + k_3r^6) + 2p_1x'y' + p_2(r^2 + 2x'^2) \]
\[ y'' = y'(i + k_1r^2 + k_2r^4 + k_3r^6) + 2p_2x'y' + p_1(r^2 + 2y'^2) \]

The above two equations can be rearranged to produce:

\[ x' = \frac{1}{(1 + k_1r^2 + k_2r^4 + k_3r^6)} (x'' - 2p_1x'y' - p_2(r^2 + 2x'^2)) \]
\[ y' = \frac{1}{(1 + k_1r^2 + k_2r^4 + k_3r^6)} (y'' - 2p_2x'y' - p_1(r^2 + 2y'^2)) \]

Each of the above two equations cannot be solved directly but may be solved using an iterative approach that will converge to a respective value for \( x' \) and \( y' \) wherein:

\[ x'(t + 1) = \frac{1}{(1 + k_1r^2 + k_2r^4 + k_3r^6)} (x''(t) - 2p_1x'(t)y'(t) + p_2(r^2 + 2x'(t)^2)) \]
\[ y'(t + 1) = \frac{1}{(1 + k_1r^2 + k_2r^4 + k_3r^6)} (y''(t) - 2p_2x'(t)y'(t) + p_1(r^2 + 2y'(t)^2)) \]

where \( t \) is the index value denoting the iteration. Thus, the left hand sides of the equations are calculated and used in the next iteration in the right hand sides. The iterative process starts (i.e., \( t=0 \)) with an initial estimate for \( x'(0) \) and \( y'(0) \) and continues for a number of iterations until the error between successive iterations is sufficiently small. As an example, the error can be the Euclidian distance between two estimates for \((x', y')\). Thus, the error can be calculated as:

\[ \text{error} = \sqrt{(x'(t+1) - x'(t))^2 + (y'(t+1) - y'(t))^2} \]

The iterations continue until the error is smaller than a predetermined threshold value such as, for example, 0.0001.

In one example embodiment, the initial estimate values for the iterative process can be: \( x'(0) = x'' \) and \( y'(0) = y'' \).

Once the values for \( x' \) and \( y' \) are calculated, they can be used in Equation 35 to determine the distorted location coordinates:

\[ x_{D-col} = fxx' + x_0 \quad \text{and} \quad y_{D-row} = fyV' + y_0 \]
Conversion of distorted image space pixel coordinates \((x_{D-coi}, y_{D-row})\) to undistorted image space pixel coordinates \((x_{UD-coi}, y_{UD-row})\) can be accomplished in a similar manner. First, Equation 35 is used to determine \(x'\) and \(y'\) according to:

\[
x' = \left( x_{D-coi} - o_x \right) / f_x \quad \text{and} \quad y' = \left( y_{D-row} - o_y \right) / f_y
\]

using these values for \(x'\) and \(y'\), the terms \(x''\) and \(y''\) of Equation 34 are calculated according to:

\[
x'' = x'(1 + k_1 r^2 + k_2 r^4 + k_3 r^6) + 2 p_2 x' y' + p_2 (r^2 + 2 x'^2)
\]

\[
y'' = y'(1 + k_1 r^2 + k_2 r^4 + k_3 r^6) + 2 p_2 x' y' + p_1 (r^2 + 2 y'^2)
\]

Once the values for \(x''\) and \(y''\) are calculated, they can be used in Equation 34 to determine the undistorted location coordinates:

\[
x_{UD-coi} = f x'' + o_x \quad \text{and} \quad y_{UD-row} = f y'' + o_y
\]

Example values for lens distortion coefficients, for a 480x752 pixel image captured using a 5.5mm focal length lens focused at infinity, can be:

\[
k_1 = 0.1260, \quad k_2 = -1.0477, \quad k_3 = 2.3851^\wedge = -0.0056, \quad p_2 = -0.0028
\]

Example values for lens distortion coefficients, for a 240x376 pixel image captured using a 5.5mm focal length lens focused at infinity, can be:

\[
k_1 = 0.091604, \quad k_2 = -0.235003, \quad k_3 = 0, \quad p_1 = -0.003286, \quad p_2 = -0.010984
\]

One particular example of converting between distorted and undistorted image space can involve the locating of pallet lower center points for scored candidate objects and then predicting their location and calculating a corresponding prediction window in a subsequent image frame.

Returning to Fig. 25, for each image frame in which the scored candidate object is detected, a respective measured undistorted pixel location value \((x_{UD-coi}, y_{UD-row})\) is maintained. As alluded to above, and discussed in more detail below, this value is an actual pixel location measured in a gray scale image by the imaging analysis computer 130 which may be corrected for distortion. A next image frame is to be acquired, in step 2505, such that between the two image frames, the imaging camera has moved a known distance, \(t_{dp_{li}}\), in the \(y\) direction and has not moved in either the \(x\) direction or \(z\) direction.

In the simplified, or undistorted, projection model, the perspective projection equation (Equation 19A) provides that, in general, a world point is projected to a location on an image plane according to Equation 36A:
where:

\[
\begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix}
\]

are the homogenous coordinates for a world point located at \((X_w, Y_w, Z_w)\) relative to a world coordinate system origin,

\( [K] \) is a 3x3 intrinsic camera matrix;

\( [R_{cam}] \) is a 3x3 rotation matrix describing the relative orientation of a coordinate system of the camera and the world coordinate system;

\( [T_{cam}] \) is 3x1 translation vector describing a displacement of the camera origin location between two image frames;

\[
\begin{bmatrix}
u \\ v \\ \xi
\end{bmatrix}
\]

are the homogenous coordinates for a projected pixel location on the image plane, which (referring back to Equation 19A) relate to pixel locations \((x_{coi}, y_{row})\) such that \(u = \xi x_{coi}\) and \(v = \xi y_{row}\); and

\(\xi\) represents an unknown scale factor that can be estimated as a state variable of a Kalman filter, as explained below.

Equation 36A can be used for two successive image frames in which the camera moves between the acquisition of each frame. As between two successive image frames, a translation vector, \( T_{diff} \), represents the relative translation of the camera between the two image frames. In other words, if the camera position when the second image frame is acquired is considered as being relative to the camera position when the first image frame is acquired, then the translation vector for the first image frame to be used in Equation 36A is

\[
T_{cam} = \begin{bmatrix} 0 \\ 0 \\ 0 \end{bmatrix},
\]

and the translation vector for the second image frame to be used in Equation 36A is

\[
T_{\text{diff}} = \begin{bmatrix} 0 \\ t_{\text{diff}} \\ 0 \end{bmatrix}.
\]

Thus, for the first image frame, Equation 36A provides an Equation 36B:
This equation can be rearranged to provide Equation 36C:

\[
\begin{bmatrix}
[u_1] \\
v_1 \\
[\xi_1]
\end{bmatrix} = [K] \begin{bmatrix}
r_{00} & r_{01} & r_{02} & 0 \\
r_{10} & r_{11} & r_{12} & 0 \\
r_{20} & r_{21} & r_{22} & 0
\end{bmatrix} \begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix}
\]

One property of any rotation matrix is that it is orthonormal which means that 

\[ [R]^T[R] = I. \]

Multiplying both sides by \([R]^T\) and relabeling the left-hand side with the following Equation 36D:

\[
\begin{bmatrix}
a \\
b \\
c
\end{bmatrix} = [K]^{-1} \begin{bmatrix}
[u_1] \\
v_1 \\
[\xi_1]
\end{bmatrix}
\]

allows Equation 36C to be transformed into Equation 36E:

\[
[R_{cam}]^T \begin{bmatrix}
a \\
b \\
c
\end{bmatrix} = [R_{cam}]^T \begin{bmatrix}
r_{00} & r_{01} & r_{02} & 0 \\
r_{10} & r_{11} & r_{12} & 0 \\
r_{20} & r_{21} & r_{22} & 0
\end{bmatrix} \begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix}
\]

which simplifies to Equation 36F:

\[
[R_{cam}]^T \begin{bmatrix}
a \\
b \\
c
\end{bmatrix} = \begin{bmatrix} 1 & 0 & 0 & 0 \\
0 & 1 & 0 & 0 \\
0 & 0 & 1 & 0
\end{bmatrix} \begin{bmatrix}
X_w \\
Y_w \\
Z_w
\end{bmatrix}
\]

Because the location of the world point is in the form of homogeneous coordinates

\[
\begin{bmatrix}
X_w \\
Y_w \\
Z_w \\
1
\end{bmatrix}
\]

(i.e., \(\omega X_w, \omega Y_w, \omega Z_w\)), an equivalent set of homogeneous coordinates for this same world point are also

\[
\begin{bmatrix}
\omega X_w \\
\omega Y_w \\
\omega Z_w \\
\omega
\end{bmatrix}
\]

provided by: \(\omega X_w, \omega Y_w, \omega Z_w\) \(\omega\). Using these equivalent homogeneous coordinates in Equation 36F

provides for Equation 36G:

\[
[R_{cam}]^T \begin{bmatrix}
a \\
b \\
c
\end{bmatrix} = \begin{bmatrix} 1 & 0 & 0 & 0 \\
0 & 1 & 0 & 0 \\
0 & 0 & 1 & 0
\end{bmatrix} \begin{bmatrix}
\omega X_w \\
\omega Y_w \\
\omega Z_w \\
\omega
\end{bmatrix}
\]

and multiplying out the right-hand side produces Equation 36H:
Using the homogenous coordinate representation of the world point that also includes $\omega$, the projection equation for the second image frame is provided by Equation 361:

$$
\begin{bmatrix}
u_2 \\ v_2 \\ \xi_2 \\
\end{bmatrix} =
[K] 
\begin{bmatrix}
r_{00} & r_{01} & r_{02} & 0 \\
r_{10} & r_{11} & r_{12} & tdiff \\
r_{20} & r_{21} & r_{22} & 0 \\
\end{bmatrix} 
\begin{bmatrix}
\omega X_w \\
\omega Y_w \\
\omega Z_w \\
\omega \\
\end{bmatrix}
$$

where $\omega$ is another unknown scale factor that can be estimated as a state variable of a Kalman filter as described below. Equation 361 in condensed notation can be written as

$$
\begin{bmatrix}
u_2 \\ v_2 \\ \xi_2 \\
\end{bmatrix} =
[K][R_{cam} | T_{cam}]
\begin{bmatrix}
\omega X_w \\
\omega Y_w \\
\omega Z_w \\
\omega \\
\end{bmatrix}
$$

where $T_{cam} = \begin{bmatrix} 0 & t_{diff} \\ 0 & 0 \end{bmatrix}$

using Equation 36H on the right-hand side of Equation 36J provides Equation 36K:

$$
\begin{bmatrix}
u_2 \\ v_2 \\ \xi_2 \\
\end{bmatrix} = [K][R_{cam} | T_{cam}]
\begin{bmatrix}
\omega X_w \\
\omega Y_w \\
\omega Z_w \\
\omega \\
\end{bmatrix}
$$

The right-hand side of Equation 36K, when multiplied out becomes Equation 36L below. This result relies on the rotation matrix being orthonormal so that the rotation matrix multiplied by its transpose results in an identity matrix.

Equation 36L:

$$
\begin{bmatrix}
u_2 \\ v_2 \\ \xi_2 \\
\end{bmatrix} = [K]\begin{bmatrix}
\alpha \\
\beta \\
\gamma \\
\end{bmatrix} + \omega [T_{cam}]
$$

Equation 36D can be substituted into Equation 36L to provide Equation 36M:

$$
\begin{bmatrix}
u_2 \\ v_2 \\ \xi_2 \\
\end{bmatrix} = [K]^{-1}\begin{bmatrix}
u_1 \\ v_1 \\ \xi_1 \\
\end{bmatrix} + \omega [T_{cam}]
$$

This equation can be simplified to reveal Equation 36N:

$$
\begin{bmatrix}
u_2 \\ v_2 \\ \xi_2 \\
\end{bmatrix} = [K][\omega [T_{cam}]]
$$
Thus, Equation 36N provides a model that describes how the projection of a world point will change between successive image frames that are acquired such that the camera moves an amount $w_k$ in the $y$-direction between the image frames. In particular, the model predicts that the projection location \( \begin{bmatrix} u_2 \\ v_2 \\ \xi_2 \end{bmatrix} \) for the next image frame can be calculated based on the projection location \( \begin{bmatrix} u_1 \\ v_1 \\ \xi_1 \end{bmatrix} \) of the previous image frame and the movement, $T_{\text{cam}}$, of the imaging camera 130 between the two image frames.

In particular, for \([K] = \begin{bmatrix} f_x & 0 & x_0 \\ 0 & f_y & y_0 \\ 0 & 0 & 1 \end{bmatrix}\), Equation 36N provides

\[
\text{Equation 37: } u_2 = u_1 + \omega y t_{\text{diff}} \quad \text{and} \quad v_2 = v_1 + \omega f_y t_{\text{diff}}
\]

Thus, Equation 37 reveals that, in undistorted image space, a subsequent state for a projection location can be calculated from the previous state and a value $t_{\text{diff}}$. The subsequent state relies on the values for $u_1, v_1, \gamma, \omega, f_y$, and also a current value for $t_{\text{diff}}$.

This is the type of system or model with which a Kalman filter can be utilized to estimate the state of the system; in this particular example, the state of the system can include an estimate of the projected location of a scored candidate object being tracked between image frames.

In general, a Kalman filter is a recursive algorithm that operates in real time on a stream of noisy input observation data. In terms of the image analysis system described herein, the observation data for a scored candidate object are the sequence of location coordinates of that scored candidate object as it is identified and tracked through a sequence of images. The Kalman filter also generates a prediction of a future state of the system based on the model underlying the observation data. In terms of the image analysis system described herein, the prediction is performed in step 2504 of Fig. 25 when an unadjusted predicted location for a scored candidate object in a next image frame is calculated. The model's unadjusted predicted location, or preliminary predicted location, is compared to the scored candidate object's actual measured image pixel location for that image frame and this difference is scaled by a factor referred to as the "Kalman Gain". The scaled difference is provided as feedback into the model for the purpose of adjusting the preliminary or unadjusted predicted location and thereby improving subsequent predictions.
At each time step, or iteration, the Kalman filter produces estimates of unknown values, along with their uncertainties. Once the outcome of the next measurement is observed, these estimates are updated using a weighted average, with more weight given to estimates with lower uncertainty. The weights are calculated from the covariance, a measure of uncertainty, of the prediction of the system’s state. The result is a new state estimate (or adjusted prediction) that lies in between the unadjusted or preliminary predicted system state and the measured, or observed, system state. In many applications, such as this one, the internal state of the modeled system can include more state variables than just the measurable or observable variables; however, the Kalman filter can be used to estimate all of the state variables. Thus, estimates for the variables $y$, $\omega$, and $f_y$ can be calculated for different iterations of the Kalman filter and their respective values may vary over time such that respective values for $y(t)$, $\omega(t)$, and $f_y(t)$ may be different for different iterations.

The Kalman filter begins with the following matrices: a state-transition model $\Phi$; an observation model $H$, a covariance of the modeled process noise $Q$; and a covariance of the observation noise $R$. The covariance matrices $Q$ and $R$ can be experimentally calculated by making multiple observations and analyzing the resulting data.

Using the conventional index "$t$" instead of the numerical subscripts of Equation 37 to represent the iterative sequence of the different variables in the Kalman filter, Equation 37 provides two equations that represent the model's current unadjusted prediction of the (fi(t), $\hat{v}(t)$) projection location of a scored candidate object in undistorted image space in a next image frame based on its previous, estimated state or adjusted predicted projection location ($u(t-1)$, $v(t-1)$) from a prior image frame where:

$$fi(t) = u(t - 1) + (\omega(t - 1) \gamma(t - \ell)_{diff}$$

$$\bar{v}(t) = v(t - 1) + (\omega(t - 1)\gamma(t - \ell)_{diff}$$

As explained more fully below, there are some variables in the Kalman filter for which a preliminary or unadjusted prediction is calculated and then later adjusted. For a particular iteration of the Kalman filter an unadjusted predicted value for a variable is denoted with a ^ accent mark above the variable symbol. Based on the operation of the Kalman filter, however, this unadjusted predicted value can be adjusted with an updated prediction value and a variable for an adjusted predicted value is denoted by omitting the ^ accent mark above the variable symbol. Not all variables within the Kalman filter are first preliminarily predicted and then adjusted; those variables which are not adjusted may also typically be denoted by omitting the ^ accent mark above the variable name.
As discussed later, $\xi$, the scaling factor from the homogeneous coordinates of previous equations (e.g., Equation 36A) is also included as one of the state variables, or factors, that comprise the Kalman filter. Using these factors, one exemplary set of unadjusted prediction equations for a current unadjusted predicted state $\hat{Z}(t)$ of a Kalman filter can be defined as:

$$
[2(0)] = \begin{bmatrix}
    u(t) \\
    \hat{\theta}(t) \\
    \hat{\omega}(0) \\
    \hat{\gamma}(0) \\
    \hat{f}_y(0)
\end{bmatrix}
$$

where:

$$
\begin{align*}
    u(t) &= u(t - 1) + (\omega(t - 1) \gamma(t - 1)t_{diff}) \\
    \hat{\theta}(t) &= v(t - 1) + (\omega(t - 1)/\gamma(t - 1)t_{diff}) \\
    \hat{\xi}(i) &= \hat{\xi}(i - 1) \\
    \hat{\omega}(0) &= \omega(t - 1) \\
    \hat{\gamma}(t) &= \gamma(t - 1) \\
    \hat{f}_y(t) &= f_y(t - 1)
\end{align*}
$$

As for the initial unadjusted prediction, $[Z(0)]$, it can be calculated using an initial state, $Z(0)$, which can be initialized as:

$$
Z(0) = \begin{bmatrix}
    u(0) = x_{OBS}(0) \\
    v(0) = y_{OBS}(0) \\
    \hat{\xi}(0) = 1 \\
    \hat{\omega}(0) = 0 \\
    \hat{\gamma}(0) = \gamma \\
    \hat{f}_y(0) = f_y
\end{bmatrix}
$$

In the initial state, $Z(0)$, the values for $\gamma$ and $f_y$ are from the intrinsic camera matrix $[K]$ which may be calculated according to known camera resectioning techniques as noted above. The coordinates $\{x_{OBS}(0), y_{OBS}(0)\}$ represent the new scored candidate object’s measured or observed image location (in undistorted image space) in the initial gray scale image frame in which that new scored candidate object was first identified by the image analysis computer 110.

From these equations, the state transition matrix, $[\Phi(t)]$, to be used in the Kalman filter can be determined to be:
Because of the non-linearity of the first two unadjusted prediction equations (i.e., (u(t) and v(t)) with respect to the previous estimated state, or adjusted predicted state, of the system (i.e., u(t-l) and v(t-l)), each calculation of the unadjusted predicted state is estimated with a linearized model in the state transition matrix that takes the partial derivative of the state transition equations with respect to the appropriate state variable. For example, to arrive at the first row of the above example state transition matrix, \(\Phi(t)\), which corresponds to \(u(t)\), the following partial derivatives can be calculated for \(f_i(t)\) to provide the coefficients in the first row of the state transition matrix \(\Phi(i)\):

\[
\frac{d\hat{u}(t)}{du(t-1)} = 1 \\
\frac{d\hat{u}(t)}{dv(t-1)} = 0 \\
\frac{d\hat{u}(t)}{dx(i-1)} = 0 \\
\frac{d\hat{u}(t)}{d\omega(t-1)} = \gamma(t-1)t_{diff} \\
\frac{d\hat{u}(t)}{dy(t-1)} = \omega(t-1)t_{diff} \\
\frac{d\hat{u}(t)}{dy(v-1)} = 0
\]

The remaining elements of the state transition matrix \(\Phi(i)\) are calculated in a similar manner.

As mentioned briefly above, with Kalman filters, a current unadjusted predicted state of a system \(\hat{z}(t)\) is calculated from a previous estimated state of the system \(\hat{Z}(t-1)\) according to the various state transition matrix coefficients. The notation \(\hat{z}(t)\) denotes an unadjusted predicted state estimate of the system that has not been updated with a current observation or measurement at iteration "t". The notation \(\hat{Z}(t)\) denotes an adjusted predicted state estimate that takes into consideration the current observation or measurement at iteration "t".
As mentioned above, the current unadjusted predicted projection location values are \( (\hat{u}(t), \hat{v}(t)) \) and these values represent where a pallet object is predicted to be projected in undistorted image space in the next image frame. However, this current unadjusted predicted projection location is in terms of homogenous coordinates and includes a predicted scaling factor \( \hat{\xi}(t) \). To convert the homogenous coordinates to current unadjusted predicted pixel locations \((\hat{x}(t), \hat{y}(t))\) in the image that are analyzed by the image analysis computer 110, the scale factor is removed by division according to:

\[
\hat{x}(t) = \frac{fi(t)}{\hat{\xi}(t)} \quad \text{and} \quad \hat{y}(t) = \frac{\hat{v}(t)}{\hat{\xi}(t)}
\]

This current unadjusted predicted image pixel location is in undistorted image space and can be converted to distorted image space so that it can be used as the center of the prediction circle for the next image frame (See step 2504 of Fig. 25). In particular, the current unadjusted predicted image pixel location, mapped into distorted image space, is the center of a prediction window for identifying potentially matching new scored candidate objects identified in a next image frame associated with the NewObjectlist. As subsequent frames are acquired, a corresponding current unadjusted predicted pixel location (in distorted pixel coordinates) is calculated and used as the center of the prediction window for each most recent next image frame.

For purposes of the Kalman filter, a "measurement" at iteration "t" is the observed or measured location (i.e., image pixel coordinates) for the new scored candidate object at iteration "t," can be referred to as \( (x_{OBS}(0, y_{OBS}(0) \text{ and is stored in the NewObjectslist.} \)

This observed location is an image location in the next frame identified by the image analysis computer 110 (measured in distorted image space and then converted into an undistorted image location) to be the lower center point of the new scored candidate object in the next image frame (i.e., the image frame used in conjunction with the NewObjectlist). Because the Kalman filter predicted variables \( (\hat{u}(t), \hat{v}(t)) \) are a predicted projection location using homogeneous coordinates and the observed, or measured, variable is a pixel location in the image, an observation matrix \([H]\) is constructed that relates the predicted variable (i.e., in homogeneous coordinates) with the measured variable (i.e., in pixel locations in the image frame). Thus, the observation matrix is written in terms of \( (\hat{x}(t), \hat{y}(t)) \) where, from above:

\[
\hat{x}(t) = \frac{\hat{u}(t)}{\hat{\xi}(t)} \quad \text{and} \quad \hat{y}(t) = \frac{\hat{v}(t)}{\hat{\xi}(t)}
\]
These two equations are non-linear with respect to the current unadjusted predicted projection location (i.e., \((f_i(t), \#(t))\)) and a linearized observation matrix is constructed, similar to the state transition matrix above, by calculating partial derivatives of each equation with respect to the different state variables of the Kalman filter.

In other words, the observation matrix is constructed according to:

\[
H(t) = \begin{bmatrix}
\frac{\partial \hat{x}(t)}{\partial \hat{u}(t)} & \frac{\partial \hat{x}(t)}{\partial \hat{v}(t)} & \frac{\partial \hat{x}(t)}{\partial \hat{\xi}(t)} & \frac{\partial \hat{x}(t)}{\partial \hat{\eta}(t)} & \frac{\partial \hat{x}(t)}{\partial \hat{\nu}(t)} \\
\frac{\partial \hat{\gamma}(t)}{\partial \hat{u}(t)} & \frac{\partial \hat{\gamma}(t)}{\partial \hat{v}(t)} & \frac{\partial \hat{\gamma}(t)}{\partial \hat{\xi}(t)} & \frac{\partial \hat{\gamma}(t)}{\partial \hat{\eta}(t)} & \frac{\partial \hat{\gamma}(t)}{\partial \hat{\nu}(t)} \\
\frac{\partial \hat{\psi}(t)}{\partial \hat{u}(t)} & \frac{\partial \hat{\psi}(t)}{\partial \hat{v}(t)} & \frac{\partial \hat{\psi}(t)}{\partial \hat{\xi}(t)} & \frac{\partial \hat{\psi}(t)}{\partial \hat{\eta}(t)} & \frac{\partial \hat{\psi}(t)}{\partial \hat{\nu}(t)} \\
\frac{\partial \hat{\xi}(t)}{\partial \hat{u}(t)} & \frac{\partial \hat{\xi}(t)}{\partial \hat{v}(t)} & \frac{\partial \hat{\xi}(t)}{\partial \hat{\xi}(t)} & \frac{\partial \hat{\xi}(t)}{\partial \hat{\eta}(t)} & \frac{\partial \hat{\xi}(t)}{\partial \hat{\nu}(t)} \\
\frac{\partial \hat{\eta}(t)}{\partial \hat{u}(t)} & \frac{\partial \hat{\eta}(t)}{\partial \hat{v}(t)} & \frac{\partial \hat{\eta}(t)}{\partial \hat{\xi}(t)} & \frac{\partial \hat{\eta}(t)}{\partial \hat{\eta}(t)} & \frac{\partial \hat{\eta}(t)}{\partial \hat{\nu}(t)} \\
\frac{\partial \hat{\nu}(t)}{\partial \hat{u}(t)} & \frac{\partial \hat{\nu}(t)}{\partial \hat{v}(t)} & \frac{\partial \hat{\nu}(t)}{\partial \hat{\xi}(t)} & \frac{\partial \hat{\nu}(t)}{\partial \hat{\eta}(t)} & \frac{\partial \hat{\nu}(t)}{\partial \hat{\nu}(t)}
\end{bmatrix}
\]

These equations provide an observation, or measurement, matrix \(H(t)\) for the Kalman filter where:

\[
H(t) = \begin{bmatrix}
\frac{1}{\hat{\xi}(t)} & 0 & -\frac{u(t)}{\hat{\xi}(t)^2(0)} & 0 & 0 \\
0 & \frac{1}{\hat{\xi}(0)} & -\frac{m}{\hat{\xi}(0)^2} & 0 & 0
\end{bmatrix}
\]

The residual of the Kalman filter, the difference between the observation, or measurement, at iteration "t" (i.e., \((x_B(t), y_B(s(t)))\)) and the scaled current unadjusted predicted estimate from \(\hat{Z}(t)\) (i.e., \((\hat{x}(t), \hat{y}(t))\)) can be calculated as:

\[
[\varepsilon_r(t)] = \begin{bmatrix} x_{OBS}(t) \\ y_{OBS}(t) \end{bmatrix} - \begin{bmatrix} \hat{x}(t) \\ \hat{y}(t) \end{bmatrix}
\]

which can also be written as:

\[
[\varepsilon_r(t)] = \begin{bmatrix} x_{OBS}(t) \\ y_{OBS}(t) \end{bmatrix} - \begin{bmatrix} \hat{u}(t) \\ \hat{v}(t) \\ \hat{\xi}(t) \end{bmatrix}
\]

As known within Kalman filter techniques, an \textit{a priori} predicted process covariance matrix can be calculated according to:

\[
P(t) = o(t)p(t-i)o(t)^T + Q
\]

The residual covariance matrix can be calculated according to:

\[
S(t) = H(t)P(t)H(t)^T + R
\]

The optimal Kalman Gain can be calculated according to:
\[ G(t) = \hat{p}(t)H(t)^{\top}S(t)^{-1} \]

The updated state estimate, \( Z(t) \), can then be calculated according to:

\[ Z(t) = Z(t) + G(t)[e(t)] \]

This current adjusted predicted state estimate \( Z(t) \) will have an updated prediction for the values \((u(t), v(t))\) which are considered to be the estimated values for these state variables to be used in a next iteration of the Kalman filter. The updated state estimate \( Z(t) \) will also have updated prediction values, or estimated values, for the other four state variables \( \omega(t), \gamma(t), \xi(t), \) and \( \eta(t) \) to also be used in the next iteration of the Kalman filter. In addition to storing the updated Kalman filter state \((i.e., Z(t))\) in the ExistingObjectlist for the new scored candidate object, the measured pixel location coordinates in undistorted image space \((i.e., (xobs, yobs))\) may be added as the next undistorted pixel location in the sequence of undistorted pixel locations stored in ExistingObjectlist for this particular scored candidate object. As described earlier, it is this sequence of undistorted pixel locations in an ExistingObjectlist record for a particular scored candidate object that are used in Equation 28A (or Equation 28B or Equation 31A) to calculate a pallet vector \((X_{w}, Y_{w}, Z_{w})\) for the scored candidate object.

The adjusted, \textit{aposteriori}, process covariance matrix can be calculated according to:

\[ P(t) = (I - G(t)H(t))P(t) \]

As for initializing the Kalman filter, \( P(0) \) can be a 6x6 identity matrix, \( Q \) can be a 6x6 matrix with every element = 0, and \( R \) can be a 2x2 diagonal matrix with each diagonal element = .001.

Fig. 28 is a flowchart of an exemplary process highlighting further details of portions of the process of Fig. 25. As mentioned above, the Kalman filter operates in undistorted image space with a current state estimate, or updated predicted projection locations, \( u(t), v(t) \) from the previous iteration of the Kalman filter.

For clarity, two particular image frames are selected to describe the operation of the process of Fig. 28 with respect to a particular one of the possible scored candidate objects in the ExistingObjectlist. If, for example, the prior image frame is \( n=4 \) and the next image frame is \( n=5 \), then the ExistingObjectlist will include the sequence of previously determined corrected actual/measured image pixel locations, in undistorted image space, for this scored candidate object. For example, the most recent corrected actual image pixel location for this scored candidate object in the ExistingObjectlist has coordinates \((x_{d=col_{4}}, y_{d=row_{4}})\). In addition, as shown in step 2802, the ExistingObjectlist will also store the current, adjusted
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predicted state variable values as calculated by the immediately previous iteration of the Kalman filter. In other words, for image frame n=4, the ExistingObjectlist stores (in terms of the Kalman filter variables, a current estimated state of the system state variables (u(t-1), v(t-1)), wherein the location values (u(t-1), v(t-1)) are defined by the updated predicted projection location values (u(t), v(t)) from the previous iteration of the Kalman filter.

In step 2804, the image analysis computer 110 implementing the Kalman filter, may use this current estimated state (u(t-1), v(t-1)) and the amount of camera movement $t_{diff}$ between image frames to calculate a current unadjusted predicted estimate $\hat{Z}(t)$. This prediction represents what the underlying physical model predicts (without any type of adjustment) the projection location (e.g., ($\hat{u}(t), \hat{v}(t)$)) of the world point (X_w, Y_w, Z_w) in the next image frame (i.e., image frame n=5) will be because of the camera movement $t_{diff}$ that occurred between the two image frames.

The homogeneous coordinate values of the unadjusted predicted projection location ($\hat{u}(t), \hat{v}(t)$) are scaled, in step 2806, by dividing by $\xi(t)$ to determine a corresponding unadjusted predicted pixel location ($\hat{x}(t), \hat{y}(t)$) in the next image frame (i.e., frame n=5).

This unadjusted predicted pixel location is in undistorted image space, and is converted, in step 2808, to distorted image pixel coordinates. These distorted image pixel coordinates are considered the scored candidate object’s unadjusted predicted new pixel location (in distorted image space) in the next image frame n=5, as shown in step 2504 of Fig. 25. In step 2810, the unadjusted predicted new location and the prediction window are defined in image frame n=5 with reference to these distorted pixel coordinates.

Assuming that in step 2512 of Fig. 25, that a new scored candidate object in image frame n=5 is identified, located, and matched with this particular existing candidate object from the ExistingObjectlist, then that new scored candidate object will have an observed, or measured, image pixel location in distorted image space in image frame n=5 of

$$(x_{D-col5}, y_{D-row5})$$

The image analysis computer 110, in step 2812, considers this image pixel location as the uncorrected measurement location for this scored candidate object to be used in the current iteration of the Kalman filter.

In step 2814, the image analysis computer corrects, or converts, the distorted image pixel location coordinates (x_{D-col5}, y_{D-row5}) into measured undistorted image location coordinates (x UD-coi s,y UD-row s). These measured undistorted image location coordinates (x UD-coi s,y UD-row s) are considered as the current measurement ($x_{Ob}(t), y_{Ob}(t)$), and are
compared to the unadjusted predicted pixel location \((x(t), \hat{y}(t))\) for frame \(n=5\) by the Kalman filter to calculate the residual, \([e_i(t)]\), and to update the state of the filter, as shown in step 2524 of Fig. 25.

Once the state of the Kalman filter is updated, the adjusted prediction, or estimated state, \(Z(t)\) will have adjusted prediction values for \((u(t), v(t))\) as well as for the other state variables for the new scored candidate object. There will also be an adjusted process covariance matrix \(P(t)\). These adjusted prediction values for \((u(t), v(t))\) are what the Kalman filter indicates are the current estimated values for these state variables that are to be used in the preliminary, or unadjusted, prediction during the next iteration of the Kalman filter. Thus, in step 2816, the image analysis computer 110 stores this adjusted prediction, or estimated state, \(Z(t)\) for this scored candidate object in the ExistingObjectlist.

In addition to storing the updated Kalman filter state in the ExistingObjectlist for the scored candidate object, the measured pixel location coordinates in undistorted image space (i.e., \((\text{XOBS}, \text{yOBS})\)) may then be added, in step 2818, as the next undistorted pixel location in the sequence of undistorted pixel locations stored in ExistingObjectlist for this particular scored candidate object.

It is these undistorted image pixel coordinates \((\text{XOBS}, \text{yOBS})\) that are stored as the corrected actual undistorted coordinates \((x_{UD}, y_{UD}, r_{row})\) \((\text{COI}, \text{row})\) the object's location in image frame \(n=5\). As mentioned above, it is the sequence of these undistorted coordinates that are used by other processes to periodically calculate a pallet vector \((X_w, Y_w, Z_w)\) for the scored candidate object.

Application of the Kalman filter is repeatedly applied in a similar manner as this scored candidate object is tracked through subsequent image frames \(n=6, 7, 8, \ldots\)

The above description of acquiring images, tracking objects, and estimating a pallet vector assumes that the vehicle 20 is stationary while the carriage apparatus 40 with the imaging camera 130 travels up and down in the Y direction. However, even if the vehicle 20 is moving during a lift operation, this movement can be accounted for.

In particular, the vehicle 20 can move in the X direction (i.e., lateral to a pallet face) and the Z direction (i.e., towards or away from a pallet face) but it is presumed that the vehicle 20 does not move in the Y direction (i.e., float up or down). Also, the vehicle 20 is presumed not to rotate about the X axis (i.e., tilt forwards or back), presumed not to rotate about the Z axis (i.e., tilt side-to-side), and presumed to be able to rotate about the Y axis (i.e., adjust how square the vehicle 20 is relative to the pallet face).
Under the previous assumption of no vehicle movement, the origin of the physical world coordinate system was considered a constant. Thus, there were a series of image point pallet locations \((x_{col,n}, y_{row,n})\) which were different observations of the same physical world pallet location \((X_w, Y_w, Z_w)\) and the index \(n\) referred to the image frame number. However, under the presumption that the vehicle may move between image frames, the location in physical world coordinates \((X_{Wn}, Y_{Wn}, Z_{Wn})\) now also includes the index value \(n\) because the coordinates in the physical world are relative to a world coordinate system origin, \(O_n\), at a time when image frame \(n\) is acquired. For example, the world coordinate system origin, \(O_n\), may be located on the frame of the vehicle 20. If between image frame \(n\) and image frame \(n+1\) the vehicle 20 moves, then this origin, \(O_n\), moves and the location 2704 of the pallet 2702 in the physical world will have coordinates \((X_{Wn+1}, Y_{Wn+1}, Z_{Wn+1})\) relative to the world coordinate system origin, \(O_{n+1}\), at a time that the image frame \(n+1\) is acquired.

The concepts relating to transformation between two different coordinate systems have been described above with respect to Equations 15 and 21, which, applying these techniques in the context of movement of the truck 20 between images, provide

\[ \text{Equation 38A:} \begin{bmatrix} X_{Wn} \\ Y_{Wn} \\ Z_{Wn} \end{bmatrix} = \begin{bmatrix} [R_{truck}]_{3x3} \\ ttx_n \\ tty_n \\ ttz_n \end{bmatrix} \begin{bmatrix} X_{W(n-1)} \\ Y_{W(n-1)} \\ Z_{W(n-1)} \end{bmatrix} \] which in homogenous coordinates is

\[ \text{Equation 38B:} \begin{bmatrix} X_{Wn} \\ Y_{Wn} \\ Z_{Wn} \\ 1 \end{bmatrix} = \begin{bmatrix} [R_{truck}]_{3x3} \\ 0 \\ 0 \\ 0 \end{bmatrix} \begin{bmatrix} X_{W(n-1)} \\ Y_{W(n-1)} \\ Z_{W(n-1)} \\ 1 \end{bmatrix} \]

where:

\((X_{Wn}, Y_{Wn}, Z_{Wn})\) are the physical world coordinates of the scored candidate object relative to the world coordinate system origin location, \(O_n\), when image frame \(n\) is acquired;

\((X_{W(n-1)}, Y_{W(n-1)}, Z_{W(n-1)})\) are the physical world coordinates of the scored candidate object relative to the world coordinate system origin location, \(O_{n-1}\), when image frame \(n-1\) is acquired;
\[
[R_{\text{true}}]_{3 \times 3} \text{ is the rotation matrix based on the rotation of the respective world origins between image frame } n-1 \text{ and image frame } n \text{ (i.e., the rotation of the vehicle 20 around the Y axis, } \theta_{y_n}); \text{ and}
\]

\[
\begin{bmatrix}
  t_{x_n} \\
  t_{y_n} \\
  t_{z_n}
\end{bmatrix}
\]

is the translation matrix based on the movement of the respective world origins between image frame \( n-1 \) and image frame \( n \) (i.e., the movement in the position of the vehicle 20 between the two image frames).

The amount that the vehicle 20 rotates or moves between frames can be measured, or calculated, by various sensors in communication with the vehicle computer 50. For example, a steering angle sensor can be coupled with a steering control mechanism of the vehicle 20 to provide the angle \( \theta_{y_n} \) used in the rotation matrix of Equation 38B. Additionally, odometry data from wheel rotation sensors, or similar sensors and data from the steering angle sensor, can be used to calculate the translational movement of the vehicle 20, i.e., can be used to determine movement along the X and Z directions. The vehicle computer 50 can then communicate with the image analysis computer 110 to provide the appropriate information.

Equation 38B can be written as Equation 38C:

\[
\begin{bmatrix}
X_{w_n} \\
Y_{w_n} \\
Z_{w_n}
\end{bmatrix} = [F_{\text{truck}}]_{n} \begin{bmatrix}
X_{w(n-1)} \\
Y_{w(n-1)} \\
Z_{w(n-1)}
\end{bmatrix}
\]

where, \([F_{\text{truck}}]_{n}\), given the presumptions about how the vehicle 20 can move between image frames, is:

\[
[F_{\text{true}}]_{n} = 
\begin{bmatrix}
\cos \theta_{y_n} & 0 & \sin \theta_{y_n} & t_{x_n} \\
0 & 1 & 0 & 0 \\
-\sin \theta_{y_n} & 0 & \cos \theta_{y_n} & t_{u_n} \\
0 & 0 & 0 & 1
\end{bmatrix}
\]

Rearranging Equation 38C can be accomplished to provide

\[
\text{Equation 38D: } [F_{\text{truck}}^{-1}]_{n} \begin{bmatrix}
X_{w_n} \\
Y_{w_n} \\
Z_{w_n}
\end{bmatrix} = \begin{bmatrix}
X_{w(n-1)} \\
Y_{w(n-1)} \\
Z_{w(n-1)}
\end{bmatrix}
\]

wherein the noted inverse matrix is given by:
\[
[F^{-1}_{truck_n}] = \begin{bmatrix}
\cos \theta_{y_n} & 0 & -\sin \theta_{y_n} & \sin \theta_{y_n} tt_{\tau_n} + \left(\frac{\sin\theta_{y_n} - 1}{\cos \theta_{y_n}}\right) tt_{x_n} \\
0 & 1 & 0 & 0 \\
\sin \theta_{y_n} & 0 & \cos \theta_{y_n} & -(\cos \theta_{y_n} tt_{\tau_n} + \sin \theta_{y_n} tt_{x_n}) \\
0 & 0 & 0 & 1
\end{bmatrix}
\]

Under the presumption that the vehicle 20 may now move between image frames, Equation 19A can be augmented by adding appropriate subscripts to the different variables to provide Equation 39A:

\[
\lambda \begin{bmatrix}
X_{col(n-1)} \\
y_{row(n-1)} \\
1
\end{bmatrix} = [K][R_{cam} | T_{cam(n-1)}] \begin{bmatrix}
X_{w(n-1)} \\
y_{w(n-1)} \\
Z_{w(n-1)} \\
1
\end{bmatrix}
\]

Equation 39A relates a physical world location \((X_{w(n-1)} y_{w(n-1)} Z_{w(n-1)})\) up to a scale factor \(\lambda\) with a gray scale image pixel location \((X_{col(n-1)} y_{row(n-1)})\). Substitution of the left side of Equation 38D into the right side of Equation 39A will yield Equation 39B:

\[
\lambda \begin{bmatrix}
X_{col(n-1)} \\
y_{row(n-1)} \\
1
\end{bmatrix} = [K][R_{cam} | T_{cam(n-1)}] \begin{bmatrix}
F^{-1}_{truck(n-1)} \\
1
\end{bmatrix} \begin{bmatrix}
X_{w(n-1)} \\
y_{w(n-1)} \\
Z_{w(n-1)} \\
1
\end{bmatrix}
\]

which provides the previous image location point \((X_{col(n-1)} y_{row(n-1)})\) in terms of a physical world location \((X_{w(n-1)} y_{w(n-1)} Z_{w(n-1)})\) relative to a new world coordinate system origin, \(O_w\), at the time the image frame \(n\) is acquired. An equivalent Equation 39B can be written for any of the previous image location points. For example, Equation 39B can be written as:

Equation 39C:

\[
\lambda \begin{bmatrix}
X_{col(n-2)} \\
y_{row(n-2)} \\
1
\end{bmatrix} = [K][R_{cam} | T_{cam(n-2)}] \begin{bmatrix}
F^{-1}_{truck(n-1)} \\
1
\end{bmatrix} \begin{bmatrix}
X_{w(n-1)} \\
y_{w(n-1)} \\
Z_{w(n-1)} \\
1
\end{bmatrix}
\]

and substituting Equation 38D into Equation 39C provides Equation 39D:

\[
\lambda \begin{bmatrix}
X_{col(n-2)} \\
y_{row(n-2)} \\
1
\end{bmatrix} = [K][R_{cam} | T_{cam(n-2)}] \begin{bmatrix}
F^{-1}_{truck(n-1)} \\
1
\end{bmatrix} \begin{bmatrix}
F^{-1}_{truck(n-1)} \\
1
\end{bmatrix} \begin{bmatrix}
X_{w(n-1)} \\
y_{w(n-1)} \\
Z_{w(n-1)} \\
1
\end{bmatrix}
\]

Thus, Equations 39C and 39D can be generalized as Equation 39E:

\[
\lambda \begin{bmatrix}
X_{col(n-N)} \\
y_{row(n-N)} \\
1
\end{bmatrix} = [K][R_{cam} | T_{cam(n-N)}] \left( \prod_{k=N-1}^{N-N-1} \begin{bmatrix}
F^{-1}_{truck(n-k)} \\
1
\end{bmatrix} \right) \begin{bmatrix}
X_{w(n)} \\
y_{w(n)} \\
Z_{w(n)} \\
1
\end{bmatrix}
\]
This Equation allows any previous image location coordinates \( (x_{col(n-N)}, y_{row(n-N)}) \) from image frame \( (n-N) \) to be expressed in terms of a physical world location \( (X_{Wn}, Y_{Wn}, Z_{Wn}) \) relative to the new world coordinate system origin, \( O_n \), at the time the image frame \( n \) is acquired. "N" corresponds to a desired previous image frame and is equal to the number of frames it is located prior to current frame "n." In Equation 39E, the multiplication series is performed from \( k=N \) to \( k=1 \).

Equation 39E is similar in structure to Equation 19A, which from above:

\[
\text{Equation 19A: } \begin{bmatrix} x_{col} \\ y_{row} \end{bmatrix} = [K_f/R_{cam} \ T_{cam}] \begin{bmatrix} X_w \\ Y_w \\ Z_w \\ 1 \end{bmatrix}
\]

Thus, a cross-product equation similar to Equation 20 can be written as Equation 40:

\[
\begin{bmatrix} x_{col(n-N)} \\ y_{row(n-N)} \end{bmatrix} \times [K][R_{cam} \ T_{cam(n-N)}] \left( \prod_{k=N+1}^{k=N-1} [F_{truck}^{-1}(n-k+1)] \right) \begin{bmatrix} X_{Wn} \\ Y_{Wn} \\ Z_{Wn} \end{bmatrix} = 0
\]

In Equation 20A, the extrinsic camera matrix \( [R_{cam} \ T_{cam}] \) is a 3x4 matrix. In Equation 40, a similar but more complex 3x4 extrinsic camera matrix

\[
[R_{cam} \ T_{cam(n-N)}] \left( \prod_{k=N+1}^{k=N-1} [F_{truck}^{-1}(n-k+1)] \right)
\]

is present as well, but Equation 40 is conceptually the same as Equation 20A. Thus, similar to how Equation 20A was manipulated to produce two linear equations in Equation 23, Equation 40 can also be manipulated to produce two similar, but more complex, linear equations as well. In particular, the two linear equations will provide equations that relate an image pixel location, \( (x_{col(n-N)}, y_{row(n-N)}) \), for an image frame \( n-N \), to physical world location coordinates \( (X_{Wn}, Y_{Wn}, Z_{Wn}) \) of a physical object relative to the world coordinate system origin, \( O_n \), when the image frame \( n \) is acquired. This is true even though that same physical object had different physical world location coordinates \( (X_{W(n-N)}, Y_{W(n-N)}, Z_{W(n-N)}) \) relative to the world coordinate system origin, \( O_{(n-N)} \), when the image frame \( (n-N) \) is acquired. As described before, with respect to Equation 25A and Equation 26A, these pairs of linear equations can be collected, respectively, for multiple observations of the physical object so that a pallet vector \( (X_{Wn}, Y_{Wn}, Z_{Wn}) \) can be calculated.
that may represent, for example, the location of the lower center point of a physical pallet relative to the world coordinate system origin, O_n, when the image frame n is acquired. As discussed above, an encoder may be provided to generate pulses to the vehicle computer 50 in response to movement of the fork carriage apparatus 40 relative to the third weldment 36.

The world coordinate origin, O_n, when the image frame n is acquired, is fixed relative to the third weldment so as to allow the vehicle computer 50 to determine the linear displacement of the imaging camera 130 and the forks 42A and 42B relative to the world coordinate origin, O_n, when the image frame n is acquired. Hence, the location of the imaging camera 130 and the forks 42A and 42B relative to the world coordinate origin, O_n, when the image frame n is acquired, can be provided by the vehicle computer 50 to the image analysis computer 110. This pallet vector can then be used by vehicle computer 50 to guide the forks 42A and 42B to engage the physical pallet.

As described above, the image analysis computer 110 identifies and tracks a number of scored candidate objects through a series of images. A respective record for each scored candidate object is maintained in the ExistingObjectList. A corresponding record for a particular scored candidate object can include, among other values, the current position (X_W, Y_W, Z_W) of the scored candidate object as well as the composite object score, ScoreObject, for the scored candidate object. The corresponding record for a scored candidate object can also include a value TagObject that, as discussed below, can be associated with a cutout, but is more generally associated with a thread of matched objects, where the cutout is defined as the height where the forks 42A and 42B are to stop at a pallet. Cutouts themselves have a tag, TagCutout. Cutouts are updated whenever certain conditions, described below, of a scored candidate object are met or when Tag Object equals TagCutout.

The Y_W coordinate can be used to refer to the scored candidate object's height in the physical world where the vehicle 20 operates. Using this information for all of the scored candidate objects, the image analysis computer can calculate cutout location information, discussed below, that can be communicated to the vehicle computer 50 for use in controlling operations such as, for example, fork placement and movement. For example, once a scored candidate object has been identified in two different image frames that were respectively acquired by the imaging camera 130 when the vehicle forks 42A and 42B were at different heights, a pallet vector, or current position, (X_W, Y_W, Z_W) of the scored candidate object relative to the world coordinate origin 2706 can be estimated. As discussed above, an encoder may be provided to generate pulses to the vehicle computer 50 in response to
movement of the fork carriage apparatus 40 relative to the third weldment 36, which is fixed relative to the world coordinate origin 2706, so as to allow the vehicle computer 50 to determine the linear displacement along the length of the mast assembly 30 of the forks 42A and 42B and the imaging camera 130. Hence, the location of the forks 42A and 42B relative to the world coordinate origin 2706 can be provided by the vehicle computer 50 to the image analysis computer 110. Because the vehicle computer 50 provides the image analysis computer 110 with the value \( t_y \), the imaging analysis computer 110 can determine the location of the imaging camera 130 relative to the world coordinate origin 2706 by summing the values of \( t_y \) and \( t_{ybi} \). As described below, the pallet vectors for the scored candidate objects within a current field of view of the imaging camera 130 can be used, by the image analysis computer 110, to calculate "cutouts," i.e., a height of fork receiving openings 210 and 212 within a pallet relative to the world coordinate origin 2706, at which the forks 42A and 42B are to stop. The image analysis computer 110 can then periodically send this cutout location information to the vehicle computer 50. For example, the cutout location information can be communicated every time it is updated or a message with the cutout information can be communicated on a predetermined periodic schedule.

As noted above, in operation, an operator raises the forks 42A and 42B vertically in the Y-direction via actuation of the multifunction controller 14 to a position above the last pallet P which is to be ignored. Then, while the forks 42A and 42B are still moving, the operator actuates the trigger switch 140. Independent of the actuation of the trigger switch 140, the image analysis computer 110 causes the imaging camera 130 to take image frames, such as at a rate of 10-30 fps (frames/second), as the fork carriage apparatus 40 continues to move vertically. The image analysis computer 110 analyzes the images, identifies one or more objects in the image frames, determines which of the one or more objects most likely comprises a pallet, tracks the one or more objects in a plurality of image frames, determines the locations of the one or more objects relative to the world coordinate origin 2706 and generates and transmits object location information, in the form of cutout location values, to the vehicle computer 50. After receiving such cutout location values, the vehicle computer 50 controls the fork movement such that it automatically stops the forks, once the trigger switch 140 is actuated, at a new first current stop height or cutout location value.

It is noted that one or more heights or cutout location values at which the forks can be automatically stopped can be calculated by the image analysis computer 110. For example, a new first stop height can be associated with a scored candidate object that has a vertical
height that is closest to the present fork height of the vehicle 20. Also, there may be additional stop heights calculated that respectively correspond to scored candidate objects above the new first stop height.

As mentioned, these stop heights can be conveniently referred to as "cutouts" or "cutout location values" and the image analysis computer 110 may, for example, calculate three different cutouts (or more or less) that respectively correspond to a first scored candidate object near the current fork position, a second scored candidate object above the first scored candidate object, and a third scored candidate object above the second scored candidate object. In particular, as described in more detail below, a cutout can be set equal to, or otherwise calculated from, the current \( Y_w \) value that is associated with a scored candidate object from its record in the ExistingObjectlist. Accordingly, each cutout is inherently associated with a particular scored candidate object that was used to set that particular cutout value. As mentioned above, each scored candidate object also has a tag value, Tagobject, in its record in the ExistingObjectlist. Therefore, in addition to merely maintaining one or more cutout values, each cutout value also has a corresponding tag value, Tagcutout, that is equal to the Tagobject value of the scored candidate object that was used to set the cutout value.

Figs. 29A-29F depict flowcharts of an exemplary method for calculating cutouts in accordance with the principles of the present invention. As mentioned above, one or more of the cutout location values may then be used by the vehicle computer 50 along with the trigger switch 140 to control movement of the forks 42A and 42B. In particular, operator actuation of the trigger switch 140 while the forks 42A and 42B are being raised will cause the vehicle computer 50 to, first, slow the speed at which the forks 42A and 42B are rising (e.g., to about 14 inches/second) and, secondly, cause the forks 42A and 42B to stop at a new first stop height or cutout location value that was provided by the image analysis computer 110, as will be discussed below with regards to step 2982. As explained below with respect to the method of Figs. 29A-29F, this new first cutout location value is an adjusted cutout value calculated by the imaging analysis computer 110 to be closest to, and greater than, a current height of the forks 42A and 42B.

Initially, in step 2902, the image analysis computer 110, as part of its initialization steps to begin image acquisition, object locating, and object tracking, also initializes all cutouts to equal zero. Secondly, there is an adjusted cutout value, described below, that the image analysis computer uses to adjust the first cutout value to a new first cutout location value and this is initialized to zero as well. The adjusted cutout value defining the new first
cutout location value is equal to an estimated height of the first cutout value plus 1.5 inches in the illustrated embodiment relative to the world coordinate origin and is based on the $Y_w$ coordinate of a pallet vector $(X_w, Y_w, Z_w)$ of a corresponding scored candidate object whose values are also relative to the world coordinate origin. (See, for example, pallet location 2704 of Fig. 27A. The additional amount of 1.5 inches in the illustrated embodiment corresponds to 3 inch high fork receiving openings 210 and 212 and is added to the cutout location value so as to ensure that the forks 42A and 42B enter the fork receiving openings 210 and 212 and don’t contact the bottom pallet board 200. Also, a counter is initialized wherein the counter has a value that reflects a certainty, or confidence, of whether an adjustment should be made to the first cutout value to arrive at an adjusted cutout value that is communicated to the vehicle computer 50. Additionally, other values used throughout the process of Figs. 29A - 29F are initialized as well in step 2902. As noted above, in operation, the vehicle computer 50 moves the truck forks based on the control input by an operator via the multifunction controller 14. This fork movement is depicted in the flowchart as step 2904 and at a given moment in time the forks are at a particular "fork height". The vehicle computer 50 can communicate this information to the image analysis computer 110 to allow the image analysis computer 110 to perform the cutout calculations described below.

As noted above, initially, all the cutout values equal zero. However, as described below, a cutout value is eventually set equal or nearly equal to the height (e.g., the $Y_w$ coordinate) of a particular scored candidate object. As mentioned, the image analysis computer 110 can maintain a plurality of cutouts. In the example flowcharts of Figs. 29A-29F, three cutouts are maintained. The first cutout relates to a current cutout height or current cutout location value and the second and third cutouts relate to cutout heights above the first cutout.

Once the image analysis computer 110 has pallet vectors available for one or more scored candidate objects, the computer 110 knows the distance in the $Y$ direction for those one or more scored candidate objects relative to the world coordinate origin. Once the computer 110 knows the height of the one or more scored candidate objects relative to the world coordinate origin, the subsequent steps of the process of Figs. 29A -29F will set one or more of the three cutout values based on those various scored candidate objects. Once the forks 42A and 42B of the vehicle are raised above a current first cutout location value (e.g., cutout[0]), the current first cutout value is no longer needed and the second cutout location value can become the first cutout value. In turn, the second cutout value can be set to equal
the third cutout location value and the third cutout value is initialized to be equal to zero. As
described later (in step 2946), the third cutout can be set to a new value under certain
circumstances as well. In this way, the image analysis computer 110 may maintain three
cutout values but they can be updated to ensure that all three cutout values are above the
current height of the forks 42A and 42B. Because there can be some uncertainty in a scored
object’s actual height (e.g., its Y_W coordinate), the image analysis computer 110 can check to
see if the first cutout value is less than the current fork height minus a small amount, e.g.,
("fork height" - 1.5 inches (the "put-to-center value"): rather than determining if the first
cutout value is less than precisely the current "fork height". Based on this determination, in
step 2906, the image analysis computer 110 can shift the cutout values, in step 2908, as
described above or proceed directly to step 2910. The counter that was initialized in step
2902 was associated with a confidence in the current first cutout value. Thus, once the
current first cutout value is discarded and replaced with the current second cutout value in
step 2908, this counter is re-initialized as well. Also, in step 2908, the corresponding tag
values (e.g., Tag_{cutout}^{n \{k\}}) of the different cutouts can be shifted left similar to the way the
cutout values were shifted.

The activity occurring in step 2910 can occur outside of the logical flow of the process
depicted in Figs. 29A-29F. However, it is depicted in Fig. 29B to indicate that the activity of
step 2910 occurs so that the results of this activity can be used in the later steps of the
flowcharts. In particular, in step 2910, the imaging analysis computer 110 ensures that as
each new scored candidate object is first added to the ExistmgObjectlist, the record for that
object includes a respective value for Tag_{object}.

As shown in step 2902, a value next_{Tag} is initialized equal to one. When the very
first scored candidate object is added to the ExistmgObjectlist, its corresponding Tag_{obj_{ect}}
value is set equal to next_{Tag} (i.e., set equal to "1"), in step 2910. The value for next_{Tag} is
also incremented in step 2910 so that the next newly identified scored candidate object (i.e.,
see step 2384 of Fig. 23E) that is added to ExistmgObjectlist has its Tag_{obj_{ect}} value set equal
to next_{Tag} (i.e., set equal to "2") by step 2910. Thus, the activity of step 2910 represents
how each newly identified object that is added to ExistmgObjectlist is assigned a unique "tag"
value based on a current value of next_{Tag}.

In step 2912, the image analysis computer 110 identifies n scored candidate objects in
the ExistmgObjectlist which meet certain criteria to be cutout candidates. For example, those
scored candidate objects which have a) either a composite object score, Score_{obj_{ect}} greater
than a predetermined threshold (e.g., 0.5), or a tag value, \( T_{\text{object}} \) equaling \( T_{\text{cutout}}[0] \), the
tag currently associated with the first cutout, cutout[0] and b) a \( Y_w \) coordinate that is greater
than a predetermined minimum height (e.g., 35 inches) and greater than the current "fork
height" (e.g., (fork height -1.5 inches), and a \( Z_w \) coordinate greater than zero can be identified
as possible scored candidate objects to use as cutout candidates for setting cutout values. If
no such cutout candidates are identified, the image analysis computer can continue with step
2968.

As discussed with relation to Fig. 24B, in the ExistingObjectlist, the image analysis
computer 110 can uniquely refer to each scored candidate object by a respective index value
and, thus, at the conclusion of step 2912 a list of these index values can be identified that
reference those \( n \) scored candidate objects in the ExistingObjectlist that remain as possible
candidates to use for setting cutout values. As shown in step 2916, the image analysis
computer 110 can perform a number of steps for each of the remaining scored candidate
objects with index values in the list. Once all of these scored candidate objects, or cutout
candidates, have been utilized, this portion of the process is finished and, in step 2966, the
image analysis computer continues with step 2970. As described later with respect to step
2922, there are instances in which it is beneficial to determine if there are cutout candidates
within a predetermined distance of each of the cutouts. Thus, in step 2914, a value
\( \text{cutoutFound}[^]\) is initialized before the loop of step 2916 begins. As described below, the
actual value for \( \text{cutoutFound}[^]\) will reflect if step 2922 was satisfied for \( \text{cutout}[^]\).

In step 2918, for a particular one of the remaining scored candidate objects, or cutout
candidates, the image analysis computer 110 loops through and performs a number of steps
for each of the three cutouts. In step 2920, the image analysis computer 110 determines if the
current cutout value has been set, or in other words, is the current cutout value not equal to
zero. If the current cutout value has been set, then the image analysis computer continues
with step 2922. If the current cutout value has not been set, then the image analysis computer
continues with step 2938.

In step 2922, the image analysis computer 100 determines if the current cutout value is
within a predetermined height difference as compared to \( Y_w \) of the scored candidate object of
the current iteration of the loop initiated in step 2916. The cutouts can generically be referred
to as an array cutout[j] where \( j=0, 1 \) or 2 (in the example where there are three cutouts). Thus
in step 2922, the image analysis computer can determine if \( |\text{cutout}[j] - Y_w| < 15 \) inches. If so,
then the image analysis computer can perform steps 2924, 2926 and 2928. If not, then the
image analysis computer 110 continues with step 2950 to move to the next cutout value (i.e., cutout[j+l]) if available. Typically, only one cutout will be within 15 inches of the current scored candidate object. It is assumed that no pallets are closer than a predetermined distance (e.g., 15 inches) to one another. Thus, if there are more than one scored candidate object closer than that predetermined distance to a particular current cutout value, the image analysis computer 110 identifies, in step 2924, the cutout candidate (i.e., those n scored candidate objects determined in step 2912) with a height Yₜ closest to the current cutout value and uses the attributes from the ExistingObjectlist record for this identified scored candidate object to potentially update the current cutout value, cutout[j].

In particular, in step 2926, the Yₜ value for the identified closest cutout candidate is used to set a value for best_Cutout[j]. This value for best_Cutout[j] represents a potentially more accurate value for cutout[j] than its current value. Because step 2926 may potentially be repeated for each of the n different cutout candidates, the value for best_Cutout[j] may change during later iterations of the loop initiated in step 2916. Because cutout[j] also has an associated Tag_cutout[j], there is also a value best_cut_tag[j] that is set to correspond to the Tag_object value of the closest identified cutout candidate that was used to set best_Cutout[j].

Thus, in step 2924, the image analysis computer 110 identifies the cutout candidate with its Yₜ value being closest to the current cutout, cutout[j] identified in step 2922. If, for example, the Yₜ value for the current cutout candidate is within 15 inches of cutout[2] as determined in step 2922, then the image analysis computer 110 determines which of the cutout candidates (from step 2912) has a respective Yₜ value that is closest to the current value of cutout[2]. Once this closest cutout candidate is identified, then its Yₜ value is used to set best_Cutout[2] which is a potentially better value for cutout[2]. For example, best_Cutout[2] can rely partly on the current value for cutout[2] and partly on the identified Yₜ value. One possible formula for setting the value for best_Cutout[2], as shown in step 2926, may be:

\[
best_{-}\text{Cutout}[2] = 0.5 \times (\text{cutout}[2] + Y_{\text{t}})
\]

In step 2928 the image analysis computer 110 determines if the cutout identified in step 2922 is the first cutout. As described above, the three cutouts may be stored as an array (cutout[0], cutout[1] and cutout[2]) and their respective tag values Tag_cutout may also be stored as an array (Tag_cutout[0], Tag_cutout[1], and Tag_cutout[2]). The image analysis computer 110 can determine if the one cutout[j] identified in step 2922 is the first cutout by checking its index value in the stored array. If the identified cutout is not the first cutout, then the image
analysis computer 110 continues with step 2932, where cutoutfound[j] is set equal to 1, and
then continues the loop started in step 2918. If the identified cutout is the first cutout, then in
step 2930 a prior confidence value previously calculated and associated with this first cutout
is adjusted based on the composite object score, Scoreobject, of the cutout candidate identified
in step 2924 as being closest to the one cutout value. For example, the "confidence" value
can be calculated according to:

\[
\text{confidence} = 0.5 \left( \text{prior confidence} + \text{composite object score (i.e., } \text{Score}_{\text{object}} \right)
\]

Once the confidence value is calculated, the image analysis computer 110 continues
with step 2932 to continue the loop started in step 2918. In step 2932, the image analysis
computer 110 sets a value for cutoutfound[j] equal to 1, as noted above, so as to indicate that
step 2922 was satisfied for cutout[j]. The image analysis computer 110 continues with step
2950 to move to the next cutout value (i.e., cutout[j+1]) if available.

If, in step 2920, the current cutout[j] is identified as not being set, then the image
analysis computer 110, in step 2938, determines if the \( Y_w \) of the current object, i.e., the
scored candidate object of the current iteration of the loop initiated in step 2916, is greater
than the fork height. If not, then the current loop for the current cutout value, cutout[j], is
complete and the index value "j" is incremented in step 2950 so that a new iteration with a
new cutout value can begin in step 2918 if the incremented value of j is less than three, for
example, in step 2952. When comparing the \( Y_w \) value with the fork height in step 2938, it
may be beneficial to add a relatively small predetermined value to the fork height so that, for
example the image analysis computer 110 might determine whether or not:

\( Y_w > (\text{fork height} + 5 \text{ inches}) \) rather than making a strict comparison with the exact fork
height value.

If, however, the criteria of step 2938 are satisfied, then the image analysis computer
110 continues with step 2940. In step 2940, the image analysis computer 110 determines if
the first cutout is between zero and the \( Y_w \) value of the particular scored candidate object, or
cutout candidate, being utilized in this particular iteration of step 2916. If so, then the image
analysis computer 110, in step 2942, sets the second cutout value to equal \( Y_w \) for this
particular scored candidate object and sets the second cutout tag value, Tag\text{cutout}[l], to the
Tagobject value for this particular cutout candidate. The image analysis computer then moves
to step 2950 so that a new iteration with a new cutout value can begin in step 2918 if the
incremented value of j is less than three, for example, in step 2952. If the criteria of step 2940
are not satisfied, then the image analysis computer 110 proceeds to step 2944.
In step 2944, the image analysis computer 110 determines if the first cutout is greater than \( Y_w \) of the particular scored candidate object, or cutout candidate, being utilized in this particular iteration of step 2916. If so, then in step 2946, the image analysis computer 110 shifts the three cutouts right such that the third cutout value is set to the current second cutout value, the second cutout value is set to the current first cutout value, and the first cutout value is set equal to \( Y_w \). The image analysis computer also shifts the corresponding first, second and third \( \text{Tag}_{\text{cutout}} \) values in a similar manner. In addition, the image analysis computer 110 also sets a confidence score for the new first cutout value based on a composite object score for the currently considered scored candidate object, or cutout candidate, according to:

\[
\text{confidence} = \text{Score}_{\text{object}}
\]

Once the cutout values and their respective associated tag values are shifted in step 2946 and the confidence score set, the image analysis computer 110 continues with step 2950 so that a new iteration with a new cutout value can begin in step 2918 if the incremented value of \( j \) is less than three, for example, in step 2952. If, in step 2944, the image analysis computer 110 determines that the first cutout value is not greater than \( Y_w \), then the analysis computer 110, in step 2948, sets the first cutout to equal the \( Y_w \) value of the particular cutout candidate being utilized in this particular iteration of step 2916, sets the first cutout tag value, \( \text{Tag}_{\text{cutout}}[0] \), equal to the \( \text{Tag}_{\text{object}} \) value for this particular cutout candidate, sets the "confidence" value for the first cutout to equal the composite object score, \( \text{Score}_{\text{object}} \), for this particular cutout candidate, and continues with step 2950 so that a new iteration with a new cutout value can begin in step 2918 if the incremented value of \( j \) is less than three, for example, in step 2952. Step 2948 is typically reached when the first cutout value equals "0". This can occur when all the cutout values are initially set to equal "0" or if a right shift of cutout values happens, in step 2908, results in a value of "zero" being assigned to the first cutout value. Eventually, repeated execution of step 2950 will result in the index value, \( j \), for the loop initiated in step 2918 equaling the number of cutout values (e.g., three) in step 2952. In this instance, the loop of step 2918 is completed and, in step 2954, a new cutout candidate index value \( i \) is identified, in step 2956, for a next iteration of the loop initiated in step 2916. Eventually, \( i \) is incremented in step 2956 until it exceeds the number \( n \) of cutout candidates in step 2956. In this instance, the loop of step 2916 is completed and the image analysis computer continues with step 2958.

In step 2958, a loop through the different cutout values is initiated (e.g., \( j = 0 \) to 2). First, in step 2960, the image analysis computer 110 determines if \( \text{cutoutfound}[j] \) is not equal
to zero. This criterion is true when step 2922 was satisfied at least once for cutout[j]. As a result, a potentially better value for cutout[j] was also calculated as best_Cutout[j] which has a corresponding tag value of best_cut_tag[j]. Accordingly, in step 2962, cutout[j] and Tag \_cutout[j] are updated to reflect the values of best_Cutout[j] and best_cut_tag[j], respectively.

Once step 2962 is completed, or if cutout[j] equals "0", in step 2960, the image analysis computer 110 increments \(j\) in step 2964 and loops back to step 2958 if there are more cutouts remaining as determined by step 2966. Once the loop of step 2958 completes for all the cutouts, the image analysis computer 110 continues with step 2970.

If no possible scored candidate objects were identified in step 2912 for the current fork height, then the image analysis computer 110 continues with step 2968. In step 2968, the confidence value that is associated with the first cutout value is reduced. For example, a new confidence value can be calculated according to:

\[
\text{confidence} = O.S(\text{confidence}).
\]

Once the confidence score is adjusted in step 2968 or once all the steps of the loop of 2958 completes, the image analysis computer 110 continues with step 2970. In particular, if the image analysis computer 110 determines, in step 2970, that the confidence value for the first cutout is above a predetermined threshold (e.g., 0.5), then a counter associated with the confidence value may, for example, be decremented in step 2972. For example, if the counter is set equal to three and is decremented each time the confidence value is above the predetermined threshold, then the value of the counter will be lower the more times a higher confidence value for the first cutout is encountered. One of ordinary skill will recognize that this counter value may vary and may, for example, be greater than three (e.g., five) or less than three (e.g., one).

If the confidence value is not above the predetermined threshold, as determined in step 2970, or once the counter is adjusted, as in step 2972, then the image analysis computer 110 determines if the first cutout value is greater than zero, in step 2974. If so, then an adjusted first cutout value for the first cutout is calculated by the image analysis computer 110 in step 2976. For example, the adjusted first cutout value can be calculated according to:

\[
\text{adjusted value} = \text{cutout}[0] + 1.5 \text{ inches}
\]

wherein a predetermined offset value (e.g., 1.5 inches) is added to the value for cutout[0]. Once the adjusted value is calculated in step 2976 or if the first cutout value is not greater than zero, as determined in step 2974, then the image analysis computer 110 continues
with step 2978. In step 2978, the image analysis computer 110 determines if the counter is more than a predetermined value. If, for example, the counter value is greater than zero, then a minimum number of "confidence" values over the predetermined threshold have not occurred (see step 2970 and 2972). Under these circumstances, the image analysis computer 110, in step 2980, resets the adjusted value to equal zero and repeats the process by returning to step 2904.

If however, the counter value indicates that a minimum number of "confidence" values have occurred that are over the predetermined threshold, then the image analysis computer 110, in step 2982, communicates the "adjusted" value (e.g., first cutout value + 1.5 inches) to the vehicle computer 50 as a new first cutout location value or stop height and may also communicate the second and third cutout values as well. The process then repeats by returning to step 2904.

The above description assumed that the forks are being raised upwards and that the operator desires for the forks to stop at the next higher cutout. However, one of ordinary skill will recognize that the algorithm of Figs. 29A-29F may be modified to also operate appropriately when the forks are traveling downward and the operator desires for the forks to stop at the next lower cutout.

The accuracy with which scored candidate objects may be detected and tracked through a series of image frames can be improved by performing intrinsic and extrinsic calibration of the camera. As mentioned previously, an intrinsic camera matrix has the form:

\[
[K] = \begin{bmatrix}
 f_x & \gamma & x_o \\
 0 & f_y & y_o \\
 0 & 0 & 1
\end{bmatrix}
\]

where:

\((x_o, y_o)\) is the camera center 2714 and is the pixel location coordinates on the image plane 2712 where the camera center (or the camera coordinate system origin) 2708 projects according to the pinhole camera model;

\(f_x\) is the focal length, \(f\), expressed in x-direction, or horizontal, pixel-related units; and

\(f_y\) is the focal length, \(f\), expressed in y-direction, or vertical, pixel related units, and

\(\gamma\) represents a skew factor between the x and y axes, and is often "0".

The values for the elements of this matrix can be determined using known camera resectioning techniques and can be performed as part of the manufacturing process of the
camera. As for extrinsic calibration of the imaging camera 130, other techniques are useful for determining values for the previously discussed extrinsic camera matrix \([R_{cam} \quad T_{cam}]\).

As these values may depend on the specific manner in which the camera is mounted relative to the vehicle 20, extrinsic calibration may beneficially be performed at a site where the vehicle 20 will be used. For example, values may be determined for:

\[ \gamma_{bias} \] (the fixed vertical offset between the imaging camera 130 and the location of the forks 42A and 42B),

\[ \delta_{bias} \] (the fixed horizontal offset between the imaging camera 130 and the location of the world coordinate origin 2706),

\[ \theta_\chi \] (the rotation of the camera coordinate system relative to the X-axis 2707, referred to as an elevation angle, designated \( \theta_\epsilon \) in Fig. 27A). Ideally the elevation angle may be calibrated when the forks 42A and 42B have a tilt angle of zero. As noted above, if the tilt angle \( \theta_\epsilon f \) of the forks 42A and 42B have a tilt angle of zero. As noted above, if the tilt angle \( \theta_\epsilon f \) of the forks 42A and 42B, which can be provided by a tilt angle sensor in communication with the vehicle computer 50, is not zero, then the overall elevation angle \( \theta_\epsilon = (\theta_\epsilon e + \theta_\epsilon f) \) of the imaging camera 130 will include a portion \( \theta_\epsilon f \) due to the tilting of the forks 42A and 42B and a portion \( \theta_\epsilon e \) due to the tilt of the camera 130,

\[ \theta_\gamma \] (the rotation of the camera coordinate system relative to the Y-axis 2711, referred to as a pitch angle), and

\[ \theta_\delta \] (the rotation of the camera coordinate system relative to the Z-axis 2705, referred to as a deflection angle).

An initial estimate can be assigned to these values in order to begin the extrinsic camera calibration process. For example, when considering only an elevation angle, an estimated initial value of \( \theta_\chi \) may be 0 degrees and an initial estimated value for \( \gamma_{bias} \), may be a physically measured height of the imaging camera 130 from the forks 42A and 42B. The horizontal offset \( t_{bias} \), the pitch angle and deflection angle may be considered to be equal to zero. Using these initial estimated values more than one scored candidate object (i.e., a potential pallet) may be acquired in an image of a known, or measured, world geometry. For example, based on a respective, manually pre-measured distance and height of more than one pallet relative to the world coordinate origin 2706, which, as noted above, is located at a known location on the vehicle 10, corresponding world coordinate locations \((X_w, Y_w, Z_w)\) can be determined (where the value of \(X_w\) may not necessarily be measured when only an elevation angle is non-zero and camera has no translation offset, as described more fully below, in the X-direction (i.e., \( t_{bias} = 0 \)). Alternatively, a similar technique can be
accomplished which uses respective measurement information about a single potential pallet from multiple image frames taken from different camera positions.

Fig. 30 depicts an image frame in a series of image frames for one example scenario in which three potential pallet locations 3002, 3004, 3006 have been captured by the imaging camera 130 and projected onto an image plane 3010 as three respective pixel locations 3012, 3014, and 3016. It is also possible to acquire calibration data from multiple views of chessboards where the corner locations substitute for the lower stringer point. As discussed earlier, these pixel locations may be corrected for distortion such that the locations 3012, 3014, and 3016 are in undistorted image space. In the depicted scenario, the following values have been determined:

- the translation of the forks, \( t_y \), when the image frame 3010 is captured can be determined from the vehicle computer 50;
- the first potential pallet location 3002 is projected to undistorted image pixel location \((x_1, y_1)\) 3012 and is measured relative to a world coordinate origin to have a corresponding world coordinate location of \((X_1, Y_1, Z_1)\);
- the second potential pallet location 3004 is projected to undistorted image pixel location \((x_2, y_2)\) 3014 and is measured relative to a world coordinate origin to have a corresponding world coordinate location of \((X_2, Y_2, Z_2)\); and
- the third potential pallet location 3006 is projected to undistorted image pixel location \((x_3, y_3)\) 3016 and is measured relative to a world coordinate origin to have a corresponding world coordinate location of \((X_3, Y_3, Z_3)\).

In a configuration where there is only an elevation angle (i.e., \( \theta_{\lambda} \)), the second linear equation of Equation 23 provides Equation 41A (where \( \theta_{\lambda} \) denotes the elevation angle):

\[
y_{row}(Y_w\sin\theta_{\lambda} + Z_w\cos\theta_{\lambda}) - Y_w(f_p\cos\theta_{\lambda} + y_0\sin\theta_{\lambda}) - Z_w(-f_p\sin\theta_{\lambda} + y_0\cos\theta_{\lambda}) = f_y(t_y + t_y bias)
\]

This equation can be rearranged to provide a first equation useful in performing the extrinsic camera calibration. In particular, Equation 41A can be rearranged into Equation 41B:

\[
cos6_{\lambda}(f_y Y_w - (y_{row} - y_0)Z_w) + sin6_{\lambda}(y_{row} - y_0)Y_w + f_y Z_w = f_y(t_y + t_y bias)
\]

As mentioned previously, the elevation angle \( \theta_{\lambda} \), can include a portion \( \theta_{\text{ec}} \) that is from a tilt angle of the imaging camera 130 and a portion \( \theta_{\text{ef}} \) that is from angle of the forks 42A and 42B such that:

\[
\theta_{\lambda} = \theta_{\text{ec}} + \theta_{\text{ef}}
\]
A second equation can be derived from the well-known trigonometrical principle of Equation 42:
\[
\cos^2 \theta_{ec} + \sin^2 \theta_{ec} = 1.
\]
Using these two equations, appropriate values for \( t_{ybi} \) and \( \theta_\chi \) can be determined using an iterative process as described below. In general, the iterative process first defines two residual functions based on Equation 41B and Equation 42. In particular, the two residual functions are defined by Equation 43A:
\[
I = f_y(t_y + t_{bias}) - \cos(\theta_x)f_x(y_i - y_0) - \sin(\theta_x)s_x(z_i - z_0) - \sin(\theta_y)(y_i - y_0)^2 + f_yZ_i
\]
However, Equation 43A can relate to more than one potential pallet (or scored candidate object); thus, it can be more generally written as Equation 43B:
\[
A = f_y(t_y + t_{bias}) - \cos(\theta_x)(q_i - r_i) - \sin(\theta_x)(r_i - q_i)
\]
where \( i \) is an index used to distinguish between different scored candidate objects (e.g., 3002, 3004, 3006) that may be observed in the image frame 3010. Each such scored candidate object, in Equation 43B, has a respective residual equation \( f(i) \) and has a respective manually measured world coordinate location \( (X_i, Y_i, Z_i) \) and an image pixel location height value of \( y_i \). The format of Equation 43B can be simplified by writing it as Equation 43C:
\[
I = f_y(t_y + t_{bias}) - \cos(\theta_x)(q_i) - \sin(\theta_x)(r_i)
\]
where:
\[
q_i = (-f_yY_i + (y_i - y_0)Z_i)
\]
\[
r_i = (y_i - y_0)Y_i + f_yZ_i)
\]
Using the two geometrical identities:
\[
\cos(\theta_\chi) = \cos(0_{ec} + \theta_{gf}) = \cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})
\]
\[
\sin(\theta_\chi) = \sin(0_{ec} + \theta_{gf}) = \sin(0_{ec}) \cos(\theta_{ef}) + \cos(0_{ec}) \sin(0_{ef})
\]
allows Equation 43C to be written as Equation 43D:
\[
f_f(i) = f_y(t_y + t_{bias}) - [\cos(\theta_{ef}) \cos(0_{ef}) - \sin(\theta_{ef}) \sin(0_{ef})]l(i) - [\sin(0_{ec}) \cos(0_{ef})
\]
\[
+ \cos(\theta_{ec}) \sin(\theta_{ef})]r(i)
\]
The second residual equation based on Equation 42 is defined by Equation 44:
\[
g_c = 1 - \cos^2 \theta_{ec} - \sin^2 \theta_{ec}
\]
By finding the respective roots of each residual equation (i.e., those values of the variables that result in \( f(i) \) and \( g_c \) equaling zero), appropriate values for determining the
extrinsic camera calibration values can be calculated. In the above notation, \( f(i) \) represents
the residual equation for the scored candidate object \( i \) and does not denote that/ is a function
of an independent variable \( i \).

In general, a function \( w \) can be evaluated at a point \((n_0 + e)\) using a Taylor, or power,
series where:
\[
w(n_0 + e) = w(n_0) + w'(n_0)e + \frac{1}{2} w''(n_0)e^2 \ldots
\]
Taking just the first two terms of the series provides an approximation of \( w \) where:
\[
w(n_0 + e) \approx w(n_0) + w'(n_0)e
\]
In this Taylor approximation, \( n_0 \) may be considered as an initial guess at a root of the function
\( w \) and \( e \) is an initial offset intended to locate a value closer to an actual root of \( w \) than \( n_0 \).
Setting \( w(n_0 + e) = 0 \) and solving for "e", provides an initial estimated value for the offset "e".
This use of the Taylor series can be iteratively performed such that each previous calculation
of "e" is used in the next iteration of solving for the root of \( w \) according to the Newton-
Rhapson method.

In other words, using a current guess, \( n(t) \), for the root of \( w \) provides:
\[
0 \approx w(n(t)) + w'(n(t)) e(t)
\]
which can then be solved to estimate a value for an offset, or "step" used in the iterative
algorithm according to:
\[
-\frac{w(n(t))}{w'(n(t))} \approx e(t)
\]
Using the newly calculated estimate for the step \( e(t) \), the updated guess, \( n(t+1) \), for the root of
\( w \) is provided by:
\[
n(t + 1) = n(t) + e(t)
\]
It is this value \( n(t+1) \) that is used in the next iteration of calculating the estimated
offset, or step, value. This iterative process can be repeated until \( e(t) \) reaches a predetermined
threshold value. In this way, the Taylor series approximation may be iteratively used to solve
for a root of the function \( w \).

For multivariable functions, such as for example, \( w(n, m) \), the first two terms of a
Taylor series approximation around the point \((n_0 + e_1, m_0 + e_2)\) is formed by taking partial
derivatives according to:
\[
w(n_0 + e_1, m_0 + e_2) \approx w(n_0, m_0) + \left( \frac{\partial w(n_0, m_0)}{\partial n} (e_1) + \frac{\partial w(n_0, m_0)}{\partial m} (e_2) \right)
\]
For each of the residual equations related to the extrinsic camera calibration in this first configuration, the variables of interest are $\cos\theta_{ec}$, $\sin\theta_{ec}$, and $t_{bias}$. and each has a respective estimated offset $p_0$, $p_1$, and $p_2$. If there are at least two scored candidate objects, then using the above-described principles about Taylor series approximations provides the following residual equations for performing an extrinsic camera calibration:

Equation 45A:

$$g_e = 1 - \cos^2 \theta_{ec} - \sin^2 \theta_{ec}$$

$$l(0) = f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

$$l(1) = f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

If there are additional scored candidate objects available, then additional residual equations may be used as well; these additional residual equations would have the form of:

$$l(i) = f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

where $i$ refers to an index value that uniquely identifies the scored candidate object.

The respective Taylor series approximations of the residual equations are Equation 46A:

$$f(0) \approx g_e \approx 1 - \cos^2 \theta_{ec} - \sin^2 \theta_{ec} - 2\cos\theta_{ec} * p_0 - 2\sin\theta_{ec} * p_1$$

$$f(0) \approx f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

$$l(1) \approx f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

Setting each of the Equations from Equation 46A equal to zero to solve for the respective roots provides Equation 47A:

$$2\cos \theta_{ec} * p_0 + 2\sin \theta_{ec} * p_1 \approx 1 - \cos^2 \theta_{ec} - \sin^2 \theta_{ec}$$

$$f(0) \approx f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

$$l(1) \approx f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

$$l(i) = f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$
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$$f(0) \approx f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

$$l(1) \approx f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$
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$$f(0) \approx f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

$$l(1) \approx f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$

$$f(0) \approx f_y(t_y + t_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(0_{ef})](\dot{\theta}_{ec}) - [\sin(0_{ec}) \cos(0_{ef}) - \cos(0_{ec}) \sin(0_{ef})](\dot{r}_o)$$
\[ q_i \cos (\theta_{ef}) + \gamma_i \sin (\theta_{ef}) \] * \( p_0 \) + \[ t_i \sin (\theta_{ef}) + r_i \cos (\theta_{ef}) \] * \( p_1 \) - \( f_y \) * \( p_2 \) - \[ f_y(t_y + t_{bias}) \] * \[ \cos (\theta_{ec}) \cos (\theta_{ef}) - \sin (\theta_{ec}) \sin (\theta_{ef}) \] * \( \theta_{t_i} \) - \[ \sin (\theta_{ec}) \cos (\theta_{ef}) \]

\[ + \cos (\theta_{ec}) \sin (\theta_{ef}) \] * \( (r_i) \)

The three equations of Equation 47A can be written in matrix notation as Equation 48A:

\[
\begin{bmatrix}
2\cos \theta_{ec} & 2\sin \theta_{ec} & 0 \\
q_0 \cos \theta_{ef} + r_0 \sin \theta_{ef} & -q_0 \sin \theta_{ef} + r_0 \cos \theta_{ef} & -f_y \\
q_1 \cos \theta_{ef} + r_1 \sin \theta_{ef} & -q_1 \sin \theta_{ef} + r_1 \cos \theta_{ef} & -f_y \\
\vdots & \vdots & \vdots \\
\end{bmatrix}
\begin{bmatrix}
p_0 \\
p_1 \\
p_2 \\
\end{bmatrix} =
\begin{bmatrix}
g_e \\
f(0) \\
f(1) \\
\end{bmatrix}
\]

where:

\[ q_i = (-f_y Y_i + (y_i - y_0)Z_i) \]

\[ r_i = (Y_i - y_0)Y_i + f_y Z_i \]

\[ h(i) = f_y(t_y + t_{bias}) - \{ \cos (\theta_{ec}) \cos (\theta_{ef}) - \sin (\theta_{ec}) \sin (\theta_{ef}) \} (\theta_{t_i}) - \{ \sin (\theta_{ec}) \cos (\theta_{ef}) \}
+ \cos (\theta_{ec}) \sin (\theta_{ef}) (\eta) \]

\[ g_e = 1 - \cos^2 \theta_{pc} - \sin^2 \theta_{ec} \]

As mentioned, there may be more than just two scored candidate objects within the image frame 3010 and, as a result, Equation 48A would have additional rows of values \( q_i, r_i, \) and \( t_i \). The general form of Equation 48A is that shown in Equation 49A:

\[
\begin{bmatrix}
J \\
\end{bmatrix}
\begin{bmatrix}
p_0 \\
p_1 \\
p_2 \\
\end{bmatrix} = [F]
\]

where:

\[
\begin{bmatrix}
2\cos \theta_{ec} & 2\sin \theta_{ec} & 0 \\
q_0 \cos \theta_{ef} + r_0 \sin \theta_{ef} & -q_0 \sin \theta_{ef} + r_0 \cos \theta_{ef} & -f_y \\
q_1 \cos \theta_{ef} + r_1 \sin \theta_{ef} & -q_1 \sin \theta_{ef} + r_1 \cos \theta_{ef} & -f_y \\
\vdots & \vdots & \vdots \\
\end{bmatrix}
\begin{bmatrix}
p_0 \\
p_1 \\
p_2 \\
\end{bmatrix} =
\begin{bmatrix}
g_e \\
f(0) \\
f(1) \\
\end{bmatrix}
\]

which can be manipulated to form Equation 49B:

\[
\begin{bmatrix}
p_0 \\
p_1 \\
p_2 \\
\end{bmatrix} = (J^T J)^{-1} J^T [F]
\]

Accordingly, Equation 49B reveals that respective observations of multiple pallets and a respective estimate for \( \cos \theta_{ec}, \sin \theta_{ec}, and t_{bias} \) can be used to provide a least squares solution for the vector of values \( \begin{bmatrix} p_0 \\ p_1 \\ p_2 \end{bmatrix} \). This vector of values \( \begin{bmatrix} p_0 \\ p_1 \\ p_2 \end{bmatrix} \) can be used to iteratively update the respective estimate for \( \cos \theta_{ec}, \sin \theta_{ec}, and t_{bias} \) according to Equation 50:

\[
\cos \theta_{ec}(t + 1) = \cos \theta_{ec}(t) + p_0
\]

\[
\sin \theta_{ec}(t + 1) = \sin \theta_{ec}(t) + p_1
\]
\[
tybias(t + 1) = tybias(t) + P
\]

The updated estimates for \(\cos\theta_ec, \sin\theta_ec,\) and \(t_{ybias}\) can then be used in Equation 49B to find new values for 
\[
\begin{bmatrix}
p_0 \\
p_1 \\
p_2
\end{bmatrix}
\]

This iterative process may be repeated until each of the calculated values for 
\[
\begin{bmatrix}
p_0 \\
p_1 \\
p_2
\end{bmatrix}
\]

are smaller than a predetermined threshold. For example, this predetermined threshold may be \(10^{-6}\). Once the iterative process completes, a respective value for \(\cos\theta_ec, \sin\theta_ec,\) and \(t_{ybias}\) has been calculated according to Equation 50 and the camera's contribution to the elevation angle, \(\theta_{ec}\), can be determined from 
\[
\theta_{ec} = \tan^{-1}\left(\frac{\sin\theta_ec}{\cos\theta_{ec}}\right).
\]

The camera's contribution to the elevation angle, \(\theta_{ec}\), and \(t_{ybias}\) comprise the extrinsic camera calibration values for this embodiment.

In the configuration described above, using only one of the linear equations from Equation 23 was sufficient (along with \(g_0\)) in order for multiple pallet observations to be used to solve for the two extrinsic camera calibration values \(\theta_{ec}\) and \(t_{ybias}\). However, in a configuration in which only an elevation angle \(\theta_e\) is present, there may still be instances in which \(t_{xbias} \neq 0\). In this instance, manually measuring the horizontal offset between a location of the imaging camera 130 and a world coordinate origin 2706 location may provide sufficient accuracy for this value. However, performing extrinsic camera calibration to determine a calibration value for \(t_{xbias}\) can also be accomplished as well but will utilize additional equations than those of Equation 48A. A full explanation of how \(t_{xbias}\) may be defined to simplify physical measurement of an \(x_w\) coordinate for a particular pallet location is provided below with respect to a camera configuration in which there is both an elevation angle \(\theta_e\) and a deflection angle \(\theta_z\).

In a configuration in which there is no deflection angle \(\theta_z\) but the value for \(t_{xbias} \neq 0\), the first linear equation of Equation 23 was given by:

\[
-Xwfx - Yw_x \sin\theta_x - Zw \cos\theta_x + x_i(Yw \sin\theta_x + Zw \cos\theta_x) - f_x(t_{xbias}) = 0
\]

which can be rearranged to provide an additional residual equation for a particular pallet location \(i\) that is useful for determining \(t_{xbias}\):

\[
f^*(i) = Xwfx + fx(t_{xbias}) - (x_i - x_0)Zw \cos\theta_x - (x_i - x_0)Yw \sin\theta_x
\]
where the notation \(^{*}\)(\(\phi\)) is used for convenience to distinguish this additional residual equation from the previously discussed residual equation \(f(i)\). This additional residual equation can be written as \(\text{Equation 43E}\):

\[
f^{*}(i) = Xwfx + fx(t_{xbias}) - cose_{x}(q_{i}^{*}) - sine_{x}(r_{i}^{*})
\]

where:

\[
q_{i}^{*} = ((x_{i} - x_{0})Z_{w})
\]

\[
r_{i}^{*} = ((x_{i} - x_{0})Y_{w})
\]

Again, using the two geometrical identities:

\[
\begin{align*}
\cos(0j) &= \cos(e_{e} + \theta_{ef}) = \cos(0_{ec}) \cos(0_{ef}) - \sin(\theta_{ef}) \sin(0_{ef}) \\
\sin(0j) &= \sin(e_{e} + \theta_{ef}) = \sin(0_{ec}) \cos(\theta_{ef}) + \cos(0_{ec}) \sin(\theta_{ef})
\end{align*}
\]

allows Equation 43E to be written as \(\text{Equation 43F}\):

\[
f^{*}(\theta) = Xwfx + f_{x}(t_{xbias}) - \cos(\theta_{ef}) \cos(0_{ef}) - \sin(\theta_{ef}) \sin(0_{ef}) = \sin(0_{ec}) \cos(0_{ef}) + \cos(0_{ec}) \sin(\theta_{ef})
\]

Using this additional residual equation related to the extrinsic camera calibration in this modified first configuration, the variables of interest are \(\cos O_{ec}, \sin O_{ec}, t_{xbias}\) and \(t_{xbias}\)

and each has a respective estimated offset \(p_{0}, p_{1}, p_{2}\), and \(p_{3}\). If there are at least two scored candidate objects, then using the above-described principles about Taylor series approximations provides the following residual equations for performing an extrinsic camera calibration:

\(\text{Equation 45B}\):

\[
g_{e} = 1 - \cos^{2} \theta_{ec} - \sin^{2} \theta_{ec}
\]

\[
\begin{align*}
/0) &= fy(t_{y} + ty_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(\theta_{ef})] \sin(0_{ef}) - [\sin(0_{ec}) \cos(0_{ef}) + \cos(0_{ec}) \sin(\theta_{ef})] (r_{0}^{*}) \\
/ /0) &= Xwfx + f_{x}(t_{xbias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(\theta_{ef})] \sin(0_{ef}) - [\sin(0_{ec}) \cos(0_{ef}) + \cos(0_{ec}) \sin(\theta_{ef})] (r_{0}^{*})
\end{align*}
\]

\[
/1) = fy(t_{y} + ty_{bias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(\theta_{ef})] \sin(0_{ef}) - [\sin(0_{ec}) \cos(0_{ef}) + \cos(0_{ec}) \sin(\theta_{ef})] (r_{1}^{*})
\]

\[
f^{*}(1) = Xwfx + f_{x}(t_{xbias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(\theta_{ef})] \sin(0_{ef}) - [\sin(0_{ec}) \cos(0_{ef}) + \cos(0_{ec}) \sin(\theta_{ef})] (r_{1}^{*})
\]

If there are additional scored candidate objects available, then additional residual equations may be used as well; these additional residual equations would have the form of:

\[
f^{*}(\theta) = Xwfx + f_{x}(t_{xbias}) - [\cos(0_{ec}) \cos(0_{ef}) - \sin(0_{ec}) \sin(\theta_{ef})] \sin(0_{ef}) + \cos(0_{ec}) \sin(\theta_{ef}) (r_{*})
\]
where \( i \) refers to an index value that uniquely identifies the scored candidate object.

The respective Taylor series approximations of the residual equations of Equation 45B are Equation 46B:

\[
g_e \approx 1 - \cos^2 \beta_e - \sin^2 \beta_e - 2\cos \gamma_e \cdot \rho_0 - 2\sin \gamma_e \cdot \rho_1
\]

\[
l(0) = fy(t_y + t_{ybias}) = \left[ \cos(0c) \cdot \cos(0ef) - \sin(\gamma_e) \cdot \sin(0ef) \right] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] - \left[ q_0 \cdot \cos(0ef) + r_0 \cdot \sin(0ef) \right] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] + \cos(0c) \cdot \sin(0ef)(r_o)
\]

\[
l(1) = fy(t_y + t_{ybias}) = \left[ \cos(0c) \cdot \cos(0ef) - \sin(\gamma_e) \cdot \sin(0ef) \right] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] - \left[ q_0 \cdot \cos(0ef) + r_0 \cdot \sin(0ef) \right] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] + \cos(0c) \cdot \sin(0ef)(r_o)
\]

\[
f'(1) = X_{x}f_{x} + f_{x}(t_{xbias}) = \left[ \cos(0c) \cdot \cos(0ef) - \sin(\gamma_e) \cdot \sin(0ef) \right] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] - \left[ q_0 \cdot \cos(0ef) + r_0 \cdot \sin(0ef) \right] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] + \cos(0c) \cdot \sin(0ef)(r_o)
\]

Similar to before, setting each of the Equations from Equation 46B equal to zero to solve for the respective roots provides Equation 47B:

\[
2\cos \gamma_e \cdot \rho_0 + 2\sin \gamma_e \cdot \rho_1 \times 1 = \cos^2 \beta_e - \sin^2 \beta_e
\]

\[
[\cos(0ef) + r_0 \cdot \sin(0ef)] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] - \left[ q_0 \cdot \cos(0ef) + r_0 \cdot \sin(0ef) \right] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] + \cos(0c) \cdot \sin(0ef)(r_o)
\]

\[
[q_0 \cdot \cos(0ef) + r_0 \cdot \sin(0ef)] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] - \left[ \sin(0c) \cdot \cos(0ef) \right] \cdot \left[ q_0 \cdot \cos(0ef) + r_0 \cdot \sin(0ef) \right] \cdot \left[ \sin(0c) \cdot \cos(0ef) \right] + \cos(0c) \cdot \sin(0ef)(r_o)
\]
\( q_i \cos(\phi_{ef}) + r_i \sin(\phi_{ef}) \cdot \mathbf{p}_0 + \mathbf{q}_i^* \sin(\phi_{ef}) + r_i^* \cos(\phi_{ef}) \cdot \mathbf{V}_{i} - \mathbf{f}_x \cdot \mathbf{p}_3 \)

\[ \mathbf{X}_w \mathbf{f}_x + \mathbf{f}_x (\mathbf{t}_{\text{bias}}) - \cos(\phi_{ef}) \cos(\phi_{ef}) - \sin(\phi_{ef}) \sin(\phi_{ef}) \cdot \mathbf{t}_{\text{bias}} - \mathbf{V}_{i} - \mathbf{f}_x \cdot \mathbf{p}_3 \]

The five equations of Equation 47B can be written in matrix notation as Equation 48B:

\[
\begin{bmatrix}
2\cos\theta_{ec} & 2\sin\theta_{ec} & 0 & 0 \\
q_0 \cos\theta_{ef} + r_0 \sin\theta_{ef} & -q_0 \sin\theta_{ef} + r_0 \cos\theta_{ef} & -f_y & 0 \\
q_0^* \cos\theta_{ef} + r_0^* \sin\theta_{ef} & -q_0^* \sin\theta_{ef} + r_0^* \cos\theta_{ef} & 0 & -f_x \\
q_1 \cos\theta_{ef} + r_1 \sin\theta_{ef} & -q_1 \sin\theta_{ef} + r_1 \cos\theta_{ef} & 0 & -f_x \\
q_1^* \cos\theta_{ef} + r_1^* \sin\theta_{ef} & -q_1^* \sin\theta_{ef} + r_1^* \cos\theta_{ef} & 0 & -f_x \\
\end{bmatrix}
\begin{bmatrix}
\mathbf{p}_0 \\
\mathbf{p}_1 \\
\mathbf{p}_2 \\
\mathbf{p}_3 \\
\end{bmatrix}
= \begin{bmatrix}
g_e \\
f(0) \\
f^*(0) \\
f(1) \\
f^*(1) \\
\end{bmatrix}
\]

where:

\[ q_i = (-f_y Y_i + (y_i - y_0)Z_i) \]
\[ r_i = (Y_i - y_0)Y_i + f_y Z_i) \]
\[ q_i^* = ((x_i - x_0)Z_w) \]
\[ r_i^* = ((x_i - x_0)Y_w) \]

\[ f_x(t_x + t_{\text{bias}}) - \cos(\phi_{ef}) \cos(\phi_{ef}) \cdot \sin(\phi_{ef}) \sin(\phi_{ef}) \cdot \mathbf{t}_{\text{bias}} - \mathbf{V}_{i} - \mathbf{f}_x \cdot \mathbf{p}_3 \]

\[ g_e = 1 - \cos^2 \theta_{ec} - \sin^2 \theta_{ec} \]

Equation 48B can then be used in a similar manner to Equations 48A, 49A, 49B, and 50 to iteratively solve for the three extrinsic camera calibration values: the camera's contribution to the elevation angle, \( \phi_{ec} \), \( t_{\text{bias}} \), and \( t_{\text{bias}} \) which comprise the extrinsic camera calibration values for this modified first configuration having a non-zero elevation angle \( \theta_z \) and X-direction offset \( t_{\text{bias}} \).

When both an elevation angle \( \theta_z \) and a deflection angle \( \theta_z \) are present, then all three of the respective world coordinate values (\( X_w, Y_w, Z_w \)) for each pallet location may be used to calculate the extrinsic camera calibration values. In particular, the \( X_w \) value for a particular pallet location may be considered as being relative to a reference pallet location such as, for example, the bottom most pallet location (e.g., 3006 of Fig. 30). In order to do so, the horizontal offset value, \( t_{\text{bias}} \), may be defined in a particular manner to aid the calibration process. As discussed earlier, the imaging camera 130 may be attached to the vehicle frame in such a way that it has an X-coordinate value offset from the world coordinate origin 2706.
by a bias value (i.e., t_{c_i} = t_{xbias}). During calibration, the vehicle 20 can be carefully positioned so that the location on the vehicle 20 that has been designated as the world origin 2706 is substantially aligned in the X-direction with the bottom most pallet location (e.g., 3006 of Fig. 30). As a result, a horizontal world coordinate X_3 may be defined as equal to zero and the horizontal world coordinate X_2 may be obtained by measuring a horizontal distance between a lower center of a central pallet stringer at pallet location 3004 and a center of the lower central pallet stringer at pallet location 3006. A horizontal coordinate X_i for pallet location 3002 may be measured in a similar fashion. As a result, the process described below will permit a calibration value for t_{xbias} to be determined.

When a deflection angle is also present, the linear equations of Equation 24B can be rearranged to provide the residual equations, for a scored candidate object i, of Equation 51A:

\[
l(i) = (\chi_{i} - x_{0})(\sin e_{x} \sin e_{z} - f_{e} \cos e_{x})x_{i} + ((\chi_{i} - x_{0}) \cos \theta_{e} \sin \theta_{z})y_{i} + ((\chi_{i} - x_{0}) \cos \theta_{e} \cos \theta_{z})Y_{i} - f_{x} t_{xbias}
\]

\[
l_{2}(i) = \left( (y_{i} - y_{0}) \sin \theta_{x} - f_{y} \cos \theta_{x} \right) \sin \theta_{z} x_{i} + \left( (y_{i} - y_{0}) \sin \theta_{x} - f_{y} \cos \theta_{x} \right) \cos \theta_{z} Y_{i}
\]

\[
+ \left( (y_{i} - y_{0}) \cos \theta_{x} + f_{y} \sin \theta_{x} \right) Z_{i} - f_{y} (t_{y} + t_{ybias})
\]

The two other residual equations are provided by Equation 51B:

\[
g_{c} = \cos^{2} \theta_{ec} + \sin^{2} \theta_{ec} - 1
\]

\[
g_{d} = \cos^{2} \theta_{ec} + \sin^{2} \theta_{ec} - 1
\]

where \( \theta_{ec} = \theta_{ec} + \theta_{ef} \).

The Newton-Rhapson iterative method described above with respect to the elevation angle-only scenario may be applied in a similar manner to the present scenario where the extrinsic camera parameters to be calculated are a deflection angle \( \theta_{z} \), a camera elevation angle, \( \theta_{ec} \), an x-bias value, \( t_{xbias} \), and a y bias value, \( t_{ybias} \). For at least two potential pallet locations in the image plane 3010, a matrix \([F']\) can be defined as Equation 52:

\[
F' = \begin{bmatrix}
9e \\
9d \\
A(0) \\
f_{2}(0) \\
A(i) \\
f_{x}(i) \\
\end{bmatrix}
\]

Based on the matrix \([F']\) a corresponding Jacobian matrix \([J']\) can be calculated according to Equation 53:
Investigating just the first row of $[F']$ and $[J']$ reveals how these matrices can be used to perform the iterative process to solve for the extrinsic camera calibration values for this configuration where both an elevation angle and deflection angle are present. For example, the first row of $[F']$ provides:

$$g_e = \cos^2 \theta_{ec} + \sin^2 \theta_{ec} - 1$$

and the first row of $[J']$ provides:

$$[2\cos \theta_{ec} \ 2\sin \theta_{ec} \ 0 \ 0 \ 0 \ 0]$$

The Taylor series expansion of the first row of $[F']$ (set equal to zero) provides:

$$0 = \cos^2 \theta_{ec} + \sin^2 \theta_{ec} - 1 \pm (2\cos \theta_{ec} * p_0) + (2\sin \theta_{ec} * p_1)$$

which can be rearranged to provide Equation 54:

$$(2\cos \theta_{ec} * p_0) + (2\sin \theta_{ec} * p_1) = -\cos^2 \theta_{ec} - \sin^2 \theta_{ec} + 1$$

As a result, an equation analogous to Equation 49B for this current configuration for performing extrinsic camera calibration is provided by Equation 55A:

$$[J'] = -[F']$$

which can be manipulated to form Equation 55B:
Accordingly, Equation 55B reveals that respective observations of multiple pallets and a respective estimate for \( \cos \theta_{ec}, \sin \theta_{ec}, \cos \theta_z, \sin \theta_z, t_{xbias} \) and \( t_{ybias} \) can be used to provide a least squares solution for the vector of values 
\[
\begin{bmatrix}
p_0 \\
p_1 \\
p_2 \\
p_3 \\
p_4 \\
p_5 \\
\end{bmatrix}
\] This vector of values can be used to iteratively update the respective estimate for \( \cos \theta_{ec}, \sin \theta_{ec}, \cos \theta_z, \sin \theta_z, t_{xbias} \) and \( t_{ybias} \) according to Equation 56A:

\[
\begin{align*}
cos \theta_{ec}(t+1) &= cos \theta_{ec}(t) + p_0 \\
\sin \theta_{ec}(t+1) &= \sin \theta_{ec}(t) + p_1 \\
\cos \theta_z(t+1) &= \cos \theta_z(t) + p_2 \\
\sin \theta_z(t+1) &= \sin \theta_z(t) + p_3 \\
t_{xbias}(t+1) &= t_{xbias}(t) + p_4 \\
t_{ybias}(t+1) &= t_{ybias}(t) + p_5
\end{align*}
\]

The updated estimates for \( \cos \theta_{ec}, \sin \theta_{ec}, \cos \theta_z, \sin \theta_z, t_{xbias} \) and \( t_{ybias} \) can then be used in Equation 55B to find new values for 
\[
\begin{bmatrix}
p_0 \\
p_1 \\
p_2 \\
p_3 \\
p_4 \\
p_5 \\
\end{bmatrix}
\] This iterative process may be repeated until each of the calculated values for 
\[
\begin{bmatrix}
p_0 \\
p_1 \\
p_2 \\
p_3 \\
p_4 \\
p_5 \\
\end{bmatrix}
\] are smaller than a predetermined threshold. For example, this predetermined threshold may be 10°. Once the iterative process completes, a respective value for \( \cos \theta_{ec}, \sin \theta_{ec}, \cos \theta_z, \sin \theta_z, t_{xbias} \) and \( t_{ybias} \) has been calculated and the camera’s contribution to the elevation angle, \( \theta_{ec} \), can be determined from 
\[
\theta_{ec} = \tan^{-1}\left(\frac{\sin \theta_{ec}}{\cos \theta_{ec}}\right),
\]
while the deflection angle, \( \theta_{\zeta} \), can be determined from 
\[
\theta_{\zeta} = \tan^{-1}\left(\frac{\theta_{\zeta}}{\cos \theta_{ec}}\right).
\] The camera’s
contribution to the elevation angle, $\theta_{ec}$, the deflection angle, $\theta_{z}$, $t_{xbias}$, and $t_{ybias}$ comprise the extrinsic camera calibration values for this embodiment.

A number of the above equations are nonlinear and a variety of techniques may be employed to the iterative process to aid convergence to a solution for the extrinsic camera calibration values. First, an allowable maximum value maxSizeofp for the norm $\|P\|$ of the vector $[P] = \begin{bmatrix} p_0 \\ p_1 \\ p_2 \\ p_3 \\ p_4 \\ p_5 \end{bmatrix}$ may be arbitrarily selected so as to limit, or adjust, the size of $[P]$ according to the following Equation 57:

$$[P'] = \begin{cases} \text{maxSizeofp} \times \frac{[P]}{\|P\|}, & \text{if } \|P\| > \text{maxSizeofp} \\
[\text{maxSizeofp}], & \text{otherwise} \end{cases}$$

where, for example, maxSizeofp = 10;

$[P']$ potentially comprises a scaled vector $[P]$; and

the norm $\|P\|$ of the vector $[P]$ may be, for example, the Euclidean norm such that $\|P\| = \sqrt{p_0^2 + p_1^2 + p_2^2 + p_3^2 + p_4^2 + p_5^2}$.

Another technique for avoiding divergence in the iterative process described above involves specifying a step size that reduces the effect of the offset, or step, values (e.g., $p_n$) calculated for each iteration. The vector $[P] = \begin{bmatrix} p_0 \\ p_1 \\ p_2 \\ p_3 \\ p_4 \\ p_5 \end{bmatrix}$, in this example, has six elements and, therefore, represents a particular direction in 6-dimensional space. For convenience, this direction can be referred to as the Newton direction. This vector $[P]$ also represents a "step" used to calculate the updated values for Equation 56A and can conveniently be referred to as the Newton step. In some instances, using the full Newton step in the Newton direction to calculate the next iterate values in the Newton-Rhapson method may not provide the best results. While the Newton direction can be assumed to be a correct direction in which to make the step, in some instances reducing an amount of that step may be better than using the full Newton step. Accordingly, a "step-size", $\lambda$, may be calculated that is multiplied with $[P]$.
(where $0 < \lambda \leq 1$) in order to determine a modified Newton step (e.g., $\lambda[P]$) that can be used to calculate the updated values for Equation 56A.

In particular, this technique involves performing a line search at each iteration of the Newton-Rhapson method to determine the step size $\lambda$ to be used when updating the values of Equation 56A. In particular, Equation 56A implies using the full Newton step or, in other words, using a step size at each iteration of $\lambda(t) = 1$. However, as mentioned, a smaller step size may be used that has a value between zero and one (e.g., $0 < \lambda(t) \leq 1$) which provides Equation 56B:

\begin{align*}
\cos \theta_{e_{c}}(t + 1) &= \cos \theta_{e_{c}}(t) + \lambda(t) \rho_0 \\
\sin \theta_{e_{c}}(t + 1) &= \sin \theta_{e_{c}}(t) + \lambda(t) \rho_1 \\
\cos \zeta(t + 1) &= \cos \zeta(t) + \lambda(t) \rho_2 \\
\sin \zeta(t + 1) &= \sin \zeta(t) + \lambda(t) \rho_3 \\
t_{x\text{bias}}(t + 1) &= t_{x\text{bias}}(t) + \lambda(t) \rho_4 \\
t_{y\text{bias}}(t + 1) &= t_{y\text{bias}}(t) + \lambda(t) \rho_5
\end{align*}

As known in the art, for example in *Numerical Recipes in C: The Art of Scientific Computing* (2nd ed.), Press, et al, 1992, Cambridge University Press, New York, NY, USA, a line search about a point first uses a descent direction along which an objective function will be reduced and then computes a step size that decides how far to move in that direction. The step size represents a distance from a starting point that minimizes, or generally reduces, the objective function a desired amount. One example objective function, $[E]$, useful in the above-described process for extrinsic camera calibration is provided by Equation 58:

$$
[E] = \frac{1}{2} [F']^T [F']
$$

The goal of the line search technique is to find a step size $\lambda$ such that $[E]$ has decreased a sufficient amount relative to a previous value. As described later, the "sufficiency" of the decrease amount is defined by acceptance conditions for a particular line search strategy. In general, the line search first calculates a value based on $[E]$ using a full Newton step (i.e., $1 = 1$) and determines if the acceptance conditions are met. If so, then the line search is complete. If not, then in each subsequent iteration the line search backtracks along the line that extends in the Newton direction by using a smaller value for $\lambda$. This process can repeat with smaller and smaller values of $\lambda$ until the acceptance conditions are satisfied.
A variety of different line search techniques may be used such as, for example, an interpolated line search, a bisection line search, a Regula-Falsi line search, a secant line search, and others. One example line search technique, the Armijo Rule line search, is more fully explained below. In this example, $A(t)$ refers to the eventual step size that is calculated for a current iteration of the Newton-Rhapson method. However, the line search method itself is also iterative and an index symbol "$n$" refers to a current iteration of the line search.

As mentioned above, the line search first calculates a value based on the objective function $[E]$. The function $[E]$ at a particular iteration of the Newton-Rhapson method can be calculated using current iterate values and a current Newton step but with different test values for a step size $\lambda$. Thus, for an iteration $t$, the objective function $[E]$ can be considered a function that is dependent on the value of a step size $\lambda$. In particular, the iterate values calculated by the Newton-Rhapson method, in this particular configuration of the imaging camera 130, from Equation 56B along with the Newton step $[P]$ can be used to define Equation 56C:

$$[V(n + 1)] = [V(n)] + \lambda(n)[P]$$

where $[V(n + 1)] = \begin{bmatrix} \cos\theta_{ec}(n + 1) \\ \sin\theta_{ec}(n + 1) \\ \cos\theta_z(n + 1) \\ \sin\theta_z(n + 1) \\ t_{xbias}(n + 1) \\ t_{ybias}(n + 1) \end{bmatrix}$ and $[V(n)] = \begin{bmatrix} \cos\theta_{ec}(n) \\ \sin\theta_{ec}(n) \\ \cos\theta_z(n) \\ \sin\theta_z(n) \\ t_{xbias}(n) \\ t_{ybias}(n) \end{bmatrix}$

Equation 56C reveals how the values $[V(n)]$ that are used to determine $[F]$ (and, thus, also determine $[E]$) can change based on a particular step size $\lambda(n)$ that is chosen. In particular, in Equation 56C, the values for $[V(n)]$ correspond to the iterate values for the current iteration of the Newton-Rhapson method and $[P]$ is the Newton step from the current iteration of the Newton-Rhapson method. Accordingly, for a particular iteration, $n$, of the line search a changing value for the step size $\lambda(n)$ is tested that results in different values for $[V(n+1)]$ that are used when calculating a value for $[E]$. Thus, a line search function $G(\lambda)$, for a particular iteration of the Newton-Rhapson method can be defined according to:

$$G(A) = [E]$$

where $G(A)$ denotes that $G$ is a function of a step size, $A$, and $[E]$ denotes a value of the objective function $[E]$ for iteration $t$ of the Newton-Rhapson method.

A first order approximation of $G(A)$ is given by Equation 56D:

$$\dot{G}(A) = G(0) + \lambda \frac{d}{dA} G(0)$$
Using a full Newton step, the line search starts with \( n = 1 \) and \( \lambda(1) = 1 \). The line search iteratively determines if the acceptance condition: \( G(l(n)) \leq G(l(n)) \) is satisfied. If so, then \( \lambda(\eta) \) is considered an acceptable step size and used as \( \lambda(t) \) in Equation 56B. If the inequality fails, however, then the step size is reduced according to:

\[
\lambda(n + 1) = \frac{\lambda(n)}{2}
\]

and the line search continues with a next iteration. The value for \( \varepsilon \) in Equation 56D can be arbitrarily chosen to be between 0 and 1 such as, for example \( \varepsilon = 0.5 \).

Thus, the previously described Newton-Rhapson iterative process described above with respect to Equation 56A may be modified for each iteration, \( t \), to help ensure convergence by first calculating the solution for Equation 55B, as previously described, according to:

\[
\begin{bmatrix}
  p_0 \\
  p_1 \\
  p_2 \\
  p_3 \\
  p_4 \\
  p_5 \\
\end{bmatrix} = -([J']^T[J'])^{-1}[J']^T[F']
\]

However, before using these values to update the values for \( \cos ec, \sin ec, \cos e, \sin e, txbias \) and \( tybias \) to be used in the next iteration, \( (t+1) \), they are adjusted using the techniques just described. In particular, the values for \( P \) can potentially be limited according to Equation 57:

\[
[P'] = \begin{cases} 
\text{maxSizeOfp} * \frac{[P]}{||P||}, & \text{if } ||P|| > \text{maxSizeOfp} \\
[P], & \text{otherwise}
\end{cases}
\]

\[
\begin{bmatrix}
  p_0' \\
  p_1' \\
  p_2' \\
  p_3' \\
  p_4' \\
  p_5'
\end{bmatrix}
\]

to produce limited offset values: The vector \( P' \) is considered to specify a full Newton step and Newton direction for a current iteration of the Newton-Rhapson method. Additionally, using the values, a line search using the function \( E \) for the current iteration, \( t \), may be performed in order to calculate a step size \( \lambda(t) \) to be used when updating the values for \( \cos8ec, \sin eec, \cos z, \sin8z, txbias \) and \( tybias \). Thus, an analogous equation for Equation 56B is provided by Equation 56E:

\[
\cos8ec(t + 1)' = \cos8ec(t) + \lambda(t)p_0'
\]
\[
\begin{align*}
\sin \theta_e (t + 1)' &= \sin \theta_e (t) + \lambda(t)p_t' \\
\cos \theta_z (t + 1)' &= \cos \theta_z (t) + \lambda(t)p_z' \\
\sin \theta_z (t + 1)' &= \sin \theta_z (t) + A(t)p_z' \\
t_{x\text{bias}} (t + 0)' &= tx_{\text{bias}} (t) + \lambda(t)p_x' \\
t_{y\text{bias}} (t + 1)' &= ty_{\text{bias}} (t) + A(t)p_y'
\end{align*}
\]

It is these new values for \(\cos \theta_e\), \(\sin \theta_e\), \(\cos \theta_z\), \(\sin \theta_z\), \(tx_{\text{bias}}\) and \(ty_{\text{bias}}\) that are then used in the next iteration of the process for extrinsic camera calibration.

A third configuration of calibrating the imaging camera 130 involves a full rotation matrix that includes a non-zero value for \(\theta_e\), the elevation angle, \(\theta_y\), the pitch angle, \(\theta_z\) the deflection angle, \(t_{x\text{bias}}\), and \(t_{y\text{bias}}\). Similar to Equation 30F, the following residual equations can be defined to address the elements of a full rotation matrix for each potential pallet object.

Equation 59A:

\[
\begin{align*}
f_1(k) &= (a_k x_w + b_k y_w + c_k z_w - f_x t_{x\text{bias}}) \\
f_2(k) &= (d_k x_w + e_k y_w + f_k z_w - f_y t_{y\text{bias}}) \\
\end{align*}
\]

where:

\[
\begin{align*}
a_k &= x_k r_{20} - f_x r_{00} - x_0 r_{20} \\
b_k &= x_k r_{21} - f_x r_{01} - x_0 r_{21} \\
c_k &= x_k r_{22} - f_x r_{02} - x_0 r_{22} \\
d_k &= y_k r_{20} - f_y r_{10} - y_0 r_{20} \\
e_k &= y_k r_{21} - f_y r_{11} - y_0 r_{21} \\
f_k &= y_k r_{22} - f_y r_{12} - y_0 r_{22}
\end{align*}
\]

Additional residual equations can be provided by Equation 59B:

\[
\begin{align*}
g_e &= \cos^2 \theta_e + \sin^2 \theta_e - 1 \\
g_p &= \cos^2 \theta_p + \sin^2 \theta_p - 1 \\
g_d &= \cos^2 \theta_d + \sin^2 \theta_d - 1
\end{align*}
\]

where \(\theta_k = \theta_{e\text{cc}} + \theta_{f\text{f}}\).

Using these residual equations produces analogous matrices to Equations 52 and 53.

For example:

\[
F'' = \begin{bmatrix} g_e \\ g_p \\ g_d \\ f_3(0) \\ f_2(0) \\ f_1(1) \\ f_2(1) \end{bmatrix}
\]
As a result, an equation analogous to Equation 49B for this current configuration for performing extrinsic camera calibration is provided by Equation 60A:

\[
[f'''] = \begin{bmatrix}
\frac{\partial}{\partial \cos \theta_{ec}} g_e \\
\frac{\partial}{\partial \sin \theta_{ec}} g_e \\
\frac{\partial}{\partial \cos \theta_y} g_e \\
\frac{\partial}{\partial \sin \theta_y} g_e \\
\frac{\partial}{\partial \cos \theta_z} g_e \\
\frac{\partial}{\partial \sin \theta_z} g_e \\
\frac{\partial}{\partial \cos \theta_{z}} g_p \\
\frac{\partial}{\partial \sin \theta_{z}} g_p \\
\frac{\partial}{\partial \cos \theta_{y}} g_p \\
\frac{\partial}{\partial \sin \theta_{y}} g_p \\
\frac{\partial}{\partial \cos \theta_{x}} g_p \\
\frac{\partial}{\partial \sin \theta_{x}} g_p \\
\frac{\partial}{\partial \cos \theta_{bias}} g_e \\
\frac{\partial}{\partial \sin \theta_{bias}} g_e \\
\frac{\partial}{\partial \cos \theta_{bias}} g_p \\
\frac{\partial}{\partial \sin \theta_{bias}} g_p
\end{bmatrix}
\]

where

\[
[f''] = -IF''
\]

which can be manipulated to form Equation 60B:

\[
[f'''] = -([f''']^T U'')^{-1} U''^T [f''']
\]

Accordingly, Equation 60B represents the respective observations of multiple pallets and a respective estimate for \( \cos \theta_{ec}, \sin \theta_{ec}, \cos \theta_y, \sin \theta_y, \cos \theta_z, \sin \theta_z, \) \( tx \), \( ty \), \( tz \), and \( \theta_{bias} \) can be used to provide a least squares solution for the vector of values. This vector of values
can be used to iteratively update the respective estimate for \( \cos \theta_{ec} \), \( \sin \theta_{ec} \), \( \cos \theta_y \), \( \sin \theta_y \), \( \cos \theta_z \), \( \sin \theta_z \), \( t_{xbias} \) and \( t_{ybias} \) according to Equation 61A:

\[
\begin{align*}
\cos \theta_{ec}(t + 1) &= \cos \theta_{ec}(t) + p_0 \\
\sin \theta_{ec}(t + 1) &= \sin \theta_{ec}(t) + p_1 \\
\cos \theta_y(t + 1) &= \cos \theta_y(t) + p_2 \\
\sin \theta_y(t + 1) &= \sin \theta_y(t) + p_3 \\
\cos \theta_z(t + 1) &= \cos \theta_z(t) + p_4 \\
\sin \theta_z(t + 1) &= \sin \theta_z(t) + p_5 \\
\theta_{xbias}(t + 1) &= \theta_{xbias}(t) + p_6 \\
\theta_{ybias}(t + 1) &= \theta_{ybias}(t) + p_7
\end{align*}
\]

The updated estimates for \( \cos \theta_{ec} \), \( \sin \theta_{ec} \), \( \cos \theta_y \), \( \sin \theta_y \), \( \cos \theta_z \), \( \sin \theta_z \), \( t_{xbias} \) and \( t_{ybias} \) can then be used in Equation 60B to find new values for

\[
\begin{align*}
\begin{bmatrix}
p_0 \\
p_1 \\
p_2 \\
p_3 \\
p_4 \\
p_5 \\
p_6 \\
p_7
\end{bmatrix}
\end{align*}
\]

This iterative process may be repeated until each of the calculated values for \( p_0 \), \( p_1 \), \( p_2 \), \( p_3 \), \( p_4 \), \( p_5 \), \( p_6 \), \( p_7 \) are smaller than a predetermined threshold. For example, this predetermined threshold may be 10°. Once the iterative process completes, a respective value for each of \( \cos \theta_{ec} \), \( \sin \theta_{ec} \), \( \cos \theta_y \), \( \sin \theta_y \), \( \cos \theta_z \), \( \sin \theta_z \), \( t_{xbias} \) and \( t_{ybias} \) has been calculated and the camera’s contribution to the elevation angle, \( \theta_{ec} \), can be determined from \( \theta_{ec} = \tan^{-1}\left( \frac{\sin \theta_{ec}}{\cos \theta_{ec}} \right) \), the pitch angle \( \theta_y \), can be determined from \( \theta_y = \tan^{-1}\left( \frac{\sin \theta_y}{\cos \theta_y} \right) \), and the deflection angle, \( \theta_z \), can be determined from \( \theta_z = \tan^{-1}\left( \frac{\sin \theta_z}{\cos \theta_z} \right) \).
Additionally, the previously described techniques for avoiding divergence may be applied as well to this particular configuration for performing extrinsic camera calibration.

While the foregoing disclosure discusses illustrative aspects and/or embodiments, it should be noted that various changes and modifications could be made herein without departing from the scope of the described aspects and/or embodiments as defined by the appended claims.

For example, a number of two-dimensional image analysis techniques are described above for analyzing an image frame in order to identify, locate, score and prune potential pallet objects and some of their individual features. These techniques are equally applicable to image frames captured using a single camera system or a dual camera system. Furthermore, although elements of the described aspects and/or embodiments may be described or claimed in the singular, the plural is contemplated unless limitation to the singular is explicitly stated. Additionally, all or a portion of any aspect and/or embodiment may be utilized with all or a portion of any other aspect and/or embodiment, unless stated otherwise.
CLAIMS

What is claimed is:

1. A method for determining which of a plurality of possible lines is most likely to be an actual line passing through a possible corner of a pallet comprising:

   providing a Ro image comprising pixels valued to generally correspond to an orthogonal distance from an origin point in the Ro image to one or more possible lines in a corresponding grey scale image;

   providing, using a computer, a location in the Ro image corresponding to a possible pallet corner;

   defining, using said computer, a plurality of possible lines passing through the possible pallet corner, each of the possible lines being respectively oriented at one angle within a range of angles to an axis of the Ro image; and

   determining, using said computer, which of the plurality of possible lines is most likely to be the actual line passing through the possible pallet corner.

2. The method of claim 1, wherein the range of angles is centered about a horizontal axis in the Ro image.

3. The method of claim 1, wherein said defining comprises calculating an orthogonal distance from the origin point in the Ro image to each of the possible lines being respectively oriented at one angle from the following equation:

   \[ \rho(\phi) = -X_{pallet\, corner} \sin \phi + Y_{pallet\, corner} \cos \phi \]

   wherein:

   \[ \rho(\phi) \] an orthogonal distance from the origin point in the Ro image to a possible line at angle \( \phi \);

   \( \phi \) = one angle within the range of angles; and

   \( x, y \) = coordinates in the Ro image for the possible pallet corner.

4. The method of claim 3, wherein said defining further comprises identifying points for each possible line using \( \rho(\phi) \) calculated for that line.
5. The method of claim 4, wherein said identifying points for each possible line comprises generating respective first and second end points for a set of sub-lines \( \{ L \} \) according to:

\[
\{ L \} = \{(1, y_1+k) \text{ to } (M, y_2+k)\}, \text{ where}
\]
\[
k = 0, 1, 2, ..., (N_y-1),
\]
\[
N_y = \text{the number of sub-lines used to define the possible line; and}
\]

\[\begin{align*}
    \text{where: } y_1 &= \text{round} \left( \frac{-TOL1 + \rho(\phi) + \sin\phi}{\cos\phi} \right) \\
    \text{and } y_2 &= \text{round} \left( \frac{-TOL1 + \rho(\phi) + M\sin\phi}{\cos\phi} \right)
\end{align*}\]

given that:

\[\rho(\phi) = \text{an orthogonal distance from the origin point in the Ro image to the corresponding possible line at angle } \phi;\]

\[\phi = \text{one angle within the range of angles;}\]

\[TOL1 = \text{an empirically determined value;}\]

\[M = \text{number of horizontal pixels in each row of the Ro image; and}\]

\[y_1, y_2 = y\text{-coordinate values for the respective first and second end points.}\]

6. The method of claim 5, wherein said identifying points for each possible line further comprises generating first and second intermediate points between each set of first and second sub-line end points using Bresenham's line algorithm, wherein points for each possible line being defined by end and intermediate points of corresponding first and second sub-lines.

7. The method of claim 6, further comprising evaluating the following expression for each point on each possible line:

\[|\rho_{\text{left}}(X,Y) - \rho(\phi)| \leq TOL2 \times \rho(\phi)\]

wherein:

\[(X,Y) = \text{one of the points on a possible line;}\]

\[\rho_{\text{left}}(X,Y) = \text{value from the Ro image at a point } X,Y \text{ on the possible line;}\]

\[\rho(\phi) = \text{an orthogonal distance from the origin point in the Ro image to the possible line at angle } \phi;\]

\[\phi = \text{the one angle within the range of angles; and}\]
TOL2 = an empirically determined value.

8. The method of claim 7, further comprising, for each possible line, incrementing a respective counter each time the following expression is true for a point X, Y on the possible line:

\[ |\rho_{\text{left}}(X,Y) - \rho(\varphi)| \leq TOL2 \times \rho(\varphi) \]

9. The method of claim 8, further comprising identifying one of the possible lines having the greatest respective counter value as the line most likely to be an actual line passing through the possible pallet corner.

10. A system for determining which of a plurality of possible lines is most likely to be an actual line passing through a possible corner of a pallet comprising:

a computer configured to acquire a Ro image comprising pixels valued to generally correspond to an orthogonal distance from an origin point in the Ro image to one or more possible lines in a corresponding grey scale image;

said computer configured to provide a location in the Ro image corresponding to a possible pallet corner;

said computer further configured to define a plurality of possible lines passing through the possible pallet corner, each of the possible lines being respectively oriented at one angle within a range of angles to an axis of the Ro image; and

said computer further configured to determine which of the plurality of possible lines is most likely to be an actual line passing through the possible pallet corner.

11. The system of claim 10, wherein the range of angles is centered about a horizontal axis in the Ro image.

12. The system of claim 10, wherein to define a plurality of possible lines said computer is further configured to calculate an orthogonal distance from the origin point in the Ro image to each of the possible lines being respectively oriented at one angle from the following equation:

\[ \rho(\phi) = -X_{\text{pallet corner}} \sin \phi + Y_{\text{pallet corner}} \cos \phi \]

wherein:
\[ \rho(\phi) = \text{an orthogonal distance from the origin point in the Ro image to a possible line at angle } \phi; \]

\[ \phi = \text{one angle within the range of angles}; \text{ and} \]

\[ x, y = \text{coordinates in the Ro image for the possible pallet corner.} \]

13. The system of claim 12, wherein to define a plurality of possible lines said computer is further configured to identify points for each possible line using \( \rho(\phi) \) calculated for that line.

14. The system of claim 13, wherein said computer is further configured to identify points for each possible line by generating respective first and second end points for a set of sub-lines \( \{L\} \) according to:

\[ \{L\} = \{(1, y_i+k) \text{ to } (M, y_{i+}k)\}, \text{ where} \]

\[ k = 0, 1, 2, \ldots, (N_y-1), \]

\[ N_y = \text{the number of sub-lines used to define the possible line}; \text{ and} \]

\[ \text{where: } y_1 = \text{round} \left( \frac{-TOL1 + \rho(\phi) + \sin\phi}{\cos\phi} \right) \]

\[ \text{and } y_2 = \text{round} \left( \frac{-TOL1 + \rho(\phi) + M\sin\phi}{\cos\phi} \right) \]

given that:

\[ \rho(\phi) = \text{an orthogonal distance from the origin point in the Ro image to the corresponding possible line at angle } \phi; \]

\[ \phi = \text{one angle within the range of angles}; \]

\[ \text{TOL1 = an empirically determined value;} \]

\[ M = \text{number of horizontal pixels in each row of the Ro image; and} \]

\[ y_i, y_2 = \text{y-coordinate values for the respective first and second end points.} \]

15. The system of claim 14, wherein to identify points for each possible line said computer is further configured to generate first and second intermediate points between each set of first and second sub-line end points using Bresenham’s line algorithm, wherein points for each possible line being defined by end and intermediate points of corresponding first and second sub-lines.
16. The system of claim 15, wherein said computer is further configured to evaluate the following expression for each point on each possible line:

$$|\rho_{left}(X,Y) - \rho(\phi)| \leq TOL2 \cdot \rho(\phi)$$

wherein:

- $(X,Y)$ = one of the points on a possible line;
- $Pieft(X,Y)$ = value from the Ro image at a point $X,Y$ on the possible line;
- $\rho(\phi)$ = an orthogonal distance from the origin point in the Ro image to the possible line at angle $\phi$;
- $\phi = \text{the one angle within the range of angles}$; and
- $TOL2 = \text{an empirically determined value}$.

17. The system of claim 16, wherein said computer is further configured, for each possible line, to increment a respective counter each time the following expression is true for a point $X,Y$ on the possible line:

$$|\rho_{left}(X,Y) - \rho(\phi)| \leq TOL2 \cdot \rho(\phi)$$

18. The system of claim 17, wherein said computer is further configured to identify one of the possible lines having the greatest respective counter value as the line most likely to be an actual line passing through the possible pallet corner.

19. A computer program product for determining which of a plurality of possible lines is most likely to be an actual line passing through a possible corner of a pallet, comprising:

- a computer readable storage medium having computer readable program code embodied therewith, the computer readable program code comprising:
  - computer readable program code configured to acquire a Ro image comprising pixels valued to generally correspond to an orthogonal distance from an origin point in the Ro image to one or more possible lines in a corresponding grey scale image;
  - computer readable program code configured to provide a location in the Ro image corresponding to a possible pallet corner;
  - computer readable program code configured to define a plurality of possible lines passing through the possible pallet corner, each of the possible lines being respectively oriented at one angle within a range of angles to an axis of the Ro image; and
computer readable program code configured to determine which of the plurality of possible lines is most likely to be an actual line passing through the possible pallet corner.

20. The computer program product of claim 19, wherein the range of angles is centered about a horizontal axis in the Ro image.

21. The computer program product of claim 19, wherein the computer readable program code configured to define a plurality of possible lines, further comprises:

    computer readable program code configured to calculate an orthogonal distance from the origin point in the Ro image to each of the possible lines being respectively oriented at one angle from the following equation:

\[ \rho(\phi) = -x_{palletCorner} \sin \phi + y_{palletCorner} \cos \phi \]

wherein:

\[ \rho(\phi) = \text{an orthogonal distance from the origin point in the Ro image to a possible line at angle } \phi; \]

\[ \phi = \text{one angle within the range of angles; and} \]

\[ x, y = \text{coordinates in the Ro image for the possible pallet corner.} \]

22. The computer program product of claim 21, wherein the computer readable program code configured to define a plurality of possible lines, further comprises:

    computer readable program code configured to identify points for each possible line using \( \rho(\phi) \) calculated for that line.

23. The computer program product of claim 22, further comprising:

    computer readable program code configured to identify points for each possible line by generating respective first and second end points for a set of sub-lines \( \{L\} \) according to:

\[ \{L\} = \{(1, y_1+k) \text{ to } (M, y_2+k)\}, \text{ where } \]

\[ k = 0, 1, 2, \ldots, (N_y-1), \]

\[ N_y = \text{the number of sub-lines used to define the possible line; and} \]

\[ y_1 = \text{round} \left( \frac{-TOL1 + \rho(\phi) + \sin \phi}{\cos \phi} \right) \]
\[
\text{and} \quad y_2 = \text{round} \left( \frac{-TOL1 + \rho(\phi) + M\sin(\phi)}{\cos\phi} \right)
\]

given that:
\(\rho(\phi)\) = an orthogonal distance from the origin point in the Ro image to the corresponding possible line at angle \(\phi\);
\(\phi\) = one angle within the range of angles;
\(TOL1\) = an empirically determined value;
\(M\) = number of horizontal pixels in each row of the Ro image; and
\(y_1, y_2\) = y-coordinate values for the respective first and second end points.

24. The computer program product of claim 23, wherein the computer readable program code configured to identify points for each possible line, further comprises:

computer readable program code configured to generate first and second intermediate points between each set of first and second sub-line end points using Bresenham’s line algorithm, wherein points for each possible line being defined by end and intermediate points of corresponding first and second sub-lines.

25. The computer program product of claim 24, further comprising:

computer readable program code configured to, for each possible line, to increment a respective counter each time the following expression is true for a point \(X, Y\) on the possible line:

\[
|\rho_{left}(X,Y) - \rho(\phi)| \leq TOL2 * \rho(\phi)
\]

wherein:

\(\rho_{left}(X,Y)\) = value from the Ro image at a point \(X,Y\) on the possible line;
\(\rho(\phi)\) = an orthogonal distance from the origin point in the Ro image to the possible line at angle \(\phi\);
\(\phi\) = the one angle within the range of angles; and
\(TOL2\) = an empirically determined value.
\[ \left| P_{left}(x, y) - P(\psi) \right| \leq TOL2 \cdot \rho(\varphi) \]

27. The computer program product of claim 26, further comprising:

computer readable program code configured to identify one of the possible lines having the greatest respective counter value as the line most likely to be an actual line passing through the possible pallet corner.
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## FIG. 6C

<table>
<thead>
<tr>
<th>STEP</th>
<th>ROW</th>
<th>COLUMN:</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0.7</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0.9</td>
<td>0.8</td>
<td>0.8</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
</tr>
<tr>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0.95</td>
<td>0.8</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>3</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>5</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td></td>
<td>6</td>
<td>0.9</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**COMPARE ALL 25 PIXELS**

- **MAX** = 0.95
- **PIXEL** [2,2]

<table>
<thead>
<tr>
<th>STEP</th>
<th>ROW</th>
<th>COLUMN:</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0.9</td>
<td>0.8</td>
<td>0</td>
<td>0</td>
<td>0.9</td>
<td>0.8</td>
<td>0.8</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
</tr>
<tr>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0.95</td>
<td>0.8</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>3</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>5</td>
<td>0.9</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>6</td>
<td>0.9</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**IS ANY VALUE IN COLUMN 6 GREATER THAN 'MAX'?**

- **NO**

**IS 'MAX' STILL WITHIN 5 COLUMNS?**

- **YES**

- **MAX** = 0.95
- **PIXEL** [2,2]

<table>
<thead>
<tr>
<th>STEP</th>
<th>ROW</th>
<th>COLUMN:</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0.9</td>
<td>0.8</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
</tr>
<tr>
<td>2</td>
<td>2</td>
<td>0</td>
<td>0.95</td>
<td>0.8</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>3</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>5</td>
<td>0.9</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>6</td>
<td>0.9</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**IS ANY VALUE IN COLUMN 7 GREATER THAN 'MAX'?**

- **NO**

**IS 'MAX' STILL WITHIN 5 COLUMNS?**

- **NO**

- **MAX** = 0.8
- **PIXEL** [7,1]

<table>
<thead>
<tr>
<th>STEP</th>
<th>ROW</th>
<th>COLUMN:</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0.9</td>
<td>0.8</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
</tr>
<tr>
<td>2</td>
<td>2</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>3</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>5</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>6</td>
<td>0.9</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**IS ANY VALUE IN COLUMN 8 GREATER THAN 'MAX'?**

- **NO**

**IS 'MAX' STILL WITHIN 5 COLUMNS?**

- **YES**

- **MAX** = 0.8
- **PIXEL** [7,1]
<table>
<thead>
<tr>
<th>COLUMN:</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
</tr>
</thead>
<tbody>
<tr>
<td>ROW 1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.8</td>
<td>0</td>
<td>0.7</td>
<td>0</td>
<td>0.8</td>
</tr>
<tr>
<td>ROW 2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>ROW 3</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>ROW 4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>ROW 5</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>ROW 6</td>
<td>0.9</td>
<td>0</td>
<td>0.7</td>
<td>0</td>
<td>0</td>
<td>0.7</td>
<td>1</td>
<td>0.8</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**FIG. 6D**

**IS ANY VALUE IN COLUMN 9 GREATER THAN 'MAX'?**

**NO**

**IS 'MAX' STILL WITHIN 5 COLUMNS?**

**YES**

**MAX = 0.8**

**PIXEL [7,1]**

---

**IS ANY VALUE IN COLUMN 10 GREATER THAN 'MAX'?**

**YES**

**IS 'MAX' STILL WITHIN 5 COLUMNS?**

**YES**

**MAX = 1.0**

**PIXEL [10,5]**

---

**IS ANY VALUE IN COLUMN 11 GREATER THAN 'MAX'?**

**NO**

**IS 'MAX' STILL WITHIN 5 COLUMNS?**

**YES**

**MAX = 1.0**

**PIXEL [10,5]**

---

**IS ANY VALUE IN ROW 6 GREATER THAN 'MAX'?**

**NO**

**IS 'MAX' STILL WITHIN 5 ROWS?**

**YES**

**MAX = 0.95**

**PIXEL [2,2]**
\[
g(100) = u(96) \times v(100-96) = -7 \times (-.0854) \\
+ u(97) \times v(100-97) = -6 \times (-.3686) \\
+ u(98) \times v(100-98) = -5 \times (-.8578) \\
+ u(99) \times v(100-99) = -3 \times (-.9079) \\
+ u(100) \times v(100-100) = -3 \times (0) \\
+ u(101) \times v(100-101) = -5 \times (+.9079) \\
+ u(102) \times v(100-102) = -5 \times (+.8578) \\
+ u(103) \times v(100-103) = -2 \times (+.3686) \\
+ u(104) \times v(100-104) = 0 \times (+.0854) \\
g(100) = 0.257
\]
### Table 1

<table>
<thead>
<tr>
<th>ROWS</th>
<th>COLUMNS</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>-19</td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>-19</td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>-19</td>
<td>0.0854</td>
</tr>
<tr>
<td>4</td>
<td>-18</td>
<td>0.3686</td>
</tr>
<tr>
<td>5</td>
<td>-18</td>
<td>0.8578</td>
</tr>
<tr>
<td>6</td>
<td>-19</td>
<td>0.9079</td>
</tr>
<tr>
<td>7</td>
<td>-19</td>
<td>0.0000</td>
</tr>
<tr>
<td>8</td>
<td>-19</td>
<td>-0.9079</td>
</tr>
<tr>
<td>9</td>
<td>-19</td>
<td>-0.8578</td>
</tr>
<tr>
<td>10</td>
<td>-19</td>
<td>-0.3686</td>
</tr>
<tr>
<td>11</td>
<td>-19</td>
<td>-0.0854</td>
</tr>
</tbody>
</table>

### Equations

\[
g(7) = u(3) \times v(7-3) = -19 \times (-0.0854) + u(4) \times v(7-4) = -18 \times (-0.3686) + u(5) \times v(7-5) = -18 \times (-0.8578) + u(6) \times v(7-6) = -19 \times (-0.9079) + u(7) \times v(7-7) = -19 \times (0.0000) + u(8) \times v(7-8) = -19 \times (+0.9079) + u(9) \times v(7-9) = -19 \times (+0.8578) + u(10) \times v(7-10) = -19 \times (+0.3686) + u(11) \times v(7-11) = -19 \times (+0.0854) = -1.23
\]
<table>
<thead>
<tr>
<th>Y Coordinate of Current Pixel</th>
<th>Location Row Y_T</th>
<th>Y_T - Row Mean</th>
<th>Y_NWR</th>
<th>IS Y_NWR - Row Mean</th>
<th>≤ Y_NWR ?</th>
</tr>
</thead>
<tbody>
<tr>
<td>217.50012</td>
<td>3.50012</td>
<td>214</td>
<td></td>
<td>214 - 213.98601</td>
<td>≤ 214 ?</td>
</tr>
<tr>
<td>220.28446</td>
<td>6.28446</td>
<td>214</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>221.24939</td>
<td>7.24939</td>
<td>214</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>213.98601</td>
<td>0.01399</td>
<td>214</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>-18.67071</td>
<td>232.67071</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>60.67902</td>
<td>153.32098</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>235.64062</td>
<td>21.64062</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>193.93308</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

FIG. 11A
<p>| ROW MEAN | LOCATION ROW Y_T | | Y_NWR | | ( |Y_NWR - \text{ROW MEAN}| ) | ( \leq Y_{NWR} ) ? |
|----------|------------------|---|----------|----------|------------------|-----------------|
| 217.6684 | 3.6684           | 211 | 211 - 217.6684 | \leq 211 ? | TRUE             |
| 219.15431| 5.15431          |    |                      |            |                  |
| 220.93996| 6.93996          |    |                      |            |                  |
| 217.90783| 3.90783          | 214|                      |            |                  |
| -29.78949| 243.78949        |    |                      |            |                  |
| 46.73442 | 46.73442         |    |                      |            |                  |
| 231.89031| 17.89031         |    |                      |            |                  |</p>
<table>
<thead>
<tr>
<th></th>
<th>175</th>
<th>176</th>
<th>177</th>
<th>178</th>
<th>179</th>
<th>180</th>
<th>181</th>
</tr>
</thead>
<tbody>
<tr>
<td>209</td>
<td>193.5587</td>
<td>204.2889</td>
<td>217.9809</td>
<td>221.1231</td>
<td>212.7166</td>
<td>208.7468</td>
<td>-249.045</td>
</tr>
<tr>
<td>210</td>
<td>217.6182</td>
<td>221.1779</td>
<td>223.3451</td>
<td>222.2126</td>
<td>215.3074</td>
<td>209.5663</td>
<td>13.7278</td>
</tr>
<tr>
<td>211</td>
<td>211.9482</td>
<td>212.4718</td>
<td>214.6262</td>
<td>218.1675</td>
<td>218.9573</td>
<td>216.961</td>
<td>229.7343</td>
</tr>
<tr>
<td>212</td>
<td>219.0916</td>
<td>230.8875</td>
<td>234.9602</td>
<td>231.4176</td>
<td>225.0797</td>
<td>219.9049</td>
<td>229.8073</td>
</tr>
<tr>
<td>213</td>
<td>223.1109</td>
<td>228.069</td>
<td>229.8515</td>
<td>225.9977</td>
<td>219.2508</td>
<td>216.0523</td>
<td>-254.163</td>
</tr>
<tr>
<td>214</td>
<td>240.5114</td>
<td>233.2941</td>
<td>228.3089</td>
<td>208.8676</td>
<td>258.333</td>
<td>280.0523</td>
<td>-183.559</td>
</tr>
</tbody>
</table>

**COL. MEAN**

|    | 221.6982 | 224.8455 | 221.2977 | 224.9408 | 225.2139 |

X COORDINATE OF CURRENT PIXEL LOCATION = X_T:

| X_T - COLUMN MEAN |

| 178  |

| X_{NWC}:

| 178  |

| 178 - 221.2977 | ≤ 267 ?? |

TRUE

**FIG. 11C**
<table>
<thead>
<tr>
<th>X COORDINATE OF CURRENT PIXEL LOCATION = X_T :</th>
<th>178</th>
</tr>
</thead>
<tbody>
<tr>
<td>X_T - COLUMN MEAN</td>
<td>32.99707 39.33502 43.35243 41.15905 40.54932</td>
</tr>
<tr>
<td>X_NWC :</td>
<td>176</td>
</tr>
<tr>
<td>176 - 210.9971</td>
<td>&lt; 264 ??</td>
</tr>
</tbody>
</table>

**FIG. 11D**
18 / 70

Identify a given LLC in left ROI image

Position a JxK window over a row portion containing the LLC

Determine an average of the pixel values for each row portion

Determine the row portion average nearest the current pixel location row

Is the nearest window row from the JxK window over a pallet?

Yes

Increment horizontal line count by 1

Is horizontal line count = 100?

Yes

Designate that a horizontal line has been traced for the given LLC

Go to step 370

No

No

Step to the left one pixel location and position a JxK window over a row having the nearest window row from the prior JxK window

Go to step 350

FIG. 12A
POSITION AN EXPANDED LxM WINDOW OVER THE NEAREST ROW FROM THE JxK WINDOW

DETERMINE AN AVERAGE OF THE PIXEL VALUES FOR EACH WINDOW ROW

DETERMINE THE WINDOW ROW AVERAGE NEAREST THE CURRENT PIXEL LOCATION ROW

IS THE NEAREST ROW FROM THE LxM WINDOW OVER A PALLETT?

GO TO STEP 342 AND SET A NO-HORIZONTAL LINE COUNT = 0 AND THE HORIZONTAL LINE COUNT = 1

INCREMENT A NO-HORIZONTAL LINE COUNT BY 1

IS THE NO-HORIZONTAL LINE COUNT = 20?

DISQUALIFY THE GIVEN LLC

FIG. 12B
POSITION A PxQ WINDOW OVER A COLUMN HAVING THE LLC

DETERMINE AN AVERAGE OF THE PIXEL VALUES FOR EACH COLUMN PORTION

DETERMINE THE COLUMN PORTION AVERAGE NEAREST THE CURRENT PIXEL LOCATION COLUMN

IS THE NEAREST COLUMN FROM THE PxQ WINDOW OVER A Pallet?

NO

GO TO STEP 390

YES

INCREMENT STRINGER COUNT BY 1

IS STRINGER COUNT = 15?

NO

STEP UPWARD ONE PIXEL LOCATION AND POSITION A PxQ WINDOW OVER THE NEAREST COLUMN FROM THE PRIOR PxQ WINDOW

YES

DESIGNATE THAT A VERTICAL LINE HAS BEEN TRACED FOR THE GIVEN LLC

VALIDATE THE GIVEN LLC

FIG. 13A
POSITION AN EXPANDED R×S WINDOW OVER THE NEAREST COLUMN FROM THE P×Q WINDOW

390

DETERMINE AN AVERAGE OF THE PIXEL VALUES FOR EACH COLUMN

392

DETERMINE THE COLUMN PORTION AVERAGE NEAREST THE CURRENT PIXEL LOCATION COLUMN

394

IS THE NEAREST COLUMN FROM THE R×S WINDOW OVER A PALLET?

396

NO

INCREMENT THE NO-VERTICAL LINE COUNT BY 1

400

IS THE NO-VERTICAL LINE COUNT = 20?

402

NO

YES

DISQUALIFY THE GIVEN LLC

404

YES

GO TO STEP 388 AND SET A NO-VERTICAL LINE COUNT = 0 AND THE STRINGER COUNT = 1

398

FIG. 13B
<table>
<thead>
<tr>
<th>K</th>
<th>X</th>
<th>225</th>
<th>226</th>
<th>227</th>
<th>228</th>
<th>229</th>
<th>230</th>
<th>231</th>
<th>232</th>
<th>W(k)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>118</td>
<td>-160.504</td>
<td>-161.086</td>
<td>-156.522</td>
<td>-151.216</td>
<td>-149.889</td>
<td>-154.875</td>
<td>-165.395</td>
<td>-171.367</td>
<td>-158.85683</td>
</tr>
<tr>
<td>2</td>
<td>119</td>
<td>-166.446</td>
<td>-169.69</td>
<td>-164.313</td>
<td>-154.386</td>
<td>-151.494</td>
<td>-159.241</td>
<td>-173.045</td>
<td>-173.497</td>
<td>-163.26396</td>
</tr>
<tr>
<td>5</td>
<td>122</td>
<td>-94.2193</td>
<td>19.5223</td>
<td>60.5809</td>
<td>92.4008</td>
<td>120.4829</td>
<td>140.0854</td>
<td>144.5718</td>
<td>148.2598</td>
<td>78.960575</td>
</tr>
<tr>
<td>6</td>
<td>123</td>
<td>170.8996</td>
<td>156.9349</td>
<td>139.3569</td>
<td>136.2312</td>
<td>143.7376</td>
<td>146.4344</td>
<td>142.1387</td>
<td>144.9866</td>
<td>147.559988</td>
</tr>
<tr>
<td>7</td>
<td>124</td>
<td>181.505</td>
<td>169.919</td>
<td>158.8348</td>
<td>154.7692</td>
<td>154.3149</td>
<td>154.843</td>
<td>157.5592</td>
<td>167.5279</td>
<td>162.409125</td>
</tr>
<tr>
<td>9</td>
<td>126</td>
<td>223.6471</td>
<td>220.7945</td>
<td>204.4855</td>
<td>179.1394</td>
<td>158.4279</td>
<td>154.7078</td>
<td>160.3276</td>
<td>162.5138</td>
<td>183.00545</td>
</tr>
<tr>
<td>10</td>
<td>127</td>
<td>207.1781</td>
<td>222.4854</td>
<td>218.7002</td>
<td>193.0301</td>
<td>166.343</td>
<td>144.9357</td>
<td>127.345</td>
<td>125.2608</td>
<td>175.659788</td>
</tr>
<tr>
<td>11</td>
<td>128</td>
<td>170.6102</td>
<td>185.879</td>
<td>210.4715</td>
<td>199.1542</td>
<td>172.75</td>
<td>146.1599</td>
<td>169.2848</td>
<td>180.5064</td>
<td>179.352</td>
</tr>
<tr>
<td>12</td>
<td>129</td>
<td>182.8374</td>
<td>234.2422</td>
<td>171.3371</td>
<td>56.1715</td>
<td>-99.995</td>
<td>-81.7545</td>
<td>-75.5744</td>
<td>-90.0052</td>
<td>37.1537875</td>
</tr>
<tr>
<td>13</td>
<td>130</td>
<td>-127.65</td>
<td>-156.929</td>
<td>-139.195</td>
<td>-122.866</td>
<td>-134.858</td>
<td>-157.856</td>
<td>-153.992</td>
<td>-140.015</td>
<td>141.67</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Y</th>
<th>LLC</th>
<th>W(k+1) &gt; 0</th>
<th>MEAN(W(1:k))</th>
<th>MEAN(W(k+1:13))</th>
<th>Y LLC - MEAN(W(k+1:13))</th>
<th>&lt;= Y LLC</th>
<th>SUCCESS</th>
<th>FIRST k y=y+k-6</th>
</tr>
</thead>
<tbody>
<tr>
<td>N</td>
<td>-158.856825</td>
<td>45.03427604</td>
<td>Y</td>
<td>N</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>N</td>
<td>-161.0603938</td>
<td>63.97047955</td>
<td>Y</td>
<td>N</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>N</td>
<td>-159.0926042</td>
<td>85.88323</td>
<td>Y</td>
<td>N</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y</td>
<td>-156.7640688</td>
<td>112.0678625</td>
<td>Y</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y</td>
<td>-109.61914</td>
<td>116.2062734</td>
<td>Y</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y</td>
<td>-66.75095208</td>
<td>111.7228857</td>
<td>Y</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y</td>
<td>-34.01379821</td>
<td>103.2751792</td>
<td>Y</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y</td>
<td>-6.493767188</td>
<td>86.700925</td>
<td>Y</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y</td>
<td>14.56170139</td>
<td>62.62479375</td>
<td>Y</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y</td>
<td>30.67151</td>
<td>24.9464625</td>
<td>Y</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Y</td>
<td>44.18791818</td>
<td>-52.2563025</td>
<td>N</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>N</td>
<td>43.60204063</td>
<td>-141.67</td>
<td>N</td>
<td>N</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

FIG. 14A
<table>
<thead>
<tr>
<th>X</th>
<th>231</th>
<th>232</th>
<th>233</th>
<th>234</th>
<th>235</th>
<th>236</th>
<th>237</th>
</tr>
</thead>
<tbody>
<tr>
<td>Y</td>
<td>k</td>
<td>1</td>
<td>2</td>
<td>3</td>
<td>4</td>
<td>5</td>
<td>6</td>
</tr>
<tr>
<td></td>
<td>-258.804</td>
<td>182.5356</td>
<td>261.0071</td>
<td>262.6237</td>
<td>262.981</td>
<td>257.0072</td>
<td>245.73</td>
</tr>
<tr>
<td>121</td>
<td>144.5718</td>
<td>148.2598</td>
<td>178.3317</td>
<td>223.6241</td>
<td>247.5331</td>
<td>263.0229</td>
<td>263.0524</td>
</tr>
<tr>
<td>122</td>
<td>142.1387</td>
<td>144.9666</td>
<td>166.5167</td>
<td>191.3189</td>
<td>214.2287</td>
<td>236.8794</td>
<td>262.0135</td>
</tr>
<tr>
<td>123</td>
<td>157.5592</td>
<td>167.5279</td>
<td>189.0942</td>
<td>201.3920</td>
<td>213.3024</td>
<td>222.0677</td>
<td>238.9276</td>
</tr>
<tr>
<td>124</td>
<td>46.36633</td>
<td>160.8275</td>
<td>198.7374</td>
<td>219.7397</td>
<td>234.5113</td>
<td>244.7443</td>
<td>252.4309</td>
</tr>
<tr>
<td>W(k)</td>
<td>190.6337</td>
<td>76.17253</td>
<td>38.26258</td>
<td>17.26038</td>
<td>2.4887</td>
<td>7.7443</td>
<td>15.43088</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>[</td>
<td>W - X_{LLC}</td>
<td>]</td>
<td>k</td>
<td>[</td>
<td>X_{LLC} - W(k)</td>
<td>] &lt;= 355.5 ?</td>
</tr>
</tbody>
</table>

```
<table>
<thead>
<tr>
<th>238</th>
<th>239</th>
<th>240</th>
<th>241</th>
<th>242</th>
<th>243</th>
</tr>
</thead>
<tbody>
<tr>
<td>8</td>
<td>9</td>
<td>10</td>
<td>11</td>
<td>12</td>
<td>13</td>
</tr>
<tr>
<td>248.839</td>
<td>265.984</td>
<td>262.3634</td>
<td>198.013</td>
<td>182.1957</td>
<td>183.2986</td>
</tr>
<tr>
<td>259.747</td>
<td>268.3199</td>
<td>266.5419</td>
<td>228.415</td>
<td>202.6785</td>
<td>167.3196</td>
</tr>
<tr>
<td>267.8989</td>
<td>265.9274</td>
<td>258.6412</td>
<td>229.668</td>
<td>229.6974</td>
<td>207.949</td>
</tr>
<tr>
<td>257.4829</td>
<td>255.6701</td>
<td>237.5588</td>
<td>215.244</td>
<td>193.8332</td>
<td>129.6808</td>
</tr>
<tr>
<td>258.492</td>
<td>263.9754</td>
<td>256.2763</td>
<td>217.835</td>
<td>202.1012</td>
<td>172.062</td>
</tr>
<tr>
<td>21.49195</td>
<td>26.97535</td>
<td>19.27633</td>
<td>19.165</td>
<td>34.8988</td>
<td>64.938</td>
</tr>
</tbody>
</table>
```

**FIG. 14B**
IDENTIFY X,Y COORDINATES OF POSSIBLE LLC

MOVE LEFT (EG. 5 PIXELS)

LOCATE N x O WINDOW (EG. 13 x 8) OVER NEW COORDINATES

CALCULATE AVG PIXEL VALUE FOR EACH ROW OF WINDOW W(k)

FIND FIRST k WHERE THE FOLLOWING ARE TRUE:
  W(k+1) > 0
  AVG(W(1:k)) < 0
  | Y_{LLC} - AVG(W(k+1:13)) | <= Y_{LLC}

IF NO k WAS FOUND, THEN DISCARD POSSIBLE LLC

IF k WAS FOUND, THEN SET NEW COORDINATES:
  x = x-1
  y = y + k - 6

IF NUMBER OF SUCCESSFUL k IS 100, THEN STOP, IF NOT, CONTINUE

FIG. 14C
1. Identify X,Y coordinates of possible LLC
2. Locate window (e.g., 4x13) over coordinates
3. Calculate avg. pixel value for each column of window W(k)
4. Find W(k) which minimizes |W(k) - X_{LLC}|
5. If |X_{LLC} - W(k)| ≤ 1.5X_{LLC} then:
   - Set new coordinates: y=y-1, x=x+k-6
   - If number of successful k is 10, then stop; this possible LLC is prequalified, else continue
6. Otherwise, discard possible LLC

FIG. 14D
STEP 608

FIND W(k) WHICH MINIMIZES | W(k) - Y_{LLC} |

STEP 610' G10'

STEP 612' G12'

IS | Y_{LLC} - W(k) | <= Y_{LLC}

STEP 614

FIG. 14E

DEFINE A LOCATION OF A PREQUALIFIED LLC IN THE FIRST RO IMAGE 410

DEFINE A PLURALITY OF LINES PASSING THROUGH THE PREQUALIFIED LLC 412

DETERMINE WHICH OF THE LINES IS MOST LIKELY TO BE AN ACTUAL LINE PASSING THROUGH THE PREQUALIFIED LLC 414

FIG. 15
FIG. 15A
FIG. 17
FIG. 20A
FOR A PREQUALIFIED LOWER LEFT CORNER RETRIEVE VALUES FOR

\[ \rho_{BPBL}, \phi_{BPBL} \]

\[ \left( x_{UPPER\ LEFT}, y_{UPPER\ LEFT} \right) \]

\[ \left( x_{UPPER\ RIGHT}, y_{UPPER\ RIGHT} \right) \]

CALCULATE A HEIGHT \( h \) FOR THE RECTANGLES ACCORDING TO:

\[
\begin{align*}
  h & = \max \left\{ \text{ROUND}\left( \rho_{BPBL} + x_{UPPER\ LEFT} \sin\phi_{BPBL} - y_{UPPER\ LEFT} \cos\phi_{BPBL} \right) \right\}, \\
  & \quad \text{ROUND}\left( \rho_{BPBL} + x_{UPPER\ RIGHT} \sin\phi_{BPBL} - y_{UPPER\ RIGHT} \cos\phi_{BPBL} \right) \right\}
\end{align*}
\]

FIG. 21A
2301 SET INITIAL \( r = 0 \)

2302 CALCULATE X-COORDINATE FOR LEFT ENDPOINT OF CURRENT LINE, \( x_{11r} \)

2304 CALCULATE X-COORDINATE FOR RIGHT ENDPOINT OF CURRENT LINE, \( x_{12r} \)

2306 SET INDEX VALUE \( r \) WHICH VARIES FROM 0 TO \( h-1 \)

2308 CALCULATE RESPECTIVE Y-COORDINATES, \( y_{11} \) AND \( y_{12} \) FOR THE LEFT AND RIGHT ENDPOINTS OF THE CURRENT LINE:

\[
\begin{align*}
y_{11r} &= \text{round} \left( \frac{(\rho - r + x_{11r} \sin \phi)}{\cos \phi} \right) \\
y_{12r} &= \text{round} \left( \frac{(\rho - r + x_{12r} \sin \phi)}{\cos \phi} \right)
\end{align*}
\]

2310 IDENTIFY INTERMEDIATE PIXEL LOCATIONS FOR THE CURRENT LINE AND CALCULATE VERTICAL PROJECTION OF CORRESPONDING PIXELS FROM GREY SCALE IMAGE HAVING NEGATIVE VALUES

STOP NO IF \( r < h-1 \), THEN INCREMENT \( r \) AND MOVE TO NEXT LINE YES

FIG. 23A
START AT LEFT ENDPOINT AND i=1

CALCULATE THE X-COORDINATE AND Y-COORDINATE OF THE CURRENT PIXEL LOCATION

DETERMINE PIXEL VALUE IN GREyscale IMAGE FOR THE CURRENT PIXEL LOCATION

IS PIXEL VALUE NEGATIVE

YES

ADD PIXEL VALUE TO ACCUMULATOR Y_i

i = i+1

X_{next} = X_{current} + 1

IS i > leftCount

NO

YES

STOP

FIG. 23C
START AT LEFT ENDPOINT AND j=1

CALCULATE THE X-COORDINATE AND Y-COORDINATE OF THE CURRENT PIXEL LOCATION

DETERMINE PIXEL VALUE IN THE GREYSCALE IMAGE FOR THE CURRENT PIXEL LOCATION

IS PIXEL VALUE ≤ (0.75 * Y/h)?

YES

ADD PIXEL VALUE TO ACCUMULATOR Z_j

j = j + 1

X_{next} = X_{current} + 1

NO

IS j > (X_{LRC} - X_{LLC})?

YES

STOP

FIG. 23D
MAINTAIN ExistingObjectList

ACQUIRE NEXT IMAGE FRAME AND CREATE NewObjectList

IDENTIFY AND SCORE OBJECTS IN NewObjectList

PRUNE OBJECTS FROM NewObjectList

MATCH OBJECTS IN NewObjectList WITH OBJECTS IN ExistingObjectList

DELETE UNMATCHED OBJECTS IN ExistingObjectList

UPDATE RECORDS IN ExistingObjectList

ADD FROM NewObjectList TO ExistingObjectList NEW OBJECTS THAT DID NOT GET MATCHED

FIG. 23E
NewObjectList of scored candidate objects is maintained

Delete scored candidate objects with a score less than predetermined threshold

Delete scored candidate objects having a score lower than nearby scored candidate objects

Delete scored candidate objects within a vertical span of the stringer of a scored candidate object having a local maximum score

FIG. 24A
DELETE ALL OBJECTS IN THE LIST FOR DELETION

ARE THERE UNTESTED OBJECTS IN THE NewObjectList

SELECT OBJECT(k) FROM THE NewObjectList

IDENTIFY ALL OBJECTS THAT ARE CLOSER TO OBJECT(k) THAN A PREDETERMINED DISTANCE

DETERMINE IF THE SCORE OBJECT FOR OBJECT(k) IS LESS THAN THE RESPECTIVE SCORE OBJECT OF ANY OF THE IDENTIFIED NEARBY OBJECTS

k = k + 1

ADD OBJECT(k) TO LIST FOR DELETION

FIG. 24B
2408

KeepObjectList = EMPTY SET

2430

IS NewObjectList EMPTY?

2432

NO

IDENTIFY OBJECT(m) FROM
NewObjectList HAVING A
MAXIMUM SCORE OBJECT
ADD OBJECT(m) TO
KeepObjectList

2434

YES

MAINTAIN THE
KeepObjectList

2440

FIND ALL SCORED CANDIDATE OBJECTS FROM
NewObjectList WITH A LOWER CENTER COORDINATE
\((X_{LCi}, Y_{LCi})\) WITHIN \(\pm V_S\) PIXELS OF THE ORTHOGONAL DISTANCE \(\rho_m\)
(i.e., \(\rho_m - V_S \leq X_{LCi}\sin \phi_m + Y_{LCi}\cos \phi_m \leq \rho_m + V_S\))

2436

REMOVE SUCH SCORED CANDIDATE OBJECTS,
INCLUDING OBJECT(m) FROM THE NewObjectList

2438

FIG. 24C
LOCATION OF SCORED CANDIDATE OBJECTS MAINTAINED IN ExistingObjectList (THE EXISTING OBJECTS)

CHANGE IN FORK CARRIAGE APPARATUS HEIGHT

ACQUIRE NEXT IMAGE FRAME

PREDICT OBJECTS' NEW LOCATION AND PREDICTION CIRCLE IN NEXT IMAGE FRAME

DETERMINE RESPECTIVE LOCATIONS FOR EACH SCORED CANDIDATE OBJECTS, THE 'NEW OBJECTS', IN THE NEXT IMAGE FRAME

FOR EACH PREDICTION WINDOW TENTATIVELY MATCH A NEW OBJECT WITH AN EXISTING OBJECT WHERE THE NEW OBJECT LIES WITHIN THE PREDICTION CIRCLE OF THE EXISTING OBJECT

RESOLVE ANY CONFLICTS BY MINIMIZING THE ABSOLUTE SCORE DIFFERENCE BETWEEN COMPOSITE OBJECT SCORES

ALL MATCHED NEW OBJECTS HAVE THEIR MatchCount RESET TO '2'

DOES THE MatchCount FOR THAT EXISTING OBJECT = '0'

YES

ARE THERE ANY EXISTING OBJECTS THAT WERE NOT MATCHED TO A NEW OBJECT?

YES

MATCHCount FOR THAT EXISTING OBJECT

DELETE THAT EXISTING OBJECT AS BEING UNMATCHED

NO

DECREMENT MATCHCount FOR THAT EXISTING OBJECT

UPDATE THE PREDICTORS

UPDATE GRAPHICAL DISPLAY OF ExistingObjectList

ADD ANY NEW OBJECTS AND SET THEIR MatchCount = '2'

FIG. 25
FIG. 26A

OBJECT(r)

\[ (x_r, y_r) \]

OBJECT(s)

\[ (x_s, y_s) \]

OBJECT(t)

\[ (x_t, y_t) \]

OBJECT(u)

\[ (x_u, y_u) \]

PRIOR IMAGE FRAME
EVALUATE THE \((X_W, Y_W, Z_W)\) USING THE LARGEST CONSENSUS SET

ARE THERE MORE IMAGE POINTS TO TRY OR HAS MAXIMUM ITERATIONS BEEN PERFORMED

YES

PICK TWO IMAGE POINT OBSERVATIONS AT RANDOM AS THE MINIMUM SAMPLE SET (MSS)

SOLVE FOR \((X_W, Y_W, Z_W)\) USING THE MSS

CALCULATE THE Squared Error OF THE MSS MODEL TO EACH POINT OF THE MSS

CALCULATE A THRESHOLD VALUE

DETERMINE THE CONSENSUS SET OF THE POINTS HAVING LESS ERROR THAN THE THRESHOLD VALUE

SAVE THE LARGEST CONSENSUS SET

FIG. 27D
ExistingObjectList includes current values for the state variables from a previous iteration of the Kalman filter.

Using the previous system state and the distance the imaging camera moves, the Kalman filter predicts an a priori estimate of where the scored candidate object will be located in undistorted image space homogeneous coordinates.

Convert the predicted homogeneous coordinates to an undistorted pixel location.

Convert the undistorted pixel location to distorted image space coordinates.

The distorted coordinates for the a priori estimate are considered the predicted new location of step 2504. The prediction window is defined relative to these coordinates.

Assuming one of the new scored candidate objects in the NewObjectList is matched in step 2512, the distorted image space coordinates for the matched new scored candidate object are the initial observed location coordinates for this candidate object.

The distorted image space observed location coordinates are converted to undistorted image space observed location coordinates $x_{\text{OBS}}(t)$, $y_{\text{OBS}}(t)$ and used by the Kalman filter to update the filter estimate in step 2524.

The updated estimate $z(t)$ of the scored candidate object is stored in the ExistingObjectList to be used for the next iteration of the Kalman filter.

The undistorted image space observed location coordinates $x_{\text{OBS}}(t)$, $y_{\text{OBS}}(t)$ are added to the sequence of pixel locations stored for this scored candidate object in the ExistingObjectList.

**FIG. 28**
INITIALIZE
ALL CUTOUTS = 0
ALL CUTOUT TAGS = 0
ALL CUTOUT FOUND = 0
ADJUSTED_CUTOUT = 0
ALL_BESTCUTOUTS & TAGS = 0
COUNTER = 1
CONFIDENCE = 0
NEXT_TAG = 1

VEHICLE COMPUTER MOVES FORKS WHICH HAVE A FORK HEIGHT

YES
IS THE FIRST CUTOUT, CUTOUT[0], BELOW THE FORK HEIGHT?

NO

SHIFT CUTOUTS LEFT BY:
CUTOUT[0] = CUTOUT[1]
CUTOUT[2] = 0

SHIFT CUTOUT TAGS LEFT BY:
TAG_CUTOUT[0] = TAG_CUTOUT[1]
TAG_CUTOUT[2] = ∅
RESET COUNTER

FIG. 29A
WHEN A NEW, UNMATCHED SCORED CANDIDATE OBJECT IS ADDED TO ExistingObjectList (SEE 2384 OF FIG. 23E) SET TAG OBJECT = NEXT_TAG AND NEXT_TAG = NEXT_TAG + 1

IDENTIFY A SCORED CANDIDATE OBJECT AS CUTOUT CANDIDATES WHERE, FOR AN OBJECT:
(Score OBJECT ≥ 0.5 OR TAG OBJECT = TAG>CUTOUT[0]) AND (Yw + 1.5 INCHES > FORK HEIGHT, Yw > 35, Zw > 0)
IF \((|\text{CUTOUT}[j] - Y_W| < 15\text{ INCHES})\) THEN

IDENTIFY CUTOUT CANDIDATE WITH ITS \(Y_W\) VALUE CLOSEST TO \text{CUTOUT}[j] AND USE THIS CUTOUT CANDIDATES ATTRIBUTES INSTEAD OF THOSE OF \text{CANDIDATE}[i] IN SUBSEQUENT STEPS.

SET \(\text{BEST}_\text{CUTOUT}[j] = 0.5 \times (\text{CUTOUT}[i] + Y_W)\)

SET \(\text{BEST}_\text{CUT_TAG}[j] = \text{TAG OBJECT}\)

IF \(\text{CUTOUT}[j]\) IS FIRST CUTOUT THEN

SET \(\text{CONFIDENCE} = 0.5 \times (\text{CONFIDENCE} + \text{SCORE OBJECT})\)

SET \(\text{CUT OUT FOUND}[j] = 1\)

MOVE TO NEXT CUTOUT

FIG. 29C
IS \( Y_w > \text{Fork Height} + 5 \text{ Inches} \) ?

IF \( Y_w > \text{Fork Height} + 5 \text{ Inches} \)

2940

IS \( \emptyset < \text{CUTOUT}[0] < Y_w \) ?

NO

2942

YES

SET \text{CUTOUT}[1] = \emptyset
SET \text{TAG, CUTOUT}[1] = \text{TAG OBJECT}

MOVE TO NEXT CUTOUT

2944

IS \( \text{CUTOUT}[0] > Y_w \) ?

NO

2946

YES

SHIFT CUTOUT'S RIGHT BY:
\text{CUTOUT}[2] = \text{CUTOUT}[1]
\text{CUTOUT}[1] = \text{CUTOUT}[0]
\text{CUTOUT}[0] = Y_w

SHIFT CUTOUT TAGS LEFT BY:
\text{TAG, CUTOUT}[2] = \text{TAG, CUTOUT}[1]
\text{TAG, CUTOUT}[1] = \text{TAG, CUTOUT}[0]
\text{TAG, CUTOUT}[0] = \text{TAGOBJECT}

SET \text{CONFIDENCE} = \text{SCORE OBJECT}

MOVE TO NEXT CUTOUT

2948

\text{CUTOUT}[0] = Y_w
\text{CONFIDENCE} = \text{SCORE OBJECT}
\text{TAG, CUTOUT}[0] = \text{TAG OBJECT}

MOVE TO NEXT CUTOUT

2950

FIG. 29D
SET $j += 1$

ARE MORE CUTOUTS LEFT? (E.G., IS $j < 3$)

SET $i += 1$

ARE MORE CUTOUT CANDIDATES LEFT? (E.G., IS $i > n$)

FOR $j = 0$ TO 2 (E.G., THERE ARE THREE CUTOUTS) PERFORM:

IS CUT OUT FOUND? $j \neq 0$?

SET $CUTOUT[j] = BEST\_CUTOUT[j]$
TAG $CUTOUT[j] = BEST\_TAG[j]$

SET $j += 1$

ARE MORE CUTOUTS LEFT?
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