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ABSTRACT
Disclosed are a system and method for computing a desktop picture. Instead of loading a file that contains the desktop image from memory, the present invention provides for a system and method for opening and retaining a procedural recipe and a small set of instructions that can be executed to compute a desktop picture. The desktop picture can be computed very quickly using a GPU (graphics processing unit), and can be made to move on demand. When a part of the desktop image is needed to composite, that part is computed using a fragment program on the GPU using the procedural recipe and a specially written fragment program into a temporary VRAM buffer. After it is computed and composited, the buffer containing the result of the fragment program may be discarded.
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SYSTEM AND METHOD FOR COMPUTING A DESKTOP PICTURE

BACKGROUND OF THE INVENTION

1. Field of the Invention
   The present invention relates generally to computer graphics, and more particularly, to a system and method for computing desktop pictures.

2. Related Art
   The desktop background of a computer generally includes the screen contents “underneath” any windows, folders, icons, and cursor/pointer, etc. The desktop is generally shown on the screen before any windows are opened, and reappears when windows are closed or resized.

   The desktop background may be configured to achieve a desired appearance. Controlling the appearance of the desktop allows a user to customize his or her computer. For example, the user may select a graphic from a web page as the desktop background (sometimes referred to as wallpaper). As another example, the user may select an image comprising a digital photograph stored in the user’s computer memory as the desktop background.

   Desktop pictures are typically drawn using an image stored in a picture file. Desktop pictures are static and take up considerable resources in RAM and VRAM (video RAM). In addition, because desktop pictures are static, transitions between the login screen and the desktop picture are generally abrupt and nonorganic.

SUMMARY OF THE INVENTION

Instead of loading a file that contains the desktop image, the present invention provides for a system and method for opening and retaining a procedural “recipe” and a small set of instructions that can be executed to compute a desktop picture. Because the recipe is so small, a series of keyframe recipes may be opened and retained.

When a part of the desktop image is needed to composited, that part may be computed using a fragment program on a GPU (graphics processing unit) using the procedural recipe and a specially written fragment program into a temporary VRAM buffer. After it is computed and composited, the buffer containing the result of the fragment program may be discarded.

Because the desktop picture is computed using a procedural recipe, the storage for the desktop picture can be eliminated. This includes both main memory (e.g., RAM) and video memory (e.g., VRAM) copies of the picture. Advantageously, using a procedural recipe to compute a desktop picture (or a portion thereof) allows the unused VRAM and RAM to be used for other operations.

Since the systems and methods of the present invention reduce requirements for both VRAM and RAM, less memory is required. The movement of desktop images on demand allows a signature desktop “look” to be taken into the motion domain. The seamless integration between login, the desktop picture, and log out also provides a visual hook that can further distinguish products.

Also, since the desktop picture can be computed very quickly using a GPU, it may be made to move on demand. This includes movement, for example, when logging in, logging out, and transitioning to and from a screen saver, providing a seamless experience. It can also include slow movement, such as when a soft tree shadow is cast, with the gentle rustling of leaves in the breeze, or slow movement over time, or concerted movement to mark the passing of time (e.g., a noticeable change to pattern or color every hour). With an appropriate editing tool, designers can edit and specify the user experience.

Thus, the present invention provides systems and methods for computing a desktop picture, or a portion of a desktop picture. In certain embodiments of the present invention, a single frame may be computed. In other embodiments of the present invention, multiple frames may be computed. Furthermore, transitions between frames effectively provide movement of desktop pictures on demand.

BRIEF DESCRIPTION OF THE DRAWINGS

Embodiments of the inventive aspects of this disclosure will be best understood with reference to the following detailed description, when read in conjunction with the accompanying drawings, in which:

FIG. 1 depicts block diagram of an exemplary hardware configuration;
FIG. 2 depicts an exemplary computer desktop;
FIG. 3 depicts an example of a desktop image; and
FIG. 4 depicts another example of a desktop image.

DETAILED DESCRIPTION OF THE INVENTION

The inventive embodiments described herein may have implication and use in all types of multi-processor computing systems and, in particular, where differing types of processors are exploited in a system. Most of the discussion herein focuses on a common computing configuration having a CPU resource and a GPU resource. The discussion is only for illustration and not intended to confine the application of the invention to other systems having either: no GPU, multiple CPUs and one GPU, multiple GPUs and one CPU or multiple GPUs and multiple CPUs. With that caveat, we shall provide information regarding a typical hardware and software operating environment.

Reference is now made to FIG. 1, which depicts a common hardware computing configuration. FIG. 1 shows an exemplary block diagram, and it will be understood by those of skill in the art that numerous other configurations and devices can be used. Very generally, a microprocessor 11 is coupled to chipset support integrated circuits 13 and 17. The microprocessor may be any microprocessor or controller such as one of the Intel Pentium family or IBM/Motorola PowerPC chips. The chipset ICs (expressed here as North Bridge 13 and South Bridge 17) may be implemented in one or more ICs. The chipset 13, 17 generally couples to the microprocessor through a bus 12 or by direct links, which are well known in the art at this time. If the chipset 13, 17 is implemented in more than one IC, it is common for North Bridge functionality (AGP, memory management, etc.) to have a more direct connection to the processor by either connection to a common bus or the aforementioned links. A separate chip containing the South Bridge functionality is very commonly coupled to the microprocessor 11 through the North Bridge. However, we do not wish to preclude other configurations that exist now or may exist in the future. Some potential South Bridge functionality includes an ATA bus 16 for peripheral attachments such as disk drives; a PCI bus 18 for attachment of all manner of peripherals; a USB controller 19 for attachment of USB devices; a network interface controller 110 for supporting Ethernet or potentially other networks; and audio support 11. More relevantly, typical North Bridge functionality includes a memory controller to support main memory 114 and an accelerated graphics port (AGP) 15 for support of a video subsystem. Memory is typically any of a variety of
types of dynamic random access memory, but may also, in alternative configurations be static RAM, magnetic memory, optical memory or any other suitable storage medium that exists or may exist in the future. AGP 15 is a special port placed in the chipset so that the graphics subsystem has rapid access to the system resources such as the microprocessor and main memory. There are various emerging flavors of AGP and certainly other methods to accelerate the speed of interaction between core resources and the graphics subsystem. For example, a PCI or PCIX bus may be used. This discussion is not intended to limit use to any particular method for performing similar functions.

A GPU 112 and a video memory 113 are provided in a graphics controller 14. A display 110 is connected to the graphics controller 14. The video memory 113 may comprise, for example, VRAM, WVRAM, RDRAM, or SGRAM, etc. Therefore it may comprise, for example, an LCD screen of VGA or SVGA monitor, or any other suitable display screen device for displaying at least images. The display may be combined with the other components of FIG. 1 in a single unit, or may be a separate unit.

The GPU 112 may be a programmable GPU. Programmable GPUs have combined the speed advantage of prior GPUs with a significant measure of flexibility. In practical terms, programmability is an important advantage because it allows programs to use the graphics chip in ways similar to the system microprocessor. By using the GPU this way, the system can generate virtually infinite graphics effects without loading the system CPU.

Programmable GPUs run programs that are generally called fragment programs. The name “fragment” program derives from the fact that the unit of data being operated upon is generally a pixel—i.e., a fragment of an image. The GPUs can run a fragment program on several pixels simultaneously to create a result, which is generally referred to by the name of the buffer in which it resides. GPUs use data input generally called textures, which is analogous to a collection of pixels.

In accordance with certain embodiments of the present invention, rather than opening a file that contains a desktop image, the GPU 112 can be used to compute the desktop image for viewing on the display 110. Advantageously, this allows memory resources (e.g., main memory 114 and video memory 113) to be freed up and used for other operations. In addition, using the GPU to compute the desktop picture is very fast and extremely efficient, as will be discussed further below. Also, instead of a GPU, a DSP may be used to compute the desktop picture.

When an object such as a window, folder, icon, or cursor, etc., is displayed on the desktop, only a portion of the desktop picture in FIG. 2, only a portion of the desktop picture 200 is visible. In accordance with certain embodiments of the present invention, only the portion that is revealed is computed using a fragment program on the GPU 112 by using a procedural recipe and a specially written fragment program into a temporary VRAM buffer. In addition, the desktop picture may be selectively updated. That is, only the portion of the desktop that has changed, for example, due to moving or resizing of a window, is computed. Thus, rather than recomputing the entire desktop picture, the GPU 112 performs only the minimal computation necessary to update the desktop picture. Advantageously, doing so improves upon the prior art by saving time and resources.

When a part of the desktop image is needed to composite, that part is computed using a fragment program on a GPU using the procedural recipe and a specially written fragment program into a temporary VRAM buffer. After it is computed and composited, the buffer containing the result of the fragment program may be discarded.

The Assembly Buffer contains the portion of the screen that will change. Each element is drawn and loaded into the Assembly Buffer. In particular, only the part of the assembly buffer that needs to change will get drawn into. This means that only a minimal amount of the background needs to get computed when drawing into the assembly buffer, because large, opaque windows obscure the desktop. The Assembly Buffer is later copied into the Frame Buffer. The Frame Buffer is directly drawn to the screen.

For purposes of illustration, the following is provided as one example of code for implementing a procedural description of a desktop. The following example comprises a GPU fragment program which takes a set of y-values and colors at those y-values and generates a continuous gradation of color that fills up a rectangular area. In this example, a cikernel Core Image fragment program for constructing a smooth gradation is used. Core Image is a software suite developed by Apple Computer, Inc. comprising many routines and functioning as, among other things, a high-level programming language or API (application programming interface) built for graphics functions but applicable to other functionality such as math alone (e.g., convolution operations). The Core Image API provides access to built-in image filters for both video and still images and provides support for custom filters and near real-time processing. Core Image is discussed in greater detail in co-pending and commonly owned application Ser. No. 10/825,694 filed on Apr. 16, 2004 and entitled SYSTEM FOR OPTIMIZING GRAPHICS OPERATIONS, which is hereby incorporated by reference in its entirety.

```c
kernel vec4 gradient(float y1, float y2, float y3, float y4, __color color1, __color color2, __color color3, __color color4) {
    vec4 result, new;
    vec3 frac;
    vec2 loc;
    loc = floorCoord();
    result = color1;
    frac = (vec3(loc.y) - vec3(y1, y2, y3)) / vec3(y2, y3, y4) - vec3(y1, y2, y3);
    frac = (5.0 + 2.0 * frac) * frac * frac;
    new = mix(color1, color2, frac.x);
    result = (loc.y > y1) ? new : result;
    new = mix(color2, color3, frac.y);
    result = (loc.y > y2) ? new : result;
    new = mix(color3, color4, frac.z);
    result = (loc.y > y3) ? new : result;
    new = mix(color4, new, frac.w);
    result = (loc.y > y4) ? new : result;
    return result;
}
```

The color gradation in the above example can be made to simulate sky colors at a given time of day. The following is an example of a procedural recipe for computing a desktop picture, wherein the color gradation simulates the colors of a late sunset, as depicted in FIG. 3.

```c
y1=0.0
y2=110.0
y3=206.0
y4=669.0
```

color1=(red: 0.635 green: 0.000 blue: 0.000)
color2=(red: 0.592 green: 0.318 blue: 0.137)
color3=(red: 0.424 green: 0.424 blue: 0.082)
color4=(red: 0.0 green: 0.176 blue: 0.325)

In accordance with one embodiment of the present invention, multiple desktop pictures may be computed based on one or more events. A seamless transition from one desktop
The invention claimed is:
1. A method of computing a multicolor desktop background for display on a display device, the method comprising:
   loading a set of instructions and a first procedural description for computing a first image, wherein the first image comprises a plurality of pixels, wherein the first procedural description comprises instructions to compute color values of at least some of the plurality of pixels based on a time of day, wherein the first procedural description simulates a color gradient, and wherein the set of instructions and first procedural description comprise a fragment program; and executing, using one or more graphical processing units (GPUs), the fragment program on one or more of the plurality of pixels simultaneously to generate the first image, wherein the first image is used as at least part of a desktop background.
2. The method of claim 1, wherein a portion of the first image is computed.
3. The method of claim 1, further comprising:
   loading a second procedural description for computing a second image, wherein the second image comprises a
second plurality of pixels, and wherein the set of instructions and second procedural description comprise a second fragment program; and executing, using the one or more GPUs, the second fragment program on one or more of the second plurality of pixels simultaneously to generate the second image, wherein the second image is used as at least part of the desktop background.

4. The method of claim 3, further comprising interpolating between the first procedural description and the second procedural description.

5. The method of claim 3, wherein the second procedural description is loaded after a predetermined period of time.

6. The method of claim 3, wherein the second procedural description is loaded upon occurrence of logging in of a user.

7. The method of claim 3, wherein the second procedural description is loaded upon occurrence of logging out of a user.

8. The method of claim 3, wherein the second procedural description is loaded upon occurrence of launching of a predetermined application.

9. The method of claim 8, wherein the predetermined application comprises a screen saver program.

10. The method of claim 3, wherein the second procedural description is loaded upon occurrence of exiting of a predetermined application.

11. The method of claim 10, wherein the predetermined application comprises a screen saver program.

12. The method of claim 3, wherein the second procedural description is loaded upon occurrence of change in a user state.

13. A method of computing a desktop background for display on a display device, the method comprising:

loading into one or more graphics processing units (GPUs) a set of instructions and a first procedural description for computing a first image, wherein the first image comprises a plurality of pixels, wherein the first procedural description comprises instructions to compute color values of at least some of the plurality of pixels based on a time of day, wherein the first procedural description simulates a color gradient, and wherein the set of instructions and first procedural description comprise a fragment program; and executing, by the one or more GPUs, the fragment program on one or more of the plurality of pixels simultaneously to generate the first image, wherein the first image is used as at least part of a desktop background.

14. The method of claim 13, further comprising:

loading into the one or more GPUs a second procedural description for computing a second image, wherein the second image comprises a second plurality of pixels; and wherein the set of instructions and second procedural description comprise a second fragment program; and executing, by the one or more GPUs, the second fragment program on one or more of the second plurality of pixels simultaneously to generate the second image, wherein the second image is used as at least part of the desktop background.

15. A computer readable medium having computer executable instructions and procedural descriptions for performing the method recited in any one of claims 1 or 13.

16. A system for computing a desktop background for display onto a display device, the system comprising:

a microprocessor; and
one or more graphical processing units (GPUs) coupled to said microprocessor;
wherein a set of instructions and a first procedural description for computing a first image is loaded into the one or more GPUs, wherein the first image comprises a plurality of pixels, wherein the first procedural description comprises instructions to compute color values of at least some of the plurality of pixels based on a position of a respective pixel of the plurality of pixels being operated on by the set of instructions, wherein the first procedural description simulates a color gradient, and wherein the set of instructions and first procedural description comprise a fragment program; and wherein the one or more GPUs execute the fragment program on one or more of the plurality of pixels simultaneously to generate the first image, wherein the first image is used as at least part of a desktop background.

17. The system of claim 16, wherein a second procedural description for computing a second image is loaded into the one or more GPUs, wherein the second image comprises a second plurality of pixels, wherein the set of instructions and second procedural description comprise a second fragment program,

wherein the one or more GPUs execute the second fragment program on one or more of the second plurality of pixels simultaneously to generate the second image, and wherein the second image is used as at least part of the desktop background.

18. A method of computing a desktop background for display on a display device, the method comprising:

loading a procedural function configured to receive input parameters and containing executable instructions defining a desktop background image effect into one or more graphical processing units (GPUs), wherein the defined desktop background image effect comprises an effect to compute color values of at least some of a plurality of pixels comprising the desktop background image based on a time of day, and wherein the procedural function simulates a color gradient;
providing a first recipe file defining a first set of input parameters to the procedural function;
executing, by the one or more GPUs, the procedural function to generate at least part of a desktop background image; and rendering the first desktop background image to the desktop background.

19. The method of claim 18, further comprising:

providing a second recipe file defining a second set of input parameters to the procedural function;
executing, by the one or more GPUs, the procedural function to generate at least part of a second desktop background image; and rendering the second desktop background image to the desktop background.

20. The method of claim 19, further comprising interpolating between corresponding values of the first set of input parameters and the second set of input parameters.
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