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SYSTEM AND METHOD FOR UTILIZING COMPRESSION IN DATABASE CACHES
TO FACILITATE ACCESS TO DATABASE INFORMATION

Inventors: Rob Reinauer, Ken White, Chunsheng Sun, Richard Arnold,

Sunil Jacob, Desmond Tan and Kevin Lewis

TECHNICAL FIELD OF THE INVENTION

[0001] The present invention relates to the management of data and more particularly to

database management, for example, in networked client-server environments.

BACKGROUND OF THE INVENTION

[0002} In prior systems, cache memory has been used to improve performance of central
processing units (CPUs) in computer systems. This cache memory is typically small in size as
compared to main memory and is used to hold a segment of main memory for use by the' CPU in its
operations. To the extent the CPU can use instructions in cache memory without having to pull new
information from main memory, CPU performance is typically enhanced. For this reason, it is often
desirable to increase the cache memory size. Limitations exist, however, that hinder the ability to add
more physical memory. For example, many operating systems limit how much main memory and
cache memory a system can physically access. To increase the effective size of CPU cache memory,

therefore, prior solutions have proposed the use of cache compression within the cache memory.

[0003] With respect to database environments, a portion of the main memory.for the computer
system managing the database is often used by the database management application as a database
cache for data being read from or written to the stored database file. The database cache provides a
buffer between the adcesé, create and modify instructions from the database users and the database
file itself. In addition, the database cache can provide for improved access times to client systems to
the extent that the database management application can satisfy queries to the database from the data
currently sitting in the database cache. The database file is typically stored on some physical media,
such as ohe or more hard disks. With respect to the storage of large database files, [;rior work has
focused on using data cor;ipression algorithms to reduce the size of the database files stored on hard
drives. In addition, because most existing database access protocols operate on uncompressed data,
prior work has also focused on protocols and query methodology for directly accessing the

compressed data where the database file is compressed on disk. However, with increases in the speed
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of CPUs outpacing the speed of disk access, this disk compression can provide only limited

improvement due to the physical limitations related to accessing data from a physical disk.
SUMMARY OF THE INVENTION

[0006] The present invention provides a system and method for utilizing compression in
database caches to facilitate access to database information. In contrast wﬁh applying compression to
the database that is stored on disk, the present invention achieves performance advantages by using
compression within the main memory database cache used by a database management system to
manage data transfers to and from a physical database file stored on a storage system or stored on a
networked attached device or node. As discussed herein, the present invention provides a significant
technical advantage by increasing the effective database cache size. And this effective increase in
database cache size can greatly enhance the operations-per-second capability of a database
management system by reducing unnecessary disk or network accesses thereby reducing data access

times.

[0007] In part, the present invention provides a solution that substantially eliminates or reduces
disadvantages and problems associated with previously developed database cache management
systems. More specifically, the present invention provides systems and methods for managing data in
database caches. This system includes a first data storage location. This first data storage location
typically comprises a disk or network resource. Additional data storage locations, typically in the
form of local or cache memory, allow database management systems to more quickly access
frequently used data from a database cache as opposed to disk. To increase the effective size of the
database cache, data stored within the local memory may be compressed. This compression typically
becomes desirable when decompressing compressed data from the database cache and supplying this
data to the data user can occur more quickly than accessing the original data from disk. The database
cache can include both data and instructions, and the data may be formatted into pages or other like
data structures as known to those skilled in the art. Furthermore, these pages (data structures) may

include one or more flags that indicate whether the page has been compressed.

[0008] Other embodiments may further optimize the present invention by utilizing a local
uncompressed database cache and a local compressed database cache. In such an embodiment, data
pages, such as the least recently used pages within the local database cache, move to the local
compressed database cache when the local uncompressed database cache is full. This use’of
compressed and uncompressed database caches can enhance performance because the performance
penalty for compression/decompression is typically significantly less than disk access costs even

when the compression penalty is incurred multiple times. By utilizing an uncompressed cache for the
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pages most likely to be re-used, the system can trade the fewest number of compression efforts for the
highest number of disk reads. In certain embodiments, the pages within the compressed database
cache may, in fact, only be compressed if the page actually compresses when compressed and/or
when the compressed database cache has become full. This procedure can be used to avoid -

unnecessary compression and decompression, thus effectively increasing system resources.

BRIEF DESCRIPTION OF THE DRAWINGS

[0009] Tt is noted that the appended drawings illustrate only exemplary embodiments of the
invention and are, therefore, not to be considered limiting of its scope, for the invention may admit to

other equally effective embodiments.

[0010] FIGURE 1 graphically depicts the cache curve demonstrating the benefit of effectively

increasing the size of database cache.

[0011] FIGURE 2 depicts one general embodiment of the system and method provided by the

present invention;

[0012] FIGURE 3 illustrates an embodiment of the present invention that utilizes two cache

memories;

[0013] FIGURE 4 illustrates other embodiments of the present invention utilizing two cache

memories;
[0014] FIGURE 5 depicts various structures within a block of compressed data.

[0015] FIGURE 6 is a block diagram for a client-server database environment in which a

database server utilizes compression within its database cache.

DETAILED DESCRIPTION OF THE INVENTION

[0016] The present invention compresses data within a database cache in order to effectively
increase the size of database cache. Increased processor speeds make this possible as the time
required to compress and decompress data and/or instructions with increased processor speed is less
than the time required to access the data from disk. Previously, the time spent to compress and
decompress data and/or instructions exceeded the time required to access .and retrieve data and/or

instructions from disk. The present invention couples increased processor speeds with high
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performance compression algorithms as known to those skilled in the art, allowing data and/or

instructions to be compressed and decompressed faster than the time required for disk access.

[0017] FIGURE 1 graphically depicts the improved performance of a system based on a
percentage of data caches, assuming a standard hard disk drive is used for persistent storage. Cache .
curve 12 shows that the benefit increases exponentially. This benefit increases exponentially as the
number of operations per second on the y axis increase. Improved performance comes from the
elimination of disk access times that may be associated with each operation. Cache curve 12 shows a
change from 10 to 20 percent does not yield a large increase in the number of operations per second.
However, an increase from 80 to 100 percent yields a much greater increase in operations per second.
The Y-axis on FIGURE 1 has been left without a scale because the actual numbers are dependent on
a number of factors. These factors include the time to acquire a given piece of information from disk,
the time to acquire the same piece of information from cache, and the time required to process that
piece of information on behalf of the client (where this time is considered the same regardless of the
source of the piece of information). Given these values, the Y-axis value for a given percentage of the
total information in cache for a given time period can be calculated using the following formula,
where “td” represents the time to acquire information from disk, “tm” represerits the time to acquire
information from memory, “tp” represents the time to process a given piece of information, and “tt”

represents the total time taken to run the test:
Y =tt/ (X * tm) + ((100 — x) * td) + tp)

Assuming current hard drive technology, which is multiple orders of magnitude slower than typical
RAM access times and a reasonable “tp” value, as X increases, Y will increase exponentially. The

reason for this relationship is the exponential disparity between “tm” and “td.”

[0018] The method and system of the present invention add incremental costs to the access of
cache through various processes. Primarily, compression, decompression and cache management all
add incremental costs. These costs previously exceeded those associated with disk I/O access.
However, increased processor speeds have greatly reduced these costs while disk I/O costs remain

relatively unchanged.

[0019] The present invention provides a system and method of effectively increasing database
cache or local memory for database management systems. This greatly improves the performance of
" many database applications. FIGURE 2 generally illustrates how the present invention handles data
and/or instructions. This data and/or instructions are contained within pages. For example, when

user 26 requests access to page 22, cache manager 28 causes page 22 to be accessed from disk 24.
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Compression/decompression algorithm 30 compre;sses page 22 within cache 32. Cache manager 28
directs compression/decompression algorithm 30 to decompress page 22 from cache 32, then page 22
is provided to user 26. Whenever page 22 is accessed by user 26, user 26 accesses page 22 from

cache 32 and decompresses page 22 with a compression/decompression algorithm.

[0020] If desired, as shown in FIGURE 3, two or more database caches may be used by a
database management system, according to the present invention. Here, page 22, when first accessed,
resides within uncompressed cache 34. This embodiment uses two caches: uncompressed cache 34
and compressed cache 36. Users always read data and/or instructions from uncompressed cache 34.
Hence, if page 22 has been compressed, the compression/decompression algorithm 40 decompresses
page 22 and delivers the page to uncompressed cache 34. Compression/decompression algorithm 40
compresses the least recently used (LRU) pages from uncompressed cache 34 to compressed cache 36.
These actions are directed by cache manager 41. Other cache management strategies may be utilized,
if desired, including cache management strategies such as a least-recently-used cache management
strategy in which relative “ages” of cache information is kept and the information that has remained
unused for the longest time is replaced, a least-frequently-used cache management strategy in which
the number of times information has been used over some number of uses or period of time and the
information that is least used is replaced, and a first-in-first-out cache management strategy in which

the first information added to the database cache is the first information to be replaced.

[0021] FIGURE 4, similar to FIGURE 3, again illustrates an embodiment of the present
invention containing both an uncompressed cache 46 and a compressed cache 48. Here, page 42
initially resides on disk 44. When needed by user application 50, cache manager 52 directs that page
42 be retrieved from disk 44 and stored within uncompressed cache 46. Additional pages are stored
in an uncompressed cache 46 until uncompressed cache 46 has been filled. As uncompressed cache
46 fills, cache manager 48 directs that the LRU page, page 54, stored within uncompressed cache 46,
to be compressed via compression/decompression algorithm 56 and stored within compressed cache
48. LRU page 54 remains stored within compressed cache 48 until needed. When needed,
compression/decompression algorithm 56 decompresses the page, which is then stored within
uncompressed cache 46. When compressed cache 48 is full, cache manager 52 directs that the LRU
page, page 58, within compressed cache 48 to be deleted or written over as represented by “trash”
block 59. The decision to push the LRU pages from uncompressed cache 46 to compressed cache 48,
and to delete the LRU from compressed cache 48 comes from the theory that users are more likely to
access a recently accessed pages. This theory avoids the costs associated with repeatedly
compressing and uncompressing frequently used pages. Although the present invention uses an LRU

cache management technique, any cache management technique known to those skilled in the art may
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be used in place of this technique. When a requested page has been deleted from compressed cache

48, that page must be read from disk 44.

[0022] The present invention also provides the ability to compress and uncompress
asynchronously. Both compression and decompression provide cache management costs. Moving
data and/or instructions from one cache to another involves up dating pointers within the cache
manager. Furthermore, the compression and decompression require processor time. Compressing
asynchronously queues uncompressed pages for compression when processor time becomes
available. Asynchronous decompression similarly queues pages for decompression but requires

predictive read ahead.

[0023] Operating systems often already use predictive read ahead when accessing files. This
type of read ahead assumes the user will request the page following that being viewed. The drawback
associated with predictive read ahead occurs when the user does not request what was predicted, thus

requiring additional resources to be expended.

[0024] Another embodiment of the present invention addresses the problem with compressed
pages that compress longer than the original page (i.e., the page actually expands). This problem

occurs within all compression techniques. Compression does not guarantee to compress every page.

[0025] In some instances, the cache management technique may store pages that compress larger
than their uncompressed size only within the uncompressed cache. This feature reduces or eliminates

wasted memory but still consumes processing resources.

[0026] Cache compression enables cache to store more data pages within the cache. For
example, if all data pages can be compressed to at least 1/2 their original size, with the size of the
cache being constant, the cache can hold twice as many pages. Although having to
compress/decompress pages adds overheads (i.e., CPU utilization), this increase in overhead is small

when compared to disk I/O access costs.

[0027] There are a wide variety of different compression algorithms that can be used to
compress data including data in a database cache. For example, a Limpel-Ziv (LZ) compression
algorithm provide a technique that encodes a streaming byte sequence using a dynamic table.
Popular variations on this technique include the LZ78 and LZ77 families. It is noted that other
compression algérithms could be wused, as desired. Preferably, a high performance
_compression/decompression algorithm is used so that the processing overhead for the algorithm does
not outweigh the access time benefits provided by the compressed database cache approach of the

present invention. In addition, any of a number of well-understood variants of the LZ algorithm may

-6-
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be utilized, as desired, depending upon the particular application, as would be understood by one of
skill in the art.

[0028]  To improve the compression/decompression algorithms performance, the algorithms may
be modified with the following abilities. First, the algorithm does not compress the data page when
the compression ratio is less than 2, and the page may be flagged to eliminate future attempts to
compress the same page. Second, the algorithm writes out the compressed data in predetermined
sizes such as 256 bytes (256B). For example, if a 1K data page compresses to 356B, the algorithm,
when compressing, writes the first 256B compressed data in one chunk and the remainder of the
100B in another chunk. It is noted that a trade-off exists with respect to the compression block size,
and other compression block sizes may be utilized, as desired. In particular, it is noted that the
smaller the compression block size, the better able the system typically is in taking advantage of
reduced data size, but the more overhead the system will typically incur in managing the compressed
blocks. Third, the algorithm provides a pointer to a compressed data header object that provides

information about the compressed data pages.

[0029] FIGURE 5 depicts the various structures that compressed data header object 70 tracks
within the pieces of compressed data. As shown in this embodiment, the decompression algorithm

gathers related chunks of 256B compressed data and decompresses them into their original size.

[0030] The integration of cache compression into an existing application may require modifying
some structures within the existing application. The main part of the integration work occurs within
the two caches. The structures identified begin with the page pointer (page_ptr) 72. Page pointer 72
may include an additional pointer 74 returned by the compression algorithm when the compression is

successful. If pointer 74 is NULL, the data page is not compressed.

[0031] " As mentioned above, the compressed cache receives a pool of memory 76. The different
pools in the compressed cache include 2 pool of 256B objects 78 that hold compressed data.
Compressed data headers 70 serve as the map table or data pointer list for finding the different
chunks of related compressed data. In the embodiment depicted, each header is limited to four 256B
objects. It is noted, however, that this size could be altered, as desired, without departing from the
present invention. And in addition to being any fixed number of blocks, this header could also

contain a structure containing a variable number of blocks, such as a vector or linked list.

[0032] Synchronous compression and decompression manipulates the data on request. When a
thread moves a page from uncompressed cache to compressed cache, the thread invokes the

compression function to compress the data page directly into the compressed cache pool of objects.

-7-
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Decompression occurs in the same manner. During decompression, first the correct size buffer is
located in the uncompressed cache, after which pieces of related compressed data located in
compressed cache decompress directly into the uncompressed cache. Compressing on demand
requires no additional memory copying, reducing the amount of overhead. The disadvantage during

heavy paging situations between uncompressed and compressed caches occurs when the data pages
do not meet the required compression ratio. Failed compression (compressions thresholds in

expansion) is an overhead in addition to the memory copy functions that needs to be invoked.

[0033] Asynchronous operation is typically best suited for compression. Data pages move from
uncompressed cache to compressed cache, after which the compression function operates to compress
the data. The advantage being that compression can happen any time. If heavy paging situations
occurs, the overhead incurred is only the memory copy function. When less busy, a thread in the
compressed cache can start the compression of the data pages queued for compression. This situation

will typically invoke an additional memory copy function.

[0034] As noted above, compression and decompression adds a certain amount of overhead to
the workings of an application. However, the idea trades this overhead for I/O by storing more data
pages in cache. Not all database environments will experience a performance boost by having cache
compression. Situations, which involve small size databases and CPU-bound systems, actually may
experience a negative impact on performance with cache compression. Therefore, a setting for cache
compression may be made available for the better-informed user within the application configuration

or setup.

[0035] Returning to FIGURE 4, in this and other embodiments of the present invention cache
compression does not occur until all the available primary cache has been filled with uncompressed

pages. This avoids compression and decompression until needed.

[0036] Compression of the secondary cache may begin when the system becomes /O bound or
may be considered the permanent state of the secondary cache. In this way, if an entire database fits
into the total available cache without compression, the processor costs associated with compression
and decompression are avoided automatically. This may also imply that an asynchronous thread
might try to compress all non-compressed pages before freeing the LRU pages. It would do this in

order based on a cache management algorithm, such as MRU/LRU.

[0037] In summary, the present invention provides a system and method that substantially
eliminates or reduces disadvantages and problems associated with previously developed database

management systems. This system includes a first data storage location. Where this first data storage
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location typically is a disk or network resource. Additional data storage locations, typically in the
form of local or database cache, allow data users to more quickly access frequently used data from

local or database cache as opposed to disk.

[0038] To increase the effective size of the database cache stored in memory, the present
invention compresses data stored within the database cache. This compression only now becomes
desirable as decompressing compressed data from the local memory and supplying decompressed
compressed data to the data user can occur more quickly than accessing the original data from disk.
Thus, the present invention further includes a processor and instructions operable to decompress the
compressed data more quickly than the time required to access the information or data from non-local

memory.

[0039] FIGURE 6 is a block diagram for a client-server database environment 600 in which a
database server 605 utilizes compression within its database cache 608 to manage the database. In
the embodirpent depicted, one ore more client systems 604A, 604B ... 604C are connected through
network 602 to a server-based database management system 605. The database cache 608 provides
an interface between the client systems 604A, 604B ... 604C and the database 614 stored on the
storage system 606. In its operations, the database management server 605 utilizes a database cache
608. As discussed above and according to the present invention, this database cache 608 includes a
compressed cache 612 and an uncompressed cache 610. It is noted that in a client-server

environment, the client systems 604A, 604B ... 604C can also utilize a local database cache. For

example, client system 604C could include a local database cache 620 that provides an interface .

between the database related operations of the client system 604C and the database server 605. As
such, the client sysfem 604C could cache database information locally in its local database cache 620
thereby reducing the number of accesses the client system 604C needs to make to database server 605
and also reducing latency caused by network access through network 602. In addition, the client
system 604C could also utilize compression with respect to its local database cache 620, according to
the present invention. As such, the local database cache 620 would include a compressed cache 622
and an uncompressed cache 624. With respect to the database cache 608 and the local database cache
620, if utilized, the ratio of compressed to uncompressed cache can be selected, as desired, and the
entire database cache can be compressed if this implementation is desired. In addition, a fixed ratio
or a dynamic ratio could be used, as desired. It is noted that where a local database cache is used in
addition to the server database cache, coherence between these two caches can be problematic.
Solutions to this cache coherence problem are discussed, for example, in U.S. Patent Application No.
10/144,917, filed May 14, 2002, and entitled “SYSTEM AND METHOD OF MAINTAINING

-9.
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FUNCTIONAL CLIENT SIDE DATA CACHE COHERENCE,” the entire text and all contents of

which are hereby expressly incorporated by reference in its entirety.

[0040] Further modifications and alternative embodiments of this invention will be apparent to
those skilled in the art in view of this description. It will be recognized, therefore, that the present
invention is not limited by these example arrangements. Accordingly, this description is to be
construed as illustrative only and is for the purpose of teaching those skilled in the art the manner of
carrying out the invention. It is to be understood that the forms of the invention herein shown and
described are to be taken as the presently preferred embodiments. Various changes may be made in
the implementations and architectures for database processing. For example, equivalent elements
may be substituted for those illustrated and described herein, and certain features of the invention
may be utilized independently of the use of other features, all as would be apparent to one skilled in

the art after having the benefit of this description of the invention.

-10 -
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CLAIMS
What is claimed is:

1. A system for managing access to database information, comprising:

a first data storage device configured to store a database;

a second data storage device configured to store a database cache, at least a portion of the
database cache comprising a compressed cache portion, the database cache also
including an uncompressed cache portion where the compressed cache portion is less
than the full database cache; and

a database management system configured to control data transfers among the database, the
compressed portion of the database cache and the uncompressed portion of the database

cache, if any, to manage accesses to database information.
2. The system of claim 1, wherein the first data storage device comprises a disk drive.

3. The system of claim 1, wherein the second data storage device comprises memory within a

computer system.

4. The system of claim 3, wherein the memory is configured to store database cache information in
pages.
5. The system of claim 4, wherein each database cache page stored within memory are configured

to include a flag indicating whether or not the page comprises compressed data.

6. The system of claim 1, wherein the entire database cache comprises compressed data and there

is no uncompressed cache portion.

7. The system of claim 1, wherein the database management system comprises a server system

within a client-server environment.

-11-
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8. The system of claim 1, wherein the database management system is a client system within a
client-server environment, wherein the first data storage device comprises a remote storage device
céupled to a server system, and wherein the database cache is a local database cache utilized by the client

system.

9. A database management system for managing access to database information in a client-server
environment, comprising:
a plurality of client systems, the client systems configured to access information in a database;
a server systém coupled to the client systems through a network, the server system configured to
manage transfers of information between the client systems and the database;
a first data storage device coupled to the server system and configured to store the database; and
a second data storage device coupled to the server system and configured to store a database
cache, at least a portion of the database cache comprising a compressed cache portion,
the database cache élso including an uncompressed cache portion where the compressed
cache portion is less than the full database cache;
wherein the server system is configured to control data transfers among the database, the
compressed portion of the database cache and the uncompressed portion of the database

cache, if any, to manage accesses to database information by the client systems.

10 The database management system of claim 9, wherein the first data storage device comprises a
disk drive.
11. The database management system of claim 9, wherein the second data storage device comprises

memory within a computer system.

12. The database management system of claim 9, wherein the entire database cache comprises

compressed data and there is no uncompressed cache portion.
13.  The database management system of claim 9, wherein one or more of the client systems utilize a

local database cache to manage database information accessed by the client system, the local database

cache including at least in part a compressed cache portion.

-12-
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14. A method for managing access to database information, comprising:
storing a database in a first data storage device;
storing a database cached in a second data storage device, at least a portion of the database cache
comprising a compressed cache portion, the database cache also including an
uncompressed cache portion where the compressed cache portion is less than the full
database cache; and
controlling data transfers among the database, the compressed portion of the database cache and

the uncompressed portion of the database cache, if any, to manage accesses to database

information.
15. The method of claim 14, wherein the first data storage device comprises a disk drive.
16. The method of claim 14, wherein the second data storage device comprises memory within a

computer system.

17. The method of claim 16, configuring the memory to store database cache information in pages.

18. The method of claim 17, further comprising utilizing for each stored database cache page a flag

within the page to indicate whether or not the page comprises compressed data.

19. The method of claim 14, storing the entire database cache as compressed data such that there is

no uncompressed cache portion.

20. The method of claim 14, wherein a server system within a client-server environment performs the

controlling step.

-13-
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