Title: DYNAMICALLY UPDATED VIRTUAL LIST VIEW


Abstract: A virtual list view in a web application is dynamically updated such that a user can seamlessly access and manage the presented data despite the inherent latency involved with the web. Data associated with the virtual list view is downloaded in chunks and the view updated as the user scrolls. By coupling the user’s scrolling and particular chunks of data to be downloaded system resources are utilized in an efficient manner. Additional user interface controls for the user interface are employed for rapid and efficient access to portions of data minimizing delay and system resource occupation.

FIG. 1
ZW), Eurasian (AM, AZ, BY, KG, KZ, MD, RU, TJ, TM), European (AT, BE, BG, CH, CY, CZ, DE, DK, EE, ES, FI, FR, GB, GR, HR, HU, IE, IS, IT, LT, LU, LV, MC, MT, NL, NO, PL, PT, RO, SE, SI, SK, TR), OAPI (BF, BJ, CF, CG, CI, CM, CA, GN, GQ, GW, ML, MR, NE, SN, TD, TG).

Published: — without international search report and to be republished upon receipt of that report

Declarations under Rule 4.17:
— as to applicant's entitlement to apply for and be granted a patent (Rule 4.17(H))
— as to the applicant's entitlement to claim the priority of the earlier application (Rule 4.17(Hi))
DYNAMICALLY UPDATED VIRTUAL LIST VIEW

BACKGROUND

[0001] Web browsing applications commonly present data to users in a list view. For example, pages of data that can be viewed by scrolling up or down using various controls such as a keyboard, a mouse, and the like. The viewable data may include text, graphics, combination of the two, etc. and may be formatted in actual list form (tables, bulleted items, and so on) or in free form. In either case, the web browsing application may present an arbitrarily large list of items to a user.

[0002] In a practical environment, the web application may attempt to download the whole data upon selection of a link to the data by the user before presenting it in its user interface. This approach may be infeasible by causing unacceptable delays in presentation of data to the user if the data is large, available bandwidth is small, or other system resources cause limitation in the downloading of the data from a web server. Another alternative approach is downloading the data in groups and updating the user interface as data is downloaded. However, this approach may also result in "clunkiness" in the system, where the presented webpage may show up in pieces, delays may annoy the user, and the system resources may be unnecessarily occupied with downloading the whole data when the user may be interested only in a particular piece of it.

SUMMARY

[0003] This summary is provided to introduce a selection of concepts in a simplified form that are further described below in the Detailed Description. This summary is not intended to identify key features or essential features of the claimed subject matter, nor is it intended as an aid in determining the scope of the claimed subject matter.
[0004] Embodiments are directed to dynamically updating a virtual list view in a web application such that a user can seamlessly access and manage the presented data despite the inherent latency involved with the web. Data associated with the virtual list view may be downloaded in chunks and the view updated as the user scrolls. By coupling the user's scrolling and particular chunks of data to be downloaded system resources can be utilized in an efficient manner. Additional user interface controls may be employed for rapid and efficient access to portions of data minimizing delay and system resource occupation.

[0005] These and other features and advantages will be apparent from a reading of the following detailed description and a review of the associated drawings. It is to be understood that both the foregoing general description and the following detailed description are explanatory only and are not restrictive of aspects as claimed.

BRIEF DESCRIPTION OF THE DRAWINGS

[0006] FIG. 1 is a conceptual diagram illustrating presentation of data in a web application between a server and a client;

[0007] FIG. 2 illustrates a screenshot of an example webpage with virtual list view;

[0008] FIG. 3 illustrates the example virtual list view of FIG. 2 with previous and subsequent chunks of data in comparison to the chunk presented in the view port according to some embodiments;

[0009] FIG. 4 is diagram of data blocks that may be downloaded in chunks for dynamically updating a virtual list view according to embodiments;

[0010] FIG. 5 is the another screenshot of the example list view of FIG. 2 with additional user interface controls for accessing portions of data efficiently;

[0011] FIG. 6 illustrates a networked environment, where embodiments may be implemented;
FIG. 7 is a block diagram of an example computing operating environment, where embodiments may be implemented; and

FIG. 8 illustrates a logic flow diagram of an example process for dynamically updating a virtual list view according to embodiments.

DETAILED DESCRIPTION

As briefly described above, a virtual list view in a web application may be dynamically updated by coordinating the user's scrolling actions with downloading data chunks such that a user can seamlessly access and manage the presented data. In the following detailed description, references are made to the accompanying drawings that form a part hereof, and in which are shown by way of illustrations specific embodiments or examples. These aspects may be combined, other aspects may be utilized, and structural changes may be made without departing from the spirit or scope of the present disclosure. The following detailed description is therefore not to be taken in a limiting sense, and the scope of the present invention is defined by the appended claims and their equivalents.

While the embodiments will be described in the general context of program modules that execute in conjunction with an application program that runs on an operating system on a personal computer, those skilled in the art will recognize that aspects may also be implemented in combination with other program modules.

Generally, program modules include routines, programs, components, data structures, and other types of structures that perform particular tasks or implement particular abstract data types. Moreover, those skilled in the art will appreciate that embodiments may be practiced with other computer system configurations, including handheld devices, multiprocessor systems, microprocessor-based or programmable consumer electronics, minicomputers, mainframe computers, and the like. Embodiments may also be practiced in distributed computing environments where tasks are performed by remote
processing devices that are linked through a communications network. In a distributed computing environment, program modules may be located in both local and remote memory storage devices.

[0017] Embodiments may be implemented as a computer process (method), a computing system, or as an article of manufacture, such as a computer program product or computer readable media. The computer program product may be a computer storage media readable by a computer system and encoding a computer program of instructions for executing a computer process.

[0018] Referring to FIG. 1, a conceptual diagram is illustrated for presentation of data in a web application between a server and a client. Web applications include a wide variety of applications that typically have a user interface in a client device / application (106) and exchange data with a data source such as server 102. The actual data for the application may reside in one or more data stores 104 and be managed by server 102.

[0019] The user interface 108 of the web application enables a user to view the data, perform operations on it, and provide input changing the data to be sent back to the data source. The data presented by the user interface may include textual data, graphical data or a combination of the two in various formats. For example, the data may be presented as various forms of lists, tables, free form text, pages, and in other formats.

[0020] Embodiments described below refer to web applications such as discussed above, but they are not limited to web applications. Any application that exchanges data through a network, where system resources and amount of exchanged data is subject to limitation, and that presents the data to a user in a list view format may implement a dynamic updating method according to embodiments. An example for such an application is an electronic mail application on a client device that provides users a list of received electronic mails (e.g. their subject line and the sender) while the electronic mail content
mainly resides on a server. Such an electronic mail application does not need to be a web application. It may be an intranet application and use different network protocols (not necessarily HTTP) but still implement embodiments as described herein.

[0021] Other example applications where a dynamic updating of a virtual list view may be implemented include, but are not limited to, instant messaging applications, search engine result presentations, and the like. Such applications are also not limited to being implemented in Hyper Text Markup Language (HTML). Any type of programming language for browsing applications may be used. Furthermore, a width and height of the virtual list view may be dynamically variable based on properties such as number of rows in a data block, scroll speed, and others.

[0022] FIG. 2 illustrates a screenshot of an example webpage with virtual list view. As mentioned above, a dynamically updated virtual lists view may be implemented in any user interface presenting exchanged data in list form to a user.

[0023] Example webpage 208 is presented by a typical web browser user interface. The user interface includes the Uniform Resource Locator (URL) 212 of the presented webpage, menu commands 218, and operational icons 216. The main content is presented in list view 214. The example webpage is the Patent Laws section of the United States Patent Office website. As can be seen, the webpage contains a long list of U.S. Code with each line presenting a link to the particular section of the Code. The user interface is capable of presenting only a limited portion of the complete list. The presented portion of the list view is referred to as view port. Scroll bar 210 enables a user to scroll up and down on the list and view different portions of the list.

[0024] While the example list includes simple lines and may not take very long to download the whole list to a client, in many cases, the complete list view may be simply too long to download in one rapid operation or individual rows may include more data such
that the downloading operation may not be able to keep pace with the scrolling action of
the user resulting in delays of presentation or system resource exhaustion.

[0025] FIG. 3 illustrates the example virtual list view of FIG. 2 with previous and
subsequent chunks of data in comparison to the chunk presented in the view port according
to some embodiments.

[0026] In a web browsing application according to embodiments, the virtual list view
is composed of two main parts: the scrollbar 310 and the view port 314. These two
elements are decoupled so that events from the scrollbar 310 can be captured and handled
or discarded as desired. The view port contains "chunks" of rows (for example: in terms of
HTML, a chunk may be a divider element "DIV" containing a table of rows and some
additional metadata). The chunks are given a position (relative to a predefined reference)
attribute, and by modifying their style property, it is possible to position any range of rows
to be visible within the view port (as long as those rows are available on the client). As the
user scrolls, chunks are added or removed from the view so as to maintain additional rows
both above (322) and below (326) what is currently visible in the view port 314.

[0027] In order to minimize consumption of system resources (communication
bandwidth, memory, etc.) by reducing data exchanged between the client and the data
source, data may not be loaded if the user is scrolling faster than a predefined threshold.
The threshold may be defined, according to one embodiment, as: 'if the scroll position has
changed by more than N rows in the last M milliseconds, then the user is scrolling fast'. In
this case, the view port may remain unchanged until the scrolling slows, at which point data
is only loaded for the final position of the scrollbar.

[0028] Selection of row(s) for viewing may be maintained on the client as a hash on
the row ID(s). This enables a fast look-up to know whether a row is selected, and can be
enumerated to get the set of selected items. Selected individual items may also be added to
the row selection since the row ID is already present on the client. The selected item may simply be added to the hash. For large range selections, some of the rows may not exist on the client. In that case, a synchronous call may be made to the server (data source) to reconstitute the view and return a set of row IDs that are included in the range. Of course, other methods of maintaining the row IDs may also be implemented without departing from the principles described herein.

[0029] In a practical network environment, the contents of the list may change in the data source. A user interface of the web application on the client needs to update dynamically to reflect this. Instead of preloading the entire dataset, which may be infeasible, an application according to embodiments may load only the region of data that the user is currently viewing, plus enough to be able to update the client quickly if the user scrolls a short way.

[0030] Updates may be propagated to the client on a per row basis, when the data source changes. The server may send the client minimal data to update the view, depending on whether a row was inserted, removed, or changed. It may include the ID of the affected row, new mark-up for the row, and its position in the list (indicated by the ID of the previous row). The client may then apply these updates.

[0031] According to another embodiment, a watermark may be included with each batch of updates, because the view on the client may be out of sync with the server. The watermark may be sent back with any list view operation (e.g. delete, move) and compared with the current watermark on the server. If the watermarks do not match, it may mean that some updates must have been en route at the time of the update and were not accounted for. In this case, the server may notify the client to retry the operation after those updates are applied.
FIG. 4 is diagram of data blocks that may be downloaded in chunks for dynamically updating a virtual list view according to embodiments.

As discussed above, the data in a virtual list view may be downloaded and presented in blocks (430) in the view port. According to one embodiment, one block of data before and one block of data (both comprising a predefined number of rows) may be downloaded in addition to the currently viewed block 432 (e.g. blocks N-I, N, and N+I). If the user scrolls faster than a predefined threshold any subsequent blocks may be skipped until the scrolling slows down to a level below the threshold and three sequential blocks may again be downloaded to present the user his/her current selection of data rows.

Embodiments are not limited to downloading three sequential blocks of data, however. Any number of blocks before and after the currently viewed block may be downloaded to the client based on a number of factors such as available communication bandwidth, type of data, user preferences, scrolling speed, size of the view port, available memory, and the like. This way, a portion of the whole data is available for viewing without roundtrip traffic between the client and the data source. Furthermore, an algorithm may be implemented to predict a number of data blocks for preemptive downloading by using artificial intelligence based on past information of how many data blocks were downloaded and how they were used by the user.

As mentioned previously, the data at the source may change while the user is viewing a portion on the client. If some rows exist and others do not in a selection, a call may be made to the data source to retrieve the missing rows such that the selection is preserved. If new rows are created or updated, these are not deleted in the selection, again to preserve the selection.

FIG. 5 is the another screenshot of the example list view of FIG. 2 with additional user interface controls for accessing portions of data efficiently.
Several control features may be provided in a user interface for dynamically updating a virtual list view to enhance user experience and ease of access to data. In the example web browser user interface 508, the standard elements such as the URL 512, operational icons 516, and the scroll bar 510 are shown along with the portion of the virtual list view 514.

One enhanced control feature is scroll-marking. A user may wish to return to particular portions of the virtual list view throughout his/her interaction with the data. A scroll-marking icon such as icon 542 may be used to indicate positions along the scroll bar upon user indication (e.g. right clicking on a pointer device, selection of a menu bar item, etc.) In a further enhancement of the scroll-marking feature, each scroll-marking icon may be associated with a row corresponding to that position and summary information about the row may be presented to the user without interrupting the viewing experience (e.g. in a pop-up box when the user hovers over the scroll-marking icon).

Different ways of downloading data was discussed previously, where chunks are downloaded based upon a speed of scrolling. If the user scrolls slower than a threshold, the view is updated continuously. If the scrolling speed exceeds the threshold, the view may be frozen until the scrolling is slowed again and new chunks of data are downloaded for viewing. The threshold may be preset or dynamically determined based on select properties of the system. Another enhanced control feature may include presenting the user with a preview of passed rows of data while the user is scrolling rapidly through them. The preview may be based on groups of rows and categorized based on user-defined (or selected) parameters such as title, heading, date, and so on. For example, if the user is scrolling rapidly through the U.S. Code (title 35), the preview box (546) may show individual chapters such as chapter 15 "Plant Patents", chapter 17 "Designs", and the like, preventing the user from accidentally scrolling over the rows he/she wishes to view.
[0040] The preview feature may be structured in any way selectable by the user or based on default parameters. The parameters may include grouping types, metadata types, and sorting style (alphabetical, date, title, etc.).

[0041] A further enhanced control feature is referred to as jump-to control (544). This feature enables the user to seek a particular position in a large list without having to load the whole list view. For example, an alphabetic selection of the rows may enable the user to jump to a particular row instead of scrolling down to that location as shown in the figure. As in the preview feature, the jump-to control may be based on a number of criteria such as alphabetic, chronological, user-defined, and the like. According to one embodiment, the jump-to control may be provided as a dropdown menu appropriate to a sort criterion. For example, if the list is sorted alphabetically, the menu may display the letters of the alphabet, or if sorted by date the menu may show a date picker. Selecting a value in the dropdown menu then causes the list to seek to the first row that is equal to or after the selected value.

[0042] A dynamically updated virtual list view according to embodiments may be implemented with additional or fewer components and features than those described above in conjunction with the example applications. An application implementing such a list view may be executed in one or more computing devices locally, over in a networked manner. The data may be stored in one or more servers or data stores. The data may be structured or unstructured, encrypted or unencrypted. Furthermore, additional methods may be employed to optimize operation instead of or in addition to the example enhanced control features.

[0043] FIG. 6 is an example networked environment, where embodiments may be implemented. Dynamic updating of virtual list views may be implemented in local or distributed applications running on one or more computing devices configured in a
distributed manner over a number of physical and virtual clients and servers. It may also be implemented in un-clustered systems or clustered systems employing a number of nodes communicating over one or more networks (e.g. network(s) 660).

[0044] Such a system may comprise any topology of servers, clients, Internet service providers, and communication media. Also, the system may have a static or dynamic topology, where the roles of servers and clients within the system's hierarchy and their interrelations may be defined statically by an administrator or dynamically based on availability of devices, load balancing, and the like. The term "client" may refer to a client application or a client device. While a networked system implementing dynamically updated virtual list views may involve many more components, relevant ones are discussed in conjunction with this figure.

[0045] As mentioned above, a web application (or any application implementing list view updating) may be executed on client devices 654-656 or on server 652 and accessed by client device 653. Users may access data presented in virtual list view through network(s) 660 from web server 662. Web server 662 may manage and store the data itself using data store 668 or communicate with database server 664 managing data stores 666.

[0046] Network(s) 660 may include a secure network such as an enterprise network, an unsecure network such as a wireless open network, or the Internet. Network(s) 660 provide communication between the nodes described herein. By way of example, and not limitation, network(s) 660 may include wired media such as a wired network or direct-wired connection, and wireless media such as acoustic, RF, infrared and other wireless media.

[0047] Many other configurations of computing devices, applications, data sources, data distribution systems may be employed to implement distributed data storage for collaboration servers based on data categories. Furthermore, the networked environments
discussed in FIG. 6 are for illustration purposes only. Embodiments are not limited to the example applications, modules, or processes.

[0048] FIG. 7 and the associated discussion are intended to provide a brief, general description of a suitable computing environment in which embodiments may be implemented. With reference to FIG. 7, a block diagram of an example computing operating environment is illustrated, such as computing device 700. In a basic configuration, the computing device 700 may be a client device. Computing device 700 may typically include at least one processing unit 702 and system memory 704. Computing device 700 may also include a plurality of processing units that cooperate in executing programs. Depending on the exact configuration and type of computing device, the system memory 704 may be volatile (such as RAM), non-volatile (such as ROM, flash memory, etc.) or some combination of the two. System memory 704 typically includes an operating system 705 suitable for controlling the operation of a networked personal computer, such as the WINDOWS® operating systems from MICROSOFT CORPORATION of Redmond, Washington. The system memory 704 may also include one or more software applications such as program modules 706, client application 722, view module 724, and data retrieval module 726.

[0049] Client application 722 may be any application presenting a user with data from another source in virtual list view like a web browsing application. Data retrieval module 726 may retrieve the data for presentation from the remote data source such as a web server. As explained previously, downloading the entire virtual list view may be impractical or infeasible due to system resource limitations. View module 724 may coordinate the user's scrolling with the corresponding data chunks and enable the data retrieval module 726 to retrieve only those data chunks that are needed for immediate viewing by the user. View module 724 may also provide the enhanced control features
discussed above in conjunction with FIG. 5. This basic configuration is illustrated in FIG. 7 by those components within dashed line 708. The functionality of client application 722 does not have to be assigned to two distinct modules as described here. The above disclosed functionality may be performed by more or fewer modules or all by the same application.

[0050] The computing device 700 may have additional features or functionality. For example, the computing device 700 may also include additional data storage devices (removable and/or non-removable) such as, for example, magnetic disks, optical disks, or tape. Such additional storage is illustrated in FIG. 7 by removable storage 709 and non-removable storage 710. Computer storage media may include volatile and nonvolatile, removable and non-removable media implemented in any method or technology for storage of information, such as computer readable instructions, data structures, program modules, or other data. System memory 704, removable storage 709, and non-removable storage 710 are all examples of computer storage media. Computer storage media includes, but is not limited to, RAM, ROM, EEPROM, flash memory or other memory technology, CD-ROM, digital versatile disks (DVD) or other optical storage, magnetic cassettes, magnetic tape, magnetic disk storage or other magnetic storage devices, or any other medium which can be used to store the desired information and which can be accessed by computing device 700. Any such computer storage media may be part of device 700. Computing device 700 may also have input device(s) 712 such as keyboard, mouse, pen, voice input device, touch input device, etc. Output device(s) 714 such as a display, speakers, printer, etc. may also be included. These devices are well known in the art and need not be discussed at length here.

[0051] The computing device 700 may also contain communication connections 716 that allow the device to communicate with other computing devices 718, such as over a
wireless network in a distributed computing environment, for example, an intranet or the Internet. Other computing devices 718 may include web servers, database servers, file servers, provider servers, and the like. Communication connection 716 is one example of communication media. Communication media may typically be embodied by computer readable instructions, data structures, program modules, or other data in a modulated data signal, such as a carrier wave or other transport mechanism, and includes any information delivery media. The term "modulated data signal" means a signal that has one or more of its characteristics set or changed in such a manner as to encode information in the signal. By way of example, and not limitation, communication media includes wired media such as a wired network or direct-wired connection, and wireless media such as acoustic, RF, infrared and other wireless media.

[0052] The claimed subject matter also includes methods of operation. These methods can be implemented in any number of ways, including the structures described in this document. One such way is by machine operations, of devices of the type described in this document.

[0053] Another optional way is for one or more of the individual operations of the methods to be performed in conjunction with one or more human operators performing some. These human operators need not be collocated with each other, but each can be only with a machine that performs a portion of the program.

[0054] FIG. 8 illustrates a logic flow diagram of an example process 800 for dynamically updating a virtual list view according to embodiments. Process 800 may be implemented in any web application environment.

[0055] Process 800 begins with operation 802, where initial data blocks for presentation to a user are received form a data source such as the first view of a web page in a web browser application. Processing continues to operation 804 from operation 802.
At operation 804, the received initial data block(s) are presented to the user by the web application. Processing moves to operation 806 from operation 804.

At operation 806, the user’s scrolling operation through the virtual list view is detected. As discussed above, the user may scroll at a slow pace or faster than it is feasible for the application to simultaneously download and present the data being scrolled through. Processing advances to decision operation 808 from operation 806.

At decision operation 808, a determination is made whether the scrolling is faster than a predetermined threshold or not. If the scrolling is not faster than the threshold, processing moves to operation 810, where the view is updated continuously because the data exchange is not one that could overwhelm the system resources.

If the scrolling is faster than the threshold, processing continues to operation 812 from decision operation 808, where the scrolled through data blocks are skipped (not downloaded to the client). The view may be frozen during that time frame and additional enhanced control features such as preview feature may be provided. Processing moves from operation 812 to decision operation 814.

At decision operation 814, a determination is made whether the scrolling has slowed down below the predefined threshold. If the scrolling is still above the threshold, processing returns to operation 812 for continued skipping of data being scrolled through. If the scrolling has slowed down, processing advances to operation 816.

At operation 816, a range of data blocks including one to be presented in the view port and a preset number before and after the presented block are downloaded to the client. Processing moves from operation 816 to operation 818.

At operation 818, the data is updated if there were any changes at the data source. Processing continues from operation 818 to operation 820.
At operation 820, the downloaded data blocks are presented to the user in the slow scroll mode. After operation 820, processing moves to a calling process for further actions.

The operations included in process 800 are for illustration purposes. Dynamically updating a virtual list view in a web application may be implemented by similar processes with fewer or additional steps, as well as in different order of operations using the principles described herein.

The above specification, examples and data provide a complete description of the manufacture and use of the composition of the embodiments. Although the subject matter has been described in language specific to structural features and/or methodological acts, it is to be understood that the subject matter defined in the appended claims is not necessarily limited to the specific features or acts described above. Rather, the specific features and acts described above are disclosed as example forms of implementing the claims and embodiments.
WHAT IS CLAIMED IS:

1. A method (800) to be executed at least in part in a computing device for dynamically updating a virtual list view (214), the method (800) comprising: detecting (808) a speed of scrolling by a user in a virtual list view (214) presentation of an application user interface (108) presenting downloaded data;
   if the scrolling speed is below a predefined threshold, continuing (810) to download the data and updating the presentation in a view port (314) continuously;
   if the scrolling speed is above the threshold, skipping (812) downloading operation for blocks (430) of data rows that are scrolled through by the user until the scrolling speed drops below the threshold again;
   when the scrolling speed drops below the threshold again, downloading (816) a preset number of blocks (430) that include a block (432) to be presented in the view port (314) and a number of blocks (430) preceding and following the block (432) to be presented; and
   displaying (820) the block (432) to be presented in the view port (314).

2. The method (800) of claim 1, wherein a number of data rows in each block is determined based on at least one from a set of: an available communication bandwidth, a type of data, a user preference, the scrolling speed, a size of the view port (314), and available memory.

3. The method (800) of claim 1, wherein the number of blocks (430) preceding and following the block (432) to be presented is determined based on at least one from a set of: an available communication bandwidth, a type of data, a user preference, the scrolling speed, a size of the view port (314), and available memory.

4. The method (800) of claim 1, wherein the virtual list view (214) comprises at least one of textual data and graphical data in form of at least one from a set of: a numbered list, a bulleted list, a table, free form text, and a page format.
5. The method (800) of claim 1, further comprising:
assigning each block in the virtual list view (214) a position attribute relative to a predefined reference, wherein the position attribute is associated with a row identifier such that any range of rows can be selected for presentation in the view port (314).

6. The method (800) of claim 5, wherein the identifier is stored as metadata.

7. The method (800) of claim 5, wherein a selection of rows for viewing is maintained by the application as a hash on row identifiers.

8. The method (800) of claim 1, further comprising:
if a number of rows in a selection do not exist at a client (106) executing the application, initiating a synchronous call to a data source maintaining the data for requesting the missing rows utilizing the row identifiers.

9. The method (800) of claim 8, further comprising:
if a portion of the data at the data source has changed, updating the client (106) by providing an identifier of an affected data row, a change for the data row, and a position indicator for the row, wherein the update is performed in one of per row basis and batch of rows basis.

10. The method (800) of claim 9, further comprising:
including a watermark with each update from the data source;
sending back a watermark from the client (106) to the data source; and
determining an update status of the data at the client (106) based on a comparison of the watermark at the data source and the watermark sent back from the client (106).

11. The method (800) of claim 1, wherein the application includes one of: a web browsing application, an electronic mail application, an instant messaging application, and a search engine application.

12. The method (800) of claim 1, wherein the scrolling speed threshold is defined as a change in a scroll position by more than a predetermined number of rows in a preset period.
13. A system for dynamically updating (800) a virtual list view (214), the system comprising:
   a communication module for exchanging data with a data source;
   a memory; and
   a processor coupled to the memory and the communication module capable of executing a client application (106) configured to:
   download (802) a first block for displaying in a view port (314) and a preset number of blocks (430) preceding and following the first block to be displayed from the data source;
   assign each block in the virtual list view (214) a position attribute relative to a predefined reference, wherein the position attribute is associated with a row identifier such that any range of rows can be selected for display in the view port (314);
   detect (806) a speed of scrolling by a user;
   compare (808) the speed of scrolling to a predefined threshold;
   if the speed is below the predefined threshold, continue (810) to download the data in blocks (430) and update the view port (314) continuously;
   if the speed is above the threshold, skip (812) downloading of blocks (430) that are scrolled through by the user until the speed drops below the threshold;
   when the speed drops below the threshold, download (816) another preset number of blocks (430) that include a block (432) to be displayed in the view port (314) and a number of blocks (430) preceding and following the block (432) to be displayed; and
   update (820) the view port (314).

14. The system of claim 13, wherein the client application (106) is further configured to:
   enable the user to place a marker at a selected location on a scroll bar for indicating a position of a data row for subsequent viewing.

15. The system of claim 14, wherein the marker is associated with a pop-up box providing summary information to the user about the data row at the selected location.
16. The system of claim 13, wherein the client application (106) is further configured to:

provide a preview of skipped data rows sorted based on a criterion that includes at least one from a set of: a title, a heading, a date, and a user-defined attribute.

17. The system of claim 13, wherein the client application (106) is further configured to:

enable the user to jump to a selected row without scrolling in response to a user selection from a user interface menu that includes a selection of ranges based on sort criteria including one of: an alphabetical sort, a title sort, a chronological sort, and a user-defined sort.

18. A computer-readable storage medium with instructions encoded thereon for dynamically updating a virtual list view (214), the instructions comprising:

downloading (802) a first block for displaying in a view port (314) of a web application and a preset number of blocks (430) preceding and following the first block to be displayed from the data source;

assigning (804) each block in the virtual list view (214) a position attribute relative to a predefined reference, wherein the position attribute is associated with a row identifier such that any range of rows can be selected for display in the view port (314);

detecting (806) a speed of scrolling by a user;

comparing (808) the speed of scrolling to a predefined threshold;

if the speed is below the predefined threshold, continuing (810) to download the data in blocks (430) and update the view port (314) continuously;

if the speed is above the threshold, skipping (812) downloading of blocks (430) that are scrolled through by the user until the speed drops below the threshold;

freezing the displayed rows while the speed is above the threshold and providing a preview of skipped data rows sorted based on a criterion that includes at least one from a set of: a title, a heading, a date, and a user-defined attribute;

when the speed drops below the threshold, downloading (816) another preset number of blocks (430) that include a block (432) to be displayed in the view port (314) and a number of blocks (430) preceding and following the block to be displayed; updating (820) the view port (314); and
enabling the user to jump to a selected row without scrolling in response to a user selection from a user interface menu that includes a selection of ranges based on sort criteria including one of: an alphabetical sort, a title sort, a chronological sort, and a user-defined sort.

19. The computer-readable storage medium of claim 18, wherein the instructions further comprise:

   if a portion of the data at the data source has changed, updating (818) the web application by providing an identifier of an affected data row, a change for the data row, and a position indicator for the row, wherein the update is performed in one of per row basis and batch of rows basis.

20. The computer-readable storage medium of claim 18, wherein the instructions further comprise:

   determining a number of data rows to be downloaded by employing an artificial intelligence algorithm based on historic numbers of downloaded data rows and user activity on the downloaded rows.
FIG. 2
FIG. 5
FIG. 8