Title: MULTI-LANGUAGE-MULTI TEMPLATE ARRANGEMENT

Abstract: A multi-language multi-template architecture is described. In one embodiment, the architecture comprises a first memory storing a plurality of templates containing markup language for text (item HTML TEMPLATE), a second memory having stored therein the text in a plurality of languages (item DATABASE 103), and an exchange mechanism (item EXCHANGE MECHANISM 201) coupled to the first and second memories to generate a page by merging text in a particular language with one of the plurality of templates in response to an indication of the particular language.
For two-letter codes and other abbreviations, refer to the “Guidance Notes on Codes and Abbreviations” appearing at the beginning of each regular issue of the PCT Gazette.
MULTI-LANGUAGE - MULTI TEMPLATE ARRANGEMENT

FIELD OF THE INVENTION

The present invention relates to the field of data exchange; more particularly, the present invention relates to exchanging data between two programming environments, such as, for example, HTML and Java.

BACKGROUND

Exchange systems provide the mechanism by which information may be passed between two distinct programming environments. In other words, such exchange systems allows information that is in a form for use with one type of program to be accessible through another type of program.

In the prior art, the exchange systems are based on hardcoded of one type of programming in another. For example, in order to exchange information between the two programming environments, one prior art exchange system hardcoded HTML text in a Java program and output it to the user's browser. In such a system, the output of HTML may be hardcoded in a Java servlet. In another prior art exchange system, such as JSP, hardcoded Java programming inside an HTML page to enable the exchange of information.

In either of the two examples above, the hardcoding essentially ties the two different types of coding together, thereby causing problems. For example, with respect to JSP, if a change is desired in the Java code, the HTML environment must be used. If an individual does not want to use the HTML environment, they cannot duplicate the code and make the desired changes.

Problems also exist with hardcoding of HTML in a Java servlet. In addition to require that changes be made in the Java environment, these problems include a difficulty in maintenance and modification to the coding. With respect to maintenance, any correction that is necessary to the code requires a number of steps and eventually all of the code needs to be recompiled. The number of steps also increases the chance that an error will be introduced into the code. Other modifications to the code are also problematic. For
instance, if one desires to change the look and feel of their web site, the only way to make the change is to copy the existing code and redo the entire layout in cases where the new layout is going to ask for a different type of parameter for which no previous coding exists.

Hardcoding in the prior art is also limiting when multiple natural speaking languages are to be supported for particular content over the Internet. In the prior art, to support multiple natural speaking languages, separate and distinct web pages had to be created and stored for each distinct language. If a change to the content is to be made, then all the web pages having that content for each separate language had to be corrected. Making changes to a large number of pages increased the chance that an error is made in one or more of the pages. What is needed is a way of supporting multiple natural speaking languages while reducing the chance or affect of such errors when changes are necessary.

SUMMARY OF THE INVENTION

A multi-language multi-template architecture is described. In one embodiment, the architecture comprises a first memory storing a plurality of templates containing markup language for text, a second memory having stored therein the text in a plurality of languages, and an exchange mechanism coupled to the first and second memories to generate a page by merging text in a particular language with one of the plurality of templates in response to an indication of the particular language.

BRIEF DESCRIPTION OF THE DRAWINGS

The present invention will be understood more fully from the detailed description given below and from the accompanying drawings of various embodiments of the invention, which, however, should not be taken to limit the invention to the specific embodiments, but are for explanation and understanding only.
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Figure 1 illustrates one embodiment of a networked environment.

Figure 2 illustrates another embodiment of a networked environment.

Figure 3 is a block diagram of one embodiment of a network environment.

Figure 4 is a block diagram of an exemplary computer system.

Detailed Description

An exchange system is described. Such an exchange system may be used to support multiple markup languages (e.g., HTML, WML, HDML, etc.), multiple natural languages (e.g., English, French, Chinese, etc.), multiple user interaction flows (such as, e.g., various clicks on a web site, various button presses on a WAP phone, etc.), all of which may be based on a common underlying server (e.g., a Java server).

In the following description, numerous details are set forth. It will be apparent, however, to one skilled in the art, that the present invention may be practiced without these specific details. In other instances, well-known structures and devices are shown in block diagram form, rather than in detail, in order to avoid obscuring the present invention.

Some portions of the detailed descriptions that follow are presented in terms of algorithms and symbolic representations of operations on data bits within a computer memory. These algorithmic descriptions and representations are the means used by those skilled in the data processing arts to most effectively convey the substance of their work to others skilled in the art. An algorithm is here, and generally, conceived to be a self-consistent sequence of steps leading to a desired result. The steps are those requiring physical manipulations of physical quantities. Usually, though not necessarily, these quantities take the form of electrical or magnetic signals capable of being stored, transferred, combined, compared, and otherwise manipulated. It has proven
convenient at times, principally for reasons of common usage, to refer to these signals as bits, values, elements, symbols, characters, terms, numbers, or the like.

It should be borne in mind, however, that all of these and similar terms are to be associated with the appropriate physical quantities and are merely convenient labels applied to these quantities. Unless specifically stated otherwise as apparent from the following discussion, it is appreciated that throughout the description, discussions utilizing terms such as "processing" or "computing" or "calculating" or "determining" or "displaying" or the like, refer to the action and processes of a computer system, or similar electronic computing device, that manipulates and transforms data represented as physical (electronic) quantities within the computer system's registers and memories into other data similarly represented as physical quantities within the computer system memories or registers or other such information storage, transmission or display devices.

The present invention also relates to apparatus for performing the operations herein. This apparatus may be specially constructed for the required purposes, or it may comprise a general purpose computer selectively activated or reconfigured by a computer program stored in the computer. Such a computer program may be stored in a computer readable storage medium, such as, but is not limited to, any type of disk including floppy disks, optical disks, CD-ROMs, and magnetic-optical disks, read-only memories (ROMs), random access memories (RAMs), EPROMs, EEPROMs, magnetic or optical cards, or any type of media suitable for storing electronic instructions, and each coupled to a computer system bus.

The algorithms and displays presented herein are not inherently related to any particular computer or other apparatus. Various general purpose systems may be used with programs in accordance with the teachings herein, or it may prove convenient to construct more specialized apparatus to perform the required method steps. The required structure for a variety of these systems will appear from the description below. In addition, the present invention is not described with reference to any particular programming language. It will be
appreciated that a variety of programming languages may be used to implement the teachings of the invention as described herein.

A machine-readable medium includes any mechanism for storing or transmitting information in a form readable by a machine (e.g., a computer). For example, a machine-readable medium includes read only memory ("ROM"); random access memory ("RAM"); magnetic disk storage media; optical storage media; flash memory devices; electrical, optical, acoustical or other form of propagated signals (e.g., carrier waves, infrared signals, digital signals, etc.); etc.

Overview of An Exchange Format

An exchange mechanism is provided to exchange information between a markup language execution environment and a Java programming execution environment, where "environment" refers to the programming language utilized therein. In one embodiment, the markup language may be an HTML, WML or another markup language. In such a case, the exchange mechanism translates variables that are in an HTML, WML, or other markup language into information that may be processed using Java and vice versa. In one embodiment, the exchange mechanism is implemented in XML.

A benefit of such an approach is that coding done in the HTML environment may operate independent of the programming in the Java environment (as well as the exchange environment) apart from an interface thereto.

In one embodiment, the HTML environment includes multiple HTML templates. Each HTML template contains text or other data that may be substituted from the Java environment through the exchange mechanism. A complete HTML web page may, in turn, contain multiple templates that are substituted into the web page through the exchange mechanism. In this manner, a web page may be constructed in a modular fashion, thereby simplifying the creation and modification of a web site.

With the HTML template, the look and feel of the display is present without the dynamic data (e.g., individual's name, phone number, etc.). The
dynamic data is obtained from a database via the exchange mechanism. The exchange mechanism translates the database information into a table. The table maintains a reference to allow access to the Java content that was requested by the HTML environment by associating a variable in the HTML environment with the actual data in the Java environment. In one embodiment, the table provides a reference between the information in Java objects and a specific substantiation of an HTML template. In this manner, using variables in the HTML environment may be substituted for real values from the Java environment and a relationship is maintained between the substituted text in the HTML document and its representation in the Java environment.

The exchange mechanism operates using software that provides a set of functions to access Java content and allow building up the table. The functions define the method by which the data from the database is accessed and stored in the table.

In one embodiment, the table is a key value table that may be based on property values that are well known in the art for use in Java programming. The key value table associates a key word with its specific data (e.g., the key being "phone number" and the value being the actual number itself).

Once the data has been entered into the table, other functions of the exchange mechanism translate the table and merge it with the HTML template to build an HTML page. In one embodiment, the exchange mechanism uses a display function to cause the merge operation to occur. Thus, use of the exchange mechanism provides increase flexibility in creating a web page because the HTML template can refer to some or all the data in the table. In one embodiment, the same display can occur different depending on what data is found in the table. In such a case, a function executed by the exchange mechanism is a comparison operation that compares data and selects certain data for entry in the table based on the outcome of the comparison.

Thus, an HTML page may be displayed as a response of the exchange mechanism.
By entering information on the web page associated with one of the web page templates, the individual causes a request to be made to the exchange mechanism, specifying variables that are inputs to the request. The exchange mechanism transfers those variables to the Java environment according to the exchange definition being used. The exchange mechanism also executes the underlying Java functionality specified in the exchange definition. The result of the execution is transferred from the Java environment and used by the exchange mechanism to construct a new web page as a response.

More specifically, the exchange mechanism handles a request based on the exchange definition that may take the input information from the HTML page and store it in the table. Then the exchange mechanism calls functions to assign the information correctly into the database. The HTML page need only indicate what functions to call to obtain a particular piece of data and assign a variable to it. For example, if the HTML page provides a paging number, then the HTML page need only add an assignment statement assigning the paging number to a variable recognized and used by an exchange definition in the exchange mechanism. If a voice number is to be added, the HTML need only add another assign statement to cause another variable to be assigned.

One benefit of this approach is the HTML programmer is allowed to change the flow of what data appears on web pages. Specifically, because an individual HTML template may be set up with a variety of references and each of the references are linked to executable Java routines, the selection of which information to put in the template essentially controls the flow of information to a user in the HTML environment.
An Exemplary Data Exchange Environment

Figure 1 illustrates one embodiment of a networked environment showing an HTML template 101, an exchange mechanism 102, and a Java link 103. The programming of HTML template 101 includes statements that call for substitution of Java content. For example, HTML template 101 may include the following statement:

```html
<subst data="fname"/>
```

where data that is being entered by the user is associated with the variable "fname."

Exchange mechanism 102 includes an exchange definition (e.g., code) to handle the substitution requests from individual users. In one embodiment, exchange mechanism 102 includes a submit function that is responsive to submission of one instantiation of the HTML template. For example, the exchange mechanism may include the following:

```xml
<submit
  <response . . .
    <assign frame="firstn" name="fname" type="string"/>
  . . .
  <response>
```

When the user in the HTML environment specifies content, these response operations used by exchange mechanism 102 translate the request into a request for a Java variable to assign to a specific instance of HTML content. The submit function performed by the exchange mechanism 102 invokes the translation between the HTML environment and the Java environment. In response to a substitute request by the HTML environment, exchange mechanism 102 causes the assignment of a specific Java content obtained from a database, such as database 104, via Java link 103, and the Java content is made part of a Java object with a substitute data reference. Thus, using the assign statement, the Java content is accessed from database 104 and a Java object is created for the submit function. For example, the assign statement above specifies that the Java variable "firstn" is to be assigned to the HTML variable
"fname". The assign statement also specifies that the Java content used is a string.

In the example of above, the assign function is executed to obtain the first name. The execution of the function obtains the "Joe" out of the database. (Note that the user in the HTML environment specified one or more parameters that were submitted to exchange mechanism 102 to help identify the specific Java content "Joe" to be accessed.) Once "Joe" is accessed from database 104, a Java object is created and is treated as a string.

Thus, when the information is to be potentially input into the web page, an association is made between the substitute functions in the HTML template of the information input by the user. The exchange information receives programming statements that substitute data for a certain user specified information.

In the Java environment, the result of execution of the functions is to generate Java objects when accessing information in the database. Thus, when information from the HTML environment is received by the exchange mechanism, the exchange mechanism determines which Java object is being called and which Java object is to be associated with the specific template reference tag in the HTML template.

Besides assigning, comparison statements are also available as statements that detect whether a variable in Java is equal to a particular input. An example of one such comparison statement is given below in the exchange examples.

Exchange mechanism 102 creates a table to indicate assignments between the created Java object and its HTML reference. In this manner, a reference in the HTML environment to the same variable will be automatically associated with the correct Java object without having to access database 104 again. The table is maintained by exchange mechanism 102 to allow the Java content for references in the HTML document to be accessed quicker and repeatedly. Thus, the exchange mechanism 102 provides an interface that allows the building up of a table and how to retrieve information from that table.
In essence, exchange mechanism 102 includes a first API to allow Java objects to be created when requested and a second API that allows execution of Java code in order to generate web pages in an HTML environment.

After the table has been created, the exchange mechanism can, as a response, invoke a merge operation to create a web page by merging the table into the HTML template or, as a request, can cause data in the table to be received into the database 104.

**An Exemplary Portion of an Exchange Definition**

The following are examples of the exchange files that are used.

1. The user browses to a page that should show a previously scheduled appointment. This fragment of an exchange file causes the appointment information to be retrieved from the database, and displayed as an HTML page in the browser:

```xml
<exch template="ededit">

<!-- First, retrieve the appointment from the database -->
<submit class="$evMethod" method="get"
    name="displayEvEdit"
    next="displayEv">
<request class="$ev" method="setEv">
    <assign from="id" name="id" encrypt="decode"/>
</request>
</submit>

<!-- Then, display a page with that appointment -->
<submit class="$evMethod" method="display"
    name="displayEv">
<response class="$ev" method="getEv">
    <assign name="location" from="location"/>
```
2. Below is a fragment of an HTML template which is used in conjunction with the exchange file to display the appointment.

```html
<html>
<head>
  <title><subst lang="i_evedit_title"/></title>
</head>
<body>
  <form name="form1" method=post action="<subst data="servlet"/>">
    <input type=hidden name=id value="<subst data="id"/>">
    <subst lang="i_location"/>
    <input type="text" name=location value="<subst data="location"/>">
    <subst lang="i_description"/>
  </form>
</body>
</html>
```
<input type="text" name="description" value="<subst data="description"/>">

<input type="radio" name="rrule" value="Y" <subst data="rrule_yes"/>
<input type="radio" name="rrule" value="N" <subst data="rrule_no"/>

<input type="submit" name="save" value=""<subst lang="i_save"/>">
</form>
</body>
</html>

In various places, <subst lang...> is used to display fixed text in the user's natural language.

The appointment id stored in a hidden field in the page, so it can be read back when the user hits the save button. The <subst data...> is replaced with the corresponding data from the table prepared by the exchange mechanism.

The location and description fields initially display data from the database, but they can be changed by the user.

There is a radio button with two possible states, either "recurring" or "not recurring". One of these states will be selected initially, because the table produced by exchange will contain either "rrule_yes = checked", or "rrule_no = checked".

At the bottom of the page is a "save" button, which will invoke the fragment of exchange given below, to save the changed fields in the database.
3. The user changes some HTML fields on the appointment page and hits a "save" button. This fragment of an exchange file causes the new information to be saved in the database.

```xml
<exch template="evedit">

<submit class="$evMethod" method="edit"
     name="save"
     next="displayEv">
<request class="$ev" method="setEv">
<constant name="type" value="EVENT"/>
<assign from="id" name="id" encrypt="decode"/>
<assign from="location" name="location"/>
<assign from="description" name="description"/>
<assign from="rrule" name="isrecurring"/>
</request>
</submit>

</exch>
```

Multi-language and Multi-template Arrangement

In one embodiment, the exchange mechanism may be used to facilitate multi-language and multi-template operation. Figure 2 illustrates another embodiment of a networked environment. Referring to Figure 2, the environment comprises exchange mechanism 201 that obtains a language indication, referred to herein as the grab_language value 202, from the user. Exchange mechanism 201 obtains the language value automatically. In one embodiment, the language value is set by the user as part of their browser preferences. In an alternative embodiment, the language indication is set dynamically (e.g., based on user's location, location of service provider, etc.).
In response to the language indication, exchange mechanism 201 selects one of the databases 203. Each of databases 203 is dedicated to a particular language and stores phrases that have been translated into that particular language. In one embodiment, the databases 203 are property files.

The environment also includes HTML template storage 204 and Java link 205. Java link 205 provides access to Java content database 206, which stores information. Each template has substitute language to receipt of information from database 206.

When a page is requested, exchange mechanism 201 causes text in the language indicated by the grab-language value 202 to be substituted into the page. That is, templates (from the HTML template storage) include information that causes the exchange mechanism to substitute text into an HTML document. In one embodiment, the substitution is performed by merging the template and text in the same manner as merging is described above. In one embodiment, exchange mechanism 201 performs the substitution in response to the following command:

<subst lang = ?phrase_keyword? type ?kind?

where the term “phrase_keyword” identifies a particular phrase that has been translated into multiple languages. The term “kind” may be static, dynamic, or final. If the kind is static, then the field does not change once the information has been set. If the kind is dynamic, the fields may be regularly updated and the statement indicates to the exchange mechanism that updated information is to be used and/or retrieved (which the exchange mechanism does). If the kind is final, the field may be substituted with information that was subject to dynamic updating but is now is to be made static. For example, in the case of a table that is being substituted, the data in the table may be updated every time the substitute command is executed. However, once the field has been made final, substitution no longer occurs. Note that the information may be received from external sources, in a manner described in U.S. Patent Application Serial No. ________, entitled "Information Services," filed concurrently herewith, assigned to the corporate assignee, and incorporated herein by reference.
In one embodiment, the substitute command may be an "if" statement which provides alternative actions to be performed dependent on whether a condition precedent has been met.

Being able to use multiple languages allows for communication to occur with individuals who communicate using different languages.

An Exemplary Network

Figure 3 is a block diagram of one embodiment of a network environment 301 that may be used in the translation technique described above. In one embodiment, a server computer system 300 is coupled to a wide-area network 310. Wide-area network 310 may include the Internet or other proprietary networks including, but not limited to, America On-Line™, CompuServe™, Microsoft Network™, and Prodigy™. Wide-area network 310 may include conventional network backbones, long-haul telephone lines, Internet and/or Intranet service providers, various levels of network routers, and other conventional mechanisms for routing data between computers. Using network protocols, server 300 may communicate through wide-area network 310 to client computer systems 320, 330, 340, which are possibly connected through wide-area network 310 in various ways or directly connected to server 300. For example, client 340 is connected directly to wide-area network 310 through direct or dial-up telephone or other network transmission line.

Alternatively, clients 330 may be connected through wide-area network 310 using a modem pool 314. Modem pool 314 allows multiple client systems to connect with a smaller set of modems in modem pool 314 for connection through wide-area network 310. Clients 331 may also be connected directly to server 300 or be coupled to server through modem 315. In another alternative network terminology, wide-area network 310 is connected to a gateway computer 312. Gateway computer 312 is used to route data to clients 320 through a local area network 316. In this manner, clients 320 can communicate with each other
through local area network (LAN) 316 or with server 300 through gateway 312 and wide-area network 310. Alternatively, LAN 317 may be directly connected to server 300 and clients 321 may be connected through LAN 317.

Using one of a variety of network connection mechanisms, server computer 300 can communicate with client computers 350. In one embodiment, a server computer 300 may operate as a web server if the World-Wide Web ("WWW") portion of the Internet is used for wide area network 310. Using the HTTP protocol and the HTML coding language, such a web server may communicate across the World-Wide Web with clients 350. In this configuration, clients 350 use a client application program known as a web browser such as the Netscape™ Navigator™, the Internet Explorer™, the user interface of America On-Line™, or the web browser or HTML translator of any other conventional supplier. Using such browsers and the World Wide Web, clients 350 may access graphical and textual data or video, audio, or tactile data provided by the web server 300.

In one embodiment, server 300 contains the exchange mechanism and the database storing Java content.

**An Exemplary Computer System**

Figure 4 is a block diagram of an exemplary computer system. Referring to Figure 4, computer system 400 may comprise an exemplary client 150 or server 100 computer system. Computer system 400 comprises a communication mechanism or bus 411 for communicating information, and a processor 412 coupled with bus 411 for processing information. Processor 412 includes a microprocessor, but is not limited to a microprocessor, such as, for example, Pentium™, PowerPC™, Alpha™, etc.

System 400 further comprises a random access memory (RAM), or other dynamic storage device 404 (referred to as main memory) coupled to bus 411 for storing information and instructions to be executed by processor 412. Main
memory 404 also may be used for storing temporary variables or other intermediate information during execution of instructions by processor 412. In one embodiment, main memory 404 has a portion of its memory allocated to a database for storing Java content.

Computer system 400 also comprises a read only memory (ROM) and/or other static storage device 406 coupled to bus 411 for storing static information and instructions for processor 412, and a data storage device 407, such as a magnetic disk or optical disk and its corresponding disk drive. Data storage device 407 is coupled to bus 411 for storing information and instructions.

Computer system 400 may further be coupled to a display device 421, such as a cathode ray tube (CRT) or liquid crystal display (LCD), coupled to bus 411 for displaying information to a computer user. An alphanumeric input device 422, including alphanumeric and other keys, may also be coupled to bus 411 for communicating information and command selections to processor 412. An additional user input device is cursor control 423, such as a mouse, trackball, trackpad, stylus, or cursor direction keys, coupled to bus 411 for communicating direction information and command selections to processor 412, and for controlling cursor movement on display 421.

Another device which may be coupled to bus 411 is hard copy device 424, which may be used for printing instructions, data, or other information on a medium such as paper, film, or similar types of media. Furthermore, a sound recording and playback device, such as a speaker and/or microphone may optionally be coupled to bus 411 for audio interfacing with computer system 400. Note that any or all of the components of system 400 and associated hardware may be used in the present invention. However, it can be appreciated that other configurations of the computer system may include some or all of the devices.

Whereas many alterations and modifications of the present invention will no doubt become apparent to a person of ordinary skill in the art after having read the foregoing description, it is to be understood that any particular
embodiment shown and described by way of illustration is in no way intended to be considered limiting. Therefore, references to details of various embodiments are not intended to limit the scope of the claims which in themselves recite only those features regarded as essential to the invention.
CLAIMS

We claim:

1. An architecture comprising:
   a first memory storing a plurality of templates containing markup
   language for text;
   a second memory having stored therein the text in a plurality of
   languages;
   an exchange mechanism coupled to the first and second memories to
   generate a page by merging text in a particular language with one of the
   plurality of templates in response to an indication of the particular language.

2. The architecture defined in Claim 1 wherein the exchange
   mechanism obtains the indication automatically.

3. The architecture defined in Claim 2 wherein the exchange
   mechanism obtains the indication via receipt of a browser preference.

4. The architecture defined in Claim 2 wherein the exchange
   mechanism obtains the indication via a user entry.

5. The architecture defined in Claim 1 wherein the second memory
   comprises a plurality of partitions of storage, each of the plurality of partitions
   being for a different language, wherein the exchange mechanism selects one of
   the plurality of partitions based on the indication.

6. The architecture defined in Claim 5 wherein each of the plurality of
   partitions comprises a database.
7. The architecture defined in Claim 1 wherein the exchange mechanism substitutes text in the particular language into the template.

8. The architecture defined in Claim 7 wherein the exchange mechanism executes a command to substitute the text using static information.

9. The architecture defined in Claim 7 wherein the exchange mechanism executes a command to substitute the text using dynamic information that is determined at substitution time.

10. A method comprising:
    storing a plurality of templates in a first memory, the templates containing markup language for text;
    storing text in a plurality of languages in a second memory;
    generating a page by merging text in a particular language with one of the plurality of templates in response to an indication of the particular language.

11. The method defined in Claim 10 obtaining the indication automatically.

12. The method defined in Claim 11 wherein obtaining the indication comprises receiving the indication from a browser preference.

13. The method defined in Claim 11 wherein obtaining the indication comprises receiving the indication via a user entry.

14. The method defined in Claim 10 further comprising selecting one of a plurality of partitions of the second memory based on the indication, each of the plurality of partitions being for a different language.
15. The method defined in Claim 14 wherein each of the plurality of partitions comprises a database.

16. The method defined in Claim 10 further comprising substituting text in the particular language into the template.

17. The method defined in Claim 16 further comprising executing a command to substitute the text using static information.

18. The method defined in Claim 16 further comprising executing a command to substitute the text using dynamic information that is determined at substitution time.

19. A computer software product having one or more recordable media with executable instructions stored thereon which, when executed by a processing device, cause the processing device to:

store a plurality of templates in a first memory, the templates containing markup language for text;

store text in a plurality of languages in a second memory; and

generate a page by merging text in a particular language with one of the plurality of templates in response to an indication of the particular language.
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