METHOD AND APPARATUS FOR MODIFYING SOFTWARE

A computing system receives a compressed archive file that includes a one or more new executable software modules, and a installation file specifying instructions for installing such modules on the computing system. The modules and the installation file are extracted from the compressed archive file, and the modules installed in accordance with the instructions. Instances of executing software modules that correspond to the installed modules are notified about their impending termination. The instances are thentermminated before launching corresponding instances of the installed modules.
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METHOD AND APPARATUS FOR MODIFYING SOFTWARE

TECHNICAL FIELD
[0001] The invention generally relates to the field of computer systems. In particular, the invention relates to modifying, for example, upgrading, or adding functionality to, an executing software application with little or no interruption to the system upon which the software application is being executed.

BACKGROUND
[0002] Computer systems can perform many operations. It may be important that such operations not be interrupted to the extent possible. For example, a network device such as a switch or router can play a critical role in establishing and maintaining communications between nodes in a communications network. It is therefore important that the network device remain in operation as much as possible.

[0003] Software, for example, whether at the operating system layer, application layer, or at any tier in a multi-tier software architecture, is often being revised, upgraded, and patched to improve or add functionality to the computer system in which the software executes. As an example, a new internetworking protocol may be developed, or an existing protocol revised, and then software implementing such protocol installed on a network device.

[0004] Generally, when installing new software on a computing system, the operation of the system may be interrupted, at least insofar as the operation of the system that is controlled by the new software is concerned, and in fact, the computing system may even need to be shutdown and rebooted as part of the installation process. Thus, the desire to improve functionality of the computing system by installing new software often times conflicts with the goal of maintaining the computing system in an operational state as much as possible. For example, upgrading software that executes a new or improved internetworking protocol in a network device may require interrupting operation of the network device, potentially causing interruption in the communications between nodes in a
communication network that rely, at least in part, on the network device to maintain such communications.

**SUMMARY**

[0005] The present invention pertains to modifying an executing software application with little or no interruption to the computing system upon which the software application is being executed. A software upgrade package is installed on the computing system, the operating system of the computing system notifies an instance of an existing software module that it is to be updated, gracefully terminates the instance, and starts an instance of the newly installed software module.

**BRIEF DESCRIPTION OF THE DRAWINGS**

[0006] The present invention is illustrated by way of example, and not by way of limitation, in the figures of the accompanying drawings in which:

- **Fig. 1** illustrates an operating system architecture and upgrade package in accordance with an embodiment of the invention.
- **Fig. 2** is a flow diagram of an embodiment of the invention.
- **Fig. 3** is a flow diagram of an embodiment of the invention.

**DETAILED DESCRIPTION**

[0007] A computing system, whether a general-purpose computer system or optimized, specialized computer system, such as a network switching device, has an operating system that provides basic and essential services for the computer system such as starting and stopping processes, both operating system and application processes, handling input and output functions, maintaining files and file systems or directories, and controlling devices such as peripheral devices and disk drives.

[0008] With reference to Fig. 1, a block diagram of an example operating system (OS) 100 is illustrated. A kernel 105 contains the core functionality of an operating system, and generally is loaded into system memory when the computing system is powered up as part of the booting procedure for the system. Other parts, or modules, of the operating system, such as software modules 120-140, may be loaded at start up or as needed. In a specialized
computer system such as a network switching device, each of modules 120-140 may perform a function such as forwarding and filtering data packets, or implement various internetworking protocols such as the well-known Internet Protocol (IP) or Hypertext Transfer Protocol (HTTP).

Libraries 180 typically are smaller programs shared by other modules or application programs that run on the computing system. For example, a device driver might be maintained in a libraries 180, and dynamically linked to from a module when the module, such as module 120, communicates with the device controlled by the device driver.

Upgrading the OS 100, or one or modules thereof, may be necessary to improve or add functionality to the OS 100, or to fix "bugs" in the OS 100. In one embodiment of the invention, an upgrade package 160 is installed to do just that. The upgrade package may include a single file, e.g., a binary image, of the whole OS 100, or one or more binary images of separate modules. For example, upgrade package 160 may include a module 140' that is a new version or revision of already installed module 140. Alternatively, or additionally, upgrade package may include a new module 145 that provides new functionality for OS 100. Furthermore, upgrade package may include one or more shared libraries to be installed in libraries 180. In any case, the one or more modules to be installed are referred to in Fig. 1 as the upgrade package's payload 150.

In addition to payload 150, upgrade package 160 includes an installation file 170. As will be explained in more detail below, installation file 170 provides, among other things, instructions for installing one or more of the modules comprising payload 150 into the operating system 100 of a computing system.

In one embodiment of the invention, the upgrade package is a single compressed archive file (e.g., a .tar, or .tgz format with envelope information), consisting of all the files needed for installation of the upgrade package. For example, if the upgrade package is to replace the entire operating system 100 with a new version, the compressed archive file includes a single binary image of the new version of the operating system 100.

Alternatively, the upgrade package may include those modules required to update one or more particular OS modules.
[0013] In addition, the compressed archive file includes an installation file 170 that includes instructions for installing at least some portion of the payload 150 in the upgrade package. The installation file itself contains a specification file 174 that identifies the content of the upgrade package. The specification file 174 can contain information regarding the modules present in the upgrade package. A module may comprise one or more binary images. The specification file can list the binary images, and corresponding directories, as well, to be installed. This list may contain all the files that make up OS 100, or some portion thereof. In this manner, the list provides a flexible approach for a patching strategy, software maintenance releases, etc., in which only some of the files, libraries, or directories that make up the OS are upgraded or added.

[0014] Additionally the specification file can contain instructions for installing some or all of the binary images, libraries, and directories. In this manner, the same payload can be reused for installation on different computer systems, and only the appropriate binary images in the payload are installed in accordance with the instructions set forth in the specification file. These list of files, directory information, and instructions are prepared and included in the specification file at the time the upgrade package is created.

[0015] In one embodiment, the specification file is platform-dependent, that is, a separate specification file, with perhaps a different list of files and/or instructions, is built for each computing system and/or operating system on which the upgrade package is to be installed. For example, if the upgrade package is to be installed on one or more of a family of computer system products, such as a product line of network switch devices manufactured by a particular vendor, a separate specification file can be created for each of the vendor’s network switch devices in the product line.

[0016] Installation file 170 optionally includes scripts 176 that can be executed without user interaction to perform operations on files and directories in the upgrade package. Alternatively, macros or batch files could also be used to effect the same operations. The use of scripts allows for different upgrade scenarios on different computing platforms and operating systems without requiring source code modification.

[0017] In one embodiment of the invention, an upgrade manager 110 is part of the computer operating system 100, and is responsible for receiving and installing an upgrade package in accordance with the instructions set forth the upgrade package's installation.
file. It is, therefore, problematic to upgrade the upgrade manager itself, either by itself or as part of an upgrade of the operating system. If the upgrade manager cannot be upgraded along with the rest of the operating system by virtue of the fact that it is handling installation of the upgrade, then the version of the upgrade manager lags behind the upgraded version of operating system. To address this issue, upgrade manager 110 is first updated when installing a new version of the operating system. In particular, an installer 172 is loaded at the outset of the installation of the upgrade package. In one embodiment of the invention, the installer 172 is loaded as a dynamically linked library (DLL) to the operating system, and drives the installation procedures for the upgrade package. The upgrade manager parses the specification file 174 to locate and identify information about installing the installer DLL. The installer DLL is computer system platform- and operating system-independent - all platform dependencies are provided by the specification file and any upgrade scripts, as described above.

[0018] The goal of upgrade manager is to upgrade operating system 100, or a portion thereof, to a new version of software, or add new functionality to the operating system without interrupting operation of the computer system on which the operating system is running. This is particularly advantageous when the computer system is handling critical computing functions, such as a network switch device that is forwarding and filtering data packets for an internetwork of nodes communicating with each other.

[0019] With reference to Fig. 2, a process 200 for upgrading software, for example, operating system software or a module thereof, is described. At 210, the upgrade manager 110 installs upgrade package 160. The upgrade package may exist, for example, on a remote server, and is downloaded from the server using a transport protocol such as the Trivial File Transfer Protocol (TFTP). Alternatively, the upgrade package may exist in and be downloaded from a memory card, e.g., compact flash. A user can invoke a Command Line Interface (CLI) command, or the like, requesting the download of a specific upgrade package from a specified origin, whether compact flash or a remote server.

[0020] In one computing environment in which an embodiment of the invention may be practiced, two or more computer systems may be in operation, wherein one of the systems is a primary system and the other system is a backup or secondary system, both systems
able to provide the same services. For example, two systems, such as redundant network switch devices, could be co-located in a communications network, to provide redundant network switching services for an internetwork of nodes. If the primary network switch device fails to operate properly, the secondary network switch device can take over providing network switching services. Each network switch device has its own management switch module (MSM) that provides for core functionality of the network switch device. If the MSM in the primary network switch device (primary MSM) fails, the MSM in the secondary network switch device (secondary MSM) detects such, becomes the primary MSM, and causes the secondary network switch device to operate as the primary network switch device to provide network switching services. This process of the secondary MSM taking over for the primary MSM in the event of failure of the primary MSM is referred to herein as failover. Alternatively, both MSMS may exist in the same modular switch device, wherein one of the MSMS is the primary MSM and the other is the second MSM, each running their own operating system. Failover between the MSMS would occur in the same manner as described above. The same failover technique can be employed in a stackable network switch architecture as well, wherein each network switch device in the stack maintains its own MSM.

[0021] In the example computing environment described above, that is, in a computing environment wherein a primary and a second computing system exist, a user can invoke a Command Line Interface (CLI) command, or the like, requesting the download of a specific upgrade package from a specified origin, whether compact flash or a remote server, not only for the primary computing system, but the secondary computing system as well. Alternatively, the user can request downloading a specific upgrade package from a specified origin to either the primary or the secondary computing system, and such system can automatically invoke such request on behalf of the other computing system as well. In any case, whether the upgrade package exists on a remote server or compact flash he upgrade package is downloaded to both computing systems. Alternatively, in response to a request from the user to download an upgrade package, the computing system receiving the request can download the upgrade package and provide a copy of the same to the other computing system.
[0022] The upgrade package in one embodiment of the invention is a compressed archive file. Thus, once the download of the upgrade package is complete, upgrade manager 110 unpacks the upgrade package to extract the one or more modules to be installed and the installation file 170. The installation file includes a dynamic link library (DLL) file that provides the latest version of an installer routine 172. The DLL file is loaded into the operating system, in one embodiment, replacing the existing upgrade manager 110, to perform the installation of one or more of the modules in the payload portion 150 of upgrade package 160 in accordance with the instructions set forth in specification file 174 and scripts 176, if any, as described above. In another embodiment, the new installer routine 172 is simply invoked by upgrade manager 110. The installer then reads the specification file to obtain installation instructions, and executes any scripts present as well, as part of the installation process. The appropriate modules are then loaded onto the computing system, per the installation instructions, for example, in a permanent storage medium accessible to the computing system.

[0023] At 220, instances of one or more modules executing in the computing system that correspond to the newly installed modules are notified, for example, that an upgrade is to occur. The installer, or, for example, a process manager in the operating system provides this notification. These instances are then able to coordinate notification and/or termination of interprocess communications with other processes, operating system processes, instances of executing software modules, dynamic link libraries, static link libraries, remote procedures, remote objects, device drivers and other network devices. The operating system, or more particularly, an element of the operating system such as a process manager, then shuts down at 230 the instances of the modules that have been upgraded. Instances of the upgraded modules are then started at 240. In this manner, certain modules can be upgraded and restarted, without interrupting operation of the computing system as a whole. For example, in a network switching device, an instance of an internetworking protocol in a multiprotocol stack executing in the network switching device can be notified of an upgrade, and terminate communication with a peer instance of the internetworking protocol executing on a remote device. The instance of the protocol can then be shut down and a new instance of the protocol, based on an upgraded version of
the protocol newly installed from an upgrade package, started. As a result, a new version of the protocol is executing while the rest of the operating system remains unchanged.

[0024] Fig. 3 illustrates a software upgrade process 300 in an environment where two computing systems or at least two operating systems are in operation, one operating as the primary-, the other operating as the secondary-system, as in, for example, the dual MSM scenario described earlier. The upgrade process is the same for each system, and is as described above with respect to Fig. 2. At 310, a user invokes on the primary system a CLI command requesting installation of a specified binary image. If a backup or secondary system is detected as present, then the primary system sends the installation request to it. The upgrade manager on the secondary system first installs the upgrade package on the secondary system. During this installation, the primary system operates without interruption, and without any indication that software on the secondary system is being upgraded. At 320, the instances of modules executing in the secondary system that correspond to the newly installed modules are notified by the installer that an upgrade is to occur. These instances are then able to coordinate notification and/or termination of interprocess communications with other processes, whether executing on the secondary system or elsewhere. The secondary system, or more particularly, a component of its operating system, such as a process manager, then shuts down at 330 the instances of the modules that have been upgraded. Instances of the upgraded modules are then started at 240. Once the installation process is complete on the secondary system, the secondary system sends a notification of such to the primary system, and, optionally, the status of the installation, which can be provided to the user that invoked the CLI command requesting the installation.

[0025] A user or the upgrade installer on the secondary system then performs a failover from the primary system to the secondary system at 350. The primary system is now the new secondary system, and the secondary system is now the new primary system. At 360, elements 320-340 of the process are repeated on the new secondary system. Once the upgrade package is installed and up and running, optionally, at 370, a failover from the new primary system to the new secondary system is performed.

[0026] It should be noted that reference in the specification to “one embodiment” or “an embodiment” means that a particular feature, structure, or characteristic described in
connection with the embodiment is included in at least one embodiment of the invention. The appearances of the phrase “in one embodiment” in various places in the specification are not necessarily all referring to the same embodiment.

[0027] Some portions of the detailed description are presented, for example, in terms of algorithms and symbolic representations of operations on data within a computer memory. These algorithmic descriptions and representations are the means used by those skilled in the data processing arts to most effectively convey the substance of their work to others skilled in the art.

[0028] An algorithm is here, and generally, conceived to be a sequence of steps leading to a desired result. The steps are those requiring physical manipulations of physical quantities. Usually, though not necessarily, these quantities take the form of electrical or magnetic signals capable of being stored, transferred, combined, compared, and otherwise manipulated. It has proven convenient at times, principally for reasons of common usage, to refer to these signals as binary digits, values, elements, symbols, characters, terms, numbers, or the like.

[0029] It should be borne in mind, however, that all of these and similar terms are to be associated with the appropriate physical quantities and are merely convenient labels applied to these quantities. Unless specifically stated or otherwise apparent from the discussion throughout the description, discussions using terms such as "processing" or "computing" or "calculating" or "determining" or "displaying" or the like, refer to the action and processes of a computer system, or similar electronic computing device, that manipulates and transforms data represented as physical (electronic) quantities within the computer system's registers and memories into other data similarly represented as physical quantities within the computer system memories or registers or other such information storage, transmission or display devices.

[0030] The invention also relates to apparatuses for performing the operations herein. These apparatuses may be specially constructed for the required purposes, or may comprise a general-purpose computer selectively activated or reconfigured by a computer program stored in the computer. Such a computer program may be stored in a machine-readable storage medium, such as, but not limited to, any type of magnetic or other disk storage media including floppy disks, optical storage media, CD-ROMs, and magnetic-
optical disks, read-only memories (ROMs), random access memories (RAMs), EPROMs, EEPROMs, magnetic or optical cards, flash memory devices; electrical, optical, acoustical or other form of propagated signals (e.g., carrier waves, infrared signals, digital signals, etc.), or any type of media suitable for storing electronic instructions, and each coupled to a computer system bus.

[0031] The algorithms and displays presented herein are not inherently related to any particular computer or other apparatus. Various general-purpose systems may be used with programs in accordance with the teachings herein, or it may prove convenient to construct more specialized apparatus to perform the required method steps. In addition, the present invention is not described with reference to any particular programming language. It will be appreciated that a variety of programming languages may be used to implement the teachings of the invention as described herein.
CLAIMS:
What is claimed is:

1. In a computing system, a method comprising:
   receiving a compressed archive file comprising a plurality of new executable software
   modules, and a installation file comprising instructions for installing such modules on the
   computing system;
   extracting the modules and the installation file from the compressed archive file;
   installing the modules in accordance with the instructions;
   notifying instances of executing software modules that correspond to the installed modules
   of impending termination;
   terminating the instances of executing software modules; and
   launching corresponding instances of the installed modules.

2. The method of claim 1, wherein the compressed archive file is a .tar file, and the
   new executable software modules each comprise one of a binary file and a library file.

3. The method of claim 1, wherein the installation file comprises a specification file
   containing a list of the new executable software modules to be installed.

4. The method of claim 3, wherein the specification file is computing system platform
   dependent.

5. The method of claim 3, wherein the list of the new executable software modules to
   be installed is a subset of the plurality of new executable software modules.

6. The method of claim 3, wherein the installation file further comprises an installer
   module, the method further comprising installing the installer module in a computer
   operating system of the computing system, and executing the installer module to install the
new executable software modules in the specification file’s list and in accordance with the instructions.

7. The method of claim 6, wherein the installer module is a self-contained dynamically linked library (DLL), and installing the installer module comprises creating a dynamic link between the installer module and the operating system.

8. The method of claim 6, wherein the installation file further comprises a script file, the script file comprising the instructions in a list of commands that can be executed without user interaction to install the new executable software modules on the computing system, and wherein installing the modules in accordance with the instructions comprises executing the script file commands to install the modules.

9. The method of claim 1, wherein notifying instances of executing software modules that correspond to the installed modules of impending termination comprises terminating links and/or communication between such instances and other entities.

10. The method of claim 9, wherein other entities consist of one or more of the group of operating system processes, instances of executing software modules, dynamic link libraries, static link libraries, remote procedures, remote objects, device drivers, and network devices.

11. A method comprising:
receiving a software upgrade package;
installing the software upgrade package on a secondary system;
notifying instances of executing software modules on the secondary system that correspond to the software upgrade package of impending termination;
terminating the instances of executing software modules on the secondary system;
launching on the secondary system corresponding new instances of the software modules from the installed software upgrade package;
switching the secondary system to become a new primary system, and an existing primary system to become a new secondary system;
installing the software upgrade package on the new secondary system;
notifying instances of executing software modules on the new secondary system that correspond to the software upgrade package of impending termination;
terminating the instances of executing software modules on the new secondary system; and launching on the new secondary system corresponding new instances of the software modules from the installed software upgrade package.

12. The method of claim 11, further comprising switching the new primary system to become the secondary system, and the new secondary system to become the primary system.

13. The method of claim 11, wherein installing the software upgrade packet on a secondary system comprises receiving a compressed archive file comprising a plurality of new executable software modules, and a installation file comprising instructions for installing such modules on the secondary system; extracting the modules and the installation file from the compressed archive file; and installing the modules in accordance with the instructions.

14. The method of claim 11, wherein the secondary system comprises a computing system.

15. The method of claim 11, wherein the secondary system comprises one of two management switch fabric modules in a modular network switch fabric architecture.

16. The method of claim 11, wherein the secondary system comprises one of a plurality of management switch fabric modules in a stackable network switch fabric architecture.
17. An article of manufacture, comprising: a machine accessible medium providing instructions that when executed by a machine, cause the machine to perform the process in claim 1.

18. An article of manufacture, comprising: a machine accessible medium providing instructions that when executed by a machine, cause the machine to perform the process in claim 6.

19. An article of manufacture, comprising: a machine accessible medium providing instructions that when executed by a machine, cause the machine to perform the process in claim 9.
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