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OBJECTORIENTED PROGRAMMING 
APPARATUS, OBJECTORIENTED 

PROGRAMMING SUPPORTINGAPPARATUS, 
COMPONENT BUILDER APPARATUS, 

OBJECTORIENTED PROGRAM STORAGE 
MEDIUM, PROGRAM STORAGEMEDIUM 

FOR USE IN OBJECTORIENTED 
PROGRAMMING, COMPONENT STORAGE 

MEDIUM, AND OBJECT-BETWEEN 
NETWORK DISPLAY METHOD 

Matter enclosed in heavy brackets appears in the 
original patent but forms no part of this reissue specifica 
tion; matter printed in italics indicates the additions 
made by reissue. 

This application is a divisional of application Ser. No. 
08/919,254, filed Aug. 28, 1997, now U.S. Pat. No. 6,178, 
545; which is a CIP application of Ser. No. 08/855,986, filed 
May 14, 1997, now abandoned. 

BACKGROUND OF THE INVENTION 

1. Field of the Invention 

The present invention relates to an object-oriented pro 
gramming apparatus for performing object-oriented 
programming, an object-oriented programming Supporting 
apparatus for Supporting an object-oriented programming, a 
component builder apparatus for building components form 
ing a part of an object, an object-oriented program Storage 
medium for storing therein object-oriented programs, a pro 
gram Storage medium for use in an object-oriented 
programming, the program storage medium being adapted 
for storing therein a program to support an object-oriented 
programming, a component storage medium for storing 
therein components, and an object-between-network display 
method of visually displaying in the form of a network of 
objects data integration due to data sharing, integration of 
control flows among objects, and the like, on a plurality of 
objects produced by object-oriented programming. 

2. Description of the Related Art 
Hitherto, when at program, which is incorporated into a 

computer so as to be operated, is described, a programming 
is performed in such a manner that a function name 
(command) and a variable are described in turn. In case of 
Such a programming scheme, since there is a need to 
describe the programming with the commands in its entirety, 
it is necessary for a programmer to investigate the com 
mands one by one through a manual, or to remember a lot of 
commands. However, those commands are different for each 
program language. Accordingly, even if a programmer 
remembers a lot of commands of a certain program 
language, when the programmer describes a program with 
another program language, there occurs such an inconve 
nience that the programmer has to do over again learning the 
commands of the program language. Further, formats of pro 
grams are also different for each program language. These 
matters make a description of the program difficult, and give 
Such an impression that a development of programs is a spe 
cial field which is deemed that it is difficult for a nonprofes 
sional to enter thereinto. Recently, programs are increasingly 
large-scaled and complicated, and thus there is emphasized 
more and more a necessity that a development of programs 
is made easier, and also a necessity for contributing to a 
reuse of the once developed programs. 

In Such a technical background, recently, object-oriented 
programming has been widely adopted. An object is a named 
entity that combines a data structure with its associated 
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2 
operations. That is, the object comprises “data and “its 
associated operations”. The term “object-oriented implies a 
concept that the “data and “its associated operations', that 
is, the object, is treated in the form of units. Also in Such an 
object-oriented programming, there is a need to essentially 
build each individual software (object). After the individual 
objects are once built, however, a programming is completed 
in Such a manner that a coupling relation of object-to-object 
is described such that a certain object calls another object. It 
is expected that this concept of object-oriented programming 
serves to significantly improve operability of large-scaled 
and complicated Software, the creation of such software, and 
the maintenance thereof. 

In object-oriented programming, an operation in which a 
certain object calls another object uses concepts of messages 
and methods such that the calling object issues a message to 
the called party of the object, while the called party of the 
object receives the issued message and executes its associ 
ated methods (operations). Hitherto, data necessary for a 
process was provided in the form of arguments of the mes 
Sages. 
One of the objects of object-oriented programming 

resides in the point that software (object) once made up can 
be reused even if the system is altered. In order to implement 
this, there is a need lo make up a relatively small and simple 
object. 

In general, however, it is said that an object-oriented pro 
gram is low in its execution rate because it takes a lot of time 
to recognize a corresponding relation between the received 
message and its associated method, and also it takes a lot of 
time to transfer data from an object, which issues the 
message, to an object which executes the method. 

In order to improve the program execution rate, hitherto, 
there was adopted a technique in which operations in one 
object are increased to reduce opportunities of issuing mes 
sages directed to another object. In this case, however, the 
operations in one object becomes complicated, and the 
object is scaled up. This technique is contrary to the desire 
for reuseable objects and thus, it is one of the causes of 
prohibiting the possibility of promoting reuse of Software in 
the object-oriented programming. 
When the object-oriented programs are promoted, the 

serious problem is involved in handling of a large amount of 
Software accumulated up to now, which is not based on an 
object-oriented concept. The object-oriented programming 
technology according to the earlier development has been 
associated with such a problem that the possibility of pro 
moting reuse of the existing Software is extremely low. 

SUMMARY OF THE INVENTION 

In view of the above-mentioned problem, it is therefore an 
object of the present invention to provide an object-oriented 
programming apparatus having a function of coupling a plu 
rality of objects with one another so that information effi 
ciently flows among the plurality of objects, an object 
oriented program storage medium for storing therein a 
plurality of objects and object-coupling programs for cou 
pling the plurality of objects with one another so that infor 
mation efficiently flows among the plurality of objects, an 
object-oriented programming Supporting apparatus which 
contributes to facilitation of an object-oriented programming 
for defining a coupling relation between objects, a program 
storage medium for use in an object-oriented programming, 
the program storage medium being adapted for storing 
therein a program to support an object-oriented 
programming, a component builder apparatus having a func 
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tion of building a component which serves as an object in 
combination with an existing Software so that the existing 
Software can be dealt with as the object, a component stor 
age medium for storing therein components as mentioned 
above, and an object-between-network display method of 
visually displaying in the form of a network of objects a data 
integration due to a data sharing, an integration of control 
flows among objects and the like, on a plurality of objects 
produced by the object-oriented programming, the object 
between-network display method being suitable for per 
forming an object-oriented programming for defining a cou 
pling relation between objects. 

To attain the above-mentioned object, according to the 
present invention, there is provided a first object-oriented 
programming apparatus for interconnecting a plurality of 
objects each having data and operations, said object-oriented 
programming apparatus comprising: 

instruction coupling means for permitting a transfer of 
messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; 

data element list generating means for generating a data 
element list, in which pointers to data storage areas for Stor 
ing data are arranged, of an object; 

pointer element list generating means for generating a 
pointer element list, in which pointers to pointer storage 
areas for storing pointers to data are arranged, of an object; 
and 

data coupling means for permitting a transfer of data 
between a third object having the data element list and a 
fourth object having the pointer element list, by means of 
writing the pointers arranged in the data element list of the 
third object into the pointer storage areas indicated by the 
pointers arranged in the pointer element list of the fourth 
object. 

In the first object-oriented programming apparatus, it is 
preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
to another object in which the method specified by the 
method ID is executed. 
To attain the above-mentioned object, according to the 

present invention, there is provided a second object-oriented 
programming apparatus for interconnecting a plurality of 
objects each having data and operations, said object-oriented 
programming apparatus comprising: 

instruction coupling means for permitting a transfer of 
messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; and 

an input instruction tag table generating means for gener 
ating an input instruction tag table indicating an association 
of messages of another object with methods of self object, 
for each other object, on the output instruction bus portion of 
self object. 
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4 
In the second object-oriented programming apparatus, it 

is preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
to another object in which the method specified by the 
method ID is executed, and 

said input instruction tag table generating means gener 
ates the input instruction tag table and adds the input instruc 
tion tag table to the method elements including the pointer to 
another object associated with the input instruction tag table. 
As one of ways that the input instruction tag table is added 

to the method element, it is acceptable that a pointer to the 
input instruction tag table is directly written to the method 
element. 
To attain the above-mentioned object, according to the 

present invention, there is provided a third object-oriented 
programming apparatus for interconnecting a plurality of 
objects each having data and operations, said object-oriented 
programming apparatus comprising: 

instruction coupling means for permitting a transfer of 
messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; and 

an output instruction tag table generating means for gen 
erating an output instruction tag table indicating an associa 
tion of methods of another object with messages of self 
object, for each other object, on the output instruction bus 
portion of self object. 

In the third object-oriented programming apparatus, it is 
preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
to another object in which the method specified by the 
method ID is executed, and 

said output instruction tag table generating means gener 
ates the output instruction tag table and adds the output 
instruction tag table to the method elements including the 
pointer to another object associated with the output instruc 
tion tag table. 
As one of ways that the output instruction tag table is 

added to the method element, it is acceptable that a pointer to 
the output instruction tag table is directly written to the 
method element. 
To attain the above-mentioned object, according to the 

present invention, there is provided a fourth object-oriented 
programming apparatus for interconnecting a plurality of 
objects each having data and operations, said object-oriented 
programming apparatus comprising: 

instruction coupling means for permitting a transfer of 
messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; and 
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an input data tag table generating means for generating an 
input data tag table indicating an association of a data 
element list ID for identifying a data element list in 
which pointers to data storage areas for storing data are 
arranged with a pointer element list ID for identifying a 
pointer element list in which pointers to data storage 
areas for storing pointer to data are arranged, for each 
other object, on the output instruction bus portion of 
self object. 

In the fourth object-oriented programming apparatus, it is 
preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
to another object in which the method specified by the 
method ID is executed, and 

said input data tag table generating means generates the 
input data tag table and adds the input data tag table to the 
method elements including the pointer to another object 
associated with the input data tag table. 
As one of ways that the input data tag table is added to the 

method element, it is acceptable that a pointer to the input 
data tag table is directly written to the method element. 

To attain the above-mentioned object, according to the 
present invention, there is provided a fifth object-oriented 
programming apparatus for interconnecting a plurality of 
objects each having data and operations, said object-oriented 
programming apparatus comprising: 

instruction coupling means for permitting a transfer of 
messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; and 

an output data tag table generating means for generating 
an output data tag table indicating an association of a pointer 
element list ID for identifying a pointer element list in which 
pointers to pointer storage areas for storing pointers to data 
are arranged with a data element list ID for identifying a data 
element list in which pointers to data storage areas for Stor 
ing data are arranged, for each other object, on the output 
instruction bus portion of self object. 

In the fifth object-oriented programming apparatus, it is 
preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
to another object in which the method specified by the 
method ID is executed, and 

said output data tag table generating means generates the 
output data tag table and adds the output data tag table to the 
method elements including the pointer to another object 
associated with the output data tag table. 
As one of ways that the output data tag table is added to 

the method element, it is acceptable that a pointer to the 
output data tag table is directly written to the method ele 
ment. 

To attain the above-mentioned object, according to the 
present invention, there is provided a first object-oriented 
program storage medium for storing 

a plurality of objects each having data and operations, said 
object-oriented program Storage medium storing 

an object coupling program comprising: 
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6 
instruction coupling means for permitting a transfer of 

messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; 

data element list generating means for generating a data 
element list, in which pointers to data storage areas for Stor 
ing data are arranged, of an object; 

pointer element list generating means for generating a 
pointer element list, in which pointers to pointer storage 
areas for storing pointers to data are arranged, of an object; 
and 

data coupling means for permitting a transfer of data 
between a third object having the data element list and a 
fourth object having the pointer element list, by means of 
writing the pointers arranged in the data element list of the 
third object into the pointer storage areas indicated by the 
pointers arranged in the pointer element list of the fourth 
object. 

In the first object-oriented program storage medium, it is 
preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
to another object in which the method specified by the 
method ID is executed, and 

the first object having the output instruction bus portion 
refers to, when issuing a message, a method element 
arranged in the method element list associated with the 
message, and calls the second object in which a pointer is 
stored in the method element, giving the method ID stored in 
the method element as an argument. 

In this case, the second object receives messages directed 
from the first object to the second object, and executes the 
method identified by the method ID which is an argument of 
the received message. 
To attain the above-mentioned object, according to the 

present invention, there is provided a second object-oriented 
program storage medium for storing 

a plurality of objects each having data and operations, said 
object-oriented program Storage medium storing 

an object coupling program comprising: 
instruction coupling means for permitting a transfer of 

messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; and 

an input instruction tag table generating means for gener 
ating an input instruction tag table indicating an association 
of messages of another object with methods of self object, 
for each other object, on the output instruction bus portion of 
self object. 

In the second object-oriented program storage medium, it 
is preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
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to another object in which the method specified by the 
method ID is executed, and 

said input instruction tag table generating means gener 
ates the input instruction tag table and adds the input instruc 
tion tag table to the method elements including the pointer to 
another object associated with the input instruction tag table. 
As one of ways that the input instruction tag table is added 

to the method element, it is acceptable that a pointer to the 
input instruction tag table is directly written to the method 
element. 

It is acceptable that the first object having the method 
element to which the input instruction tag table is added 
calls, when calling the second object identified by the 
method element, the second object giving as arguments the 
method ID and the input instruction tag table which are 
stored in the method element. 
As one of ways that the second object is called giving as 

arguments the input instruction tag table, it is acceptable that 
the second object is directly called giving as arguments a 
pointer to the input instruction tag table. 

In this case, the second object receives messages directed 
from the first object to the second object, and executes the 
method identified by the method ID which is an argument of 
the received message. 

It is acceptable that the second object receives messages 
directed from the first object to the second object, and refers 
to the input instruction tag table, which is an argument of the 
received message, to execute the method of the first object 
associated with the message of the second object. 

It is preferable that the second object receives messages 
directed from the first object to the second object, and refers 
to the input instruction tag table, which is an argument of the 
received message, to add the method element related to the 
method of the first object associated with the message of the 
second object to the method element list of the second object 
associated with the message of the second object. 

It is also preferable that the second object has means for 
producing a third object, receives messages directed from 
the first object to the second object, and refers to the input 
instruction tag table, which is an argument of the received 
message, to add the method element related to the method of 
the first object associated with messages of the third object 
to the method element list of the third object associated with 
the message of the third object. 

In this case, a timing of producing the third object by the 
second object is not restricted in the present invention, and it 
is acceptable that the third object is produced when the mes 
sage is issued, alternatively, the third object is produced 
beforehand. 

To attain the above-mentioned object, according to the 
present invention, there is provided a third object-oriented 
program storage medium for storing 

a plurality of objects each having data and operations, said 
object-oriented program Storage medium storing 

an object coupling program comprising: 
an instruction coupling means for permitting a transfer of 

messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; and 

an output instruction tag table generating means for gen 
erating an output instruction tag table indicating an associa 
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8 
tion of methods of another object with messages of self 
object, for each other object, on the output instruction bus 
portion of self object. 

In the third object-oriented program storage medium, it is 
preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
to another object in which the method specified by the 
method ID is executed, and 

said output instruction tag table generating means gener 
ates the output instruction tag table and adds the output 
instruction tag table to the method elements including the 
pointer to another object associated with the output instruc 
tion tag table. 
As one of ways that the output instruction tag table is 

added to the method element, it is acceptable that a pointer to 
the output instruction tag table is directly written to the 
method element. 

It is acceptable that the first object having the method 
element to which the output instruction tag table is added 
calls, when calling the second object identified by the 
method element, the second object giving as arguments the 
method ID and the output instruction tag table which are 
stored in the method element. 
As one of ways that the second object is called giving as 

arguments the output instruction tag table, it is acceptable 
that the second object is directly called giving as arguments a 
pointer to the output instruction tag table. 

In this case, the second object receives messages directed 
from the first object to the second object, and executes the 
method identified by the method ID which is an argument of 
the received message. 

It is acceptable that the second object receives messages 
directed from the first object to the second object, and refers 
to the output instruction tag table, which is an argument of 
the received message, to add the method element related to 
the method of the second object associated with the message 
of the first object to the method element list of the first object 
associated with the message of the first object. 

It is preferable that the second object has means for pro 
ducing a third object, receives messages directed from the 
first object to the second object, and refers to the output 
instruction tag table, which is an argument of the received 
message, to add the method element related to the method of 
the third object associated with messages of the first object 
to the method element list of the first object associated with 
the message of the first object. 

In this case, similar to the second object-oriented program 
storage medium, a timing of producing the third object by 
the second object is not restricted in the present invention, 
and it is acceptable that the third object is produced when the 
message is issued, alternatively, the third object is produced 
beforehand. 
To attain the above-mentioned object, according to the 

present invention, there is provided a fourth object-oriented 
program storage medium for storing 

a plurality of objects each having data and operations, said 
object-oriented program Storage medium storing 

an object coupling program comprising: 
an instruction coupling means for permitting a transfer of 

messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
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message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; and 

an input data tag table generating means for generating an 
input data tag table indicating an association of a data ele 
ment list ID for identifying a data element list in which 
pointers to data storage areas for storing data are arranged 
with a pointer element list ID for identifying a pointer ele 
ment list in which pointers to data storage areas for storing 
pointer to data are arranged, for each other object, on the 
output instruction bus portion of self object. 

In the fourth object-oriented program storage medium, it 
is preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
to another object in which the method specified by the 
method ID is executed, and 

said input data tag table generating means generates the 
input data tag table and adds the input data tag table to the 
method elements including the pointer to another object 
associated with the input data tag table. 
As one of ways that the input data tag table is added to the 

method element, it is acceptable that a pointer to the input 
data tag table is directly written to the method element. 

It is acceptable that the first object having the method 
element to which the input data tag table is added calls, when 
calling the second object identified by the method element, 
the second object giving as arguments the method ID and the 
input data tag table which are stored in the method element. 
As one of ways that the second object is called giving as 

arguments the input data tag table, it is acceptable that the 
second object is directly called giving as arguments a pointer 
to the input data tag table. 

In this case, the second object receives messages directed 
from the first object to the second object, and executes the 
method identified by the method ID which is an argument of 
the received message. 

It is acceptable that the second object receives messages 
directed from the first object to the second object, refers to 
the input data tag table, which is an argument of the received 
message, to obtain the pointer element list ID of the first 
object, produces the pointer element list identified by the 
pointer element list ID, of the first object and in addition the 
data element list identified by the data element list ID asso 
ciated with the pointer element list ID, of the second, and 
writes the pointers arranged in the data element list of the 
second object into the pointer storage areas indicated by the 
pointers arranged in the pointer element list of the first 
object. 

It is preferable that the second object has means for pro 
ducing a third object, receives messages directed from the 
first object to the second object, refers to the input data tag 
table, which is an argument of the received message, to 
obtain the pointer element list ID of the first object, produces 
the pointer element list identified by the pointer element list 
ID, of the first object and in addition the data element list 
identified by the data element list ID associated with the 
pointer element list ID, of the third, and writes the pointers 
arranged in the data element list of the third object into the 
pointer storage areas indicated by the pointers arranged in 
the pointer element list of the first object. 

In this case, a timing of producing the third object by the 
second object is not restricted in the present invention, and it 
is acceptable that the third object is produced when the mes 
sage is issued, alternatively, the third object is produced 
beforehand. 
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10 
To attain the above-mentioned object, according to the 

present invention, there is provided a fifth object-oriented 
program storage medium for storing 

a plurality of objects each having data and operations, said 
object-oriented program Storage medium storing 

an object coupling program comprising: 
an instruction coupling means for permitting a transfer of 

messages between a first object having an output instruction 
bus portion for performing a processing for an issue of mes 
sages directed to another object and a second object having 
an input instruction bus portion responsive to messages 
issued by another object and directed to self object for acti 
vating a method of self object associated with the received 
message, by means of providing such a correspondence that 
the message of the first object is associated with the method 
of the second object; and 

an output data tag table generating means for generating 
an output data tag table indicating an association of a pointer 
element list ID for identifying a pointer element list in which 
pointers to pointer storage areas for storing pointers to data 
are arranged with a data element list ID for identifying a data 
element list in which pointers to data storage areas for Stor 
ing data are arranged, for each other object, on the output 
instruction bus portion of self object. 

In the fifth object-oriented program storage medium, it is 
preferable that said instruction coupling means generates a 
method element list in which arranged are method elements 
including a method ID for specifying a method of another 
object associated with a message of self object, and a pointer 
to another object in which the method specified by the 
method ID is executed, and 

said output data tag table generating means generates the 
output data tag table and adds the output data tag table to the 
method elements including the pointer to another object 
associated with the output data tag table. 
As one of ways that the output data tag table is added to 

the method element, it is acceptable that a pointer to the 
output data tag table is directly written to the method ele 
ment. 

It is acceptable that the first object having the method 
element to which the output data tag table is added calls, 
when calling the second object identified by the method 
element, the second object giving as arguments the method 
ID and the output data tag table which are stored in the 
method element. 
As one of ways that the second object is called giving as 

arguments the output data tag table, it is acceptable that the 
second object is directly called giving as arguments a pointer 
to the output data tag table. 

In this case, the second object receives messages directed 
from the first object to the second object, and executes the 
method identified by the method ID which is an argument of 
the received message. 

It is acceptable that the the second object receives mes 
sages directed from the first object to the second object, 
refers to the output data tag table, which is an argument of 
the received message, to obtain the data element list ID of 
the first object, produces the data element list identified by 
the data element list ID, of the first object and in addition the 
pointer element list identified by the pointer element list ID 
associated with the data element list ID, of the second, and 
writes the pointers arranged in the data element list of the 
first object into the pointer storage areas indicated by the 
pointers arranged in the pointer element list of the second 
object. 

It is preferable that the second object has means for pro 
ducing a third object, receives messages directed from the 
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first object to the second object, refers to the output data tag 
table, which is an argument of the received message, to 
obtain the data element list ID of the first object, produces 
the data element list identified by the data element list ID, of 
the first object and in addition the pointer element list identi 
fied by the pointer element list ID associated with the data 
element list ID, of the third, and writes the pointers arranged 
in the data element list of the first object into the pointer 
storage areas indicated by the pointers arranged in the 
pointer element list of the third object. 

In this case, a timing of producing the third object by the 
second object is not restricted in the present invention, and it 
is acceptable that the third object is produced when the mes 
sage is issued, alternatively, the third object is produced 
beforehand. 

To attain the above-mentioned object, according to the 
present invention, there is provided an object-between 
network display method in which a plurality of objects pro 
duced by an object-oriented programming and wirings rep 
resentative of flow of data and control among the plurality of 
objects are displayed on a display screen of an image display 
apparatus for displaying images based on electronic image 
information, 

wherein displayed on the display Screen is a first image in 
which a display area consisting of one measure obtained 
through partitioning the display screen into a plurality of 
measures, or a display area formed through coupling a plu 
rality of adjacent measures together, comprises an object 
display domain for displaying a single object, and a wiring 
display domain for displaying wires for coupling a plurality 
of objects to one another, the object display domain and the 
wiring display domain are determined in Such a manner that 
the wiring display domain is formed between the object dis 
play domain-to-object display domain of the, adjacent two 
display areas, and 

wherein on the display screen each of the plurality of 
objects is arranged on an associated object display domain 
of the display area, while the wires for coupling the plurality 
of objects thus arranged are displayed on the wiring display 
domains ranged across a plurality of display areas. 

According to the object-between-network display method 
of the present invention, it is possible to obtain an arrange 
ment in which objects are arranged in good order, and also to 
obtain a display easy for an observation avoiding an overlap 
of objects with wirings, since an area for displaying an 
object and an area for displaying a wiring are distinguished 
from each other. 

In the object-between-network display method as men 
tioned above, it is preferable that a predetermined object of a 
plurality of objects-constituting the first image is constituted 
of a Subnetwork comprising a plurality of objects, which are 
of lower class in a hierarchical structure than the predeter 
mined object, and wirings for connecting the later plurality 
of objects together, and 

that when a second image, in which a Subnetwork of said 
predetermined object is displayed instead of a display of said 
predetermined object in the first image, is displayed instead 
of the first image, the Subnetwork on the first image is dis 
played in a more enlarged display area than that of said 
predetermined object, and display areas arranged upper and 
lower sides and right and left sides of the display area of the 
Subnetwork are altered to display areas enlarged vertically 
and horizontally, respectively, and regarding display areas 
located at diagonal positions with respect to the display area 
of the subnetwork, the display areas are displayed with a 
same size as that of the first image. 
An adoption of the above-mentioned display method 

makes it possible to readily confirm a connecting state of a 
subnetwork with the neighbor networks. 
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12 
In the object-between-network display method as men 

tioned above, it is acceptable that a predetermined object of a 
plurality of objects constituting the first image is constituted 
of a Subnetwork comprising a plurality of objects, which are 
of lower class in a hierarchical structure than the predeter 
mined object, and wirings for connecting the later plurality 
of objects together, and 

wherein when a second image, in which a subnetwork of 
said predetermined object is displayed instead of a display of 
said predetermined object in the first image, is displayed 
instead of the first image, the Subnetwork on the first image 
is displayed in a more enlarged display area than that of said 
predetermined object, and display areas except the display 
areas of the subnetwork are deformed as compared with the 
associated display areas on the first image in Such a manner 
that display areas located at a periphery of the second image, 
and position and size of sides contacting with the second 
image, are substantially the same ones as display areas 
located at a periphery of the first image, and position and 
size of sides contacting with the first image, respectively. 
An adoption of the above-mentioned display method 

makes it possible to readily confirm a connecting state of a 
subnetwork with the neighbor networks. In addition, accord 
ing to the above-mentioned display method, it is possible to 
confirm throughout a network displayed before a display of 
the subnetwork (a first image) in the state that the subnet 
work is displayed. 

In the object-between-network display method as men 
tioned above, it is preferable that when the first image is 
displayed, figures and sizes of the object display domains in 
the display areas are standardized in accordance with figures 
and sizes of the display areas. 

This feature makes it possible to provide a display screen 
easier to see. 

In the object-between-network display method as men 
tioned above, it is preferable that when the first image is 
displayed, first, the plurality of objects are displayed, and 
then it is displayed that the plurality of objects are intercon 
nected with wirings in which a direction of flow of data or 
control is repeatedly displayed in units of predetermined 
Segments. 
An adoption of Such a wiring makes it possible, even in 

the event that an object is out of a display Screen, to readily 
determine as to which side of the wiring input or output 
exists at. It is acceptable that after the wiring, such a wire is 
replaced by the usual wire, for example, a wire in which 
arrows are given for only one edge or both edges of the wire. 

In the object-between-network display method as men 
tioned above, it is preferable that when the first image is 
displayed, in wirings consisting of a central wire and edge 
wires extended along both sides of the central wire, each of 
the edge wire having a display aspect different from the 
central wire, there is provided Such a display of wiring that 
of the intersecting wirings, with respect to wirings each rep 
resentative of a same flow of data or control, the central 
wire-to-central wire are continued, and with respect to wir 
ings each representative of a mutually different flow of data 
or control, the central wire of one of the wirings is divided 
into parts at a position contacting with or adjacent to the 
edge wires of another wiring. 
An adoption of Such a wiring makes it possible to readily 

determine as to whether the intersecting wires are intercon 
nected or simply cross each other. 
To attain the above-mentioned object, according to the 

present invention, there is provided a first object-oriented 
programming Supporting apparatus for coupling a plurality 
of objects, each having data and operations, with one another 
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in accordance with an instruction, said object-oriented pro 
gramming Supporting apparatus comprising: 

display means for displaying objects each represented by 
a block representative of a main frame of an object, a data 
output terminal for transferring data of the object to another 
object, a data input terminal for receiving data from another 
object, a message terminal for issuing a message to make a 
request for processing to another object, and a method termi 
nal for receiving a processing request from another object to 
execute a method, the object being represented by a hierar 
chical structure which permits one or a plurality of objects to 
exist in a single object, and in addition displays a wiring for 
coupling terminals of a plurality of objects; 

object coupling means for constructing a coupling struc 
ture among a plurality of objects in accordance with an 
instruction for coupling terminals of the plurality of objects 
through a wiring; 

hierarchical structure construction means for constructing 
a hierarchical structure of objects; and 

a handler for instructing a wiring for coupling among 
objects to said object coupling means, and in addition for 
instructing a position of an object on the hierarchical struc 
ture to said hierarchical structure construction means, 

wherein said hierarchical structure construction means 
has means for producing a duplicate object of a substantial 
object designated in accordance with an instruction from 
said handler, and for disposing the duplicate object at a hier 
archy different from a hierarchy at which the substantial 
object is disposed, and 

said object coupling means receives from said handler an 
instruction as to a wiring between the duplicate object and 
another object in the wiring of the hierarchical structure in 
which the duplicate object is disposed, and constructs a cou 
pling structure in which the duplicate object and the associ 
ated substantial object are provided in the form of a united 
object. 
The feature such that the duplicate object is built, and a 

coupling structure, in which the duplicate object and the 
associated substantial object are provided in the form of a 
united object, is constructed, makes it possible to arbitrarily 
dispose one object at desired plural hierarchies to conduct a 
wiring (an instruction of coupling), thereby making it easy to 
conduct a wiring among objects located at mutually different 
hierarchies and also making it possible to provide a display 
easy to see visually. 

To attain the above-mentioned object, according to the 
present invention, there is provided a second object-oriented 
programming Supporting apparatus for coupling a plurality 
of objects, each having data and operations, with one another 
in accordance with an instruction, said object-oriented pro 
gramming Supporting apparatus comprising: 

display means for displaying objects each represented by 
a block representative of a main frame of an object, a data 
output terminal for transferring data of the object to another 
object, a data input terminal for receiving data from another 
object, a message terminal for issuing a message to make a 
request for processing to another object, and a method termi 
nal for receiving a processing request from another object to 
execute a method, the object being represented by a hierar 
chical structure which permits one or a plurality of objects to 
exist in a single object, and in addition displays a wiring for 
coupling terminals of a plurality of objects; 

object coupling means for constructing a coupling struc 
ture among a plurality of objects in accordance with an 
instruction for coupling terminals of the plurality of objects 
through a wiring; 
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14 
hierarchical structure construction means for constructing 

a hierarchical structure of objects; and 
a handler for instructing a wiring for coupling among 

objects to said object coupling means, and in addition for 
instructing a position of an object on the hierarchical struc 
ture to said hierarchical structure construction means, 

wherein said object coupling means releases a coupling 
structure of the object before a replacement with another 
object in accordance with an instruction from said handler, 
and causes the object after the replacement to succeed to the 
coupling structure of the object before the replacement with 
another object, and 

said hierarchical structure construction means disposes 
the object after the replacement, instead of the object before 
the replacement, at a hierarchy at which the object before the 
replacement is disposed. 

For a replacement of objects, usually, first, a wiring of an 
object before a replacement will be removed, and then a new 
wiring will be conducted for a new object by which the 
object before a replacement is replaced. On the contrary, 
according to the present invention, the wiring (a coupling 
relation) of the object before a replacement is maintained for 
the new object after a replacement. This feature makes it 
possible to save trouble for a wiring between the new object 
after a replacement and other object, thereby making it very 
easy to conduct a replacement of objects and as a result 
making the object-oriented programming easy. 
To attain the above-mentioned object, according to the 

present invention, there is provided a third object-oriented 
programming Supporting apparatus for coupling a plurality 
of objects, each having data and operations, with one another 
in accordance with an instruction, said object-oriented pro 
gramming Supporting apparatus comprising: 

display means for displaying objects each represented by 
a block representative of a main frame of an object, a data 
output terminal for transferring data of the object to another 
object, a data input terminal for receiving data from another 
object, a message terminal for issuing a message to make a 
request for processing to another object, and a method termi 
nal for receiving a processing request from another object to 
execute a method, the object being represented by a hierar 
chical structure which permits one or a plurality of objects to 
exist in a single object, and in addition displays a wiring for 
coupling terminals of a plurality of objects; 

object coupling means for constructing a coupling struc 
ture among a plurality of objects in accordance with an 
instruction for coupling terminals of the plurality of objects 
through a wiring; 

hierarchical structure construction means for constructing 
a hierarchical structure of objects; and 

a handler for instructing a wiring for coupling among 
objects to said object coupling means, and in addition for 
instructing a position of an object on the hierarchical struc 
ture to said hierarchical structure construction means, 

wherein said hierarchical structure construction means is 
in response to an instruction from said handler Such that a 
plurality of objects from among the objects disposed at a 
predetermined hierarchy are designated and the plurality of 
objects are rearranged on the lower-order hierarchy by one 
stage, and rearranges the plurality of objects on the lower 
order hierarchy by one stage, and produces and arranges an 
object including the plurality of objects on the predeter 
mined hierarchy in Such a manner that a coupling structure 
among the plurality of objects and a coupling structure 
among the plurality of objects and objects other than the 
plurality of objects are maintained. 

If it is permitted, as in the present invention described 
above, that a plurality of objects is rearranged in a different 
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hierarchy while the wiring (coupling relation) is kept as it is, 
it is possible to rearrange a program while the program is 
made up. Further, since the part replaced by a hierarchy 
serves as one object, it is possible to reuse the object of 
interest as a program part. 

To attain the above-mentioned object, according to the 
present invention, there is provided a fourth object-oriented 
programming Supporting apparatus for coupling a plurality 
of objects, each having data and operations, with one another 
in accordance with an instruction, said object-oriented pro 
gramming Supporting apparatus comprising: 

display means for displaying objects each represented by 
a block representative of a main frame of an object, a data 
output terminal for transferring data of the object to another 
object, a data input terminal for receiving data from another 
object, a message terminal for issuing a message to make a 
request for processing to another object, and a method termi 
nal for receiving a processing request from another object to 
execute a method, the object being represented by a hierar 
chical structure which permits one or a plurality of objects to 
exist in a single object, and in addition displays a wiring for 
coupling terminals of a plurality of objects; 

object coupling means for constructing a coupling struc 
ture among a plurality of objects in accordance with an 
instruction for coupling terminals of the plurality of objects 
through a wiring; 

hierarchical structure construction means for constructing 
a hierarchical structure of objects; and 

a handler for instructing a wiring for coupling among 
objects to said object coupling means, and in addition for 
instructing a position of an object on the hierarchical struc 
ture to said hierarchical structure construction means, 

wherein said display means has, in case of existence of a 
plurality of method terminals connected to one message ter 
minal designated in accordance with an instruction through 
said handler, means for displaying a list indicative of an 
execution sequence of a plurality of methods associated with 
the plurality of method terminals, and 

said object coupling means has means for reconstructing a 
coupling structure in which the execution sequence of the 
plurality of methods appearing at the list displayed on said 
display means are altered in accordance with an instruction 
by said handler. 

According to the fourth object-oriented programming 
Supporting apparatus, it is possible to readily and exactly 
know an execution sequence of a plurality of methods for 
one message, and also possible to readily alter the execution 
Sequence. 
As to the object-oriented programming Supporting 

apparatuses, there exists a fifth object-oriented programming 
Supporting apparatus. The fifth object-oriented program 
ming Supporting apparatus will be described later. 

To attain the above-mentioned object, according to the 
present invention, there is provided a first program storage 
medium for use in an object-oriented programming, the pro 
gram storage medium being adapted for storing therein a 
program to Support an object-oriented programming for cou 
pling a plurality of objects, each having data and operations, 
with one another, 

wherein each of said objects is represented by a block 
representative of a main frame of an object, a data output 
terminal for transferring data of the object to another object, 
a data input terminal for receiving data from another object, 
a message terminal for issuing a message to make a request 
for processing to another object, and a method terminal for 
receiving a processing request from another object to 
execute a method, the object being represented by a hierar 
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16 
chical structure which permits one or a plurality of objects to 
exist in a single object, and an instruction for coupling termi 
nals of the plurality of objects through a wiring is given, 

said program includes: object coupling means for con 
structing a coupling structure among a plurality of objects in 
accordance with the instruction for coupling terminals of the 
plurality of objects through a wiring; and hierarchical struc 
ture construction means for constructing a hierarchical struc 
ture of objects, and 

said program storage medium stores such a program that 
said hierarchical structure construction means has means for 
producing a duplicate object of a Substantial object desig 
nated in accordance with an instruction from said handler, 
and for disposing the duplicate object at a hierarchy different 
from a hierarchy at which the substantial object is disposed, 
and said object coupling means receives from said handler 
an instruction as to a wiring between the duplicate object and 
another object in the wiring of the hierarchical structure in 
which the duplicate object is disposed, and constructs a cou 
pling structure in which the duplicate object and the associ 
ated substantial object are provided in the form of a united 
object. 
To attain the above-mentioned object, according to the 

present invention, there is provided a second program Stor 
age medium for use in an object-oriented programming, the 
program storage medium being adapted for storing therein a 
program to support an object-oriented programming for cou 
pling a plurality of objects, each having data and operations, 
with one another, 

wherein each of said objects is represented by a block 
representative of a main frame of an object, a data output 
terminal for transferring data of the object to another object, 
a data input terminal for receiving data from another object, 
a message terminal for issuing a message to make a request 
for processing to another object, and a method terminal for 
receiving a processing request from another object to 
execute a method, the object being represented by a hierar 
chical structure which permits one or a plurality of objects to 
exist in a single object, and an instruction for coupling termi 
nals of the plurality of objects through a wiring is given, 

said program includes: object coupling means for con 
structing a coupling structure among a plurality of objects in 
accordance with the instruction for coupling terminals of the 
plurality of objects through a wiring; and hierarchical struc 
ture construction means for constructing a hierarchical struc 
ture of objects, and 

said program storage medium stores such a program that 
said object coupling means releases a coupling structure of 
the object before a replacement with another object in accor 
dance with an instruction for the replacement of objects, and 
causes the object after the replacement to Succeed to the 
coupling structure of the object before the replacement with 
another object, and said hierarchical structure construction 
means disposes the object after the replacement, instead of 
the object before the replacement, at a hierarchy at which the 
object before the replacement is disposed. 
To attain the above-mentioned object, according to the 

present invention, there is provided a third program storage 
medium for use in an object-oriented programming, the pro 
gram storage medium being adapted for storing therein a 
program to support an object-oriented programming for cou 
pling a plurality of objects, each having data and operations, 
with one another, 

wherein each of said objects is represented by a block 
representative of a main frame of an object, a data output 
terminal for transferring data of the object to another object, 
a data input terminal for receiving data from another object, 
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a message terminal for issuing a message to make a request 
for processing to another object, and a method terminal for 
receiving a processing request from another object to 
execute a method, the object being represented by a hierar 
chical structure which permits one or a plurality of objects to 
exist in a single object, and an instruction for coupling termi 
nals of the plurality of objects through a wiring is given, 

said program includes: object coupling means for con 
structing a coupling structure among a plurality of objects in 
accordance with the instruction for coupling terminals of the 
plurality of objects through a wiring; and hierarchical struc 
ture construction means for constructing a hierarchical struc 
ture of objects, and 

said program storage medium stores such a program that 
said hierarchical structure construction means is in response 
to an instruction Such that a plurality of objects from among 
the objects disposed at a predetermined hierarchy are desig 
nated and the plurality of objects are rearranged on the 
lower-order hierarchy by one stage, and rearranges the plu 
rality of objects on the lower-order hierarchy by one stage, 
and produces and arranges an object including the plurality 
of objects on the predetermined hierarchy in Such a manner 
that a coupling structure among the plurality of objects and a 
coupling structure among the plurality of objects and objects 
other than the plurality of objects are maintained. 

To attain the above-mentioned object, according to the 
present invention, there is provided a fourth program storage 
medium for use in an object-oriented programming, the pro 
gram storage medium being adapted for storing therein a 
program to Support an object-oriented programming for cou 
pling a plurality of objects, each having data and operations, 
with one another, 

wherein each of said objects is represented by a block 
representative of a main frame of an object, a data output 
terminal for transferring data of the object to another object, 
a data input terminal for receiving data from another object, 
a message terminal for issuing a message to make a request 
for processing to another object, and a method terminal for 
receiving a processing request from another object to 
execute a method, the object being represented by a hierar 
chical structure which permits one or a plurality of objects to 
exist in a single object, and an instruction for coupling termi 
nals of the plurality of objects through a wiring is given, 

said program includes: object coupling means for con 
structing a coupling structure among a plurality of objects in 
accordance with the instruction for coupling terminals of the 
plurality of objects through a wiring; and hierarchical struc 
ture construction means for constructing a hierarchical struc 
ture of objects, and 

said program storage medium stores such a program that 
said object coupling means has, in case of existence of a 
plurality of method terminals connected to one message ter 
minal designated, means for making up a list indicative of an 
execution sequence of a plurality of methods associated with 
the plurality of method terminals, and means for reconstruct 
ing a coupling structure in which the execution sequence of 
the plurality of methods is altered in accordance with an 
alteration instruction of the execution sequence of the plural 
ity of methods appearing at the list. 
Of component storage mediums according to the present 

invention, there is provided a first component storage 
medium for storing a component which serves as one object 
in combination with a predetermined existing Software, said 
component including a method of issuing an event of the 
predetermined existing Software through a firing by a mes 
sage issued in other object. 

According to Such a component, there is provided such a 
form that an existing software is “included or “involved’. 
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and thus it possible to take in an existing Software in the 
form of an object, regardless of a structure of the existing 
Software, or without a modification of the existing software, 
thereby specially improving a reuse of the existing software. 

In this case, it is preferable that said component further 
includes together with said method a message for informing 
other object of that said event is issued through executing 
said method. 

This feature makes it possible to perform an operation on 
a linking basis by a coupling between the method and the 
message. 
Of component storage mediums according to the present 

invention, there is provided a second component storage 
medium for storing a component which serves as one object 
in combination with a predetermined existing Software, said 
component including a message for informing other object, 
upon receipt of occurrence of a predetermined event of the 
predetermined existing software, of that the predetermined 
event is generated. 

According to Such a component, there is provided such a 
form that an existing software is “included or “involved’. 
and thus it possible to implement, independently of an 
advancement of the existing software itself. Such an 
advanced function that when the event for the existing soft 
ware occurs, a method of other object is executed through 
working together. 

Further, according to the present invention, there is pro 
vided a component builder apparatus comprising: 

a first handler for selectively indicating making of meth 
ods and messages: 

a second handler for inputting an instruction of an issue of 
a desired event of a predetermined existing software; and 

a component builder means for building a component 
which serves as one object in combination with said existing 
Software, said component builder means serving, when mak 
ing of a method is instructed by an operation of said first 
handler and a predetermined event of the existing software is 
issued by an operation of said second handler, to make on the 
component a method which fires with a message issued by 
another object and issues the event, and serving, when mak 
ing of a message is instructed by an operation of said first 
handler and an issue of a predetermined event of the existing 
Software is instructed by an operation of said second handler, 
in response to an occurrence of the event, to make on the 
component a message for informing other objects of the fact 
that the event occurred. 
The use of the component builder apparatus mentioned 

above makes it possible to easily build on an interactive 
basis the components to be stored in the above-mentioned 
first and second component storage mediums, without a 
requirement of a deep knowledge as to a programming for 
operators or users. 
To attain the above-mentioned object, according to the 

present invention, of the object-oriented programming Sup 
porting apparatuses, there is provided a fifth object-oriented 
programming Supporting apparatus comprising: 

a component file for storing therein a component which 
serves as one object in combination with a predetermined 
existing software, said component including a method of 
issuing an event of the predetermined existing software 
through a firing by a message issued in other object, and a 
message for informing other object of that the event is issued 
through executing said method, and said component being 
stored in said component file with respect to one or more 
existing softwares; 

a handier for inputting an instruction of an issue of the 
event as to the existing software; 
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an event log file for storing a list for the events as to one or 
more existing softwares, which are sequentially issued in 
accordance with an operation of said handler, and 

a component coupling means for taking out sequentially 
the events from said event log file to combine a message of a 
component including the message for informing other object 
of that the same event as that taken out before is issued and a 
method of a component including the method of issuing the 
same event as that taken out now. 

According to the fifth object-oriented programming Sup 
porting apparatus, a sequential indication of an issue of a 
plurality of events of one or more existing softwares in the 
sequence of an actual operation desired may couple the mes 
sage and the method between objects “involving the exist 
ing softwares in the components. Thus, it is possible to 
implement an automatic operation of a plurality of events of 
the existing software. 

BRIEF DESCRIPTION OF THE DRAWINGS 

FIG. 1 is a perspective illustration of a computer system 
including an object-oriented programming apparatus 
according to an embodiment of the present invention; 

FIG. 2 is a block diagram of an object ware programming 
system implemented in the computer system shown in FIG. 
1; 

FIG. 3 is a typical illustration showing a first example of a 
Software system implemented within the computer system 
shown in FIG. 1; 

FIG. 4 is a typical illustration showing an example of a 
data structure of an output instruction bus portion of an 
object A and an input instruction bus portion of an object B 
shown in FIG. 3; 

FIGS. 5(A) and (B) are flowcharts useful for understand 
ing processings for issue of a message; 

FIG. 6 is a flowchart useful for understanding processings 
of an output instruction bus portion generating unit of an 
object coupling unit shown in FIG. 3; 

FIG. 7 is a flowchart useful for understanding processings 
of an input instruction bus portion generating unit of an 
object coupling unit shown in FIG. 3; 

FIG. 8 is a flowchart useful for understanding processings 
of an instruction coupling unit of an object coupling unit 
shown in FIG. 3; 

FIG. 9 is a typical illustration showing an example of a 
data structure of a data element list of the object A shown in 
FIG.3: 

FIG. 10 is a flowchart useful for understanding process 
ings of a data element list generating unit of the object cou 
pling unit shown in FIG. 3; 

FIG. 11 is a typical illustration showing an example of a 
data structure of a pointer element list of the object B shown 
in FIG. 3; 

FIG. 12 is a flowchart useful for understanding process 
ings of a pointer element list generating unit of the object 
coupling unit shown in FIG. 3; 

FIG. 13 is a typical illustration showing a structure after 
an execution of processings of a data coupling unit of the 
object coupling unit shown in FIG. 3; 

FIG. 14 is a flowchart useful for understanding process 
ings of a data coupling unit of the object coupling unit shown 
in FIG. 3; 

FIG. 15 is a typical illustration showing a second example 
of a Software system implemented within the computer sys 
tem shown in FIG. 1; 
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FIG. 16 is a typical illustration showing a third example of 

a software system implemented within the computer system 
shown in FIG. 1; 

FIG. 17 is a typical illustration showing a fourth example 
of a Software system implemented within the computer sys 
tem shown in FIG. 1; 

FIG. 18 is a typical illustration showing a fifth example of 
a software system implemented within the computer system 
shown in FIG. 1; 

FIG. 19 is a typical illustration showing a part of the data 
structure of objects A shown in FIGS. 15 to 18; 

FIG. 20 is a flowchart useful for understanding an 
example of processing for issue of a message of an object A: 

FIG. 21 is a flowchart useful for understanding a first 
example of a partial processing of an object B; 

FIG. 22 is a flowchart useful for understanding a second 
example of a partial processing of an object B; 

FIG. 23 is a flowchart useful for understanding a third 
example of a partial processing of an object B; 

FIG. 24 is a flowchart useful for understanding a fourth 
example of a partial processing of an object B; 

FIG. 25 is a flowchart useful for understanding a fifth 
example of a partial processing of an object B; 

FIG. 26 is a flowchart useful for understanding a sixth 
example of a partial processing of an object B; 

FIG. 27 is a flowchart useful for understanding another 
example of processing for issue of a message of an object A, 
which is different from the example of that shown in FIG. 
20; 

FIG. 28 is a flowchart useful for understanding a seventh 
example of a partial processing of an object B; 

FIG. 29 is a flowchart useful for understanding a eighth 
example of a partial processing of an object B; 

FIG. 30 is a flowchart useful for understanding a ninth 
example of a partial processing of an object B; 

FIG. 31 is a flowchart useful for understanding a tenth 
example of a partial processing of an object B; 

FIG. 32 is a flowchart useful for understanding process 
ings of an input instruction tag table generating unit of an 
object coupling unit shown in FIG. 15: 

FIG. 33 is a flowchart useful for understanding process 
ings of an output instruction tag table generating unit of an 
object coupling unit shown in FIG. 16; 

FIG. 34 is a flowchart useful for understanding process 
ings of an input data tag table generating unit of an object 
coupling unit shown in FIG. 17: 

FIG. 35 is a flowchart useful for understanding process 
ings of an output data tag table generating unit of an object 
coupling unit show in FIG. 18; 

FIG. 36 is a typical illustration of a display screen useful 
for understanding an object-between-network display 
method according to an embodiment of the present inven 
tion; 

FIG. 37 is an explanatory view useful for understanding 
hierarchical networks: 

FIGS. 38(A) and 38(B) are illustrations each showing by 
way of example a display image consisting of a lot of objects 
and wirings; 

FIGS. 39(A) and 39(B) are illustrations each showing by 
way of example a display image of a Subnetwork; 

FIGS. 40(A) and 40(B) are illustrations each showing an 
alternative embodiment of the display method of the sub 
network; 
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FIGS. 41(A), 41(B) and 41(C) are illustrations each show 
ing by way of example a display image having a display area 
in which a plurality of measures are coupled with each other; 

FIG. 42 is an illustration showing by way of example a 
display image characterized by a display method of wiring; 

FIGS. 43(A) and 43(B) are illustrations each showing an 
alternative embodiment of the display method of the wiring: 

FIGS. 44(A) 44(B) and 44(C) are illustrations useful for 
understanding a procedure for producing a display area for 
displaying a network of an object; 

FIG. 45 is an illustration showing a state in which an 
object is disposed on a display Screen by users; 

FIGS. 46(A) and 46(B) are illustrations each showing a 
state in which a wiring among objects disposed on a display 
screen is performed by users; 

FIGS. 47(A) and 47(B) are illustrations showing by way 
of example display screens of an object-between-network 
before and after display of the subnetwork, respectively; 

FIG. 48 is a flowchart useful for understanding a proce 
dure for switching from the display of FIG. 47(A) to the 
display of FIG. 47(B): 

FIGS. 49(A), 49(B) and 49(C) are explanatory views use 
ful for understanding a procedure of a Subnetwork display; 

FIG. 50 is a flowchart useful for understanding a proce 
dure of the subnetwork display; 

FIGS. 51(A), 51(B) and 51(C) are typical illustrations 
each showing an embodiment in which a display area repre 
sentative of an object is formed with a single measure or a 
plurality of measures coupled with one another; 

FIGS. 52(A) and 52(B) are illustrations useful for under 
standing by way of example a display method of wiring; 

FIG. 53 is a typical illustration showing by way of 
example a display of wiring; 

FIG. 54 is a flowchart useful for understanding a proce 
dure of executing the wiring shown in FIG. 53; 

FIG.55 is a flowchart useful for understanding an alterna 
tive embodiment of a procedure of executing the wiring; 

FIG. 56 is a flowchart useful for understanding a further 
alternative embodiment of a procedure of executing the wir 
1ng 

FIG. 57 is a flowchart useful for understanding a still fur 
ther alternative embodiment of a procedure of executing the 
wiring; 

FIGS. 58-62 are typical illustrations each showing a result 
obtained from an execution of wiring according to the wiring 
procedures shown in FIGS. 54-56; and 

FIGS. 63(A), 63(B) and 63(C) are typical illustrations 
each showing a result obtained from an execution of wiring 
according to the wiring procedures shown in FIGS. 55-57. 

FIG. 64 is a schematic diagram showing a basic structure 
of an object-oriented programming Supporting apparatus 
and a program storage medium for use in an object-oriented 
programming according to an embodiment of the present 
invention; 

FIG. 65 is a conceptual view showing exemplarily an 
involving relation among objects; 

FIG. 66 is a typical illustration showing a connecting rela 
tion among objects for defining a hierarchical structure; 

FIG. 67 is a typical illustration showing a pointer for 
determining a connecting relation of a certain object to 
another object; 

FIG. 68 is a typical illustration showing one of the bus 
elements constituting the bus element list to be connected to 
the “pointers to buses' shown in FIG. 67: 
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FIG. 69 is a typical illustration showing one of the cable 

elements constituting the cable element list to be connected 
to the “pointers to cables' shown in FIG. 67: 

FIG. 70 is a typical illustration showing exemplarily a 
wiring among objects; 

FIG. 71 is a conceptual view of a duplicate object; 
FIG. 72 is a typical illustration showing a hierarchical 

structure (object tree) of the objects shown in FIG. 71; 
FIG. 73 is a flowchart useful for understanding a building 

process for the duplicate object; 
FIG. 74 is a typical illustration showing a connecting rela 

tion between the substantial object (original) and the dupli 
cate object (copy) 

FIG. 75 is a conceptual view showing a coupling relation 
of objects before a replacement of objects; 

FIG. 76 is a typical illustration showing an object tree 
concerning the objects shown in FIG. 75: 

FIG. 77 is a conceptual view showing a coupling relation 
of objects after a replacement of objects; 

FIG. 78 is a typical illustration showing a part of the 
object tree after a replacement of objects: 

FIG. 79 is a flowchart useful for understanding an object 
replacing process; 
FIG.80 is a typical illustration showing a part of the cable 

element list connected to an object A: 
FIG. 81 is a conceptual view showing a coupling relation 

among objects before a movement of objects; 
FIG. 82 is a typical illustration showing an object tree 

concerning the objects shown in FIG. 81; 
FIG. 83 is a conceptual view showing a coupling relation 

of objects after a movement of objects; 
FIG. 84 is a typical illustration showing an object tree 

concerning the objects shown in FIG. 83; 
FIG. 85 is a flowchart useful for understanding a process 

ing for a movement of objects and a change of wiring of 
objects; 

FIG. 86 is a typical illustration showing a state of an alter 
ation of an object tree; 

FIG. 87 is a typical illustration showing a part of the cable 
element list connected to an object A: 

FIG. 88 is an explanatory view useful for understanding a 
movement of wiring to a new object; 

FIG. 89 is a typical illustration of a bus for use in wiring, 
the bus being built on an object F: 

FIG.90 is a typical illustration showing a state of a change 
of an object in wiring from an object (object D) inside a new 
object (object F) to the object F; 

FIG. 91 is a typical illustration showing exemplarily a 
wiring among objects: 

FIG. 92 is a typical illustration showing a cable element 
list giving a definition of the wiring shown in FIG.91; 

FIG. 93 is a flowchart useful for understanding process 
ings for a display of an execution sequence for methods and 
an alteration of the execution sequence for the methods: 

FIG. 94 is a typical illustration showing a cable list ele 
ment list; 

FIG. 95 is a view exemplarily showing a cable list dis 
played on a display screen 102a: 

FIG. 96 is a typical illustration showing a state in which 
an arrangement sequence of the cable elements arranged on 
the cable element list is altered; 

FIG. 97 is a typical illustration showing a cable element 
list in which an arrangement sequence of the cable elements 
has been altered; 
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FIG. 98 is a typical illustration showing a state in which 
an arrangement sequence of the cable list elements arranged 
on the cable list element list is altered; 

FIG. 99 is a typical illustration showing a cable list ele 
ment list in which an arrangement sequence of the cable list 
elements has been altered; 

FIG. 100 is a view showing a cable list in which an 
arrangement sequence has been altered; 

FIG. 101 is a typical illustration showing an embodiment 
of a component “including an existing Software having a 
graphical user interface; 

FIG. 102 is a typical illustration showing an alternative 
embodiment of a component “including an existing soft 
ware having a graphical user interface; 

FIG. 103 is a typical illustration showing a further alterna 
tive embodiment of a component “including an existing 
Software having a graphical user interface; 

FIG. 104 is a typical illustration showing a structure of an 
event processing portion of the window management section 
shown in FIG. 103; 

FIG. 105 is a typical illustration showing a structure of an 
event monitor portion of the component A shown in FIG. 
103; 

FIG. 106 is a basic construction view of a component 
builder apparatus according to the present invention; 

FIG. 107 is a typical illustration of an embodiment of a 
component builder apparatus according to the present inven 
tion; 

FIG. 108 is a flowchart useful for understanding process 
ings of building a component using a component builder 
apparatus; 

FIG. 109 is a construction view of an object ware pro 
gramming system in which structural elements correspond 
ing to the embodiment of the fifth object-oriented program 
ming Supporting apparatus according to the present 
invention are added to the object ware programming system 
shown in FIG. 2; 

FIG. 110 is a flowchart useful for understanding an opera 
tion of a component coupling unit: 

FIG. 111 is a flowchart useful for understanding an opera 
tion of a component coupling unit; 

FIG. 112 is a conceptual view showing a state in which an 
existing software is “included in a component; 

FIG. 113 is a view showing a table for definition items to 
give various definitions shown in FIG. 112; and 

FIG. 114 is a view exemplarily showing images displayed 
on a display screen 102a when definitions are given. 

DESCRIPTION OF THE PREFERRED 
EMBODIMENTS 

Hereinafter, there will be described embodiments of the 
present invention. 

First, there will be explained an outline of an object ware 
programming system in which embodiments according to 
the present invention are put together, and then each indi 
vidual embodiment will be explained. 

FIG. 1 is a perspective illustration of a computer system 
including each individual embodiment of the present inven 
tion of an object-oriented programming apparatus, an 
object-oriented programming Supporting apparatus, a com 
ponent builder apparatus, an object-oriented program Stor 
age medium, a program storage medium for use in an object 
oriented programming, a component storage medium, and 
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an object-between-network display method. In FIG. 1, a 
computer system 100 comprises: a main body unit 101 
incorporating thereinto a CPU, an MO (magneto-optical 
disc) drive and the like: an image display unit 102 for dis 
playing on its display Screen 102a images in accordance 
with an instruction from the main body unit 101; a keyboard 
103 for inputting various types of information to the com 
puter system 100; a mouse 104 for designating a desired 
position on the display screen 102a of the display 102; and a 
storage unit 105 for storing objects, object coupling pro 
grams and the like which will be described hereinafter. 
A development of programs can be implemented by the 

computer system 100 shown in FIG. 1. It is acceptable that 
programs, which are developed by another same type of 
computer system, are stored in a portable type of recording 
medium such as an MO (magneto-optical disc) 110, and the 
MO 110 is loaded into the computer system 100 shown in 
FIG. 1 so that the developed programs can be inputted into 
the computer system 100. Likewise, it is possible to transfer 
the programs developed with the use of the computer system 
100 shown in FIG. 1 through the MO 110 to another com 
puter system. 

FIG. 2 is a block diagram of an object ware programming 
system implemented in the computer system shown in FIG. 
1. 
An object ware programming system 120 comprises an 

object builder unit 121 for building objects and/or a compo 
nent which “includes’ existing softwares, an interobject wir 
ing editor unit 122 for displaying a wiring among objects (a 
coupling relation) to perform an editing, and an interpreter 
unit 123 for connecting and running objects (including an 
object consisting of a combination of the existing Software 
and the component), which are generated in the object 
builder unit 121, in accordance with the wiring among 
objects, or the coupling relation, which is defined by the 
interobject wiring editor unit 122. 

While the object builder unit 121 can build directly an 
object through an operation of the keyboard 103 or the 
mouse 104 in the computer system 100 shown in FIG. 1, the 
object ware programming system 120 is provided with an 
existing application file 131 for storing existing various 
types of application programs (hereinafter, it may happen 
that the application program is referred to simply as an 
application), which have been developed with various types 
of program languages. And thus the object builder unit 121 
may also build a component which serves as one object, 
“involving the existing application stored in the existing 
application file 131, together with the existing application. It 
is to be noted that the object-is expressed including an object 
consisting of a combination of the above-mentioned compo 
nent and the existing application “involved in the 
component, unless we note the particular. 
The object built in the object builder unit 121 is stored in 

an object data file 132 and a running object file 133. The 
object data file 132 stores therein, of data representative of 
the object built in the object builder unit 121, data necessary 
for a display of objects and a wiring (definition of the cou 
pling relation) among objects. On the other hand, the run 
ning object file 133 stores therein running objects in which 
the object built in the object builder unit 121 is converted 
into a running format of one. 
The interobject wiring editor unit 122 displays, upon 

receipt of data as to an object stored in the object data file 
132, the object on the display screen 102a of the image 
display unit 102 shown in FIG. 1, and defines a coupling 
state among objects in accordance with an operation of the 
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keyboard 103 or the mouse 104. As will be described, a 
display on the display screen 102a is given with a display 
style close to that of an LSI (Large Scale Integrated Circuit) 
as the hardware, and a definition of the coupling state among 
objects is performed in Such a sense that terminals of Such a 
plurality of LSIs are wired by signal lines. Hence, 
hereinafter, it may happen that the object is referred to as 
“LSI, and a definition of the coupling State among objects is 
referred to as “wiring”. 
When a wiring among objects is performed by the inter 

object wiring editor unit 122, an interobject wiring data file 
134 is used for the purpose of saving an intermediate result 
of the wiring and displaying the intermediate result through 
loading. The interobject wiring data file 134 stores wiring 
information which is convenient as a man-machine inter 
face. For example, in the system according to present 
embodiment, there is provided a hierarchical structure of 
objects for the purpose of easy understanding of wiring for 
users. The interobject wiring data file 134 stores also data as 
to Such a hierarchical structure. 

In this manner, when the interobject wiring editor unit 122 
has completed the wiring, an interpreter use wiring data file 
135 stores information (hereinafter, it is referred to as “wir 
ing data') representative of a coupling state among objects. 
When the interpreter use wiring data file 135 stores the wir 
ing data, information simply available for users 
understanding, for example, information of the hierarchical 
structure of objects, is omitted, and only the wiring data, 
which is necessary for actuation of the object (software), is 
extracted and stored in the interpreter use wiring data file 
135. 

In the interpreter unit 123, the running objects stored in 
the running object file 133 are coupled and executed in 
accordance with the wiring data stored in the interpreter use 
wiring data file 135. 

Hereinafter, the respective embodiments will be 
described. As a matter of convenience of explanation and for 
better understanding of the invention, there will be 
described, taking into account of the arrangement of the 
object ware programming system 120 shown in FIG. 2, first, 
the embodiment concerning the interpreter unit 123 and the 
associated periphery, then the embodiment concerning the 
interobject wiring editor unit 122 and the associated 
periphery, and finally the embodiment concerning the object 
builder unit 121 and the associated periphery. 

First, there will be described the embodiment concerning 
the interpreter unit 123 and the associated periphery. 

FIG. 3 is a typical illustration showing a first example of a 
Software system implemented within the computer system 
shown in FIG. 1. Now referring to FIG. 3, there will be 
described a schematic construction of a first object-oriented 
programming apparatus and a first object-oriented program 
storage medium according to one embodiment of the present 
invention, and then referring to FIG. 4 et seq. there will be 
described details of those. 
A corresponding relation between the Software system 

shown in FIG.3 and the present invention is as follows. That 
is, the storage unit 105 (FIG. 1), in which the software sys 
tem shown in FIG. 3 is stored, corresponds to the first object 
oriented program storage medium according to an embodi 
ment of the present invention, and a combination of the 
hardware of the computer system 100 shown in FIG. 1 and 
an object coupling unit 10 which is in a state operable under 
the computer system 100 corresponds to the first object 
oriented programming apparatus. Incidentally, when the 
software system shown in FIG. 3 is downloaded onto the 
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MO 110, the MO 110 also corresponds to an example of the 
first object-oriented program storage medium according to 
an embodiment of the present invention. 
Now, let us consider typically two objects A and B each 

comprising data and processing (method). 
An output instruction bus portion generating unit 11, in 

the object coupling unit 10, generates a portion which forms 
a core of an output instruction bus portion for performing an 
issue process of a message of an object (for example object 
A) to another object (for example object B). 
An input instruction bus portion generating unit 12, in the 

object coupling unit 10, generates an input instruction bus 
portion of an object (for example object B). The input 
instruction bus portion receives a message directed to the 
self object (for example object B) issued by another object 
(for example object A), and activates a method of the self 
object (for example object B), which method is associated 
with the received message. 

Incidentally, according to the present embodiment, the 
output instruction bus portion generating unit 11 and the 
input instruction bus portion generating unit 12 are provided 
in the object coupling unit 10. However, it is acceptable that 
the objects A and B have originally structures corresponding 
to the output instruction bus portion or the input instruction 
bus portion. Alternatively, it is acceptable that the object 
coupling unit 10 does not always comprise the output 
instruction bus portion generating unit 11 and the input 
instruction bus portion generating unit 12. 
An instruction coupling unit 13, in the object coupling 

unit 10, permits a message to be transferred between objects 
(objects A and B) by means of giving an association of a 
message of the object A with a method of object B. 
A data element list generating unit 14, in the object cou 

pling unit 10, generates a data element list of an object 
(typically object A) in which pointers to data storage areas 
for storing therein data are arranged. 

Likewise, a pointer element list generating unit 15, in the 
object coupling unit 10, generates a pointer element list of an 
object (object B) in which pointers to pointer storage areas 
for storing therein pointers to data are arranged. 
A data coupling unit 16, in the object coupling unit 10. 

permits a message to be transferred between objects A and B 
by means of writing pointers, which are arranged in the data 
element list produced by the data element list generating unit 
14, into pointer storage areas indicated by the pointers 
arranged in the pointer element list of the object B produced 
by the pointer element list generating unit 15. 

FIG. 4 is a typical illustration showing an example of a 
data structure of an output instruction bus portion of an 
object A and an input instruction bus portion of an object B 
shown in FIG. 3. 
The object A has a message table consisting of an arrange 

ment of a maximum number MA of messages of the 
object A. The message table stores pointers to a method 
element list, which will be described hereinafter, corre 
sponding to a message number MA of each message 
(where a message number is expressed by MA and it is 
expressed by a suffix A that the message number is of a 
message of the object A). 
The method element list consists of an arrangement of a 

single or a plurality of method elements. Each of the method 
elements comprises a method number ME for specifying a 
method, a pointer to an object in which the method specified 
by the method number ME is executed, and a pointer to the 
subsequent method element. Here, the method number is 
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expressed by an ME, and the object in which the method 
specified by the method number ME is executed is expressed 
by a suffix. Specifically, the uppermost stage of the method 
element shown in FIG. 3 stores a method number ME of a 
method of the object B, and a pointer to the object B. 
The last stage of method element ME in FIG. 3 stores a 

pointer to the subsequent method element data (referred to 
as “null) indicating that the method element is of the final 
stage itself and there is no method element after itself. 
The method element lists are generated at the maximum 

by a number corresponding to the number of messages of the 
object A. Each of the method element lists corresponds to 
the associated message of the object A. When the message is 
issued, the associated method element list is referred to. 

While a one method element list corresponds to a one 
message on a one-to-one basis, it is not always arranged that 
method elements arranged on a one method element list are 
the only ones related to a certain object (e.g. the object B) 
and it is permitted that method elements related to a plurality 
of methods of a plurality of objects are arranged on a one 
method element list. 
While the above-mentioned description explains a con 

struction of the output instruction bus unit of the object A, 
the output instruction bus unit is provided for each of the 
objects which issue messages to another object. 
The object B has a method table consisting of an arrange 

ment of a maximum ME of a method number ME of 
the object B. The method table stores therein a pointer to the 
method specified by the method number ME, correspond 
ing to the method number ME of each method. 

While the above-mentioned description explains a con 
struction of the input instruction bus unit of the object B, the 
input instruction bus unit receives a message issued by 
another object, in a similar fashion to that of the output 
instruction bus unit, and is provided for each of the objects, 
which executes the method associated with the received 
message. In some cases, it happens that one object has both 
an output instruction bus unit and an input instruction bus 
unit. 

FIG. 5 is a flowchart useful for understanding processings 
for an issue of a message. 
When it is intended to issue a message in a certain pro 

cessing in execution in the object A, a message table is 
referred to so as to obtain, from a message number MA of 
the message intended to be issued, a pointer to the method 
element list associated with the message number MA, ID 
(step 5 1), so that the method elements arranged in the 
method element list indicated by the pointer are referred to. 
For example, when the uppermost stage of the method ele 
ment shown in FIG. 4 is referred to, the object B indicated by 
a pointer stored in the method element referred to is called 
wherein a method number ME stored in the method ele 
ment serves as an argument (step 5 2). Such a message 
issue processing is performed on each of the method ele 
ments arranged in a one method element list for each issue of 
a one message (steps 5 3, 5 4). 

In the object B called wherein the method number ME 
serves as an argument, the method number ME, given in the 
form of an argument is obtained (step 5 5). In step 5 6 
there is provided such a process that the method table is 
referred to so as to obtain a pointer to a method specified by 
the obtained method number ME, and a processing of the 
method indicated by the pointer is performed. 

FIG. 6 is a flowchart useful for understanding processings 
of an output instruction bus portion generating unit 11 of an 
object coupling unit 10 shown in FIG. 3. 
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In step 6 1, a frame of the message table having a width 

MA shown in FIG. 4 is produced. 
Incidentally, according to the present embodiment, it is so 

arranged that when the object A issues a message, a pointer 
of the method element list is identified through a message 
table. However, it is acceptable that the pointer to the method 
element is written directly into a process (method) of the 
object A, for example, and thus in this case, there is no need 
to provide the message table. In other words, the process 
shown in FIG. 6, or the output instruction bus portion gener 
ating unit 11 shown in FIG. 3 is not always needed. 

FIG. 7 is a flowchart useful for understanding processings 
of an input instruction bus portion generating unit 12 of an 
object coupling unit 10 shown in FIG. 3. 

In step 7 1, a frame of the method table having a width 
ME, shown in FIG. 4 is produced. And in step 7 2, a 
pointer to the method associated with the respective method 
number ME is stored in a column of the respective method 
number ME, within the frame. 

Incidentally, according to the present embodiment, it is so 
arranged that a pointer of the method is recognized through a 
method table. However, there may be no need to provide an 
association of the method number ME, with the pointer to 
the method in form of the message table. Accordingly, the 
process shown in FIG. 7, or the input instruction bus portion 
generating unit 12 shown in FIG. 3 is not always needed. 

FIG. 8 is a flowchart useful for understanding processings 
of an instruction coupling unit 13 of an object coupling unit 
10 shown in FIG. 3. Here, also it is assumed that the object B 
is typical of another object. 
When the method elements are produced, an operator, 

who operates the computer system shown in FIG. 1, desig 
nates a corresponding relation between a message and a 
method. This corresponding relation is determined by the 
following designations. 

(a) A pointer of the object A 
(b) A pointer of the object B 
(c) A message number MA of the object A 
(d) A method number ME of the object B 
It is noted that designations or the above-noted (a) to (d) 

are performed, for example, in Such a manner that designa 
tions for a name of the object, a processing (e.g. "display on 
a screen the spreadsheet program and the spreadsheet 
result') and the like are performed by clicking through an 
operation of a mouse 104 (cf. FIG. 1), of an icon displayed 
on a display screen 102a. More in detail, as will be described 
later, objects are displayed in the form of an LSI, and a 
designation is performed through an operation for wiring 
among terminals of the LSIs using the mouse 104. 

In the processing shown in FIG. 8, first, a frame of the 
method element is produced (step 8 1). In step 8 2, the 
method number ME, and the pointer of the object B are 
stored in the frame of the method element, so that they are 
added to the method element list of the associated message 
number MA (step 8 3). That is, the pointer to the method 
element to be added is stored in the column of the pointer to 
the next method element, of the last stage of method element 
arranged in the method element list, and the “null is stored 
in the column of the pointer to the next method element, of 
the method element to be added. The processing shown in 
FIG. 8 is repeatedly performed, if necessary, to produce the 
method element list. 

Incidentally, when none of method element is arranged in 
the method element list, according to the present 
embodiment, a pointer to a method element intended to be 


















































