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Abstract
Embodiments of the present invention relate to methods, systems and computer-readable media for external localization of a software product. This external localization involves loading a base product having one or more calls to an operating system (or an API) to load language specific data. The calls are intercepted after the resource is loaded into a Resource loader, and queried whether the resource is identified in a restricted resource list such as a code signed dynamic linked library. If so, the translated resource is loaded from a specified language package. The loaded, and translated, resource is then checked against validation rules (which are also protected in a code signed resource list) to see if it is safe to use. If the resource is not on the list or the translated resource is not safe to use, the original resource is simply transferred to the application without modification from the resource loader, i.e., loaded from the base language file. This generates a localized product using a limited set of language specific data covering most situations.
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CROSS REFERENCE TO RELATED APPLICATIONS

[0001] This application is a continuation of U.S. patent application Ser. No. 11/002773, filed Dec. 1, 2004, entitled SAFE, SECURE RESOURCE EDITING FOR APPLICATION LOCALIZATION, the disclosure of which is incorporated herein by reference in its entirety.

TECHNICAL FIELD

[0002] The invention relates generally to the field of computer software products. More particularly, the invention relates to methods and systems for producing language specific versions of a software product.

BACKGOUND OF THE INVENTION

[0003] Software products of all types, whether operating systems or various types of application programs, are frequently provided in multiple “localized”, language specific versions. For instance, a software product may initially be developed in a specific language such as English. Once this original, or “base” product has been developed and tested, localized versions, in a language appropriate to the market for which the product is intended, may be developed. For example, a product originally developed in English in the United States may be localized to produce a Japanese language version for sale in Japan. The process of creating a localized version, or translation, is herein referred to as “localization.”

[0004] A common method of localization is known as internal localization. Internal localization typically involves changing the resources of the original language version of the software product to produce the localized version. For example, all of the language specific parts of the software product are translated and re-built. Since the resources of the software product are revised and rebuilt, testing is required for each internally localized version generated, in addition to the base product. The building of the dynamic link libraries (DLLs) correctly for a complex process for many applications, and the tools involved are often proprietary or secret. Since testing is labor intensive, this method can be extremely expensive. In addition to being expensive, internal localization, due to the long time required to test a software product, results in a very slow delivery of localized versions of software products. This is known as the multiple language user interface (MUI) approach where all of the resources for each language are grouped into resource files. These files are usually stored in a folder named after the language.

[0005] It is with respect to these needs that the present invention has been developed.

SUMMARY OF THE INVENTION

[0006] An embodiment of the present invention is a system and method for providing translation, or localization, of a software product that, after the application is loaded in its base language, transparently examines each call for a resource to be loaded from a multiple language user interface dynamic linked library (MUI DLL), checks whether the particular called resource is in a secure resource list, and, if it is in the secure resource list, loads that resource from an alternative location (without the knowledge of the application). If the resource is not in the secure resource list, then the resource simply is not loaded.

[0007] The requested resource call is checked against the secure resource list. If the resource is in the secure resource list, the rules associated with that resource are retrieved (also from the secure resource list). The translated, i.e. localized, resource itself is retrieved from a “Language Pack” or Glossary for the requested language. The resource rules are then verified with the translated resource, and, if necessary, the dialogs associated with the resource are padded to accommodate the anticipated size of the localized language dialog. The localized resource loaded is then passed to the application, or calling operating system, for processing. In this way, the application operates in its base language with selected localization taking place in accordance with the predefined resource rules.

[0008] In accordance with other aspects, the present invention relates to a system for localization, i.e. translation, of a software product that has a processor and a memory coupled with and readable by the processor. The memory contains a series of instructions that, when executed by the processor, cause the processor to load an application to an operating system wherein one of the application or the operating system places one or more calls to a resource loader to load a resource, intercept the call in the resource loader after the called resource has been retrieved to the loader, convert the resource to a language specific localized resource and transmit the localized resource to the operating system if the called resource matches one or more predetermined resource rules. If the translated resource does not match the rules, i.e. rule compliance cannot be verified, the called resource is not translated but is transmitted in its original form to the operating system via the resource loader.

The invention may be implemented as a computer process, a computing system or as an article of manufacture such as a computer program product or computer readable media. The computer program product may be a computer storage media readable by a computer system and encoding a computer program of instructions for executing a computer process. The computer program product may also be a propagated signal on a carrier readable by a computing system and encoding a computer program of instructions for executing a computer process.

[0009] These and various other features as well as advantages, which characterize the present invention, will be apparent from a reading of the following detailed description and a review of the associated drawings.

BRIEF DESCRIPTION OF THE DRAWINGS

[0010] FIG. 1 illustrates, conceptually, a safe, secure localization environment according to one embodiment of the present invention.

[0011] FIG. 2 illustrates an example of a suitable computing system environment on which embodiments of the invention may be implemented.

[0012] FIG. 3 is a flowchart illustrating load time operations in a software product utilizing safe, secure localization according to one embodiment of the present invention.
DETAILED DESCRIPTION OF THE INVENTION

0013 FIG. 1 illustrates, conceptually, a secure resource (hereinafter SURE) localization system 100 according to one embodiment of the present invention. In an application such as a Microsoft® Windows operating system or Office® application, when the application 102 is loaded into the computer operating system, a call is made to a resource loader module 104. It is to be understood throughout this detailed description that the application 102 is exemplary only. The call may be made by an application, data including various data structures, Application Program Interface (API) or operating system. The resource loader module 104 checks to see what language is called for by the application 102 and goes to the appropriate language folder. From this language folder, the loader 104 retrieves the called resource preferably from a multiple language user interface dynamic link library (MUI DLL) 110. The resource called is then loaded and transferred to the operating system. The notion of storing the resources in a MUI DLL 110 is also only exemplary. The resources can be stored in any format range from files to databases (or even remote locations such as locations accessible via the internet).

0014 However, in embodiments of the present invention, an interception of the resource is made in the resource loader 104 before transfer to the calling application.

0015 The system 100 utilizes a SURE localization module 105 that draws from a secure code signed DLL 114 and a user developed SURE language pack library 116 described in further detail below. The localization module 105 includes a call intercept module 108, a resource check module 112, a language pack load module 115, a resource rule check module 118, and a dialog pack module 122.

0016 Intercept module 108, in embodiments of the present invention, intercepts the resource after the resource is loaded by the resource loader module 104 from the MUI DLL 110. Any of a number of known methods may be used to intercept the resource loading functions (or APIs). A number of intercept methods are well known. Examples include overwriting the start of the function itself in memory, known as installing a detour, or detouring. Another exemplary method overwrites the import address table. Further examples of interception methods are described in an overview article on patching by Yariv Kaplan. One preferred method of detouring is one in which binary functions are intercepted by rewriting one or more target function images. Detouring replaces the first few instructions of the target function with an unconditional jump to a user-provided detour function and preserves the target function instructions in a trampoline function. The detour function can either replace the target function or extend its semantics by invoking the target function as a subroutine through the trampoline. The detour is preferably inserted at execution time such that the procedures in a DLL can be detoured in one execution of an application, while the original procedures are not detoured in another execution running at the same time.

0017 Once an intercepted call is received, the call intercept module 108 communicates with the resource check 112. This module queries whether the resource transferred from the MUI DLL 110 into the resource loader module 104 has an identifier that matches one of the identifiers in code signed SURE dynamic link libraries or databases (SURE DLL’s) 114. The identifiers in the code signed DLL 114 signify those resources that the application developer gives permission for a user to translate, i.e. for which authorization is given for translations to be generated. This is done by checking the resource identifier against a list inside the code signed SURE DLL 114. The code signed DLL (or database) 114 cannot be modified by a user. The code signing itself also prevents anyone from adding additional resources to the files in this library. The SURE DLL 114 contains a list of the resource identifiers for all of the resources that are authorized to be translated. For each one of these it also has a list of verification rules. This file is the same for any SURE language.

0018 It is to be understood that throughout this specification the code signed DLL 114 is simply one type of secure data structure that can be used. Any database, file, file set, or DLL can perform this function so long as it cannot be modified in any way by an unauthorized user. Authorization is preferably limited to the originator/developer of the calling application or operating system itself. In this way, the code signed DLL 114 is predetermined and not modifiable by a third party user. If the resource has a matching resource identifier, a translation of the resource, i.e. a localized resource or translation is loaded from a SURE language pack library or glossary file 116. The Language Pack library file 116 can be anything from an XML file through to a database. Translations could come from internet services or from machine translation tools rather than physical files.

0019 Language packs 116 contain the language specific translations and differ from one language to the next. Typically these files are created by human translators (i.e., people who will provide a list of translations for their language). A fast lookup format development or SURE build tool could also be optionally provided to speed up runtime performance. The SURE Build Tools (which could be part of a SURE Kit) take the editable format of the translations (i.e., XML or text files) and convert them to a format that can be loaded quicker at runtime (e.g., a database)—this database is what is called the Language Pack.

0020 An example of an XML file (that a build tool would take as input) might look as follows:

```xml
<resNode name="Dialogs">
  <resource id="string1">
    <text>This is the text to translate</text>
    <reftext>This is reference text, such as the translation in another language</reftext>
    <rules>These are the verification rules. Examples:
      <maximum length="5" />
    </rules>
  </resource>
</resNode>
```

0021 Users can translate this in any simple editor (e.g., the "Notepad" accessory application included in Microsoft Windows® operating system). A more advanced editor preferably is also provided (as part of the SURE language pack creation kit) that, for example, would color-code the bits that need to be edited, and check the verification rules as the user edits.

0022 Another kit tool preferably would convert the edited text/xml file to a faster runtime format such as an
Access Database or other fast binary format (i.e., the language pack 116.) One exemplary verification rule is Maximum Length (which could appear in the editable file as "<maxmimumlength>=<maximumlength>="). This rule verifies that the translated resource, or string is not longer than an allowable limit. For example, if the maximum length is 5, the string “Hello” would be passed, but the string “Bonjour” would fail.

[0023] Another exemplary verification rule is a required placeholder, i.e., a case where a portion of a string must remain present. For example, a string like “Hello %s” might need to be translated. The translator would be allowed to move the “%s” portion around in the string, because it is replaced by another value at runtime (e.g. by a person’s name). However, the verification rule would not allow removal of the “%s” substring. If it were removed (by the user creating a language pack, for example) then the verification would fail.

[0024] The format of the language pack databases will most likely be published so that users could write their own tools to create them independently. Note that this will not be the case for the code signed resource list files (i.e., the SURE DLL 114), where every effort is taken to protect the format and content from hacking or reverse engineering by closely controlled access authorization. Thus the code signed dynamic link library 114 is a library that cannot be modified by a user, i.e. anyone other than one authorized by the original owner/developer of the calling application or operating system.

[0025] Unlike MUI files, the language pack files do not have to be stored in a folder that is dependent on the target language. For instance, Microsoft’s Office® German MUI files are stored in a “1031” folder (which happens to be the LCID or Language Code for German). In contrast, a German SURE language pack could be in “program files\SURE\German” or “program files\SURE\1031” or “\ymachine\en\language\\ymGerman”. In other words, this can be a location chosen by the user, and the SURE tools can easily be configured to point to any location (local machine, remote server or even internet).

[0026] The language pack load module 115 receives instruction from the resource check module 112, that the called resource is matched in the SURE DLL. The language pack load module 115 then retrieves the required language pack 116. The resource string or file is checked for compliance with key restrictions and rules contained in the code signed SURE DLL 114 in the resource rule check module 118. The SURE DLL’s contain both the allowable resource identifiers and a list of rules to go with each of these resource identifiers. These restrictions are preferably stored in a format that is quick to parse and validate. Modifications are made to the resource string to ensure that the base (or source) language hotkey remains in the resource. This is because translators cannot adjust hotkeys, as such adjustment would impact functionality of the underlying application and/or operating system.

[0027] If the translation loaded in the load module 115 from the language pack 116 complies with all the verification rules in the code signed SURE DLL 114 as determined in the check module 118, the translated dialogs, if any, are padded in the psl dialog module 122 as called for by the resource rules. In module 122, the sizes of controls in dialogs may need to be padded to accommodate long translated strings. If they are not padded the translated text will not fit in the available space and will be truncated or cut. The translated resources are then passed through the resource loader 104 to the calling application 102 or data structure, or, if it were the operating system itself that made the call, to the operating system.

[0028] The application 102 represents any of a wide variety of possible software products including but not limited to a word processor, spreadsheet, Internet browser, database, operating system, and others. The base application may be developed in and for a specific language. For example, a product developed in the United States may be developed in English. Alternatively, the base product may be language neutral. That is, the base product may be developed in such a manner as to have no reference in its user interface or other elements written to a specific language. The MUI DLL 110 provides full translations for multiple languages that have been fully tested and provide full functionality to the application. In other cases, the base application may be written with only minimal reference to a specific language to facilitate testing of the base product during development.

[0029] Again, the MUI DLL 110 provides the translations for a number of specific languages. In contrast, the user defined language packs and the use of a secure data store such as a code signed SURE DLL 114 permits virtually any language to be utilized in an application and accommodates thousands of languages or dialects that are non-mainstream languages. The user defined language packs require no interaction with the software developer (original application owner of application 102) to use and thus these language packs can be freely developed and disseminated via the internet and other media, without compromising the functionality of the underlying application 102.

[0030] In embodiments of the present invention, because critical resources are not translated, non-translated resources remain in the base language thus ensuring security of the underlying program. The SURE language packs are language neutral. They are just collections of glossary files that have a one to one correspondence with resources that can be translated. There is no enabling function with embodiments in accordance with the present invention. SURE functions purely as a translation layer.

[0031] FIG. 2 illustrates an example of a suitable computing system environment on which embodiments of the invention may be implemented. This system 200 is representative of one that may be used as a stand-alone computer or to serve as a redirector and/or servers in a website service. In its most basic configuration, system 200 typically includes at least one processing unit 202 and memory 204. Depending on the exact configuration and type of computing device, memory 204 may be volatile (such as RAM), non-volatile (such as ROM, flash memory, etc.) or some combination of the two. This most basic configuration is illustrated in FIG. 2 by dashed line 206. Additionally, system 200 may also have additional features/functionality. For example, device 200 may also include additional storage (removable and/or non-removable) including, but not limited to, magnetic or optical disks or tape. Such additional storage is illustrated in FIG. 2 by removable storage 208 and non-removable storage 210. Computer storage media includes volatile and nonvolatile, removable and non-re-
movable media implemented in any method or technology for storage of information such as computer readable instructions, data structures, program modules or other data. Memory, removable storage and non-removable storage are all examples of computer storage media. Computer storage media includes, but is not limited to, RAM, ROM, EEPROM, flash memory or other memory technology, CD-ROM, digital versatile disks (DVD) or other optical storage, magnetic cassettes, magnetic tape, magnetic disk storage or other magnetic storage devices, or any other medium which can be used to store the desired information and which can be accessed by system. Any such computer storage media may be part of system.

System may also contain communications connection(s) 212 that allow the system to communicate with other devices. Communications connection(s) 212 is an example of communication media. Communication media typically embodies computer readable instructions, data structures, program modules or other data in a modulated data signal such as a carrier wave or other transport mechanism and includes any information delivery media. The term “modulated data signal” means a signal that has one or more of its characteristics set or changed in such a manner as to encode information in the signal. By way of example, and not limitation, communication media includes wired media such as a wired network or direct-wired connection, and wireless media such as acoustic, RF, infrared and other wireless media. The term computer readable media as used herein includes both storage media and communication media.

System may also have input device(s) 214 such as keyboard, mouse, pen, voice input device, touch input device, etc. Output device(s) 216 such as a display, speakers, printer, etc. may also be included. All these devices are well known in the art and need not be discussed at length here.

A computing device, such as system, typically includes at least some form of computer-readable media. Computer readable media can be any available media that can be accessed by the system. By way of example, and not limitation, computer-readable media might comprise computer storage media and communication media.

The logical operations of the various embodiments of the present invention are implemented (1) as a sequence of computer implemented acts or program modules running on a computing system and/or (2) as interconnected machine logic circuits or circuit modules within the computing system. The implementation is a matter of choice dependent on the performance requirements of the computing system implementing the invention. Accordingly, the logical operations making up the embodiments of the present invention described herein are referred to variously as operations, structural devices, acts or modules. It will be recognized by one skilled in the art that these operations, structural devices, acts and modules may be implemented in software, firmware, in special purpose digital logic, and any combination thereof without deviating from the spirit and scope of the present invention as recited within the claims attached hereto.

FIG. 3 is a flowchart illustrating operational flow 300 of the translation system and method according to one embodiment of the present invention. In this example, operation begins with application loading operation 302. In operation 302 the application load is commenced onto the operating system of the computing device. During this loading operation a call may be made to the resource loader 104. Control then passes to operation 304 where the application calls the resource loader. The resource loader in turn queries the MJ L 110 (i.e., resources). Control then transfers to operation 306.

In operation 306 the MJ L 110 is searched until a match is found and the called resource is identified. The called resource is retrieved and sent to the resource loader 104. Control then transfers to operation 308 where the application call is intercepted via the call intercept module 108. Control then transfers to operation 310.

Operation 310 examines the retrieved resource to obtain its identifier(s). Control then passes to query operation 312 in resource check module 112 which determines if it has an identifier that matches one of the identifiers stored in the code signed SURE MJ L 114. If there is a match, then control passes to operation 318. If there is no match, then control passes to operation 314. In operation 314, the resource loaded from the MJ L 110 is passed to the operating system without modification in any way.

On the other hand, if there is a match, and control passes to operation 318, the code signed SURE MJ L 114 is queried to retrieve all resource rules pertaining to the called resource. Control then passes to operation 320. In operation 320, a translation of the called resource is loaded into the load module 115 from the appropriate language pack 116 for the resource. This translation, i.e., the localized resource, is loaded and then compared, in check module 118, to the rules pertaining to that resource in operation 322. The applicable rules found in the SURE MJ L 114 are then applied to the resource to verify that the translation complies with all applicable rules. Control then passes to query operation 324.

In query operation 324, the query is made by the check module 118, whether the localized resource complies with the applicable rules. If so, control passes to operation 328. If the resource does not comply with the applicable rules, the resource is not translated, but is passed to operation 314, where the resource is passed through the resource loader 104 to the calling application or operating system without translation. No modifications are made to the original loaded resource if the new translations fail on any of the rules. On the other hand, if the resource complies with all the applicable rules, i.e., verification is successful, then control passes to operation 326, where, in module 122, applicable translated or localized resource dialogs are padded in accordance with instructions provided by the language pack. At this stage modifications may also be made to the hotkeys where necessary. Control then passes to operation 328.

In operation 328, the localized resource has now been translated and therefore is passed or loaded back to the calling application and loaded on the operating system. Control then passes to query operation 330. Query operation 330 asks whether there are any further resource load requests in the resource loader 104. If so, control passes to operation 332 where the next resource load request is received from the calling application into the resource loader 104. If there is no further resource load request from the application or operating system, control returns to the resource loader 104 to await another request, in operation 334.
Although the invention has been described in language specific to computer structural features, methodological acts and by computer readable media, it is to be understood that the invention defined in the appended claims is not necessarily limited to the specific structures, acts or media described. As an example, other types of data may be included in the language map in place of the string data discussed herein. Additionally, different manners of referencing the language specific data of the language map from the system calls in base product may be used. Therefore, the specific structural features, acts and mediums are disclosed as exemplary embodiments implementing the claimed invention.

The various embodiments described above are provided by way of illustration only and should not be construed to limit the invention. Those skilled in the art will readily recognize various modifications and changes that may be made to the present invention without following the example embodiments and applications illustrated and described herein, and without departing from the true spirit and scope of the present invention, which is set forth in the following claims.

What is claimed is:

1. A method of localization of a software product comprising:
   loading an application, data or an operating system wherein the application, data or operating system places one or more calls to a resource loader to load a resource;
   intercepting the call in the resource loader after the called resource has been received in the loader;
   converting the resource to a language specific localized resource by:
     comparing the called resource to a set of resource identifiers; and
   if the called resource matches one of the identifiers, loading a translation for the resource; and
   transmitting the resource to the calling application, data or operating system without translation if the translation does not match one of the resource identifiers.

2. The method of claim 1, further comprising comparing the translation for the resource to one or more predesigned rules and transmitting the resource to the calling application, data or operating system without translation if the called resource does not match the one or more rules.

3. The method of claim 2 wherein the identifiers and rules are predetermined and contained in a data structure that cannot be modified.

4. The method of claim 2 wherein the set of resource identifiers are in a data structure that cannot be modified without prior authorization.

5. The method of claim 4 wherein the data structure is stored in a code signed dynamic link library.

6. A system comprising:
   a processor; and
   a memory coupled with an readable by the processor and containing a series of instructions that, when executed by the processor, cause the processor to load one of an application, data or an operating system wherein the one of the application, data or operating system places one or more calls to a resource loader to load a resource;
   intercept the call in the resource loader after the called resource has been retrieved to the loader;
   convert the called resource to a language specific localized resource if the called resource matches one or more resource identifiers; and
   transmit the called resource without translation to the calling one of the application, data or operating system if the called resource does not match the one or more resource identifiers.

7. The system of claim 6 wherein the resource identifiers are predetermined.

8. The system of claim 7 wherein the series of instructions to further cause the processor to:
   compare the language specific localized resource to one or more rules; and transmit the called resource without translation to the calling one of the application, data or operating system if the localized resource does not comply with the one or more rules.

9. The system of claim 8 wherein the rules are predetermined.

10. The system of claim 6 wherein the localized resource is transmitted to the calling application, data or operating system only if the called resource matches one of the one or more resource identifiers and the localized resource complies with applicable ones of the one or more rules.

11. The system of claim 7 wherein the series of instructions cause the processor to convert the resource to a language specific localized resource by:
   loading a language specific translation of the resource; and
   comparing the translation of the resource to one or more predesigned rules to verify that the translation complies with the one or more predesigned rules.

12. The system of claim 10 wherein the library is stored in a code signed dynamic link library having a non-modifiable format.

13. A computer readable medium encoding a computer program of instructions for executing a computer process for localization, said computer process comprising:
   loading one of an application, data or an operating system wherein one of the application, the data or the operating system places one or more calls to a resource loader to load a resource;
   intercepting the call in the resource loader after the called resource has been received in the loader;
   converting the resource to a language specific localized resource only if the called resource matches one or more resource identifiers; and
   transmitting the localized resource to the calling one of the application, data or operating system; and
   transmitting the called resource without translation if the called resource does not match the one or more resource identifiers.

14. The computer readable medium of claim 13, wherein converting the resource to a language specific localized resource comprises:
the resource identifiers are stored in a code segment dynamically.

If the resource identifiers are stored in a code segment dynamically, the resource identifiers cannot be modified by a user.
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