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cloud-based front end that may abstract and enable access to the underlying
cloud-hosted elements and objects that may be part of a multi-tenant applica-
tion, such as a search application. Search objects may be employed to access
indexed objects. An amount of indexed data accessible to a user may be based
on an index storage limit selected by the user, such that data that exceeds the
index storage limit may continue to be indexed. Also, one or more projects can
be elastically scaled for a user to provide resources that may meet the specific
needs of each project.
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DATA VOLUME MANAGEMENT

CROSS REFERENCE TO RELATED APPLICATIONS
This application claims priority to U.S. Patent Application, Serial No. 13/572,434 filed
on August 10, 2012, entitled, “Data Volume Management,” which claims the benefit of U.S.
Provisional Patent Application, Serial No. 61/523,063 filed on August 12, 2011, entitled “Data

Volume Management,” both of which are incorporated herein by reference.

TECHNICAL FIELD
The invention is directed to providing services for use by a customer, and more
particularly, to providing search services to the customer over a network with a cloud-based

System.

BACKGROUND
Many companies install and maintain software for use on a variety of distributed systems
that can range from a single computer for a small business to a collection of servers and a
plurality of user computer nodes for a large corporation. Also, the volume of data processed by a
node in a small business can be a magnitude less than the volume of data processed by a node in
a large corporation. Further, at different times the amount of data to be indexed for searching

and the need for speed to search the indexed data can vary.

Additionally, the type of data processed by large and small business can vary widely,
such as sending and receiving messages, creating and storing documents, hosting web sites,
database searches, facilitating online transactions, and the like. Furthermore, the expense of
developing and maintaining software that can handle the type and volume of data processed by a
large corporation can be substantially greater than the effort expended to do somewhat the same
for a small business. Consequently, cloud-based systems that provide software as a service are
increasingly popular with different sizes of businesses having different volumes of data and

types of data.
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BRIEF DESCRIPTION OF THE DRAWINGS
Non-limiting and non-exhaustive embodiments are described with reference to the
following drawings. In the drawings, like reference numerals refer to like parts throughout the

various figures unless otherwise specified.

For a better understanding, reference will be made to the following Detailed Description,

which is to be read in association with the accompanying drawings, wherein:

FIGURE 1 illustrates a system environment in which various embodiments may be
implemented;

FIGURE 2A shows a rack of blade servers that may be included in various embodiments;

FIGURE 2B illustrates an embodiment of a blade server that may be included in a rack
of blade servers such as that shown in FIGURE 2A;

FIGURE 3 shows a mobile device that may be included in various embodiments;

FIGURE 4 illustrates a network device that may be included in various embodiments;

FIGURE 5 illustrates a system diagram showing an embodiment of a system that may be
utilized to implement embodiments of processing, searching and managing data volumes;

FIGURE 6 illustrates a system diagram showing an alternative embodiment of a system
that may be utilized to implement embodiments of processing, searching and managing data
volumes;

FIGURE 7 illustrates a logical flow diagram generally showing one embodiment of an
overview process for initiating a project that employs embodiments of the system diagrams
shown in FIGURES 5 and/or 6;

FIGURE 8 illustrates a logical flow diagram generally showing one embodiment of a
process for enabling access to a determined volume of data and restricting access to incoming
data that exceeds the determined volume;

FIGURE 9 illustrates a logical flow diagram generally showing one embodiment of a
process for managing an overflow index store;

FIGURE 10 illustrates a logical flow diagram generally showing one embodiment of a
process for enabling a project owner to invite another user into the project;

FIGURE 11 illustrates a logical flow diagram generally showing one embodiment of an

overview process for elastically scaling a project;
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FIGURE 12 illustrates a logical flow diagram generally showing one embodiment of a
process for receiving resource allocation direction from an operator manipulating a user
interface control;

FIGURE 13 illustrates a logical flow diagram generally showing one embodiment of a
process for increasing a project’s resources as part of elastic scaling;

FIGURE 14 depicts a logical flow diagram generally showing one embodiment of a
process for responding to a requested decrease in project resources;

FIGURE 15 illustrates a logical flow diagram generally showing one embodiment of
process for queuing resource requests;

FIGURE 16 depicts a logical flow diagram generally showing one embodiment of
process for elastically scaling based on index storage size;

FIGURE 17 depicts a logical flow diagram generally showing one embodiment of a
process for elastically scaling based on indexing performance;

FIGURE 18 depicts a logical flow diagram generally showing one embodiment of a
process for elastically scaling based on an event time window;

FIGURE 19 illustrates a logical flow diagram generally showing one embodiment of a
process for changing a number of indexers associated with an index store

FIGURE 20 shows a logical flow diagram generally showing one embodiment of a
process to recall archived data for re-indexing;

FIGURE 21 illustrates a logical flow diagram generally showing one embodiment of a
process for transitioning to scaled index stores;

FIGURE 22 illustrates a logical flow diagram generally showing one embodiment of an
input proxy operation; and

FIGURE 23 illustrates a non-exhaustive example of a use case of an embodiment of

user-interface controls for managing and processing data volumes.

DESCRIPTION OF VARIOUS EMBODIMENTS
Throughout the specification and claims, the following terms take the meanings
explicitly associated herein, unless the context clearly dictates otherwise. The phrase “in one
embodiment” as used herein does not necessarily refer to the same embodiment, though it may.

Furthermore, the phrase “in another embodiment” as used herein does not necessarily refer to a
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different embodiment, although it may. Thus, as described below, various embodiments may be

readily combined, without departing from the scope or spirit of the invention.

In addition, as used herein, the term “or” is an inclusive “or’”’ operator, and is equivalent
to the term “and/or,” unless the context clearly dictates otherwise. The term “based on” is not
exclusive and allows for being based on additional factors not described, unless the context

G, 99 6 )
a

clearly dictates otherwise. In addition, throughout the specification, the meaning of an,

and “the” include plural references. The meaning of “in” includes “in” and “on.”

Various embodiments now will be described more fully hereinafter with reference to the
accompanying drawings, which form a part hereof, and which show, by way of illustration,
specific exemplary embodiments by which the invention may be practiced. The embodiments
may, however, be embodied in many different forms and should not be construed as limited to
the embodiments set forth herein; rather, these embodiments are provided so that this disclosure
will be thorough and complete, and will fully convey the scope of the embodiments to those
skilled in the art. Among other things, the various embodiments may be methods, systems,
media or devices. Accordingly, the various embodiments may take the form of an entirely
hardware embodiment, an entirely software embodiment or an embodiment combining software
and hardware aspects. The following detailed description is, therefore, not to be taken in a

limiting sense.

For example embodiments, the following terms are also used herein according to the

corresponding meaning, unless the context clearly dictates otherwise.

“Frontend User” as used herein may represent users at the outer cloud-based edge of
some of the described embodiments. This outer edge may often be described herein as the Web

Application Layer, or Cloud layer.

“Core User” as used herein may represent abstract users that are within the middle of the
layers of described embodiments. These middle layers may often be described herein as Search

Head layers, or Core layers.

“Apps” as used herein may collectively represent software programs and processes that
may implement various features and processing for the various embodiments, some of which are

described herein. Apps may give users insights into their projects with dashboards, reports. data

4
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inputs, and saved searches that may work in the project environment from the moment they are
installed. Apps may include new views and dashboards that may completely reconfigure the way
a project looks. Or, they may be as complex as an entirely new program. In some embodiments,

Apps may also represent index resources.

“Index”, “Indexer”, “Indexing”, and “Index Storage” as used herein may represent
elements of described embodiments that may index and store data and events. Indexers may
collect, parse, and store data to facilitate fast and accurate information retrieval. Index design
may incorporate interdisciplinary concepts from linguistics, cognitive psychology, mathematics,
informatics, physics, and computer science. Also, Indexes may reside in flat files in a data store
on a file system. Index files may be managed to facilitate flexible searching and fast data
retrieval, eventually archiving them according to a configurable schedule. During indexing,
incoming raw data may be processed to enable fast search and analysis, the results of which may
be stored in an index. As part of the indexing process, the indexer may add knowledge to the
data in various ways, including by: separating a data stream into individual, searchable events;
creating or identifying timestamps; extracting fields such as host, source, and source type;
performing user-defined actions on the incoming data, such as identifying custom fields,
masking sensitive data, writing new or modified keys, applying breaking rules for multi-line
events, filtering unwanted events, and routing events to specified indexes or servers, and the
like. In some embodiments, index store may store data indexed by one or more indexers. In at

least one embodiment, indexer may include indexer severs.

“Roles” as used herein may represent definitions of the access permissions and
authorizations that enable a Core User to execute various features, Apps, or access data, in the
various embodiments. Roles may define how a Core User may interact with Apps, Indexes,

Indexers, and the like.

“Dimension” as used herein when describing elastic scaling, may refer to the particular
kind of project resources that may be scaled, e.g., index storage, processing performance, time-
window, price, network bandwidth, and the like. Embodiments may be arranged and configured
to define dimensions differently, e.g., one embodiment may be arranged to define an elastic
scaling dimension that represents network latency, where another embodiment may be arranged
and configured to combine CPU quota, network latency, network bandwidth into a single
dimension representing processing performance. One of ordinary skill in the art wi'' ~===~~*~*~

5
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that there may be many combinations of resources that may arranged into elastic scaling

dimensions.

Multi-tenant cloud-based data storage volumes may be built to support manual and rule-
based elastic scaling. Elastic scaling may occur in one or more dimensions, such as scaling of
storage, scaling of processing performance, or time windows of received data, and the like.
Elastic scaling may occur in one or more dimensions singly or in combination. If elastic scaling
occurs, the appropriate objects, processes, memory, and storage may be scaled to meet the
request resource increase or decrease. There may be numerous dependent or supporting systems
that may need to scale in response to an elastic scaling request. For example, a request to
clastically scale processing performance may require one or more elements of the system to be

scaled in addition to the CPU quota, such as, disk quota, high local cache quota, and the like.

The following briefly describes embodiments in order to provide a basic understanding
of some aspects of the invention. This brief description is not intended as an extensive overview.
It is not intended to identify key or critical elements, or to delineate or otherwise narrow the
scope. Its purpose is merely to present some concepts in a simplified form as a prelude to the

more detailed description that is presented later.

Briefly stated, various embodiments are directed towards a system and method for a
cloud-based front end that may abstract and enable access to the underlying cloud-hosted
elements and objects that may be part of a multi-tenant application, such as a search application.
Search objects may be employed to access indexed objects. Also, one or more projects can be
clastically scaled for a user to provide resources that may meet the specific needs of each

project.

In some embodiments, at least one project for at least one frontend user may be
initialized. In at least one embodiment, the frontend user may be enabled to interact with the
project through at least one application. Each project may have a corresponding index store,
which may include one or more indexer servers. In at least one embodiment, a data volume limit
may be established for the index store. The data volume limit may be based on a selection by the

frontend user.
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Data provided for the project may be indexed. In some embodiments, if an amount of
indexed data in the index store is less than the data volume limit, then the indexed data may be
stored in the index store. In other embodiments, if the amount of indexed data in the index store
at least equals the data volume limit, then the indexed data may be stored in an overflow index
store. In at least one embodiment, the indexed data in the index store may be accessible to the
frontend user and the indexed data in the overflow index store may be inaccessible to the
frontend user (e.g., the frontend user may be prevented from accessing the data unless the user

increases the data volume limit, such as by purchasing additional data storage).

If the data volume limit is increased, then at least a portion of indexed data in the
overflow index store may be provided to the index store, such that the provided indexed data is
accessible in the index store to the frontend user. In at least one embodiment, the data volume

limit may be increased based on another selection by the frontend user.

In other embodiments, the user may be enabled to elastically scale one or more
computing resources associated with a project. A resource allocation may be determined for
indexing data provided for a project for cach of a plurality of resources. In at least one
embodiment, the resources may include at least one indexer server instance that indexes the
provided data, a data store (i.c., storage capacity) that stores the indexed data, an event time

window, or the like.

In at least one embodiment, a request may be provided from a user to scale at least one of
the plurality of resources. In some embodiments, the user may be enabled to utilize a slider
control (or other user interface) to manually adjust one or more computing resources. In
response to the request, the resource allocation for at least one of the plurality of resources may
be adjusted based on the request. At least one of the plurality of resources may be changed based
on the adjusted resource allocation, which may be employed to subsequently index data
provided for the project. In some embodiments, at least one type of additional resource may be
allocated if the request indicates an increase in the plurality of resources. In other embodiments,
less of at least one type of resource may be allocated if the change indicates a decrease in the

plurality of resources.

In some embodiments, an increase or decrease in one resource may correspond to an

increase or decrease in another resource. In at least one embodiment, if a resource is clastically

7
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scaled, then a number of indexers may be increased or decreased to accommodate the change in
resources. In some embodiments, decreasing a number of indexers may include marking an
indexer as read-only and increasing a number of indexers may include marking a read-only

indexer as read/write and/or adding a new indexer.

In some embodiments, changing resources may include changing a number of indexer
servers employed to index data for the project, changing an amount of storage for the data store
to store data for the project, changing an amount of memory employed to process the indexing of
data for the project, changing an amount of processors employed to process the indexing of data

for the project, or the like.

Additionally, it should be appreciated that though many embodiments described herein
may be cloud-based, embodiments should not be considered so limited. One of ordinary skill in
the art will recognize that enabling embodiments may be arranged to be partially deployed in
cloud-based configurations with some elements in the cloud and some elements separate from
cloud based resources. Likewise, enabling embodiments may be arranged to be deployed and

operate in configurations entirely separate from cloud-based resources.

Illustrative Operating Environment

FIGURE 1 shows components of an environment in which various embodiments may be
practiced. Not all of the components may be required to practice the various embodiments, and
variations in the arrangement and type of the components may be made without departing from

the spirit or scope of the various embodiments.

In at least one embodiment, cloud network 102 enables one or more network services for
a user based on the operation of corresponding arrangements 104 and 106 of virtually any type
of networked computing device. As shown, the networked computing devices may include
server network device 112, host network device 114, enclosure of blade servers 110, enclosure
of server computers 116, super computer network device 118, and the like. Although not shown,
one or more mobile devices may be included in cloud network 102 in one or more arrangements
to provide one or more network services to a user. Also, these arrangements of networked

computing devices may or may not be mutually exclusive of each other.
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Additionally, the user may employ a plurality of virtually any type of wired or wireless
networked computing devices to communicate with cloud network 102 and access at least one of
the network services enabled by one or more of arrangements 104 and 106. These networked
computing devices may include tablet mobile device 122, handheld mobile device 124, wearable
mobile device 126, desktop network device 120, and the like. Although not shown, in various
embodiments, the user may also employ notebook computers, desktop computers,
microprocessor-based or programmable consumer electronics, network appliances, mobile
telephones, smart telephones, pagers, radio frequency (RF) devices, infrared (IR) devices,
Personal Digital Assistants (PDAs), televisions, integrated devices combining at least one of the

preceding devices, and the like.

One embodiment of a mobile device is described in more detail below in conjunction
with FIGURE 3. Generally, mobile devices may include virtually any substantially portable
networked computing device capable of communicating over a wired, wireless, or some

combination of wired and wireless network.

In various embodiments, network 102 may employ virtually any form of communication
technology and topology. For example, network 102 can include local area networks Personal
Area Networks (PANs), (LANs), Campus Area Networks (CANs), Metropolitan Area Networks
(MANSs) Wide Area Networks (WANSs), direct communication connections, and the like, or any
combination thereof. On an interconnected set of LANs, including those based on differing
architectures and protocols, a router acts as a link between LANs, enabling messages to be sent
from one to another. In addition, communication links within networks may include virtually
any type of link, e.g., twisted wire pair lines, optical fibers, open air lasers or coaxial cable, plain
old telephone service (POTS), wave guides, acoustic, full or fractional dedicated digital
communication lines including T1, T2, T3, and T4, and/or other carrier and other wired media
and wireless media. These carrier mechanisms may include E-carriers, Integrated Services
Digital Networks (ISDNs), universal serial bus (USB) ports, Firewire ports, Thunderbolt ports,
Digital Subscriber Lines (DSLs), wireless links including satellite links, or other
communications links known to those skilled in the art. Moreover, these communication links
may further employ any of a variety of digital signaling technologies, including without limit,
for example, DS-0, DS-1, DS-2, DS-3, DS-4, OC-3, OC-12, OC-48, or the like. Furthermore,

remotely located computing devices could be remotely connected to networks via a modem and
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a temporary communication link. In essence, network 102 may include virtually any
communication technology by which information may travel between computing devices.
Additionally, in the various embodiments, the communicated information may include virtually
any kind of information including, but not limited to processor-readable instructions, data
structures, program modules, applications, raw data, control data, archived data, video data,

voice data, image data, text data, and the like.

Network 102 may be partially or entirely embodied by one or more wireless networks. A
wireless network may include any of a variety of wireless sub-networks that may further overlay
stand-alone ad-hoc networks, and the like. Such sub-networks may include mesh networks,
Wireless LAN (WLAN) networks, Wireless Router (WR) mesh, cellular networks, pico
networks, PANs, Open Air Laser networks, Microwave networks, and the like. Network 102
may further include an autonomous system of intermediate network devices such as terminals,
gateways, routers, switches, firewalls, load balancers, and the like, which are coupled to wired
and/or wireless communication links. These autonomous devices may be operable to move
freely and randomly and organize themselves arbitrarily, such that the topology of network 102

may change rapidly.

Network 102 may further employ a plurality of wired and wireless access technologies,
e.g., 2nd (2G), 3rd (3G), 4th (4G), 5™ (5G) generation wireless access technologies, and the like,
for mobile devices. These wired and wireless access technologies may also include Global
System for Mobile communication (GSM), General Packet Radio Services (GPRS), Enhanced
Data GSM Environment (EDGE), Code Division Multiple Access (CDMA), Wideband Code
Division Multiple Access (WCDMA), Long Term Evolution Advanced (LTE), Universal
Mobile Telecommunications System (UMTS), Orthogonal frequency-division multiplexing
(OFDM), Wideband Code Division Multiple Access (W-CDMA), Code Division Multiple
Access 2000 (CDMA2000), Evolution-Data Optimized (EV-DO), High-Speed Downlink Packet
Access (HSDPA), IEEE 802.16 Worldwide Interoperability for Microwave Access (WiMax),
ultra wide band (UWB), user datagram protocol (UDP), transmission control protocol/Internet
protocol (TCP/IP), any portion of the Open Systems Interconnection (OSI) model protocols,
Short Message Service (SMS), Multimedia Messaging Service (MMS), Web Access Protocol
(WAP), Session Initiation Protocol/Real-time Transport Protocol (SIP/RTP), or any of a variety

of other wireless or wired communication protocols. In one non-limiting example, network 102

10
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may enable a mobile device to wirelessly access a network service through a combination of

several radio network access technologies such as GSM, EDGE, SMS, HSDPA, and the like.

Enclosure of Blade Servers

FIGURE 2A shows one embodiment of an enclosure of blade servers 200, which are also
illustrated in FIGURE 1. Enclosure of blade servers 200 may include many more or fewer
components than those shown in FIGURE 2A. However, the components shown are sufficient to
disclose an illustrative embodiment. Generally, a blade server is a stripped down server
computing device with a modular design optimized to minimize the use of physical space and
energy. A blade enclosure can include several blade servers and provide each with power,
cooling, network interfaces, input/output interfaces, and resource management. Although not
shown, an enclosure of server computers typically includes several computers that merely
require a network connection and a power cord connection to operate. Each server computer

often includes redundant components for power and interfaces.

As shown in the figure, enclosure 200 contains power supply 204, and input/output
interface 206, rack logic 208, several blade servers 210, 212, 214, and 216, and backplane 202.
Power supply 204 provides power to each component and blade server within the enclosure. The
input/output interface 206 provides internal and external communication for components and
blade servers within the enclosure. Backplane 208 can enable passive and active communication

of power, logic, input signals, and output signals for each blade server.

Illustrative Blade Server

FIGURE 2B illustrates an illustrative embodiment of blade server 250, which may
include many more or fewer components than those shown. As shown in FIGURE 2A, a
plurality of blade servers may be included in one enclosure that shares resources provided by the

enclosure to reduce size, power, and cost.

Blade server 250 includes processor 252 which communicates with memory 256 via bus
254. Blade server 250 also includes input/output interface 290, processor-readable stationary
storage device 292, and processor-readable removable storage device 294. Input/output interface
290 can enable blade server 250 to communicate with other blade servers, mobile devices,

network devices, and the like. Interface 190 may provide wireless and/or wired communication

11
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links for blade server. Processor-readable stationary storage device 292 may include devices
such as an electromagnetic storage device (hard disk), solid state hard disk (SSD), hybrid of both
an SSD and a hard disk, and the like. Also, processor-readable removable storage device 294
enables processor 252 to read non-transitive storage media for storing and accessing processor-
readable instructions, modules, data structures, and other forms of data. The non-transitive

storage media may include Flash drives, tape media, floppy media, and the like.

Memory 256 may include Random Access Memory (RAM), Read-Only Memory
(ROM), hybrid of RAM and ROM, and the like. As shown, memory 256 includes operating
system 258 and basic input/output system (BIOS) 260 for enabling the operation of blade server
250. In various embodiments, a general-purpose operating system may be employed such as a
version of UNIX, or LINUX"™, or a specialized server operating system such as Microsoft’s

Windows Server™ and Apple Computer’s [oS Server™.,

Memory 256 further includes one or more data storage 270, which can be utilized by
blade server 250 to store, among other things, applications 280 and/or other data. Data stores
270 may include program code, data, algorithms, and the like, for use by processor 252 to
execute and perform actions. In one embodiment, at least some of data store 270 might also be
stored on another component of blade server 250, including, but not limited to, processor-
readable removable storage device 294, processor-readable stationary storage device 292, or any
other processor-readable storage device (not shown). Data storage 270 may include, for

example, raw data 272, and indexed data 274.

Applications 280 may include processor executable instructions which, when executed
by blade server 250, transmit, receive, and/or otherwise process messages, audio, video, and
enable communication with other networked computing devices. Examples of application
programs include database servers, file servers, calendars, transcoders, and so forth.
Applications 280 may include, for example, cloud search application 282, and indexing

application 284.

Human interface components (not pictured), may be remotely associated with blade
server 250, which can enable remote input to and/or output from blade server 250. For example,
information to a display or from a keyboard can be routed through the input/output interface 290

to appropriate peripheral human interface components that are remotely located. Examples of

12
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peripheral human interface components include, but are not limited to, an audio interface, a

display, keypad, pointing device, touch interface, and the like.

Illustrative Mobile Device

FIGURE 3 shows one embodiment of mobile device 300 that may include many more or
less components than those shown. Mobile device 300 may represent, for example, at least one

embodiment of mobile devices shown in FIGURE 1.

Mobile device 300 includes processor 302 in communication with memory 304 via bus
328. Mobile device 300 also includes power supply 330, network interface 332, audio interface
356, display 350, keypad 352, illuminator 354, video interface 342, input/output interface 338,
haptic interface 364, global positioning systems (GPS) receiver 358, Open air gesture interface
360, temperature interface 362, camera(s) 340, projector 346, pointing device interface 366,
processor-readable stationary storage device 334, and processor-readable removable storage
device 336. Power supply 330 provides power to mobile device 300. A rechargeable or non-
rechargeable battery may be used to provide power. The power may also be provided by an
external power source, such as an AC adapter or a powered docking cradle that supplements
and/or recharges the battery. And in one embodiment, although not shown, a gyroscope may be

employed within mobile device 300 to measuring and/or maintaining an orientation of mobile

device 300.

Mobile device 300 may optionally communicate with a base station (not shown), or
directly with another computing device. Network interface 332 includes circuitry for coupling
mobile device 300 to one or more networks, and is constructed for use with one or more
communication protocols and technologies including, but not limited to, protocols and
technologies that implement any portion of the Open Systems Interconnection (OSI) model for
mobile communication (GSM), code division multiple access (CDMA), time division multiple
access (TDMA), user datagram protocol (UDP), transmission control protocol/Internet protocol
(TCP/IP), Short Message Service (SMS), Multimedia Messaging Service (MMS), general packet
radio service (GPRS), WAP, ultra wide band (UWB), IEEE 802.16 Worldwide Interoperability
for Microwave Access (WiMax), Session Initiation Protocol/Real-time Transport Protocol
(SIP/RTP), or any of a variety of other wireless communication protocols. Network interface

332 is sometimes known as a transceiver, transceiving device, or network interface card (NIC).
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Audio interface 356 is arranged to produce and receive audio signals such as the sound of
a human voice. For example, audio interface 356 may be coupled to a speaker and microphone
(not shown) to enable telecommunication with others and/or generate an audio
acknowledgement for some action. A microphone in audio interface 356 can also be used for
input to or control of mobile device 300, e.g., using voice recognition, detecting touch based on

sound, and the like.

Display 350 may be a liquid crystal display (LCD), gas plasma, electronic ink, light
emitting diode (LED), Organic LED (OLED) or any other type of light reflective or light
transmissive display that can be used with a computing device. Display 350 may also include a
touch interface 344 arranged to receive input from an object such as a stylus or a digit from a
human hand, and may use resistive, capacitive, surface acoustic wave (SAW), infrared, radar, or
other technologies to sense touch and/or gestures. Projector 346 may be a remote handheld
projector or an integrated projector that is capable of projecting an image on a remote wall or

any other reflective object such as a remote screen.

Video interface 342 may be arranged to capture video images, such as a still photo, a
video segment, an infrared video, or the like. For example, video interface 342 may be coupled
to a digital video camera, a web-camera, or the like. Video interface 342 may comprise a lens, an
image sensor, and other electronics. Image sensors may include a complementary metal-oxide-
semiconductor (CMOS) integrated circuit, charge-coupled device (CCD), or any other integrated

circuit for sensing light.

Keypad 352 may comprise any input device arranged to receive input from a user. For
example, keypad 352 may include a push button numeric dial, or a keyboard. Keypad 352 may
also include command buttons that are associated with selecting and sending images. Illuminator
354 may provide a status indication and/or provide light. Illuminator 354 may remain active for
specific periods of time or in response to events. For example, when illuminator 354 is active, it
may backlight the buttons on keypad 352 and stay on while the mobile device is powered. Also,
illuminator 354 may backlight these buttons in various patterns when particular actions are
performed, such as dialing another mobile device. Illuminator 354 may also cause light sources
positioned within a transparent or translucent case of the mobile device to illuminate in response

to actions.
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Mobile device 300 also comprises input/output interface 338 for communicating with
external peripheral devices or other computing devices such as other mobile devices and
network devices. The peripheral devices may include an audio headset, display screen glasses,
remote speaker system, remote speaker and microphone system, and the like. Input/output
interface 338 can utilize one or more technologies, such as Universal Serial Bus (USB), Infrared,
WiFi, WiMax, Bluetooth™, and the like. Haptic interface 364 is arranged to provide tactile
feedback to a user of the mobile device. For example, the haptic interface 364 may be employed
to vibrate mobile device 300 in a particular way when another user of a computing device is
calling. Temperature interface 362 may be used to provide a temperature measurement input
and/or a temperature changing output to a user of mobile device 300. Open air gesture interface
360 may sense physical gestures of a user of mobile device 300, for example, by using single or
stereo video cameras, radar, a gyroscopic sensor inside a device held or worn by the user, or the

like. Camera 340 may be used to track physical eye movements of a user of mobile device 300.

GPS transceiver 358 can determine the physical coordinates of mobile device 300 on the
surface of the Earth, which typically outputs a location as latitude and longitude values. GPS
transceiver 358 can also employ other geo-positioning mechanisms, including, but not limited to,
triangulation, assisted GPS (AGPS), Enhanced Observed Time Difference (E-OTD), Cell
Identifier (CI), Service Area Identifier (SAI), Enhanced Timing Advance (ETA), Base Station
Subsystem (BSS), or the like, to further determine the physical location of mobile device 300 on
the surface of the Earth. It is understood that under different conditions, GPS transceiver 358 can
determine a physical location for mobile device 300. In at least one embodiment, however,
mobile device 300 may, through other components, provide other information that may be
employed to determine a physical location of the device, including for example, a Media Access

Control (MAC) address, IP address, and the like.

Human interface components can be peripheral devices that are physically separate from
mobile device 300, allowing for remote input and/or output to mobile device 300. For example,
information routed as described here through human interface components such as display 350
or keyboard 352 can instead be routed through network interface 332 to appropriate human
interface components located remotely. Examples of human interface peripheral components
that may be remote include, but are not limited to, audio devices, pointing devices, keypads,

displays, cameras, projectors, and the like. These peripheral components may communicate over
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a Pico Network such as Bluetooth™, Zigbee™ and the like. One non-limiting example of a
mobile device with such peripheral human interface components is a wearable computing
device, which might include a remote pico projector along with one or more cameras that
remotely communicate with a separately located mobile device to sense a user’s gestures toward
portions of an image projected by the pico projector onto a reflected surface such as a wall or the

user’s hand.

A mobile device may include a browser application that is configured to receive and to
send web pages, web-based messages, graphics, text, multimedia, and the like. The mobile
device’s browser application may employ virtually any programming language, including a
wireless application protocol messages (WAP), and the like. In at least one embodiment, the
browser application is enabled to employ Handheld Device Markup Language (HDML),
Wireless Markup Language (WML), WMLScript, JavaScript, Standard Generalized Markup
Language (SGML), HyperText Markup Language (HTML), eXtensible Markup Language
(XML), HTMLS5, and the like.

Memory 304 may include Random Access Memory (RAM), Read-Only Memory
(ROM), and/or other types of memory. Memory 304 illustrates an example of computer-readable
storage media (devices) for storage of information such as computer-readable instructions, data
structures, program modules or other data. Memory 304 stores a basic input/output system
(BIOS) 308 for controlling low-level operation of mobile device 300. The memory also stores an
operating system 306 for controlling the operation of mobile device 300. It will be appreciated
that this component may include a general-purpose operating system such as a version of UNIX,
or LINUX™, or a specialized mobile computer communication operating system such as
Windows Mobile™, or the Symbian® operating system. The operating system may include, or
interface with a Java virtual machine module that enables control of hardware components

and/or operating system operations via Java application programs.

Memory 304 further includes one or more data storage 310, which can be utilized by
mobile device 300 to store, among other things, applications 320 and/or other data. For example,
data storage 310 may also be employed to store information that describes various capabilities of
mobile device 300. The information may then be provided to another device based on any of a
variety of events, including being sent as part of a header during a communication, sent upon
request, or the like. Data storage 310 may also be employed to store social networl*-~
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information including address books, buddy lists, aliases, user profile information, or the like.
Data storage 310 may further include program code, data, algorithms, and the like, for use by a
processor, such as processor 302 to execute and perform actions. In one embodiment, at least
some of data storage 310 might also be stored on another component of mobile device 300,
including, but not limited to, non-transitory processor-readable removable storage device 336,
processor-readable stationary storage device 334, or even external to the mobile device. Data

storage 310 may include, for example, raw data 312, and index data 314.

Applications 320 may include computer executable instructions which, when executed
by mobile device 300, transmit, receive, and/or otherwise process instructions and data.
Applications 320 may include, for example, Cloud Search application 322, and Indexing
Application 324. Other examples of application programs include calendars, search programs,
email client applications, IM applications, SMS applications, Voice Over Internet Protocol
(VOIP) applications, contact managers, task managers, transcoders, database programs, word
processing programs, security applications, spreadsheet programs, games, search programs, and

so forth.

Illustrative Network Device

FIGURE 4 shows one embodiment of network device 400 that may be included in a
system implementing the invention. Network device 400 may include many more or less
components than those shown in FIGURE 4. However, the components shown are sufficient to
disclose an illustrative embodiment for practicing the present invention. Network device 400
may represent, for example, one embodiment of at least one of network device 112, 114, or 120

of FIGURE 1.

As shown in the figure, network device 400 includes a processor 402 in communication
with a memory 404 via a bus 428. Network device 400 also includes a power supply 430,
network interface 432, audio interface 456, display 450, keyboard 452, input/output interface
438, processor-readable stationary storage device 434, and processor-readable removable storage

device 436. Power supply 430 provides power to network device 400.

Network interface 432 includes circuitry for coupling network device 400 to one or more

networks, and is constructed for use with one or more communication protocols and
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technologies including, but not limited to, protocols and technologies that implement any portion
of the Open Systems Interconnection model (OSI model), global system for mobile
communication (GSM), code division multiple access (CDMA), time division multiple access
(TDMA), user datagram protocol (UDP), transmission control protocol/Internet protocol
(TCP/IP), Short Message Service (SMS), Multimedia Messaging Service (MMS), general packet
radio service (GPRS), WAP, ultra wide band (UWB), IEEE 802.16 Worldwide Interoperability
for Microwave Access (WiMax), Session Initiation Protocol/Real-time Transport Protocol
(SIP/RTP), or any of a variety of other wired and wireless communication protocols. Network
interface 432 is sometimes known as a transceiver, transceiving device, or network interface
card (NIC). Network device 400 may optionally communicate with a base station (not shown),

or directly with another computing device.

Audio interface 456 is arranged to produce and receive audio signals such as the sound of
a human voice. For example, audio interface 456 may be coupled to a speaker and microphone
(not shown) to enable telecommunication with others and/or generate an audio
acknowledgement for some action. A microphone in audio interface 456 can also be used for

input to or control of network device 400, for example, using voice recognition.

Display 450 may be a liquid crystal display (LCD), gas plasma, electronic ink, light
emitting diode (LED), Organic LED (OLED) or any other type of light reflective or light
transmissive display that can be used with a computing device. Display 450 may be a handheld

projector or pico projector capable of projecting an image on a wall or other object.

Network device 400 also may also comprise input/output interface 438 for
communicating with external devices not shown in FIGURE 4. Input/output interface 438 can
utilize one or more wired or wireless communication technologies, such as USB™, Firewire™,
WiFi, WiMax, Thunderbolt™, Infrared, Bluetooth™, Zigbee™, serial port, parallel port, and the
like.

Human interface components can be physically separate from network device 400,
allowing for remote input and/or output to network device 400. For example, information routed
as described here through human interface components such as display 450 or keyboard 452 can

instead be routed through the network interface 432 to appropriate human interface components
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located elsewhere on the network. Human interface components include any component that

allows the computer to take input from, or send output to, a human user of a computer.

Memory 404 may include Random Access Memory (RAM), Read-Only Memory
(ROM), and/or other types of memory. Memory 404 illustrates an example of computer-readable
storage media (devices) for storage of information such as computer-readable instructions, data
structures, program modules or other data. Memory 404 stores a basic input/output system
(BIOS) 408 for controlling low-level operation of network device 400. The memory also stores
an operating system 406 for controlling the operation of network device 400. It will be
appreciated that this component may include a general-purpose operating system such as a
version of UNIX, or LINUX™, or a specialized operating system such as Microsoft
Corporation’s Windows ® operating system, or the Apple Corporation’s i1OS® operating
system. The operating system may include, or interface with a Java virtual machine module that
enables control of hardware components and/or operating system operations via Java application

programs.

Memory 404 further includes one or more data storage 410, which can be utilized by
network device 400 to store, among other things, applications 420 and/or other data. For
example, data storage 410 may also be employed to store information that describes various
capabilities of network device 400. The information may then be provided to another device
based on any of a variety of events, including being sent as part of a header during a
communication, sent upon request, or the like. Data storage 410 may also be employed to store
social networking information including address books, buddy lists, aliases, user profile
information, or the like. Data stores 410 may further include program code, data, algorithms, and
the like, for use by a processor, such as processor 402 to execute and perform actions. In one
embodiment, at least some of data store 410 might also be stored on another component of
network device 400, including, but not limited to, non-transitory media inside processor-
readable removable storage device 436, processor-readable stationary storage device 434, or any
other computer-readable storage device within network device 400, or even external to network

device 400. Data storage 410 may include, for example, raw data 412, and indexed data 414.

Applications 420 may include computer executable instructions which, when executed
by network device 400, transmit, receive, and/or otherwise process messages (€.g., SMS,
Multimedia Messaging Service (MMS), Instant Message (IM), email, and/or other =~ ~~~~~~~
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audio, video, and enable telecommunication with another user of another mobile device. Other
examples of application programs include calendars, search programs, email client applications,
IM applications, SMS applications, Voice Over Internet Protocol (VOIP) applications, contact
managers, task managers, transcoders, database programs, word processing programs, security
applications, spreadsheet programs, games, search programs, and so forth. Applications 420 may

include, for example, cloud search application 422, and indexing application 424.

Illustrative System Diagram

FIGURE 5 depicts an embodiment where the top layer of the figure, indicated as Web
Application Layer 502, may represent a cloud-based front end that may abstract and enable
access to the underlying cloud-hosted elements and objects that may be part of a multi-tenant
application that may comprise Core User (e.g., Core User 518 and Core User 520), Roles (e.g.,
Role 522 and Role 524), and Apps (e.g., App 526 and App 528), indicated as the Search Head
504. The objects in the Search Head 504 layer may be employed to access the Index objects
located in the Indexers 506 layer of FIGURE 5. The two projects, Project 1 (i.e., project 508)
and Project 2 (i.e., project 510) in the Web Application Layer 502 may be examples of projects
that have been elastically scaled to provide resources that may meet the specific needs of each
project. As depicted, Project 1 may require twice as much performance and Project 2, the figure
represents this with the additional Apps (i.e., App 526 and App 528) in the Search Head 504

layer, and the two index stores (i.c., index 530 and index 532) in the Indexer 506 layer.

Also, the embodiment in FIGURE 5, demonstrates that a Frontend User may have access
to one or more Projects. For example, frontend user 512 may have access to project 508,
Frontend User 516 may have access to project 510, and Frontend User 514 may have access to
both project 508 and project 510. An embodiment may enable the Search Head 504 layer of a
Project (e.g., project 508) to create unique Core Users in the Search Head 504 layer that may be
linked to Frontend Users from the Web Application Layer 502. For example, Core User 518 may
be linked to Frontend User 512 and Core User 520 may be linked to Frontend User 514.

A Role of the Core User that may be linked to the Frontend User may enable access
control for the Apps and other objects within the Search Head layer. For example, Role 522 of
Core User 518 may enable Frontend User 512 to access control for App 526 and App 528.
Similarly, Role 524 of Core User 520 may enable Frontend User 514 to access control for App
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526 and App 528. The Role may determine the specific features that are made available to a
Core User, and a Frontend User may have its access within a Project controlled by the Role of
the Core User it is linked with. In other words, as depicted by FIGURE 5, the Roles may be
thought of as providing pathways for the Frontend User to reach the Apps. In some
embodiments, the Roles may also control access to indexers. For example, Role 522 may

control access of Core User 518 to Apps 526 and/or 528 as well as index 530 and/or 532.

FIGURE 6, depicts an embodiment where Frontend User 1 (i.e., Frontend User 612) may
be the owner of two projects, Project 1 (i.e., Project 608) and Project 2 (i.e., Project 610). As
shown in the figure, Frontend User 2 (i.c., Frontend User 614) may not be an owner of a project.
But, Frontend User 2 illustrates how a Frontend User may be invited by a project owner,
represented in this embodiment by the depicted Frontend User 1. In at least one embodiment,
Frontend User 612 and/or Frontend User 614 may be an embodiment of a Frontend User from
FIGURE 5. In some embodiments, Project 608 and Project 610 may be embodiments of Project
508 and Project 510 of FIGURE 35, respectively. Web Application Layer 602, Search Head 604,
and Indexers 606 may be embodiments of Web Application Layer 502, Search Head 504, and
Indexers 506 of FIGURE 5, respectively.

Similar to the embodiment depicted in FIGURE 35, this embodiment may enable unique
Core Users to be created and linked to Frontend Users. For example, Core User 618 and Core
User 620 may be linked to Frontend User 612 and Core User 622 may be linked to Frontend
User 614. For each unique Core User, a Role may be created to define the features that may be
accessed by the Frontend User. For example, Role 624 of Core User 618 may define the features
that may be accessed by Frontend User 612 (e.g., App 626).

The embodiment depicted in FIGURE 6, may also enable Indexes (e.g., Index 632), Ports
(e.g., Port 634), and associated storage to be located separately from the Search Head/Core layer
objects. Also, embodiments may locate Indexes, and Ports across more than one computing
device e.g., computing device 628 and computing device 630), including, network computing
devices, blade servers, individual blade computers, cloud-based compute instances, virtual
machines, and the like. Further, Indexes that may be associated with different Projects may be
co-located on the same computing device, such as, network computing devices, blade servers,

individual blade computers, cloud-based compute instances, virtual machines, and the like.
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General Operation of Data Volume Management

The operation of certain aspects of the invention will now be described with respect to
FIGURES 7-10. FIGURE 7 illustrates a logical flow diagram generally showing one
embodiment of an overview process for initiating a project that employs embodiments of the
system diagrams shown in FIGURES 5 and/or 6. In some embodiments, process 700 of FIGURE
7 may be implemented by and/or executed on a single network device, such as network device
400 of FIGURE 4. In other embodiments, process 700 or portions of process 700 of FIGURE 7
may be implemented by and/or executed on a plurality of network devices, such as network
device 400 of FIGURE 4. In yet other embodiments, process 700 or portions of process 700 of
FIGURE 7 may be implemented by and/or executed on one or more blade servers, such as blade

server 250 of FIGURE 2B.

Process 700 begins, after a start block, at block 702 where at least one project may be
initialized for at least one Frontend User. In some embodiments, Roles, Apps, Indexes, or the
like may be created and/or configured for each unique project. In some embodiments, blocks

704, 706, 708, 710, and 712 may be performed in an order other than illustrated in FIGURE 7.

Processing continues at block 704, where one or more Apps may be created and/or
associated with the project. In some embodiments, the associated Apps may be identified by the

Frontend User.

Process 700 continues at block 706, where at least one Role may be determined for the
project. In some embodiments, an operator and/or the Frontend User may generate and/or
modify the access permissions associated with the Role. In at least one embodiment, at least one
Role for each frontend user may be determined that may establish permissions for interacting
with the at least one project and the at least one application for each Frontend User. In at least
one embodiment, the Roles may configure access control for a Frontend User to the Apps and/or
the indexers. For example, in some embodiments, Roles may enable one Frontend User to access
one App (and/or indexer ), but not another App (and/or indexer). In some embodiments, a

plurality of Roles may be determined for each Core User.

Process 700 proceeds to block 708, where a Core User on the project may be created for

the Frontend User. In at least one embodiment, creating a Core User may include determining a

22



10

15

20

25

WO 2013/025553 PCT/US2012/050452

Core User that corresponds to a frontend user and a project, wherein the Core User enables the
Frontend User to interact with the project. In some embodiments, the Core User may inherit one

or more corresponding Roles determined at block 706.

Process 700 continues next at block 710, where the Frontend User may be linked with

the Core User and the Role.

Process 700 proceeds to block 712, where an available index store may be established for
the project. In at least one embodiment, an available index store may refer to an index store that
is accessible by the Frontend User. In some embodiments, the Frontend User may be enabled to
search the available index store. In at least one embodiment, the available index store may
include one or more indexer instances. In some embodiments, the indexers may be configured
based on the Roles. As described above, access to the index store (and/or the Apps) may be
controlled by the Roles. In some other embodiments, a port may be assigned to each individual

index.

Continuing to block 714, the index store may be dynamically scaled, which is described
in more detail below in conjunction with FIGURE 8. Briefly, however, the index store may be
dynamically scaled based on the Frontend User account. For example, if the index store exceeds
a pre-purchased data volume, then incoming data may continue to be index, but the Frontend
User may not be able to access the incoming data until the Frontend User pays for an increase in

the data volume.

In some embodiments, the Frontend User may be enabled to select when and/or how
dynamic scaling may be employed. For example, in some embodiments, the Frontend User may
determine that if an index size limit is reached, at least one of the following may occur,
including: automatically deleting additional data provided for the project beyond the size limit,
the indexers may automatically stop indexing data, automatically increasing the storage size of

data supported for a project, or the like.
After block 714, process 700 may return control to a calling process.

FIGURE 8 illustrates a logical flow diagram generally showing one embodiment of a
process for enabling access to a determined volume of data and restricting access to incoming

data that exceeds the determined volume. In some embodiments, process 800 of FIGURE 8 may
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be implemented by and/or executed on a single network device, such as network device 400 of
FIGURE 4. In other embodiments, process 800 or portions of process 800 of FIGURE 8 may be
implemented by and/or executed on a plurality of network devices, such as network device 400
of FIGURE 4. In yet other embodiments, process 800 or portions of process 800 of FIGURE 8
may be implemented by and/or executed on one or more blade servers, such as blade server 250

of FIGURE 2B.

Process 800 begins, after a start block, at block 802, data may be provided. In some
embodiments, the data may be incoming data for a given project. In other embodiments, the data

may be archived data for a given project that may be recovered.
Process 800 continues at block 804, where the data may be indexed.

Process 800 proceeds to decision block 806, where a determination may be made
whether a data volume limit is exceeded by the indexed data. In one embodiment, each project
may include a data volume limit. In another embodiment, each frontend user (or group of
frontend users) may be associated with a data volume limit. In at least one embodiment, the total
stored data plus the indexed data may be compared to a maximum allowable data volume limit.
In some embodiment, the data volume limit may be based on an amount of storage space
purchased by a user (e.g., a Frontend User). If the data volume limit is exceeded, then process

800 may flow to block 810; otherwise, process 800 may flow to block 808.

At block 808, the indexed data may be stored in an available index store. In some
embodiments, an available index store may refer to an index store that is accessible to the user.

Process 800 may proceed to block 818.

If, at decision block 806, the data volume limit is exceeded, then process 800 may flow
from decision block 806 to block 810. At block 810, the indexed data may be stored in an
overflow index store. In some embodiments, the overflow index store may be unavailable to the
user. The overflow index store allows continued indexing of a user’s data even if the amount of
data has exceeded a purchased maximum data volume. However, the user may not have access

to the data in the overflow index store, unless the user purchases additional data volume.

In at least one embodiment, the overflow index store may be a FIFO buffer. The data in

the overflow index store may remain in the overflow index store until a user purchases
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additional data volume and/or the data is removed (e.g., deleted/archived) after a predetermined
amount of time. Some embodiments for removing data from the overflow index store are

described in more detail below in conjunction with FIGURE 9.

In any event, process 800 next flows to decision block 812, where a determination may
be made whether access to data in the overflow index store is enabled. In some embodiments,
access may be enabled if the user increases the data storage volume, such as by purchasing
additional data storage. In at least one embodiment, the data storage volume may be clastically
scaled as described in more detail below in conjunction with FIGURES 11-23. If access to the
overflow index store is enabled, process 800 may flow to block 814; otherwise, process 800 may

flow to block 818.

At block 814, an amount of data in the overflow index store to make available may be
determined. In some embodiments, the amount of data may be equal to or less than an increase
in data storage volume. For example, if the user purchases an extra 2 GB of data storage, then it
may be determined that up to 2 GB of data from the overflow index store may be made
available. In some embodiments, the determined amount of data may be pulled from the
overflow index store based on a FIFO (first in first out) buffer architecture of the overflow index
store. In some embodiment, the indexed data that exceeds the data volume limit of the available
index store is automatically deleted based on at least one of a first in first out operation of the

overflow index store or any indexed data that exceeds the data volume limit.

Process 800 proceeds to block 816, where the determined amount of data may be
provided to the available index store. In at least one embodiment, determining an amount of
indexed data to copy from the overflow index store to the index store based on at least an
increase to the data volume limit. In another embodiment, providing the data from the overflow
index store to the available index store may include modifying an index store flag; copying the
data from the overflow index store to the available index store, or the like. In some
embodiments, at least a portion of the indexed data in the overflow index store may be copied to
archival storage. For example, the indexed data provided from the overflow index store to the

available index store may also be provided to and/or copied to archival storage.

25



10

15

20

25

WO 2013/025553 PCT/US2012/050452

Process 800 continues next at block 818, where the user may be enabled to access the
available index store. In at least one embodiment, the user may be enabled to perform searches

for data in the available index store.
After block 800, process 800 may return control to a calling process.

FIGURE 9 illustrates a logical flow diagram generally showing one embodiment of a
process for managing an overflow index store. In some embodiments, process 900 of FIGURE 9
may be implemented by and/or executed on a single network device, such as network device 400
of FIGURE 4. In other embodiments, process 900 or portions of process 900 of FIGURE 9 may
be implemented by and/or executed on a plurality of network devices, such as network device
400 of FIGURE 4. In yet other embodiments, process 900 or portions of process 900 of FIGURE
9 may be implemented by and/or executed on one or more blade servers, such as blade server

250 of FIGURE 2B.

Process 900 begins, after a start block, at decision block 902, where a determination may
be made whether to remove data from the overflow index store. In some embodiments, data may
be removed from the overflow index store when it is moved to the available index store. In other
embodiments, data may be removed from the overflow index store after a predetermined amount
of time. In yet other embodiments, data may be removed from the overflow index store if the
amount of data in overflow index store exceeds a maximum overflow index store volume. If data
is removed from the overflow index store, then process 900 may flow to decision block 904;

otherwise, process 900 may return control to a calling process.

At decision block 904, a determination may be made whether the removed data is moved
to archival storage. In some embodiments, this determination may be based on user preferences,
settings, rules (e.g., Roles), or the like. For example, an account for the user may indicate that
the data removed from the overflow index store may be deleted without archiving the data. In
other embodiments, the determination may be based on whether the data was added to the
available index store at block 816 of FIGURE 8. In one such embodiment, if the data was added
to the available index store, then the data may be moved to archival storage. If the data is moved
to archival storage, then process 900 may flow to block 906; otherwise, process 900 may flow to

block 908.
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At block 906, data may be moved from the overflow index store to archival storage. In
one embodiment, data may be moved to the archival storage based on a FIFO buffer architecture
of the overflow index store. In some embodiments, an amount of data to be moved to the
archival storage may be based on the FIFO buffer. In other embodiments, the amount of data to
be moved may be based on an amount of data added to the available index store at block 816 of

FIGURE 8.

Process 900 proceeds to block 908, where data may be deleted from the overflow index
store. In one embodiment, data may be deleted based on a FIFO buffer architecture of the
overflow index store. In some embodiments, an amount of data to be deleted may be based on
the FIFO buffer. In other embodiments, the amount of data to be deleted may be based on an
amount of data added to the available index store at block 816 of FIGURE 8.

After block 908, process 900 may return control to a calling process.

FIGURE 10, illustrates a logical flow diagram generally showing one embodiment of a
process for enabling a project owner to invite another user into the project. In some
embodiments, process 1000 of FIGURE 10 may be implemented by and/or executed on a single
network device, such as network device 400 of FIGURE 4. In other embodiments, process 1000
or portions of process 1000 of FIGURE 10 may be implemented by and/or executed on a
plurality of network devices, such as network device 400 of FIGURE 4. In yet other
embodiments, process 1000 or portions of process 1000 of FIGURE 10 may be implemented by

and/or executed on one or more blade servers, such as blade server 250 of FIGURE 2B.

Process 1000 begins, after a start block, at block 1002, where a project owner may be
enabled to send an invitation to an invited user. Also, any project user, or administrative user
having the authority to invite users to a particular project may send invitations. Further, though
not depicted in FIGURE 10, administrators, or other authorized users may define negative or
positive restrictions on the users that may be invited to project. Restrictions may be defined for
many purposes including, project security, privacy, licensing, and the like. Restrictions may be

based on individual users as well as groups, lists, patterns, and the like.

Process 1000 proceeds to decision block 1004, where a determination may be made

whether a user accepted the invitation. In at least one embodiment, an invited user may have the
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choice to accept the invitation. However, some embodiments may automatically join invited
users to a project without giving them the option to decline the invitation. If an invited user
declines or ignores an invitation, then process 1000 may return to the calling process; otherwise,
process 1000 may flow to decision block 1006. In some embodiments the sender of the

invitation may receive notice that the invitation has been declined or ignored.

At decision block 1006, a determination may be made whether the invited user has a
Frontend User account. If the invited user has an active Frontend User account, then process

1000 may flow to block 1010; otherwise, process 1000 may flow to block 1008.
At block 1008, the invited user may create a Frontend User account.

Processing continues at block 1010, where a new Core User on a project may be creased.
Proceeding to block 1012, a corresponding new Role for the new Core User may also be
determined. In some embodiments, one or more new Roles may be created for the new Core
User. In other embodiments, the new Core User may inherit one or more Roles from the user

who initiated in invitation.

Process 1000 proceeds to block 1014, where the invited Frontend User may be linked
with the new Core User and the new Role. After block 1014, process 1000 may return control to

a calling process.

General Operation of Elastic Scaling of Data Volumes

The operation of certain aspects of the invention will now be described with respect to
FIGURES 11-22. FIGURE 11 illustrates a logical flow diagram generally showing one
embodiment of an overview process for elastically scaling a project. In some embodiments,
process 1100 of FIGURE 11 may be implemented by and/or executed on a single network
device, such as network device 400 of FIGURE 4. In other embodiments, process 1100 or
portions of process 1100 of FIGURE 11 may be implemented by and/or executed on a plurality
of network devices, such as network device 400 of FIGURE 4. In yet other embodiments,
process 1100 or portions of process 1100 of FIGURE 11 may be implemented by and/or

executed on one or more blade servers, such as blade server 250 of FIGURE 2B.
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Process 1100 begins, after a start block, at block 1102, where resources allocated for use
by the Project may be determined to be sub-optimal. Such a determination may be made by
many methods, including, rule-based systems, or manual systems. Embodiments may apply
various rule-based systems that may enable determining that a project is operating with
suboptimal resources. Such rule-based systems may include, detecting if a performance metric
threshold has been exceeded, triggering resource allocations based on schedule, triggering
resource allocations based on pattern prediction that may indicate a potential change in
utilization requirements, and the like. In addition, an operator may determine by observation that

resources are suboptimal.

Process 1100 next proceeds to block 1104, where, the optimal level of project resources
may be determined. In some embodiments, optimal resources may be static or dynamic. In at
least one embodiment, optimal resources may be automatically determined by rule-based
systems, predictive computing techniques, or the like. In another embodiment, optimal resources
may be manually determined by an operator. The specific allocation of resources may be
determined in part by the characteristics of the project, or they may be determined by factors
external to project. For example, a project that requires a very large dataset may have an optimal

resource allocation that emphasizes increased data storage volume over processor performance.

Process 1100 continues at block 1106, where the project resources may be scaled to
support the determined optimal level. Additional non-limiting embodiments of elastic scaling of
project resources are described below. After block 1106, process 1100 may return control to a

calling process.

FIGURE 12 illustrates a logical flow diagram generally showing one embodiment of a
process for receiving resource allocation direction from an operator manipulating a user
interface control. In some embodiments, process 1200 of FIGURE 12 may be implemented by
and/or executed on a single network device, such as network device 400 of FIGURE 4. In other
embodiments, process 1200 or portions of process 1200 of FIGURE 12 may be implemented by
and/or executed on a plurality of network devices, such as network device 400 of FIGURE 4. In
yet other embodiments, process 1200 or portions of process 1200 of FIGURE 12 may be
implemented by and/or executed on one or more blade servers, such as blade server 250 of

FIGURE 2B.
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The user interface control may have a user interface that represents a slider, dial,
selection lists, radio buttons, check boxes, and the like. Embodiments may be arranged to map
various elastic scaling dimensions to a control. For example, a control may represent processing
performance, index storage, time-window of received data, and the like. An embodiment of a

use case of a slider user interface is described in more detail below in conjunction with FIGURE

23.

Process 1200 begins, after a start block, at block 1202, where a control change (delta)
may be received. In at least one embodiment, an operator may change, or manipulate the control
to provide the delta. In some embodiments, a signal, message, or notification from the control

may be received indicating that a change in the control may have occurred (i.c., the delta).

Process 1200 proceeds next to decision block 1204, where a determination may be made
whether the delta is greater than zero. In at least one embodiment, a delta greater than zero may
indicate a request to increase resources for the instant project. If the delta is greater than zero,
then process 1200 may flow to block 1206; otherwise, process 1200 may flow to decision block
1208.

At block 1206, the resources for the project may be increased. One embodiment of a
process for increasing resources for a project is described in more detail below in conjunction

with FIGURE 13. After block 1206, process 1200 may return control to a calling process.

If, at decision block 1204, the delta is not greater than zero, then processing may flow
from decision block 1204 to decision block 1208. At decision block 1208 a determination may
be made whether the delta is less than zero. In at least one embodiment, a delta less than zero
may indicate a request to decrease resources for the instant project. If the delta is less than zero,
then process 1200 may flow to block 1210; otherwise, process 1200 may return control to a

calling process.

At block 1210, the resources for the project may be decreased. One embodiment of a
process for decreasing resources for a project is described in more detail below in conjunction

with FIGURE 10.

Note, the concept of increasing or decreasing resources as used herein is generalized to

refer to increasing or decreasing project resources in a defined and configured “dimension.”
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Thus, it is important to recognize that increasing project resources in a particular defined
dimension may actually require some computing resources to be increased while other may be
decreased. For example, if for an embodiment, a single project resource elastic scaling
dimension has been arranged such the increasing a slider (delta > zero) means to emphasize
storage and de-emphasize processing speed, then the effect may be to increase storage and
reduce the CPU quota. Whereas, staying with this example, decreasing the slider (delta < zero)
may mean to de-emphasize storage and emphasize processing speed, then the effect may be to
de-increase storage and increase the CPU quota. In some embodiments there may be a separate
slider or control for many of the computing and performance attributes that make up project

reésources.

One of ordinary skill in the art will appreciate that sliders and controls may be arranged
and configured in many ways to provide operators with a user-interface for controlling the
clastic scaling of project resources. Embodiments may range from single controls that effect
many elements of the computing process with a single action, to many fine grain controls that
may be designed to elastically scale individual computing performance attributes. For example,
an embodiment enabling fine grain control may have separate controls to adjust CPU quota,
RAM use, disk access, network bandwidth, process priority, and the like. Similarly, on the other
end of the spectrum, an embodiment may implement a single high level control in the aggregate
that may be arranged to hide and abstract the separate adjustments to CPU quota, RAM use, disk
access, network bandwidth, process priority, and the like. In the case of high-level controls the
operator may not be required to have knowledge that a single change in the high level control

may affect many of the project’s resource components.
Next, process 1200 may return control to a calling process.

FIGURE 13 illustrates a logical flow diagram generally showing one embodiment of a
process for increasing a project’s resources as part of elastic scaling. In some embodiments,
process 1300 of FIGURE 13 may be implemented by and/or executed on a single network
device, such as network device 400 of FIGURE 4. In other embodiments, process 1300 or
portions of process 1300 of FIGURE 13 may be implemented by and/or executed on a plurality
of network devices, such as network device 400 of FIGURE 4. In yet other embodiments,
process 1300 or portions of process 1300 of FIGURE 13 may be implemented by and/or
executed on one or more blade servers, such as blade server 250 of FIGURE 2B.
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Process 1300 begins, after a start block, at block 1302, where particular computing
resources that correspond to the requested increase in resources may be determined. As
discussed above a requested increase of resources may be a simple request to increase a single
component of the computing system, such as CPU quota, or it may represent an increase in an
elastic scaling dimension that may require the adjustment and reallocation of more than one
component in the computing system, such as, CPU quota, RAM quota, network bandwidth
quota, and the like. In some embodiments, an increase of one resource may result in a decrease

of another resource.

Process 1300 next proceeds to block 1304, where the impact that the requested resources
may have on the project, other projects, and/or the system in general may be determined. In
some embodiments, the impact of the requested resources may be static or dynamic. In at least
one embodiment, the impact may be automatically determined by rule-based systems, predictive
computing techniques, or the like. In another embodiment, the impact may be manually

determined by an operator.

Embodiments may be arranged to define rules and thresholds that may set limits on the
resources that may be allocated to individual projects. Also, rules may be arranged to determine
minimum resources that may be made available for other projects in the system. One of ordinary
skill in the art will appreciate that there may be many factors that may be available for analysis
when determining if the requested increase of resources may cause unacceptable impact on the
project, projects, and/or the system in general. For example, a request to increase index storage
size to a very large size may cause such a large data set to be created that the project may not
have CPU quota, or RAM quota to effectively process the large dataset. How a condition like
this is handled depends on how the embodiment is arranged and configured. In some cases, such
an increase in project resources may be aborted because it is out of bounds. In other cases,
referring to the example above, an embodiment may determine the necessary CPU quota and

RAM quota that may be necessary to keep up with the projected increased index storage size.

After the necessary resources for the requested increase of resources has been determined
process 1300 continues at decision block 1306, where a determination may be made whether
there is global headspace available for the requested increase of resources. In at least one
embodiment, this determination may be made by testing the amount of global headspace
available. This test may take into account all of the resources available and provisi~—~- ==~
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operator or process that is requesting the increase of resources for the project. For example, an
embodiment may require users to supply a pre-authorization when requested resources would
increase a user’s total usage of system resources beyond a certain level. Or, an embodiment may
be configured to require an administrative user to authorize any resource increase request that
may increase total resource use beyond a configured level. In any event, an embodiment may

test whether the global conditions may be able to absorb the requested increase in resources.

In at least one embodiment, if there is insufficient global headspace available, then the
requested increase in the resource may not be executed at the time of the request. In some
embodiments, if the global headspace for the requested increase of resources is available, then
process 1300 may flow to decision block 1308; otherwise, process 1300 may flow to block 1312.
In some other embodiments, if the increase in resources would exceed global thresholds and/or

limitations, then the request for the increase of resources may be discarded.

Process 1300 continues at decision block 1308, where a determination may be made
whether the local resources related to the project may be capable of handling the requested
increase in project resources. For example, in an embodiment that may be employing virtual
machines, the requested increase in project resources may require that a virtual machine allocate
more virtual disk space, or it may require that the virtual machine be migrated to another
physical machine that may be able to accommodate the requested increase in project resources.
In some embodiments, if such operations are unable to be resolved immediately (e.g., within a
predefined time period), then the local resources may not be capable of handling the requested
increase of project resources. If the local resources are capable of handling the requested
increase in project resources, then process 1300 may flow to decision block 1310; otherwise,

process 1300 may flow to block 1312 to queue the request.

At decision block 1310, a determination may be made whether the requested increase in
project resources may be arranged or configured to occur at a scheduled time in the future. In
some embodiments, a user and/or operator may determine a scheduled time when the requested
increase may occur. In other embodiments, the scheduled time may be predetermined, such as
five minutes from when the request was received. In other embodiments, the scheduled time
may be based on the resources requested. For example, if additional CPU quota is requested,
then the scheduled time may be one minute from when the request was received, where a request
for additional storage space may be scheduled 10 minutes from when the request w~~ =~~~
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If the increase may be scheduled to occur in the future, then process 1300 may flow to block

1312 to queue the request; otherwise, process 1300 may flow to block 1314.

At block 1312, the request for the increase of resources may be submitted to a queue. In
at least one embodiment, the request may remain in the queue until conditions allow it to be
fulfilled (i.e., available resources). One embodiment of queuing project resource requests is
described in more detail below in conjunction with FIGURE 15. In some embodiments, a
process or operator requesting an increase in project resources may not have knowledge of the
global resource allocation. Queuing the requested increase in project resources may enable short
running processes to finish and expire so that their released resources may be made available to
a queued request for increasing project resources. After block 1312, process 1300 may return

control to a calling process.

If the requested increase in project resources is not queued, then process 1300 may flow
to block 1314. At block 1314, the determined resources for the requested increase may be
allocated. Embodiments for allocating resources are discussed in more detail below in

conjunction with FIGURES 16-18.
After block 1314, process 1300 may return control to a calling process.

FIGURE 14 depicts a logical flow diagram generally showing one embodiment of
process for responding to a requested decrease in project resources. In some embodiments,
process 1400 of FIGURE 14 may be implemented by and/or executed on a single network
device, such as network device 400 of FIGURE 4. In other embodiments, process 1400 or
portions of process 1400 of FIGURE 14 may be implemented by and/or executed on a plurality
of network devices, such as network device 400 of FIGURE 4. In yet other embodiments,
process 1400 or portions of process 1400 of FIGURE 14 may be implemented by and/or

executed on one or more blade servers, such as blade server 250 of FIGURE 2B.

In some embodiments, a requested decrease in project resources may require some
system or computing resources to decrease while others may be required to be increased

depending on how the relevant control dimension has been arranged and configured.

Process 1400 begins, after a start block, at decision block 1402, where a determination

may be made whether the requested decrease in project resources may be scheduled to occur in
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the future. In at least one embodiment, decision block 1402 may employ embodiments of
decision block 1310 of FIGURE 13 to determine if a request may be scheduled to occur at a time
after the request is received. If the decrease in project resources may be scheduled in the future,
then process 1400 may flow to block 1410 to queue the request at least until the scheduled time;
otherwise, process 1400 may flow to block 1404.

At block 1404, the impact of the request on the project, other projects, and/or the system
as a whole may be determined. In at least one embodiment, block 1404 may employ
embodiments of block 1304 of FIGURE 13 to determine an impact of resources on the project
and the system (noting that block 1304 of FIGURE 13 determines based on an increase in

resources and block 1404 determines based on a decrease in resources).

Process 1400 next proceeds to decision block 1406, where a determination may be made
whether the impact of the requested decrease in project resources is unacceptable. In at least one
embodiment, running processes of the current project may be analyzed to determine if they can
run to completion under the conditions of the decreased resources. In one non-limiting, non-
exhaustive example, a current project may not run to completion if the decrease in resources
starves the project of processor time, which may be determined to be unacceptable. If the
requested decrease in project resources is acceptable, then process 1400 may flow to block 1408;
otherwise, process 1400 may flow to block 1410 to queue the request, which may enable the
current processes to finish gracefully. But, in some embodiments a requested decrease in project
resource may be arranged and configured so it may not cooperate with the running processes. In
such cases, an embodiment may terminate the running process to avoid unpredictable outcomes

that may occur if the processes try to continue to run reduced resource environment.

At block 1410, the resource decrease request may be queued. An embodiment of a
project resource request queue is shown in FIGURE 15. As discussed above project resource
requests may be submitted to a request queue if the request may not be completed at the time it
may be initiated. This may occur for many reasons, including lack of local or global resources,
lack of authorizations that may be needed, the request may be deliberately schedule to occur in

the future, currently running processes may be blocking the request, and the like.

A project resource request queue may be arranged to hold request records that may

comprise a data structure that carries the metadata that may contain the information about the
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resources that may have been determined necessary to execute the request. Such metadata may
include instructions on how to allocate resources for all of the components impacted by the
resource request. For example, a project resource request may require a CPU quota adjustment
and index storage size allocation as part of a single project resource request. In a case like this, a
queued resource request may contain metadata and instructions that may be used to executed the
CPU quota change and the index storage allocation. In other embodiments the queued request
may contain the control delta information from the component that initiated the project request
and the underlying components and instructions needed to execute the request may be

determined at the time of allocation.

If, at decision block 1406, the requested decrease in project resources is acceptable, then
process 1400 may flow from decision block 1406 to block 1408. At block 1408, resource
allocation for the current project may be decreased. Embodiments for allocating resources are

discussed in more detail below in conjunction with FIGURES 16-18.
After block 1408, process 1400 may return control to a calling process.

FIGURE 15 illustrates a logical flow diagram generally showing one embodiment of
process for queuing resource requests. In some embodiments, process 1500 of FIGURE 15 may
be implemented by and/or executed on a single network device, such as network device 400 of
FIGURE 4. In other embodiments, process 1500 or portions of process 1500 of FIGURE 15 may
be implemented by and/or executed on a plurality of network devices, such as network device
400 of FIGURE 4. In yet other embodiments, process 1500 or portions of process 1500 of
FIGURE 15 may be implemented by and/or executed on one or more blade servers, such as

blade server 250 of FIGURE 2B.

Process 1500 begins, after a start block, at decision block 1502, where a determination
may be made whether there are queued requests. In at least one embodiment, this determination
may be based on whether the queue is holding any requests. If the queue is holding requests,
then process 1500 may flow to block 1504; otherwise, process 1500 may return control to a

calling process.

At block 1504, a next request in the queue may be examined. In at least one embodiment,

this request examination may include a determination of the resources associated with the next
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request and a determination of the conditions that need to be met for the next request to be acted
upon (e.g., acceptable resources available to accommodate the request). In some embodiments,
the conditions may include the conditions that led to the next request being entered into the

request queue in the first place. For example, the condition may include a scheduled time.

Process 1500 next proceeds to decision block 1506, where a determination may be made
whether the conditions to execute the next request are satisfied for the next request. For example,
a next request that required prior authorization before proceeding may be tested to see if
sufficient authorization has been obtained. Or, global resource conditions may be examined to
determine if a next request that may have been queued because of a lack of available global
resources now may have sufficient resources available to proceed. For next requests that may
have been queued so they may occur at a scheduled time in the future the time may be checked.
If the conditions for the next request are met, then process 1500 may flow to block 1508;
otherwise, process 1500 may loop to decision block 1502. If conditions for the next request are
not met, the process may leave the request in the queue and may examine the next request in the
queue. In some embodiments a queue may be configured such that if a request remains in the
queue longer that a specified time an additional action may be taken. Such actions may include,
notifying the operator, generating alerts in the form of log messages or other notifications,

removing the request from the queue, and the like.

At block 1508, the determined resources based on the next request may be allocated.
Embodiments for allocating resources are discussed in more detail below in conjunction with

FIGURES 16-18.

Process 1500 continues at block 1510, where the completed request may be removed
from the queue. In some embodiments, the next request may be configured to be returned to the
queue after it has executed. Some requests may be scheduled to occur at a certain time each day.
These requests may be returned to the queue to wait until the next time to execute. Other
requests may be considered “standing” requests that may remain in the queue waiting for certain
conditions to be met. For example, an embodiment may be arranged to automatically increase
index storage as it is needed. In this kind of case, an embodiment may use a queued request that

may execute when it determines that more index storage is needed.
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Embodiments may be arranged to have multiple project resource request queues
designated for different types of requests. Also, embodiments may employ general purpose
queues that may be used for queue project resource requests as well as other types of requests

and events.
After block 1510, process 1500 may return control to a calling process.

As discussed briefly above, embodiments may be arranged to support elastic scaling in
one or more dimensions. FIGURE 16 depicts a logical flow diagram generally showing one
embodiment of process for elastically scaling based on index storage size. In some
embodiments, process 1600 of FIGURE 16 may be implemented by and/or executed on a single
network device, such as network device 400 of FIGURE 4. In other embodiments, process 1600
or portions of process 1600 of FIGURE 16 may be implemented by and/or executed on a
plurality of network devices, such as network device 400 of FIGURE 4. In yet other
embodiments, process 1600 or portions of process 1600 of FIGURE 16 may be implemented by

and/or executed on one or more blade servers, such as blade server 250 of FIGURE 2B

Process 1600 begins, after a start block, at block 1602, where an optimal storage size for
a new index store may be determined. In some embodiments, optimal storage size may be static
or dynamic. In at least one embodiment, optimal storage size may be automatically determined
by rule-based systems, predictive computing techniques, or the like. In another embodiment,

optimal storage size may be manually determined by an operator.

The optimal size may be determined by a rule-based system tailored to the specific
project that owns the index store. An embodiment of a rule-based system for elastic scaling may
employ triggers linked to performance and resource thresholds. Different projects may be
configured to have different triggers and different thresholds depending on the requirements of
the project. In addition to rule-based determination, the optimal size for index store may be
determined by an operator using a user-interface control such as a slider, dial, radio buttons, and
the like. Even though an operator has used a control to determine the optimal size, an
embodiment may translate the operation of the control into the actual optimal index store size.
For example, an operator may use a user interface to control to increase an index store from 5

gigabytes to 10 gigabytes. In this case an embodiment may have to make several determinations
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to account for the actual storage size needed to account for administration overhead that may not

be apparent to the operator.

Process 1600 continues at block 1604, where new storage may be allocated and/or
formatted to accommodate the elastic scaling of the index store. New storage may be created so

the current index store may not be altered or disturbed during the elastic scaling process.

Process 1600 proceeds next to block 1606, where new objects and/or processes may be
allocated and/or instantiated to optimally service the scaled new index store. Embodiments may
create new objects and processes to avoid disturbing the current index store during the elastic

scaling process.

Continuing at block 1608, the new index store may be determined. At least one
embodiment for determining a new index store is described in more detail below in conjunction
with FIGURE 19. Briefly, however, in some embodiments indexers may be activated (i.e.,
marked as read/write) or deactivated (i.e., marked as read-only based on a number of indexers
needed for the scaled new index store storage. In some other embodiments, the current index
store may be marked as read-only and the new index store may be generated from new indexers.
This may ensure that the all new writes to the index store may be written into the scaled new

index store storage.

Process 1600 next proceeds to block 1610, which is discussed in more detail below in
conjunction with FIGURE 22. Briefly, however, at block 1610, an input proxy may be directed

to use the scaled new index store for the indexing of incoming events.

Process 1600 continues at block 1612, where the new objects and/or processes may be
employed to index incoming events using the scaled new index store. In at least one
embodiment, incoming events and/or incoming data may include new events/data and/or

archived events/data.

In at least one embodiment, the scaled new index store may be utilized based on Roles of
the new indexes. In some embodiments, new indexes (which may include the new objects, new
processes, or the like) may be automatically added to existing indexes (which may include the
existing objects, existing processes, or the like). In at least one embodiment, the new indexes

may be attached to and/or inherit Roles associated with the existing indexes for at least one Core

39



10

15

20

25

WO 2013/025553 PCT/US2012/050452

User of the project. In such an embodiment, the input proxy may utilize the inherited Roles
during a scaling event to determine when to send incoming events (and/or other data) to the new

indexes. As described above, the Roles may determine access controls to the indexes.
After block 1612, process 1600 may return control to a calling process.

FIGURE 17 depicts a logical flow diagram generally showing one embodiment of a
process for elastically scaling based on indexing performance. In some embodiments, process
1700 of FIGURE 17 may be implemented by and/or executed on a single network device, such
as network device 400 of FIGURE 4. In other embodiments, process 1700 or portions of process
1700 of FIGURE 17 may be implemented by and/or executed on a plurality of network devices,
such as network device 400 of FIGURE 4. In yet other embodiments, process 1700 or portions
of process 1700 of FIGURE 17 may be implemented by and/or executed on one or more blade
servers, such as blade server 250 of FIGURE 2B.

Indexing performance may be a compound elastic scaling dimension that may be
generally related to speed of the processing for a project. For many embodiments multiple
component resources, such CPU quota, network bandwidth quota, RAM quota, index storage,

and like, may be scaled to execute elastic scaling based on Indexing Performance.

Process 1700 begins, after a start block, at block 1702, where resources needed for
optimal indexing performance may be determined. In at least one embodiment, optimal indexing
performance may be automatically determined by rule-based systems, predictive computing
techniques, or the like. In another embodiment, optimal indexing performance may be manually

determined by an operator.

The specific resources needed may be determined by a rule-based system tailored to a
specific project. An embodiment of a rule-based system for elastic scaling may employ triggers
linked to performance and resource thresholds. Different projects may be configured to have
different triggers and different thresholds depending on the requirements of the project. In
addition to rule-based determination the optimal resource allocation may be determined by an
operator using a user-interface control such as a slider, dial, radio buttons, and the like. Even
though an operator may use a control to determine the optimal indexing performance an

embodiment may translate the operation of the control into the actual optimal allocation of
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resources. For example, an operator may use a user interface to control to increase a projects
indexing performance from “low” to “high.” However, in this case an embodiment may have to
make several determinations to account for CPU quota, disk access quota, RAM quota, storage

size, and the like, the details of which may not be apparent to the operator.

Process 1700 proceeds to block 1704, where new storage may be allocated and/or
formatted to accommodate the elastic scaling of the indexing performance. An embodiment may
allocate and format a new storage even if the size of the data store has not increase or decrease.
New storage may be created so the current index store may not be altered or disturbed during the

clastic scaling process.

Processing continues at block 1706, where new objects and/or processes may be
allocated and/or instantiated to optimally support the determined indexing performance
requirements. Embodiments may create new objects and processes to avoid disturbing the

current index store during the elastic scaling process.

Process 1700 proceeds next at block 1708, where the new index store may be
determined. In at least one embodiment, block 1708 may employ embodiments of block 1608 of

FGURE 16 to determine the new index store.

Process 1700 continues next at block 1710, which is discussed in more detail below in
conjunction with FIGURE 22 Briefly, however, at block 1710, an input proxy may be directed to

use the scaled new index store for the indexing of incoming events.

Process 1700 proceeds to block 1712, where the new objects and/or processes may be
employed to index incoming events using the scaled new index store. In at least one
embodiment, incoming events and/or incoming data may include new events/data and/or
archived events/data. In at least one embodiment, block 1712 may employ embodiments of

block 1612 of FIGURE 16 to use the scaled new index store.
After block 1712, process 1700 may return control to a calling process.

FIGURE 18 depicts a logical flow diagram generally showing one embodiment of a
process for elastically scaling based on an event time window. In some embodiments, process

1800 of FIGURE 18 may be implemented by and/or executed on a single network device, such
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as network device 400 of FIGURE 4. In other embodiments, process 1800 or portions of process
1800 of FIGURE 18 may be implemented by and/or executed on a plurality of network devices,
such as network device 400 of FIGURE 4. In yet other embodiments, process 1800 or portions
of process 1800 of FIGURE 18 may be implemented by and/or executed on one or more blade
servers, such as blade server 250 of FIGURE 2B.

Event time window may be a compound elastic scaling dimension that may be generally
related to the index storage sizes for a project. An embodiment may be arranged to receive data
such that the index store may be sufficient to hold data received during a determined time
window. A time window may be described as date-time expression such as, a start date-time and
an end date-time, a duration, such as 30 days, start date-time plus a duration, and the like. For
many embodiments multiple component resources, such CPU quota, network bandwidth quota,
RAM quota, index storage, and like, may be scaled to execute elastic scaling based on event

time windows.

Process 1800 begins, after a start block, at block 1802, where a new event time window
may be determined. The event time window may be submitted as a complete time duration
expression or it may be dynamically determined based on past event traffic and predicted future

event traffic or any method to describe a time window for capturing events.

Process 1800 proceeds next to block 1804, where resources needed for indexing data for
the determined event time window may be determined. The specific resources needed may be
determined by a rule-based system tailored for specific projects. An embodiment of a rule-based
system for elastic scaling may employ triggers linked to performance and resource thresholds.
Different projects may be configured to have different triggers and different thresholds
depending on the requirements of the project. In addition to rule-based determination, the
optimal resource allocation may be determined by an operator using a user-interface control such
as a slider, dial, radio buttons, and the like. Even though an operator may use a control to
determine the optimal indexing performance an embodiment may translate the operation of the
control into the actual optimal allocation of resources. For example, an operator may use a user
interface control to increase a project’s event time window from “10 days” to “30 days.”
However, in this case an embodiment may have to make several determinations to account for
CPU quota, disk access quota, RAM quota, storage size, and the like, the details of which may
not be apparent to the operator.

42



10

15

20

25

WO 2013/025553 PCT/US2012/050452

In any event, process 1800 continues at block 1806, where new storage may be allocated
and/or formatted to accommodate the elastic scaling of the determined event time window in the
new index store. New storage may be created so the current index store may not be altered or

disturbed during the elastic scaling process.

Process 1800 proceeds to block 1808, where new objects and/or processes may be
allocated and/or instantiated to optimally support the determined event time window.
Embodiments may create new objects and processes to avoid disturbing the current index store

during the elastic scaling process.

Continuing to block 1810, the new index store may be determined. In at least one
embodiment, block 1708 may employ embodiments of block 1608 of FGURE 16 to determine

the new index store.

Process 1800 proceeds next to block 1812, which is discussed in more detail below in
conjunction with FIGURE 22. Briefly, however, at block 1812, an input proxy may be directed

to use the scaled new index store for the indexing of incoming data.

Process 1800 continues to block 1814, where the new objects and/or processes may be
employed for indexing incoming data using the scaled new index store. In at least one
embodiment, incoming events and/or incoming data may include new events/data and/or
archived events/data. In at least one embodiment, block 1814 may employ embodiments of

block 1612 of FIGURE 16 to use the scaled new index store.
After block 1814, process 1800 may return control to a calling process.

FIGURE 19, illustrates a logical flow diagram generally showing one embodiment of a
process for changing a number of indexers associated with an index store. In some
embodiments, process 1900 of FIGURE 19 may be implemented by and/or executed on a single
network device, such as network device 400 of FIGURE 4. In other embodiments, process 1900
or portions of process 1900 of FIGURE 19 may be implemented by and/or executed on a
plurality of network devices, such as network device 400 of FIGURE 4. In yet other
embodiments, process 1900 or portions of process 1900 of FIGURE 19 may be implemented by

and/or executed on one or more blade servers, such as blade server 250 of FIGURE 2B.
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Although process 1900 describes changing a number of indexers, in some embodiments,
changing a number of indexers (e.g., indexer servers) may also include changing an amount of
resources associated with a project, such as, for example, storage, objects, processors, or the like.
In at least one embodiment, adding additional indexers may include adding additional storage
space and/or processors (and/or other resources). In another embodiment, reducing a number of
indexers may include reducing storage space and/or processors (and/or other resources. In yet
other embodiments, resources for a given indexer server may also be changed. In some
embodiments, resources of an indexer server may be changed by changing a number of indexes
used by a project, which may also change an amount of storage, processing capacity, or the like

for the project.

Process 1900 begins, after a start block, at decision block 1902, where a determination
may be made whether additional indexers may be added to the index store. In at least one
embodiment, the determination may be based on the elastic scaling. In some embodiments, if the
storage size and/or the performance are increased, then indexers may be added to the index store.
If indexers may be added to the index store, then process 1900 may flow to decision block 1904;

otherwise, process 1900 may flow to decision block 1906.

At decision block 1906, a determination may be made whether to remove indexers from
the index store. In at least one embodiment, the determination may be based on the elastic
scaling. In some embodiments, if the storage size and/or the performance are decreased, then
indexers may be removed from the index store. If indexers may be removed from the index
store, then process 1900 may flow to block 1908; otherwise, process 1900 may return control to

a calling process.

At block 1908, at least one indexer may be deactivated. In some embodiments, de-
activating an indexer may include marking the indexer as read-only. In at least one embodiment,
a read-only indexer may indicate that the indexer is not currently active for the new index store.
In some embodiments, a determination may be made on which indexers to deactivate based on
time (e.g., creation time, last modified time, last access time, or the like), size of the indexer, or
the like. In at least one embodiment, a user may be prevented from accessing a deactivated
indexer. In some embodiments, if the indexer is deactivated for a period of time, then the data

may be removed from the deactivated indexer (e.g., deleted and/or moved to archival storage).
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If, at decision block 1902, additional indexers may be added to the index store, then
processing may flow from decision block 1902 to decision block 1904. At decision block 1904,
a determination may be made whether there are deactivated indexers (such as were deactivated
at block 1908). If there are deactivated indexers, then process 1900 may flow to block 1912;

otherwise, process 1900 may flow to block 1910.

At block 1912, at least one currently deactivated indexer may be activated and added to
the new index store. In at least one embodiment, activating may include marking a read-only
indexer as a read/write indexer. After block 1912, process 1900 may return control to a calling

Proccess.

If, at decision block 1904, there are no deactivated indexers, then process 1900 may flow
from decision block 1904 to block 1910. At block 1910, new indexers may be added to the new

index store. After block 1910, process 1900 may return control to a calling process.

FIGURE 20 shows a logical flow diagram generally showing one embodiment of a
process to recall archived data for re-indexing. In some embodiments, process 2000 of FIGURE
20 may be implemented by and/or executed on a single network device, such as network device
400 of FIGURE 4. In other embodiments, process 2000 or portions of process 2000 of FIGURE
20 may be implemented by and/or executed on a plurality of network devices, such as network
device 400 of FIGURE 4. In yet other embodiments, process 2000 or portions of process 2000 of
FIGURE 20 may be implemented by and/or executed on one or more blade servers, such as

blade server 250 of FIGURE 2B.

Embodiments may be arranged to archive input data as it is indexed. (See, input proxy,
as shown in FIGURE 22, for more details about archiving.) Data stored in the archives may be in
the same format and form as it was sent to the input proxy. A process may process data from the
archive and create indexes from the data. This may enable operators to re-create indexes from
the archived data and it may enable operators to create new indexes that may be processed

differently from the indexes that may have been created when the data was first received.

Process 2000 begins, after a start block, at block 2002, where a time window of events

may be determined for re-indexing. The time windows may be determined be a rule-based
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algorithm that may automatically determine the time window or an operator may select the time

window manually using a user interface.

Process 2000 continues at block 2004, where event data records may be retrieved from

the archive.

Process 2000 proceeds next to block 2000, where the retrieved event data records are
indexed using the current project’s parameters. Recall of archived event data may occur in the

context of a new project or it may occur as part of an existing project.

Processing continues at decision block 2008, where a determination may be made
whether, there are additional records remaining in the archive. In some embodiments, the
process may continue to retrieve records and index them from the archive until all the data
within the determined time window has been exhausted. In some embodiments a recall process
may be aborted or paused based on operator intervention or when determined performance
thresholds have been reached. If there are records remaining in the archive, then process 2000

may loop to block 2004; otherwise, process 2000 may return control to a calling process.

As described above, a new scaled index store may be employed based on clastic scaling.
In some embodiments, data from a previous index store may remain available while the new
scaled index store is employed. FIGURE 21 illustrates a logical flow diagram generally showing
one embodiment of a process for transitioning to scaled index stores. In some embodiments,
process 2100 of FIGURE 21 may be implemented by and/or executed on a single network
device, such as network device 400 of FIGURE 4. In other embodiments, process 2100 or
portions of process 2100 of FIGURE 21 may be implemented by and/or executed on a plurality
of network devices, such as network device 400 of FIGURE 4. In yet other embodiments,
process 2100 or portions of process 2100 of FIGURE 21 may be implemented by and/or

executed on one or more blade servers, such as blade server 250 of FIGURE 2B.

Process 2100 begins, after a start block, at block 2102, where event data may be received
from an input proxy. Embodiments of employing an input proxy are described in more detail

below in conjunction with FIGURE 22.
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Process 2100 next proceeds to block 2104, where the received event data may be
indexed. In at least one embodiment, the indexed event data may be stored in the new scaled

index store.

Process 2100 continues at block 2106, where the total storage for the new events stored
in the scaled new index store and the old event that may be stored in the previously used read-
only index store may be determined. Proceeding to decision block 2108, a determination may be
made whether the total amount of storage used is greater than the amount of stated provisioned
for the project. If the total storage used is greater than the amount of storage provisioned for the
project, then process 2100 may flow to block 2110; otherwise, process 2100 may loop back to
block 2102 to receive additional event data from the Input Proxy.

At block 2110, the index records in the previously provisioned storage may be marked
for archival or removal. For the index records marked for archival, process 2100 may flow to

block 2112; for the index records marked for removal, process 2100 may flow to block 2114.

At block 2110, the index records marked for archival may be copied from the previously

provisioned storage to archival storage.

At block 2114, the index records marked for removal may be deleted from the previously
provisioned storage. In some embodiments, index records marked from archive may be deleted

from the previously provisioned storage after being copied to the archival storage.
After block 2114, process 2100 may return control to a calling process.

As described above, some embodiments may enable the operation of an input proxy.
FIGURE 22 illustrates a logical flow diagram generally showing one embodiment of an input
proxy operation. In some embodiments, process 2200 of FIGURE 22 may be implemented by
and/or executed on a single network device, such as network device 400 of FIGURE 4. In other
embodiments, process 2200 or portions of process 2200 of FIGURE 22 may be implemented by
and/or executed on a plurality of network devices, such as network device 400 of FIGURE 4. In
yet other embodiments, process 2200 or portions of process 2200 of FIGURE 22 may be
implemented by and/or executed on one or more blade servers, such as blade server 250 of

FIGURE 2B.
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Process 2200 begins, after a start block, at block 2202 where the proxy may receive data.
The data may be received from remote clients and sources. The data source may stream the data
to the input proxy using various networking technologies, including, Ethernet, 802.11 (a,b,g, and
n), Bluetooth, TCP/IP, UDP, HTTP, internal specific point-to-point protocol, and the like. In
some embodiments, the proxy may throttle (increase or decrease) a rate at which data incoming
data is streamed. In at least one embodiment, the data rate may be based on a corresponding
project. For example, the data rate may be based on an amount of storage space allocated for the
project (e.g., an amount of storage space purchased by a user for the project). The data may be
received and a process may “tee” the data, sending it down at least two paths at the same time,

which may be depicted in FIGURE 22 as Path A and Path B.

Proceeding on Path A, process 2200 may proceed from block 2202 to block 2204. At

block 2204, the raw data may be load balanced to determine which indexer to use.

Process 2200 continues next at block 2206, where the received data may be indexed on
the load balanced indexers. In some embodiments, a size of each indexer may not be limited. In
other embodiments, the size of each indexer may be limited. In one such embodiment, an
amount of data per indexer may be monitored. In one embodiment, the monitoring may be
asynchronous to incoming data. In some embodiment, if a limit for an indexer is reached or
almost reached (e.g., less than 5% remaining), then a message may be sent to a user to indicate

that the indexer limit is reached or almost reached.

In some other embodiments, indexing may be disabled if a user exceeds purchased
resource allocation. In at least one embodiment, indexing may be disabled if a user and/or
project exceeds an allocated storage size (e.g., previously purchased amount of storage). In
another embodiment, indexing may be disabled if a user discontinues paying for the indexing. In
yet another embodiment, indexing may be disabled if a user and/or project exceeds a number of

buckets for the project.

Process 2200 next proceeds to block 2208, where the indexed data and event records may

be stored in the project’s index store.

Proceeding on Path B, process 2200 may proceed from block 2202 to block 2210. At

block 2210, the raw data may be sent to be copied to intermediate storage. The intermediate

48



10

15

20

25

WO 2013/025553 PCT/US2012/050452

storage may be arranged to be available, fast and reliable. Embodiments may employ a FIFO
buffer implemented by local hard disks, RAID arrays, and the like, to ensure that the raw data is

not lost.

Process 2200 continues at block 2212, where the data may be archived as archival
storage becomes available. Moving the raw data from the intermediate storage to the long term
archive may be executed by a separate process that reliably moves the raw data from the
intermediate storage to the long term storage. After block 2208 and 2212, process 2200 may

return control to a calling process.

It will be understood that each block of the flowchart illustration, and combinations of
blocks in the flowchart illustration, can be implemented by computer program instructions.
These program instructions may be provided to a processor to produce a machine, such that the
instructions, which execute on the processor, create means for implementing the actions
specified in the flowchart block or blocks. The computer program instructions may be executed
by a processor to cause a series of operational steps to be performed by the processor to produce
a computer-implemented process such that the instructions, which execute on the processor to
provide steps for implementing the actions specified in the flowchart block or blocks. The
computer program instructions may also cause at least some of the operational steps shown in
the blocks of the flowchart to be performed in parallel. Moreover, some of the steps may also be
performed across more than one processor, such as might arise in a multi-processor computer
system. In addition, one or more blocks or combinations of blocks in the flowchart illustration
may also be performed concurrently with other blocks or combinations of blocks, or even in a

different sequence than illustrated.

Accordingly, blocks of the flowchart illustration support combinations of means for
performing the specified actions, combinations of steps for performing the specified actions and
program instruction means for performing the specified actions. It will also be understood that
cach block of the flowchart illustration, and combinations of blocks in the flowchart illustration,
can be implemented by special purpose hardware-based systems, which perform the specified

actions or steps, or combinations of special purpose hardware and computer instructions.

Use Case Hlustration
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FIGURE 23 illustrates a non-exhaustive example of a use case of an embodiment of
user-interface controls that may be employed to enable elastic scaling. As shown in FIGURE 23,
an embodiment may be arranged to provide user-interface controls, such as sliders, dials, radio
buttons, spinners, touch controls, gesture controls, and the like, that may enable an operator to
clastically scale resources that may be associated with a project. One exemplary user-interface is
shown in the FIGURE 23. This may represent a user-interface having three slider controls for

controlling the resource for the project.

As shown in FIGURE 23, a slider control (e.g., control 2302, control 2304, and/or
control 2306) may generally comprise a slider 2308 and a slider thumb 2310. An operator may
manipulate the slider thumb 2310 by moving it forward or backwards lengthwise within the
slider 2308. The movement of the slider thumb 2310 may generate intermediate values that may

be used for determining corresponding to elastic scaling values.

The embodiment depicted in FIGURE 23 has three slider controls. Control 2302, on the
top of the figure, may be use for the elastic scaling of index storage size. Control, in the center of
the figure, may be used for the elastic scaling of the number of server instances the may be used
to support a project. And, control 2306, at the bottom of the figure, may be used to set the index

storage size by event time window.

Control 2302 may also include text box 2312 and text box 2314. In at least one
embodiment, text box 2312 may display the current value represented by the position of slider
thumb 2310 in slider 2308. In some other embodiments, text box 2312 may enable a user to
enter a desired value, and slider thumb 2310 may automatically slide to the corresponding

position in slider 2308.

In another embodiment, text box 2314 may display how much the current value (i.e.,
what is displayed in text box 2312) of control 2302 will cost the owner of the project. In some
other embodiments, text box 2314 may enable a user to enter a desired cost, and slider thumb
2310 may automatically slide to the corresponding position in slider 2308. As shown, each slider
control may include text box 2312 and/or text box 2314. However, it should be appreciated that
embodiments are not restricted to arranging text boxes as depicted herein. Embodiments may be

expected to use a variety of user interface methods to indicate the current value of the controls
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and well as how much the selected value may cost. Also, embodiments may be arranged to

display values different and in addition to those depicted herein, or none at all.

Some embodiments may arrange for the user interface controls to use different scales for
the variables different that may be represented by the control, such as, linear (as illustrated by
control 2302), logarithmic (as illustrated by control 2306), parametric (as illustrated by control
2304), and the like. An embodiment may be arranged to use a particular scale based on the type
of user-interface being used and the resource that may be represented. In some cases, the scale of
the control may be determined based on how the user may be charged for the underlying
resource. For example, if a linear increase in the number of server instances many have a
logarithmic increase in the cost to the user it may be advantageous to scale the control to account

for the change in cost rather than the change in resources.

In some embodiments multiple controls may be linked together such that adjusting one
control may cause another control to adjust as well. Also, embodiments may provide additional
user controls (not shown), such as, checkboxes, that may enable a user to lock a control so it

may remain in a fixed position as other controls are adjusted.

In other embodiments, some controls may represent high level, generalized, or
aggregated representations of resources, in this case a user may select a higher level control and
“drill-down” into the underlying elements that the high level, generalized, or aggregated control

may be representing.

One of ordinary skill in the art will appreciate that the three controls depicted in the
embodiment shown in FIGURE 23 are merely exemplary and many other configurations and

arrangements could be used.

The above specification, examples, and data provide a complete description of the
composition, manufacture, and use of the invention. Since many embodiments of the invention
can be made without departing from the spirit and scope of the invention, the invention resides

in the claims hereinafter appended.
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CLAIMS

What is claimed is:

L. A method for managing data over a network, wherein at least one network device

performs actions, comprising:

initializing at least one project for at least one frontend user, wherein the at least one
frontend user is enabled to interact with the at least one project through at least one application;

establishing a data volume limit for an index store that corresponds to the at least one
project, wherein the data volume limit is based on a selection by the at least one frontend user;

indexing data that is provided for the at least one project;

if an amount of indexed data in the index store is less than the data volume limit,
storing the indexed data in the index store, wherein indexed data in the index store is accessible to
the at least one frontend user;

if the amount of indexed data in the index store at least equals the data volume limit,
storing the indexed data in an overflow index store that is inaccessible to the at least one frontend
user; and

providing at least a portion of indexed data in the overflow index store to the index
store if a corresponding amount is added to the data volume limit based on another selection by the
frontend user, wherein the provided indexed data is accessible in the index store to the at least one

frontend user.

2. The method of Claim 1, further comprising:
determining a core user that corresponds to a frontend user and a project, wherein the

core user enables the frontend user to interact with the project.

3. The method of Claim 1, further comprising:
copying at least a portion of the indexed data in the overflow index store to archival

storage.

4, The method of Claim 1, wherein the indexed data that exceeds the data volume limit
is automatically deleted based on at least one of a first in first out operation of the overflow index
store or any indexed data that exceeds the data volume limit.
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5. The method of Claim 1, wherein providing the indexed data from the overflow index
store to the index store further comprises determining an amount of indexed data to copy from the

overflow index store to the index store based on at least an increase to the data volume limit.

6. The method of Claim 1, further comprising:
determining at least one role for each frontend user that establishes permissions for

interacting with the at least one project and the at least one application for each frontend user.

7. A network device for managing data over a network, comprising:
a memory for storing data and instructions; and
a processor that executes the instructions to enable actions, including:
initializing at least one project for at least one frontend user, wherein the at
least one frontend user is enabled to interact with the at least one project through at least one
application;
establishing a data volume limit for an index store that corresponds to the at
least one project, wherein the data volume limit is based on a selection by the at least one frontend
user;
indexing data that is provided for the at least one project;
if an amount of indexed data in the index store is less than the data volume
limit, storing the indexed data in the index store, wherein indexed data in the index store is
accessible to the at least one frontend user;
if the amount of indexed data in the index store at least equals the data
volume limit, storing the indexed data in an overflow index store that is inaccessible to the at least
one frontend user; and
providing at least a portion of indexed data in the overflow index store to the
index store if a corresponding amount is added to the data volume limit based on another selection
by the frontend user, wherein the provided indexed data is accessible in the index store to the at

least one frontend user.

8. The network device of Claim 7, wherein the processer executes further instructions

to enable actions, including:
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determining a core user that corresponds to a frontend user and a project, wherein the

core user enables the frontend user to interact with the project.

9. The network device of Claim 7, wherein the processer executes further instructions
to enable actions, including:
copying at least a portion of the indexed data in the overflow index store to archival

storage.

10. The network device of Claim 7, wherein the indexed data that exceeds the data
volume limit is automatically deleted based on at least one of a first in first out operation of the

overflow index store or any indexed data that exceeds the data volume limit.

11. The network device of Claim 7, wherein providing the indexed data from the
overflow index store to the index store further comprises determining an amount of indexed data to
copy from the overflow index store to the index store based on at least an increase to the data

volume limit.

12. The network device of Claim 7, wherein the processer executes further instructions
to enable actions, including:
determining at least one role for each frontend user that establishes permissions for

interacting with the at least one project and the at least one application for each frontend user.

13. A system for managing data over a network, comprising:
at least one network device, including:
a memory for storing data and instructions; and
a processor that executes the instructions to enable actions, including:
initializing at least one project for at least one frontend user, wherein
the at least one frontend user is enabled to interact with the at least one project through at least one
application;
establishing a data volume limit for an index store that corresponds to
the at least one project, wherein the data volume limit is based on a selection by the at least one

frontend user;
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indexing data that is provided for the at least one project;

if an amount of indexed data in the index store is less than the data
volume limit, storing the indexed data in the index store, wherein indexed data in the index store is
accessible to the at least one frontend user;

if the amount of indexed data in the index store at least equals the data
volume limit, storing the indexed data in an overflow index store that is inaccessible to the at least
one frontend user; and

providing at least a portion of indexed data in the overflow index store
to the index store if a corresponding amount is added to the data volume limit based on another
selection by the frontend user, wherein the provided indexed data is accessible in the index store to

the at least one frontend user.

14.  The system of Claim 13, wherein the processer executes further instructions to
enable actions, including:
determining a core user that corresponds to a frontend user and a project, wherein the

core user enables the frontend user to interact with the project.

15.  The system of Claim 13, wherein the processer executes further instructions to
enable actions, including:
copying at least a portion of the indexed data in the overflow index store to archival

storage.

16. The system of Claim 13, wherein the indexed data that exceeds the data volume limit
is automatically deleted based on at least one of a first in first out operation of the overflow index

store or any indexed data that exceeds the data volume limit.

17. The system of Claim 13, wherein providing the indexed data from the overflow
index store to the index store further comprises determining an amount of indexed data to copy from

the overflow index store to the index store based on at least an increase to the data volume limit.

18.  The system of Claim 13, wherein the processer executes further instructions to

enable actions, including:
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determining at least one role for each frontend user that establishes permissions for

interacting with the at least one project and the at least one application for each frontend user.

19. A processor readable non-transitory storage media that includes instructions for
managing data over a network, wherein the execution of the instructions by a processor enables
actions, comprising:

initializing at least one project for at least one frontend user, wherein the at least one
frontend user is enabled to interact with the at least one project through at least one application;

establishing a data volume limit for an index store that corresponds to the at least one
project, wherein the data volume limit is based on a selection by the at least one frontend user;

indexing data that is provided for the at least one project;

if an amount of indexed data in the index store is less than the data volume limit,
storing the indexed data in the index store, wherein indexed data in the index store is accessible to
the at least one frontend user;

if the amount of indexed data in the index store at least equals the data volume limit,
storing the indexed data in an overflow index store that is inaccessible to the at least one frontend
user; and

providing at least a portion of indexed data in the overflow index store to the index
store if a corresponding amount is added to the data volume limit based on another selection by the
frontend user, wherein the provided indexed data is accessible in the index store to the at least one

frontend user.

20. The media of Claim 19, further comprising:
determining a core user that corresponds to a frontend user and a project, wherein the

core user enables the frontend user to interact with the project.

21. The media of Claim 19, further comprising:
copying at least a portion of the indexed data in the overflow index store to archival

storage.

56



WO 2013/025553 PCT/US2012/050452

22. The media of Claim 19, wherein the indexed data that exceeds the data volume limit
is automatically deleted based on at least one of a first in first out operation of the overflow index

store or any indexed data that exceeds the data volume limit.

23. The media of Claim 19, wherein providing the indexed data from the overflow index
store to the index store further comprises determining an amount of indexed data to copy from the

overflow index store to the index store based on at least an increase to the data volume limit.

24, The media of Claim 19, further comprising:
determining at least one role for each frontend user that establishes permissions for

interacting with the at least one project and the at least one application for each frontend user.
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