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REPLAYING CAPTURED NETWORK INTERACTIONS

Background

Users access web applications on remote web servers. In one example, the web
application allows users to purchase certain products or services online. However, the user
may experience problems while conducting the online purchase. For example, the web
application may crash every time the user selects an icon on a web page used for the online
purchase. In another situation, the user may not be able to determine how to complete the
online product purchase from the instructions displayed on the web page. In a different
situation, the web application may prevent the user from selecting particular items. In yet
another situation, the web site may slow down or crash during certain periods of time or for
particular operations. These are just a few of the many problems that may arise during an
online network session.

These problems can negatively affect an e-commerce business. For example, a
negative user experience during the online session may cause a potential customer to give up
and abort the purchase of a particular product. Even worse, the potential customer may stop
visiting the web site. Accordingly, it is important to be able to monitor user experiences
during online sessions and identify any problems.

Systems currently exist for monitoring web sites. However, a challenge exists
replaying the events captured during the web site monitoring. For example, web pages used
today execute code that operates more independently from the web server and contains more
state information. These rich web pages make it more difficult to accurately replay a

previously captured Internet session.
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BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1A 1s a diagram showing an Event Tracking and Replay (ETR) system.

FIGS. 1B, 1C, and 1D compare traditional Internet applications with Rich Internet
Applications (RIA).

FIG. 2 is a diagram of a web page for making on-line airline reservations.

FIG. 3 is the web page in FIG. 2 showing a drop down menu control event.

FIG. 4 shows the next User Interface (UI) event where a user selects an airport from
the drop down menu control event.

FIG. 5 shows the next control event §vhere the FROM field of the web page is
populated with the user selection made in the drop down menu.

FIG. 6 is a block diagram showing the captured Ul events and captured network data
associated with the web page shown in FIGS. 2-5.

FIG. 7 is a diagram showing how a session replay controller replays the captured
network session.

FIGS. 8-10 show how the session replay controller in FIG. 7 synchronizes
asynchronous Ul events with associated control events.

FIG. 11 shows the web page in FIG. 2 fully populated just before a new web page is
rendered.

FIG. 12 shows a web page with programmed delay times.

FIG. 13 shows how to reduce the replay time for the web page shown in FIG. 12.

FIG. 14 shows how the replay controller automatically completes replay for

individual web pages.

DETAILED DESCRIPTION
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FIG. 1A shows an Event Tracking and Replay (ETR) system 12. A client 14
operating on a terminal 13 establishes a network session 50 with a web application 43
operating on a web server 42. Many of the network sessions conducted over the web are
stateless in that the network connections are dynamically created and torn down as needed.
Therefore, logical user sessions may‘consist of multiple network sessions. It should be
understood that the ETR system 12 can be used with any variety of network sessions or
logical user sessions that may be established over a network.

The terminal 13 can be any device used for accessing or exchanging information with
server 42 over a network 28. The terminal 13 in some examples may be a Personal Computer
(PC), laptop computer, wireless Personal Digital Assistant (PDA), cellular telephone, or any
other wired or wireless device that can access and exchange web information with web
application 43.

The server 42 is any computing system that can operate one or more web applications
43 that are accessed by different clients 14. The web application 43 could be used for
conducting any type of online session such as>on1ine purchases or online financial services.
However, these are just examples, and any type of electronic web based transaction or other
online activity can be performed using web application 43. The client 14 may use a web
browser 15 to access and interact with web application 43. For simplicity, only one client 14
is shown in FIG. 1. However, it should be understood that multiple different clients 14 may
exist and be monitored.

A user of client 14 accesses the web application 43 on server 42. For example, using
HyperText Transport Protocol (HTTP) or HTTP over Secure Sockets Layer (SSL) (HTTPS).
According to different requests 30, the web application 43 sends different responses 32 back
to the client 14 that may include different web pages 44, web page logic or control, or other

data used during the web session 50. The series of requests 30 and responses 32 for a same
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network session 50 is referred to generally as network data 38. In this example, a User
Interface (UI) 15, such as a web browser on terminal 13, is currently displaying a web page
18 provided by the web application 43. The web page 18 includes two fields 20A and 20B
that prompt a user to enter a name and credit card number, respectively.

The user enters information into fields 20A and 20B and may then select an “enter”
icon (not shown) that causes the information in fields 20A and 20B to be sent back to web
application 43 as additional requests 30. The web application 43 may then send back other
network data, such as responses 32 according to the information contained in previous
requests 30. In this example, the next response 32 from web application 43 may be
information confirming the completion of an online transaction that used the user information
previously entered into fields 20A and 20B. In other instances, the responses 32 can include

other web pages, or other information used in a next stage of the web session 50.

Network Monitoring

The ETR system 12 includes a network session monitor 36 that captures the network
data 38 that may include the requests 30 and responses 32 exchanged between the client 14
and web application 43 over the network 28. The ETR system 12 also includes a Ul event
monitor 16 that captures user interface events 34 performed by client 14 that include, but is
not limited to, events that may only occur locally on terminal 13.

Capturing both the network data 38 and Ul events 34 for a network/web session 50
allow the ETR system 12 to monitor and reproduce network sessions with a higher level of
granularity and reproduce and detect events that may not be discoverable with existing
network monitoring systems. As a result, the ETR system 12 can provide analytics for a

wider array of network session events that may happen during customer online experiences.
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In order to power a visual replay and accurately understand the true user experience
during that network session, all of the network data 38 and all of the user interface events 34
associated with that network session 50 need to be captured. Alternatively, screen shots
could be taken and captured for every state change during the network session 50. However
this would require capturing large amounts of data and would not scale well when multiple
different network sessions needed to be captured and replayed. The ETR system 12 resolves
these issues by capturing and marrying the network traffic 38 (server side) with the client
events 34 in order to provide a scalable and secure means of captun'ng each and every user
experience for any number of network sessions 50.

One example of a network session monitor 36 is described in U.S. Patent No.
6,286,030 issued September 4, 2001, entitled: Systems and Methods For Recording and
Visually Recreating Sessions in a Client-Server Environment; and also described in U.S.
Patent No. 6,286,098 issued September 4, 2001, entitled: System and Method For Encrypting
Audit Information in Network Applications, which are both herein incorporated by reference
in their entirety.

Thé network session monitor 36 monitors the network 28 for any network data 38 that
is transferred between web application 43 and client 14 over network 28 during network
session 50. For example, the network data 30 and 32 may include web pages 44 sent from
web application 43 to client 14 and information sent from client 14 back to web application
43, such as the information entered into fields 20A and 20B.

The network data 38 can also include web page logic/code that is sent by web
application 43 along with the web pages 44 to the client 14. This web page logic is then
executed locally on the terminal 13 by client 14. An example of web page logic may include
Javascript. But of course any type of web page executable logic may be used. Network data

38 can also include web session data that may not necessarily include web pages 44, but
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alternatively includes information that is used with a previously supplied web page 44. The
significance of these types of network data 38 is described in more detail below.

The network session monitor 36 may be located anywhere on the network 28 where
the network data 38 can be captured for network session 50. In one example, the network
session monitor 36 may operate on the same server 42 that operates the web application 43.
In another embodiment, the network session monitor 36 could operate on a separate server
that might be located within the same enterprise network as server 42. In another
embodiment, the network session monitor 36 is located somewhere else in packet switched
network 28. In yet another embodiment, the network session monitor 36 may operate on the
same terminal 13 that operates the Ul event monitor 16.

Many of the events that happen during the network session 50 may not necessarily be
transferred over network 28. Thus, network session monitor 36 may onlychapture a portion of
the information that is required to thoroughly analyze the network session 50. For example,
the individual key strokes or cursor selections used for entering information into fields 20A
and 20B of web page 18 may never be transferred back over network 28 to the web
application. Alternatively, a batch data transfér of only the completed information from web
page 18 may be transferred to web application 43 over network 28. Further, the logic sent
along with the web pages 44 may autonombusly change the state of a web page or the state of
the web session locally on terminal 13 without ever sending information back over the
network 28 to web application 43. This presents a problem when trying to fully analyze a

user experience during a previously occurring network session 50.

User Interface Event Monitoring

The UI event monitor 16 is used in conjunction with the network session monitor 36

to increase the visibility and recreation granularity of online user experiences. The UI event
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monitor 16 monitors and captures Ul events 34 that interact with the network data 38 for the
network session 50. The UI event monitor 16, in one example, is a Javascript application that
is downloaded to the browser 15 operated by client 14 via a Hyper Text Markup Language
(HTML) tag. Of course, other types of software can also be used for implementing the UI
event monitor 16.

The Ul event monitor 16 operates autonomously from web application 43 and detects
certain Ul events 34 associated with a particular network session 50 established between the
web browser client 14 and web application 43. By operating locally on terminal 13, the UI
event monitor 16 can detect certain or selected events performed by client 14 on web page
18. For example, the UI event monitor 16 can detect each character entered into the fields
20A and 20B. The Ul event monitor 16 can also detect when a user selects different icons
displayed on the web page 18 or when the user makes selections on the web page that cause
the web session to display another web page or web link or that generally change the state of
the web session 50. Some of these Ul events 34, or sequence of events, might only Be
detectable locally on terminal 13 and never transferred over network 28. |

The local Ul events 34 associated with the network session 50 are captured by the Ul
event monitor 16 and then automatically transferred as captured UI events 34 to a session
archive 40. Similarly, the network session monitor 36 sends the captured network data 38 for
the network session 50 to the same session archive 40. A session analyzer tool 52 is then |
used to analyze the captured network data 38 and the captured Ul events 34 for the network
session 50.

The ETR system 12 provides the unique combination of capturing both network data
38 exchanged between client 14 and web application 43 during a web session 50 as well as
capturing the Ul events 34 that are entered locally by a user when interacting with the

network data 38. Based on what analytics need to be preformed, the captured network data
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38 and captured Ul events 34 may be analyzed separately, in combination, or synchronized

together to virtually replay the previous network session 50.

Replaving Rich Internet Applications

A traditional web application operates as shown in FIG. 1B. Most user actions in a
user interface 60B trigger an HTTP request 60C back to a web server 60E. The web
application 60F on web server 60E does some processing 60G involved with retrieving data,
crunching numbers, talking to various legacy systems, and then returns HTML pages ‘al'ld
Cascading Style Sheets (CSS) 60D to the browser client 60A.

FIG. 1C shows how rich internet applications, such as AJAX, Flash, Flex, and Web
2.0, differ from the traditional web applications described in FIG. 1B.

Ajax, is a group of inter-related web development techniques used for creating
interactive web applications. A primary characteristic is the increased responsiveness and
interactivity of web pages achieved by exchanging small amounts of data with the server
"behind the scenes” so that the entire web page does not have to be reloaded each time there
is a need to fetch data from the server. This is intended to increase the web page's
interactivity, speed, functionality, and usability.

AJAX is asynchronous in that extra data is requested from the server and loaded in
the background without interfering with the display and behavior of the existing page.
JavaScript is the scripting language in which AJAX function calls are usually made. Data is
retrieved using an XMLHttpRequest object that is available to scripting languages run in
modern browsers, or alternatively remote scripting in browsers that do not support
XMLHttpRequest. There is, however, no requirement that the asynchronous content be

formatted in XML.



WO 2009/029316 PCT/US2008/065582

Flash technology is used for adding animation and interactivity to web pages. Flash is
commonly used to create animation, advertisements, various web page components, to
integrate video into web pages, and more recently, to develop rich Internet applications. Flex
is- used for the development and deployment of cross platform, rich Internet applications
based on the Adobe Flash platform. Flex uses an XML-based markup language that provides

a way to quickly build and lay out graphic user interfaces.

Web 2.0 websites allow users to do more than just retrieve information and allow
users to run software-applications entirely through a browser. Users can own the data ona
Web 2.0 site and exercise control over that data. This stands in contrast to old traditional
websites, the sort which limited visitors to viewing and whose content only the site's owner
could modify. Web 2.0 sites often feature a rich, user-friendly interface based on Ajax, Flex

or similar rich media.

Referring to FIGS. 1B and 1C, user actions in user interface 62B generate user actions
62C to an AJAX engine 62E. The user actions 62C can either request more data, code or
instructions or send up data or code/instructions for processing by the web application 621.

‘The AJAX engine 62E interprets the data or code/instructions (user action) 62C and either
provides responses 62D back to the user interface 62B or sends corresponding HTTP requests

62F with the data or code/instructions to a Web and/or XML server 62H.

For the data or code 62F, the web application 621 on server 62H again does
processing 62] involved with retrieving data, crunching numbers, talking to various legacy
systems and then returns the responsive data or code 62G to the AJAX engine 62E. The
AJAX engine 62E uses Javascript to interpret the data or code 62G returned from the web

application 621 and sends the interpreted results to the user interface 62B.
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In the traditional web application in FIG. 1B, every state change in the application
60F results in a server side request for a new page. With rich internet applications as shown
in FIG. 1C, the client 62A (i.e. the browser) becomes miore than a rendering engine. The
client 62 A contains logic, rules, data caching and more.

Every user action that would normally generate an HTTP request 60C in FIG. 1B
instead takes the form of data or code 62C sent to the AJAX engine 62E in FIG. 1C. The
AJAX engine 62E handles on its own any response to the user action that does not require a
trip back to the server 62H, such as simple data validation, editing data in memory, and even
some navigation. The AJAX engine 62E may need something from the server 62H in order
to respond to the user action 62C, such as submitting data for processing, loading additional
interface code, or retrieving new data. The AJAX engine 62E makes those requests
asynchronously without stalling user interactions with the application 621,

To explain in more detail, the top of FIG. 1D shows a synchronous interaction pattern
of a traditional web application and the bottom of FIG. 1D shows an asynchronous pattern of
an AJAX web application.

Each user event 62H from client 60A is sent as a data transition 60C for system
processing 60G in the web server 60E. The results from the system processing 60G are sent
as data transitions 60D back to the client 60A. A next user event 60H from the client 60A is
then sent as a next data transition 60C for system processing 60G. This process is repeated
serially for each user event 60H.

The bottom of FIG. 1D shows how AJAX applications eliminate this start-stop-start-
stop nature of interaction on the Web by using the intermediary AJAX engine 62E between
the browser 62A and the server 62H. While it would seem that adding a layer to the web

application would make it less responsive, the opposite is true.
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The AJAX engine 62E is responsible for both rendering the interface 62B (FIG. 1C)
that the user sees and communicating with the server 62H on behalf of the user. The AJAX
engine 62E allows user interactions with the application to happen asynchronously,
independent of communication with the server 62H. This prevents the user from having to
stare at a blank browser window and an hourglass icon, waiting for a response back from the
server 62H.

This is illustrated in the bottom half of FIG. 1D where the client browser 62A sends
user actions 62C to the AJAX engine 62E. A data transition 62F may be sent when the
AJAX engine 62E needs to communicate with the server 62H. However, the AJAX engine
62E can still asynchronously provide other responses 62D to the client browser 62A for other
user actions while waiting for data transitions 62G back from the server 62H. Thus, the
interactions between client browser 62A and the AJAX engine 62E can be asynchronous with
the interactions between AJAX engine 62E and the server 62H.

FIG. 2 shows a web page 70 that is monitored for different Ul events. In this
example, the web page 70 is used in conjunction with an on-line airline reservation
application. The web page 70 displays the name of tﬁe web site at location 72 and includes
different ROUND-TRIP and ONE-WAY fields 74 and 76, respectively, that are selected by a
user for booking either a round trip or one-way airline reservation. A FROM field 78 is used
for inputting the name of the airport where the plane flight begins and the TO field 80 is used
for inputting the name of the airport where the plane flight ends. A LEAVE DATE field 82
and TIME field 84 are used for inputting the desired day and time for the first leg of the plane
flight. A RETURN DATE field 86 and TIME field 88 are used for inputting the desired day
and time for the second return leg of the plane flight. A search icon 89 is selected by the user

when all of the necessary flight information has been entered into fields 74-88.
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It should be understood that this is just one example of any type of web page that may
be used in conjunction with the replay system described in more detail below. The flight
reservation example is used only for illustrative purposes to further explain the replay system.
In a current state of the web page 70 shown in FIG. 2, the user has also entered the first letter
“P” of the originating airport for the plane reservation.

A “rich Internet application” may include web pages that execute different logic,
maintains different states, and displays different information while maintaining the same web
page rendering. Any combination of the logic, state, display etc. associated with a next
particular Ul event is referred to generally as “control”.

In this example, the web page 70 monitors the individual characters that are entered
into the FROM field 78. When at least three characters are entered into the FROM field 78,
the web page 70, or AJAX engine 62E in FIG. 1C, makes a data request to an associated web
server, such as the server 42 in FIG. 1. The data request asks the web server 42 to supply the
names of all airports that contain the three letters entered into FROM field 78. In this
example, the logic in web page 70 requests the web application 43 operating on server 42 to
provide the names of aﬂ airports that contain the three letters “POR”.

Referring to FIG. 3, and pursuant to the data request, the web page 70 receives back a
list of all airports containing the three letters “POR”. After the list of airports is received
back from the server 42, the web page 70 creates and displays a drop-down menu 90 that
contains the list of “POR” airports. This allows the user to easily select the desired
originating airport for the airline reservation without having to manually type in the entire
airport name. A similar process is performed with the TO field 80 where the web page
monitors the characters entered by the user. After the user enters some number of characters,

the web page 70 again sends a request to the web server 42 for all airports containing the
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three letters entered into field 80. The list of destination airports is again displayed on a drop
down menu similar to menu 90 for selection by the user.

Referring to FIG. 4, the drop down menu 90 and populated list of airports is
alternatively referred to as a web page control field, logic state, or simply “control”. Control
refers to any information, web page logic, displayed web page content, etc. required for
properly executing a Ul event. In this example, a Ul event 92 may be a left mouse click that
selects PORTLAND, OREGON from the list of airports in drop down menu 90. The Ul
event monitor 16 in FIG. 1 captures the left mouse click UI event. However, the left mouse
click captured by the Ul event monitor 16 in FIG. 1 can only be replayed correctly when the
list of airports is properly displayed in drop down menu control 90. |

When processing (replaying) the left mouse click Ul event 92, it is important that the
airport list 90 first exists and is displayed in drop down menu 90. Again, if the web session
described above is to be accurately replayed during a subsequent replay session, the sequence
of UI events must be accurately sequenced with the associated control. For example, the
replayed on-line airline reservation session would fail if the left mouse click 92 were replayed
before the airport list in drop down menu 90 was displayed. Premature execution of the left
mouse click 90 would likely prevent the correct entry from being entered into the FROM
field 78. As a result, replay would not accurately reproduce the original network session.

FIG. 5 shows the results of the left mouse click Ul event 92 selecting PORTLAND,
OR from the drop down menu control 90. The FROM field 78 is automatically populated
with the airport location selected from drop down menu 90.

The replay system described below determines when captured Ul events are ready to
be executed based on the availability of the associated control events. This synchronization
prevents the captured Ul events from being prematurely executed out of sequence and

accordingly prevents false errors from being generate during replay of the network session.
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To explain in more detail, FIG. 6 shows some of the Ul events 102 that are entered
via a web browser 100 into the web page 70 as previously shown in FIGS. 2-5. The user first
enters keystrokes (Ul events 102A) that request the airline reservation web pagé 70 shown
above. Accordingly, a network request 104A is sent to the web server 42 that operates the
airline reservation application 106. The airline reservation application 106 sends back the
airline reservation web page 70 in network response 104B.

After the web page 70 is displayed on the web browser 100, among other keystrokes
and other UI events, the user enters the three letters “POR” into the FROM field 78 of web
page 70 as previously shown in FIG. 3. These letters are captured as UI events 102B-102D,
respectively. As described above, the logic in the web page 70 then sends a network request
104C to the airline reservation application 106 requesting the names of all airports containing
the letters “POR”. The reservation application 106 sends response 104D back with the list of
“POR” airports.

In response to receiving the list of “POR?” airports, the logic operated in web page 70
displays the drop down menu 90 previously shown in FIGS. 3 and 4 that contains the list of
“POR” airports. The user moves the cursor over the PORTLAND, OR airport in the
displayed list and presses the left mouse button in U event 102E. The logic in web page 70
automatically populates the FROM field 78 with the selected airport as previously shown in

FIG. 5. The user then starts entering information into the other fields of web page 70 in UI

(

events 102F.

The Ul event monitor 16 captures all of the Ul events 102A-102F associated with the
web page 70 in a stack 106 on the session archive repository 40. Similarly, the network
session monitor 36 captures and stores the network events 104A-104D that are also

associated with the web page 70 in the session archive repository 40 as web page data 110.
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In this example, the web page data 110 includes the web page 70 and the airport list 112
contained in response 104D.

The captured network data 110 is 1inked via pointers 105A and 105B to the
appropriate locations in UI event stack 106. For example, time stamps can be used to
indicate when the UI events 102 and the webpage data 110 are captured. The Ul events 102
and webpage data 110 can then be interleaved for serial execution according to their
associated time stamps.

Alternatively, other web page data 110 could be linked into appropriate locations in
Ul event stack 106 according to the associated UI event. For example, the Ul event 102A
that requests the web page 70 may normally be followed in stack 106 by the supplied web
page 70 that was the target of request 102A. In this example, the web page 70 would be
displayed during replay immediately after Ul event 102A.

FIG. 7 shows in more detail how a session replay controller 114 ensures client Ul
events in stack 106 are correctly synchronized with web page data and control 110 for the
same captured network session. The session replay controller 114 is implemented in software
operated by computer 13.

A particular network session is requested for replaying. Accordingly, the replay

controller 114 accesses the Ul event stack 106 and web page data 100 for the requested

The replay controller 114 replays the Ul event 102A that previously requested web
page 70 and then displays the web page 70 as originally displayed to the user during the
original web session. The replay controller 114 then replays the captured Ul events 102B,
102C, and 102D that the user previously entered into the FROM field 78 of the replayed web

page 70.
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The replay controller 114 uses special control synchronization after replaying the
captured Ul events 102B, 102C, and 102D. For example, prior to processing the Ul event
102E (left fnouse click), the replay controller 114 checks to see if the control associated with
the UI event 102E is created and visible on replayed web page 70. For example, the replay
controller l 14 makes sure that the drop down menu 90 is displayed prior to executing the left
mouse click Ul event 102E that selects Portland, OR from the drop down menu 90.

Without the synchronization provided by replay controller 114, the replayed UI event
102E could be executed before the replayed web page 70 had a chance to create and display
the drop down menu 90 containing the airport list. If this happened, the replay session would
incorrectly move into a state that never existed in the original nétwork session and could
possibly create error conditions that never occurred during in the original network session.

The session replay controller 114 prevents the asynchronous Ul events 102 from
beiﬁg executed out of order with associated states in the web page 70 by verifying that the
control events associated with the Ul events 102 exist and are visible prior to executing the
associated Ul events. In the example in FIG. 7 this means that the replay controller 114 first
confirms that the replayed drop down menu 90 is displayed and contains the airport list prior

to executing the left mouse click UI event 102E.

Seaquencing User Events with Control

FIGS. 8-10 explain in more detail how Ul/client events are synchronized with
associated web page control events. Referring to FIG. 8, a user requests replay of a client Ul
event in operation 120. This may comprise a user operating the replay controller 114
requesting a next client event to be executed, such as the left mouse click event 102E in FIG.
7. The client event is transmitted to a client event handler in operation 122 that is inserted

into the web page session.
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The client event handler in operation 124 first determines if any other client events are
currently pending on a pending action queue. For example, client events 102B-102D may
still be waitfng to be processed by the replay controller 114 prior to processing the left mouse
click client event 102E. If any client events are pending on the action queue in operation
124, then the current client event is placed on the queue after the already queued client events
in a first-in first-out order in operation 132. This ensures the client events are processed in
the correct order.

If no other client events are pending in the queue, then an attempt is made in
operation 126 to process the client event. If processing of the client event is not successful in
operation 128, the client event is placed on the pending queue in operation 132. When the
client event is successfully processed in operation 128, operation 130 returns control to the
replay controller 114. The replay controller 114 then waits for the next user replay request in
operation 120. If client events are loaded into the pending queue in operation 132, an interval
timer is started in operation 134, if not previously started. Operation 136 then returns to -
operation 120.

FIG. 9 describes in more detail the operations that are performed by the replay
controller 114 when attempting to process the client event in operation 126 in FIG. 8.
Operation 160 determines if control exists for the client event. Control can include any
activity, function, state, etc. that needs to exist before executing the client event. For
example, as shown above in FIG. 7, drop down menu 90 needs to exist with the populated
airport list prior to processing the left mouse click 102E that selects one of the displayed
airports.

When the control associated with the client event is not present, a failure is returned in
operation 162. In FIG. 8, this returned failure 162 causes the client event to be queued for

later replay in operations 128 and 132 of FIG. 8. If control for the client event exists,
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operation 164 checks to see if the control is visible. For example, a user would not have
clicked the left mouse button if the drop down menu 90 previously shown in FIG. 4 was not
yet visible. Thus, if the control is nbt visible, a failure is returned in operation 166, Again
control can be anything displayed on the web page ’70 required for the user to properly
control the web page logic. |

If the control is visible, operation 168 checks to see if all parents are visible for any
hierarchical environment associated with the control data. For example, there may be
additional text control or other control that operates in combination with the drop down menu
90. For examplé, panel display logic may control the display of the drob down menu. If this
panel display logic does not display the drop down menu, then the airport list retrieved from
the web server is also not visible. If this hierarchical control is also not visible, then a failure
is returned in operation 170 causing the client event to be queued for later replay in operation
132 of FIG. 8.

Operation 172 determines if the control requires data, and if so, determines if that data
is loaded. For example, a combo box may need to be populated with a list of city names
before the client event is applied. If operation 172 needs to wait for data to populate control,
then a failure is returned in operation 174.

Otherwise, the client event is applied to the associated control in operation 176. A
returned in operation 178 completes the client event replay in operations 128 and 130 of FIG.
8. The replay controller 114 then moves back to operation 120 in FIG. 8 and waits for the
next client event replay request.

FIG. 10 explains the processing after the interval event timer operation 134 is initiated

and fires in FIG. 8. The start interval timer operation 134 may repeat the timer operations in
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FIG. 10 periodically until there are no more client events in the queue. Any interval time
may be set, but in one example, the interval is set to 1 second.

The interval event timer fires in operation 180. Another attempt to process the
queued client event is made in operation 182 similar to the attempt made in operation 126 of
FIG. 8. In other words, the replay controller 114 again performs the operations described in
FIG. 9. If the client event is not successfully processed in operation 184, operation 186
returns and waits for the next timer firing in operation 180. For example, the replay
controller 114 waits another second and tries again to process the queued client event in
operation 182.

If the client event is successfully processed in operation 184, the client event is
removed from the pending action queue in operation 188. If the pending action queue is not
empty in operation 190, processing of the next client event in the pending action queue is
attempted in operation ‘1 82. Otherwise, operation 192 turns off the interval timer. Control is
then returned to the replay controller 114 in operation 194. The replay controller 114
responds to any subsequent client event replay requests in operation 120 in FIG. 8.

Thus the operations described above ensure that any asynchronous client UI events

are synchronized with the control required for those Ul events to be correctly processed.

FIG. 11 shows a next state of the web page 70 where entry of data into all of the fields
74-88 have been completed and the user selects the search icon 89. FIG. 12 shows a next
web page 200 that is rendered after web page 70 is completed and the search icon 89 selected.
The web page 200 shows a partial list of airline reservations that match the criteria previously
entered into web page 70. For example, a first listing 202-206 lists the prices, airline,

departure, and arrival times for a round trip flight between Portland, Oregon and San
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Francisco, California. A second listing 208-212 lists the prices, airlines, and times for a
second flight and a third listing 214-218 lists the prices, airlines, and times for a third flight
between Portland and San Francisco.

Web pages may display partial lists of results while waiting to receive a complete list
from a web server. For example, the web page 200 may display the first three flights shown
in FIG. 12 while additional flight information is being received from web server 42 in FIG. 1.
For example, the web page 200 may have logic that every 4 seconds periodically displays all
of the currently received airline information. After each 4 second interval, the code in web
page 200 may display any additional flight information that was received from the web server
42. This display process may repeat every 4 seconds until all of the flight information is
received from the web server 42. This segmented display technique allows the user to view a
partial list of available flights while the remaining flight information is being received from
the web server 42.

During a session replay, all of the flight information has already been captured and
stored locally in the session archive 40 shown in FIG. 1. Thus, during the replay session it
may not be necessary to delay 4 seconds between each set of partially displayed airline
flights. To reduce the time required to replay a web session, the code in the web page 200 is
altered during replay to remove timing delays associated with network data transfers.

Referring to FIG. 13, the replay controller 114 in operation 230 identifies web page
timer commands in the web page logic for the captured web session. For example, the 4
second delay contained in the code for web page 200 shown in FIG. 12. In operation 232, the
replay controller 114 either reduces or removes the web page timer values. Operation 234
then replays the web page session using the reduced or removed web page timer commands

or values. This allows a user to still accurately replay the captured network session without
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having to experience the delays that normally occur while exchanging data between the user

terminal 13 and the remote web server 42 in FIG. 1.

Displaving Completed Web Pages

Literally hundreds of user interface events may be required to completely fill out web
page fields. For example, a web page where a user fills out a loan application may require
the user to enter hundreds or thousands of characters and therefore has hundreds or thousands
of associated UI events. During replay, a user may want to “cut to the chase” and view the
final populated state of the web page. For example, a user may want to go directly to the
state of the web page 70 shown in FIG. 11 where all of the fields for the flight search have
already been entered and the user is about to select the search icon 89. FIG. 11 shows the last
state of web page 70 just prior to the web browser rendering the next web page 200 shown in
FIG. 12.

Referring to FIG. 14, the replay controller 114 in operation 250 identifies all of the Ul
events associated with the same web page. The Ul events for the same web page can be
identified by identifying and grouping together all of the UI events following the initiation of
a new web page through the UI event that causes a next subsequent web page to be rendered.

In operation 252, the replay controller 114 automatically replays all of the UI events
associated with the same web page until a next web page request is identified. At this point
the replay controller 114 displays the fully populated web page created dﬁring the replay.
This allows a user to quickly see what information was entered into a web page just prior to
the web page being sent to the web server 42.

The system described above can use dedicated processor systems, micro controllers,

programmable logic devices, or microprocessors that perform some or all of the operations.
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Some of the operations described above may be implemented in software and other
operations may be implemented in hardware.

For the sake of convenience, the operations are described as various interconnected
functional blocks or distinct software modules.‘ This is not necessary, however, and there
may be cases where these functional blocks or modules are equivalently aggregated into a
single logic device, program or operation with unclear boundaries. In any event, the
functional blocks and software modules or features of the flexible interface can be
implemented by themselves, or in combination with other operations in either hardware or
software.

Having described and illustrated the principles of the invention in a preferred
embodiment thereof, it should be apparent that the invention may be modified in arrangement
and detail without departing from such principles. We claim all modifications and variation

coming within the spirit and scope of the following claims.
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events;

Claims
A method comprising:
éapturing control events associated with a network session;
capturing client events associated with the same network session;
identifying client events that are executed in conjunction with associated control
and

synchronizing replay of the network session by waiting for the control events to be

executed before executing the associated client events.

2. The method according to claim 1 wherein the control events are logic, state, or display
operations.
3. The method according to claim 1 further comprising:

waiting for the control events to become visible;

putting the client events in a queue when the associated control events are not visible;
and

executing the client events when the associated control events are visible.
4. The method according to claim 3 further comprising:

identifying hierarchies of control events associated with the same one or more client
events;

putting the client events in the queue when the associated hierarchy of control events
are not yet visible; and

executing the client events only after the entire associated hierarchy of control events

are visible.
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5. The method according to claim 1 further comprising:

identifying the control events that require data;

putting the client events associated with the identified control events into a queue
until the data is loaded; and

replaying the client events from the queue only after the data for the associated

control events has been loaded.

6. The method according to claim 1 further comprising:

identifying client events that is not yet ready to be applied to associated control
events;

putting the identified client events in a queue for later replay;

waiting a predetermined time period;

determining after the predetermined time period if one or more of the client events in
the queue are ready to be applied to the associated control events; and

replaying the one or more client events and removing the client events from the queue

when the client events are ready to be applied to the associated control events.

capturing network data or logic transferred between a client and a web application
during the network session;

capturing local events that are executed locally at the client in conjunction with the
network data or logic during the network session;

identifying the control events associated with the local events; and
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synchronizing replay of the network session by delaying replay of the client events

until the associated control events have completed execution.

8. The method according to claim 1 further comprising:

identifying web page timer commands in the captured control events or captured
client events;

reducing or eliminating time values specified in the identified web page timer
commands; and

replaying the captured control events or captured client events using the reduced or

eliminated time values.

0. The method according to claim 1 further comprising:
identifying all of the client events associated with a same web page;
" automatically replaying all of the identified client events until a next web page request
is identified; and |

displaying the web page populated after replaying all of the identified client events.

10.  An apparatus, comprising:
a computer confi
captured network session and identify the user interface events in the captured network
session that were executed in response to associated control events, the computer further
configured to wait until the control events have been replayed before replaying the associated

user events.
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11.  The apparatus according to claim 10 wherein the computer is further configured to
load the user interface events into a queue when the associated control events have not yet

completed replay execution.

12. The apparatus according to claim 11 wherein the computer is further configured to:

periodically check whether the control events associated with an oldest user interface
event in the queue has completed replay execution;

replay the oldest user interface event in the queue when the associated control events
has been fully executed;

remove the oldest user interface eifent from the queue; and

repeatedly check whether the control events associated with the next oldest user
interface event in the queue have completed replay execution before executing the next oldest

user interface event.

13. The apparatus according to claim 10 wherein the computer is further configured to

wait until the control events are visible before replaying the associated user interface events.

14.  The apparatus according to claim 14 wherein the computer is further configured to
identity hierarchies of control events associated with the same user interface events and wait

until the entire hierarchies of control events are visible before replaying the associated user

interface events.

15.  The apparatus according to claim 10 wherein the computer is further configured to
identify control events that require data and wait until the required data is loaded before

replaying the associated interface events.
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16.  The apparatus according to claim 10 wherein the computer is further configured to:
identify timer commands in the user interface events or control events;
reduce or remove time values specified in the timer commands; and
replay the user interface events or control events using the reduced or removed time

values.

17. The apparatus according to claim 10 wherein the computer is further configured to:
identify all of the. user interface events associated with a same web page;
replay all of the identified user interface events associated with the web page in a
same batch; and

display the web page after replaying all of the associated user interface events.

18. A system comprising:

a user interface event monitor configured to capture user interface events executed by
a client during a network session;

a network session monitor configured to capture network data exchanged between the

client and a web application during the network session; and

a replay device configured to identify control events in the network session that
require execution before replaying associated user interface events, the replay device further
configured to delay replay of the user interface events until the associated control events have

been executed.
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19.  The system according to claim 18 wherein the web application is a rich web
application wherein the user interface events and data can be executed or displayed

asynchronously from the network data exchanged between the client and the web application.

20. The system according to claim 18 wherein the control events include information

displayed on a web page that is selected by the associated user interface events.

21. The system according to claim 20 wherein the control events include a list of items
that are displayed on a drop down menu and the associated user interface events include a

selection event that selects one of items in the displayed list.
22, The system according to claim 18 wherein the user interface events are placed on a

queue when they are not ready to be applied to the associated control events and then serially

replayed from the queue after the associated control events have completed execution.
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INTERNATIONAL SEARCH REPORT

International application No.
PCT/US 08/65582

A. CLASSIFICATION OF SUBJECT MATTER
IPC(8) - GO6F 15/173 (2008.04)
USPC - 709/224

According to International Patent Classification (IPC) or to both national classification and IPC

B.  FIELDS SEARCHED

USPC - 709/224

Minimum documentation searched (classification system followed by classification symbols)

Documentation searched other than minimum documentation to the extent that such documents are included in the fields searched
USPC - 709/203, 223, 224, 225, 231 - text search, see search terms below

Electronic data base consulted during the international search (name of
PUbWEST(PGPB,USPT,USOC,EPAB,JPABY); Google Scholar

data base and, where practicable, search terms used)

Search Terms Used: replay, reconstruct, reproduce, callback, session, network, interactive, Internet, web, time, period, predetermined,
queue, remov, eliminat, fast, forward, dropdown, drop, down, menu, display, select, capture, user interface, timestamp, stamp

C. DOCUMENTS CONSIDERED TO BE RELEVANT

Category* Citation of document, with indication, where appropriate, of the relevant passages Relevant to claim No.
X US 2004/0100507 A1 (HAYNER et al.) 27 May 2004 (27.05.2004), entire document especially 1-5,7,9-11, 13-15, 17-
ol Figs 1, 2A, 3, 4; para [0006], [0029], [0031], [0035], [0037}-{0040], [0044), [0046]-[0047), [0052], | 20, 22
Y [0058}, (0060]-(0061]. S —
6, 8, 12, 16, 21

Y US 2005/0066037 A1 (SONG et al.) 24 March 2005 (24.03.2005), especially Figs 5, 11, 13; 6, 21

para [0078], [0096].
Y US 2005/0021713 A1 (DUGAN et al.) 27 January 2005 (27.01.2005), especially para [0315]. 8,12,16

D Further documents are listed in the continuation of Box C.
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* Special categories of cited documents:

“A” document defining the general state of the art which is not considered
to be of particular relevance

“E" earlier application or patent but published on or after the international
filing date

“L” document which may throw doubts on priority claim(s) or which is
cited to establish the publication date of another citation or other
special reason (as specified)

“O” document referring to an oral disclosure, use, exhibition or other
means

“P” document published prior to the international filing date but later than

the priority date claimed

“T” later document published after the international filing date or priority
date and not in conflict with the application but cited to understand
the principle or theory underlying the invention

“X" document of particular relevance; the claimed invention cannot be
considered novel or cannot be considered to involve an inventive
step when the document is taken alone

“Y™ document of particular relevance; the claimed invention cannot be
considered 1o involve an inventive step when the document is
combined with one or more other such documents, such combination
being obvious to a person skilled in the art

“&” document member of the same patent family

Date of the actual completion of the international search

08 September 2008 (08.09.2008)

Date of mailing of the imerzaa'cﬁg search report
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Name and mailing address of the ISA/US
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Facsimile No. 571-273-3201

Authorized officer:
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