wo 2009/158370 A2 I 0K OO 0RO

(12) INTERNATIONAL APPLICATION PUBLISHED UNDER THE PATENT COOPERATION TREATY (PCT)

(19) World Intellectual Property Organization

International Bureau

(43) International Publication Date
30 December 2009 (30.12.2009)

(10) International Publication Number

WO 2009/158370 A2

(51

eay)

(22)

(25)
(26)
(30)

1

(72)
(73)

International Patent Classification:
GO6F 9/445 (2006.01)

International Application Number:
PCT/US2009/048370

International Filing Date:
24 June 2009 (24.06.2009)

Filing Language: English
Publication Language: English
Priority Data:

12/147,893 27 June 2008 (27.06.2008) US

Applicant (for all designated States except US): QUAL-
COMM INCORPORATED [US/US]; Attn: Internation-
al IP Administration, 5775 Morehouse Drive, San Diego,
CA 92121 (US).

Inventors; and

Inventors/Applicants (for US only): CODRESCU, Lu-
cian [US/US]; 5775 Morehouse Drive, San Diego, CA
92121 (US). PLONDKE, Erich [US/US]; 5775 More-
house Drive, San Diego, CA 92121 (US). WANG, Lin
[CN/US]; 5775 Morehouse Drive, San Diego, CA 92121
(US). VENKUMAHANTI, Suresh, K. [IN/US]; 5775
Morehouse Drive, San Diego, CA 92121 (US).

74

62y

84)

Agent: KAMARCHIK, Peter; 5775 Morchouse Drive,
San Diego, CA 92121 (US).

Designated States (unless otherwise indicated, for every
kind of national protection available): AE, AG, AL, AM,
AO, AT, AU, AZ, BA, BB, BG, BH, BR, BW, BY, BZ,
CA, CH, CL, CN, CO, CR, CU, CZ, DE, DK, DM, DO,
DZ, EC, EE, EG, ES, FI, GB, GD, GE, GH, GM, GT,
HN, HR, HU, ID, IL, IN, IS, JP, KE, KG, KM, KN, KP,
KR, KZ, LA, LC, LK, LR, LS, LT, LU, LY, MA, MD,
ME, MG, MK, MN, MW, MX, MY, MZ, NA, NG, NI,
NO, NZ, OM, PE, PG, PH, PL, PT, RO, RS, RU, SC, SD,
SE, SG, SK, SL, SM, ST, SV, SY, TJ, TM, TN, TR, TT,
TZ, UA, UG, US, UZ, VC, VN, ZA, ZM, ZW.

Designated States (unless otherwise indicated, for every
kind of regional protection available): ARIPO (BW, GH,
GM, KE, LS, MW, MZ, NA, SD, SL, SZ, TZ, UG, ZM,
ZW), Eurasian (AM, AZ, BY, KG, KZ, MD, RU, TJ,
TM), European (AT, BE, BG, CH, CY, CZ, DE, DK, EE,
ES, FIL, FR, GB, GR, HR, HU, IE, IS, IT, LT, LU, LV,
MC, MK, MT, NL, NO, PL, PT, RO, SE, SI, SK, TR),
OAPI (BF, BJ, CF, CG, CI, CM, GA, GN, GQ, GW, ML,
MR, NE, SN, TD, TG).

Declarations under Rule 4.17:

as to applicant'’s entitlement to apply for and be granted
a patent (Rule 4.17(ii))

[Continued on next page]

(54) Title: LOOP CONTROL SYSTEM AND METHOD

100

\\ 102
PROCESSOR 106
104 LOOP CONTROL VALUES
124
HARDWARE LOOP I
CONTROL LOGIC PREDICATE
COUNTER
108
120 L
LOOP INSTRUCTIONS PREDICATE
122 SET LOGIC
CONDITIONALLY EXECUTED
LOOP INSTRUCTION USING
PREDICATE
A
r 110
PREDICATE
FIG. 1

(57) Abstract: Loop control systems and methods are dis-
closed. In a particular embodiment, a hardware loop con-
trol logic circuit includes a detection unit to detect an end
of loop indicator of a program loop. The hardware loop
control logic circuit also includes a decrement unit to
decrement a loop count and to decrement a predicate trig-
ger counter. The hardware loop control logic circuit fur-
ther includes a comparison unit to compare the predicate
trigger counter to a reference to determine when to set a
predicate value.



WO 2009/158370 A2 000000 0T TR 0 AR A

— as fto the applicant's entitlement to claim the priority of Published:
the earlier application (Rule 4.17(iii)) —  without international search report and to be republished
upon receipt of that report (Rule 48.2(g))




WO 2009/158370 PCT/US2009/048370

[0001]

[0002]

[0003]

LOOP CONTROL SYSTEM AND METHOD

yA Field

The present disclosure is generally related to loop control systems and methods.

/A Description of Related Art

Advances in technology have resulted in smaller and more powerful computing
devices. For example, there currently exist a variety of portable personal computing
devices, including wireless computing devices, such as portable wireless telephones,
personal digital assistants (PDAs), and paging devices that are small, lightweight, and
casily carried by users. More specifically, portable computing devices, such as cellular
telephones and IP telephones, can communicate voice and data packets over wireless
networks. Further, many such portable wireless devices also incorporate other types of
devices. For example, a wireless telephone can also include a digital still camera, a
digital video camera, a digital recorder, and an audio file player. Also, such wireless
telephones can process executable instructions, including software applications, such as
a web browser application that can be used to access the Internet. As such, these

wireless telephones can include significant computing capabilities.

Executable instructions repeated within a software application may be executed
by a processor as a software pipelined loop. Software pipelining is a method for
scheduling non-dependent instructions from different logical iterations of a program
loop to execute concurrently. Overlapping instructions from different logical iterations
of the loop increases an amount of parallelism for efficient processing. For example, a
first loop instruction and a second loop instruction may be executed in parallel at
separate execution units of a processor in a computing device such as a wireless mobile
device, the first instruction corresponding to a first loop iteration while the second
instruction corresponds to a second loop iteration. Although such software pipelined
loops may be executed more efficiently than non-pipelined loops, additional instructions
to prevent data hazards due to data dependencies between instructions when filling the

pipeline (e.g., prolog instructions) and to prevent memory access hazards when
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emptying the pipeline (e.g., epilog instructions) may increase an amount of memory
required to execute an application. Such additional memory may not be readily

available at a wireless computing device.
. Summary

[0004] In a particular embodiment, a system is disclosed that includes a hardware loop
control logic circuit. The hardware loop control logic circuit includes a detection unit to
detect an end of loop indicator of a program loop, a decrement unit to decrement a loop
count and to decrement a predicate trigger counter, and a comparison unit to compare
the predicate trigger counter to a reference to determine when to set a predicate value.
The system also includes a processor that executes a special instruction that triggers
execution of the hardware loop control logic circuit. Use of the system with the
hardware loop control logic circuit enables software pipeline loops to be executed

without prolog instructions, thereby using reduced memory.

[0005] In another particular embodiment, an apparatus is disclosed that includes a
predicate count register to store a predicate trigger count. The apparatus also includes
an initialization logic circuit to initialize loop parameters of a program loop. The
apparatus includes a processor to execute loop instructions of the program loop and to
execute a packet including an end of loop indicator. The apparatus also includes a logic
circuit to modify the predicate trigger count and to modify a loop count of the program
loop. The apparatus also includes a comparison logic circuit to compare the predicate
trigger count to a reference value. The apparatus further includes a logic circuit to
change a value of a predicate that affects at least one instruction in the program loop

based on a result of the comparison.

[0006] In another particular embodiment, a method of processing loop instructions is
disclosed. The method includes initializing loop parameters in special registers where
the special registers include a predicate trigger count. The method also includes
executing the loop instructions and executing a packet having an end of loop indicator.
The method further includes modifying the predicate trigger count and modifying a loop
count. When the predicate trigger count equals a reference value, the method includes

changing a value of a predicate that affects at least one of the loop instructions.
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[0007] In another particular embodiment, a method of processing a set of instructions in
a loop is disclosed. The method includes automatically initializing a predicate trigger
counter to indicate a number of iterations of the loop to execute before setting a
predicate value upon execution of a particular type of loop instruction. The method also
includes executing the set of instructions during a loop iteration and, upon detecting an
end of loop indicator of the loop, automatically triggering loop control hardware to
modify the predicate trigger counter and to compare the predicate trigger counter to a
reference to determine when to set the predicate value. At least one of the instructions

in the set of instructions is conditionally executed based on the predicate value.

[0008] One particular advantage provided by at least one of the disclosed embodiments
is reduced code size, lower power operation, and higher speed processing of instructions
that are executed as pipelined software loops. Other aspects, advantages, and features
of the present disclosure will become apparent after review of the entire application,
including the following sections: Brief Description of the Drawings, Detailed

Description, and the Claims.
1V.  Brief Description of the Drawings

[0009] FIG. 1 is a block diagram of a first illustrative embodiment of a loop control

System;

[0010] FIG. 2 is a block diagram of a second illustrative embodiment of a loop control

System;

[0011] FIG. 3 is a general diagram that illustrates processing of a software pipelined

loop;

[0012] FIG. 4 is a flow chart of a first illustrative embodiment of a loop control method
that may be performed by the loop control system of FIG. 1 or FIG. 2;

[0013] FIG. 5 is a flow chart of a second illustrative embodiment of a loop control

method that may be performed by the loop control system of FIG. 1 or FIG. 2; and



WO 2009/158370 PCT/US2009/048370

[0014]

[0015]

[0016]

[0017]

FIG. 6 is a block diagram of a particular illustrative embodiment of a wireless
processing device including a software pipelined loop hardware control logic circuit

with a predicate counter.
V. Detailed Description

Referring to FIG. 1, a first illustrative embodiment of a loop control system is
depicted and generally designated 100. The system 100 may be part of computer, a
portable wireless device, a wireless telephone, or any other device that executes
software instructions. The system 100 includes a processor 102 with a hardware loop

control logic circuit 104.

The processor 102 is configured to execute loop instructions 120. The loop
instructions 120 include at least one conditionally executed loop instruction 122 that
uses a predicate logic circuit 110. For example, the conditionally executed loop
instruction 122 may be executed by the processor 102 when the predicate logic circuit
110 stores a predicate value evaluating to true, and the conditionally executed loop
instruction 122 may not be executed when the predicate logic circuit 110 stores a
predicate value evaluating to false. Executing the loop instructions 120 enables the
processor 102 to efficiently perform repeated operations, such as for a multimedia

software application or a digital signal processing operation, for example.

Loop control values 106 are accessible to the hardware loop control logic circuit
104 and to a predicate set logic circuit 108. The predicate set logic circuit 108 is
coupled to the predicate logic circuit 110. In a particular embodiment, the predicate
logic circuit 110 may include a latch or other storage device adapted to store a data bit
having a false value (e.g., a logical “0” value) or a true value (e.g., a logical “1” value).
By using the hardware loop control logic circuit 104 and the predicate set logic circuit
108, software pipelined loops may be encoded in a compact form where pipelined loop
stages used to initialize a software pipeline may be replaced with one or more
conditionally executed loop instructions working in conjunction with the hardware loop

control logic circuit 104 of the system 100, as will be described below.
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[0018] In a particular embodiment, the hardware loop control logic circuit 104 includes
circuitry that is adapted to recognize a beginning of a software loop corresponding to
the loop instructions 120. The hardware loop control logic circuit 104 may be adapted
to initially set and to modify the loop control values 106 to initialize and control
execution of the loop instructions 120 by the processor 102. In particular, the hardware
loop control logic circuit 104 is adapted to initialize a predicate counter 124 of the loop
control values 106. In addition to the predicate counter 124, the loop control values 106
may include other values to control an operation of a loop, such as a loop start address

and a number of loop iterations, as illustrative examples.

[0019] The predicate counter 124 may be initialized by the hardware loop control logic
circuit 104 to a value corresponding to a number of processing cycles to fill a software
pipelined loop that includes the loop instructions 120 at the processor 102. Generally,
the processor 102 may execute each loop iteration in a pipelined manner as multiple
successive pipeline stages that may be performed concurrently at multiple execution
units (not shown). For example, when the processor 102 executes the loop instructions
120 in a software pipelined loop that has a depth of three pipeline stages, the predicate
counter 124 may be initialized to a value of three. An example of a software pipelined

loop having a depth of three pipeline stages is depicted in FIG. 3.

[0020] The hardware loop control logic circuit 104 may further be adapted to detect a
loop iteration condition at the processor 102 and to modify the predicate counter 124 for
cach iteration of the loop. For example, the predicate counter 124 may hold an
initialization value that is successively decremented in response to the hardware loop
control logic circuit 104 until the value of the predicate counter 124 reaches a reference
value. The reference value may correspond to a value of the predicate counter 124
when the software pipelined loop is fully pipelined, where all instructions of the
software loop process data that is not invalid due to pipeline dependencies. For
example, where a later operation uses data produced by an carlier operation within a
loop iteration, and the loop is pipelined so that the earlier operation is performed at a
first pipeline stage and the later operation is performed at a later pipeline stage that is
executed concurrently with the first pipeline stage, the dependency of the later pipeline

stage on data produced at the first pipeline stage will cause the later pipeline stage to
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[0021]

[0022]

process invalid data until the data produced at the first pipeline stage is received at the
later pipeline stage. To illustrate, a processor can execute loop instructions “A=A+1"
and “store A to memory” at separate execution units, but the “store A to memory”
instruction will store invalid results until data from the first “A=A+1" instruction has

been received.

The predicate set logic circuit 108 may be adapted to set a predicate value stored
at the predicate logic circuit 110 in response to detecting a value of the predicate counter
124. In a particular embodiment, the predicate set logic circuit 108 includes comparison
logic circuitry (not shown) to perform a comparison between a value at the predicate
counter 124 and the reference value. When the value at the predicate counter 124 is
detected to have a value equal to the reference value, the predicate set logic circuit 108
may be configured to automatically set a predicate value stored at the predicate logic
circuit 110. For example, the predicate logic circuit 110 may be initialized to store a
false condition, the predicate counter 124 may be initialized to a number of pipeline
stages of the software pipelined loop, and the reference value may be zero. When the
predicate counter 124 is decremented to zero, the predicate set logic circuit 108 may
automatically change the predicate value at the predicate logic circuit 110 to a true
condition. The true condition of the predicate value stored at the predicate logic circuit
110 may be provided to the conditionally executed loop instruction 122 to affect
processing of the loop instructions 120 at the processor 102. As another example, the
predicate counter 124 may be set to zero and the reference value may be set to the
number of pipeline stages of the software pipelined loop, and the predicate counter 124

may be incremented in response to each loop iteration.

Thus, loop initialization and loop control at the processor 102 may be performed
by hardware elements including the hardware loop control logic circuit 104, latches or
other devices to store the loop control values 106, to implement the predicate set logic
circuit 108. By using hardware to implement loop control logic for a software pipelined
loop, software loops may be encoded in a compact form where pipelined loop stages
used to initialize the software pipeline, referred to as the prolog, may be replaced with
one or more conditionally executed loop instructions 122, working in conjunction with

the hardware of the system 100.
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[0023] Referring to FIG. 2, a second illustrative embodiment of a loop control system is
depicted and generally designated 200. The system 200 includes a processor 202, a
hardware loop control logic circuit 204, and a loop parameter control register 206. The
hardware loop control logic circuit 204 may correspond to the hardware loop control
logic circuit 104 depicted in FIG. 1. Data stored at the loop parameter control register
206 may correspond to the loop control values 106 depicted in FIG. 1, and the processor

202 may correspond to the processor 102 depicted in FIG. 1.

[0024] In a particular embodiment, the loop parameter control register 206 includes a
start address register 212 storing data representing a starting address of a software
pipelined loop to be executed at the processor 202. The loop parameter control register
206 also includes a loop count register 214 that stores a loop count value corresponding
to the software pipelined loop. The loop parameter control register 206 further includes
a predicate trigger count register 216 storing a predicate trigger count value associated
with the software pipelined loop to be executed at the processor 202. Generally, the
loop parameter control register 206 is responsive to control inputs received from the

hardware control logic circuit 204.

[0025] In a particular embodiment, the hardware loop control logic circuit 204 includes
an initialization unit 220, a decrement unit 222, a comparison unit 230, a detection unit
228, and a predicate change unit 234. The initialization unit 220 may be responsive to a
special instruction 240 executed at the processor 202. The initialization unit 220 may be
adapted to determine a starting address and to set a value at the start address register
212. The initialization unit 220 may further be adapted to set an initial value of a loop
counter 224 of the decrement unit 222. The initialization unit 220 may also be adapted

to set an initial value of a predicate trigger counter 226 of the decrement unit 222.

[0026] In a particular embodiment, the decrement unit 222 is responsive to the detection
unit 228 to decrement a value of the loop counter 224 and the predicate trigger counter
226 in response to a control input from the detection unit 228 indicating a completion of
a loop iteration at the processor 202. In particular, the loop counter 224 may be
initialized to a total number of iterations of loop instructions 250 to be performed at the
processor 202, and may be decremented in response to each loop iteration detected at

the detection unit 228. In addition, the predicate trigger counter 226 may be initialized
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[0027]

[0028]

[0029]

to a value corresponding to a number of execution cycles required to completely fill a
pipeline of a software pipelined loop so that sequential pipeline stages are executed
using valid data from previous stages. The predicate trigger counter 226 may be
decremented in response to loop iterations detected by the detection unit 228. The loop
counter 224 and the predicate trigger counter 226 may write values to the loop count
register 214 and the predicate trigger count register 216, respectively, and may update

the respective values in response to an operation of the decrement unit 222.

In a particular embodiment, the detection unit 228 is configured to detect an end-
of-loop condition at the processor 202. For example, the detection unit 228 may include
a parsing logic circuit to parse a very long instruction word (VLIW) packet 254 with an
end-of-loop indicator at the processor 202. In a particular embodiment, the end-of-loop
indicator includes a predetermined bit field having a specified value within the VLIW
packet 254. When the end-of-loop indicator is detected, the detection unit 228 provides
a control input to the decrement unit 222 to decrement one or both of the counters 224

and 226.

In a particular embodiment, the comparison unit 230 is responsive to a value
stored at the predicate trigger count register 216. The comparison unit 230 may include
a comparator 232 that is adapted to compare a value of the predicate trigger count
register 216 to a reference value and to provide an output of the comparison to the
predicate change unit 234. For example, in a particular embodiment, the reference
value may be zero, and the comparison unit 230 may be configured to provide a zero
value output to the predicate change unit 234 until the predicate trigger count register
216 has a zero or negative value. In a particular embodiment, the comparator 232 is
adapted to automatically identify a transition from a one value to a zero value of the

predicate trigger counter 226, such as via the predicate trigger count register 216.

In a particular embodiment, the predicate change unit 234 is responsive to the
control signal received from the comparison unit 230 to set or to reset a predicate value
stored at the predicate logic circuit 210. For example, the predicate change unit 234
may be configured to initialize a predicate value stored at the predicate logic circuit 210
to a false condition. When the predicate change unit 234 receives a control input from

the comparison unit 230 that indicates that the value of the predicate trigger count
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register 216 equals the reference value, the predicate change unit 234 may set the
predicate value at the predicate logic circuit 210 to a true value. The predicate change
unit 234 may also be responsive to the initialization unit 220 to clear the predicate value

stored at the predicate logic circuit 210 prior to an execution of loop instructions.

[0030] In a particular embodiment, the predicate logic circuit 210 may include one or
more hardware components configured to store a logical true or false value. The
predicate logic circuit 210 may be accessible to the processor 202 to be used in

conjunction with executing the loop instructions 250.

[0031] In a particular embodiment, the processor 202 is configured to receive and to
execute instructions associated with the software pipelined loop. In particular, the
processor 202 is configured to execute a special instruction 240 that may designate
initialization values and control values associated with a subsequent software pipelined
loop. The initialization values and control values of the special instruction 240 may be

detected by or provided to the hardware loop control logic circuit 204.

[0032] In addition, the processor 202 is configured to receive and to execute the loop
instructions 250 as a software pipelined loop. For example, the processor 202 may be
adapted to execute one or more of the loop instructions 250 in parallel, such as at
multiple parallel execution units of the processor 202. In addition, the processor 202
may execute the loop instructions 250 as software pipelined instructions, such that a
single iteration of the loop instructions 250 may be performed in various sequential

pipeline stages at the processor 202.

[0033] In a particular embodiment, the loop instructions 250 include at least one
conditionally executed loop instruction 252. The at least one conditionally executed
loop instruction 252 is responsive to a predicate value stored at the predicate logic
circuit 210 to determine a condition of execution. In a particular embodiment, the
conditionally executed loop instruction 252 conditionally stores data based on a
predicate value at the predicate logic circuit 210 so that values calculated before the
predicate value is set to “true” are not stored. For example, the conditionally executed
loop instruction 252 may include a write command to write data to a memory, such as to

an output register (not shown), based on computations performed earlier in a current
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[0034]

[0035]

10

iteration of the loop instructions 250. Executing the conditionally executed loop
instruction 252 before the loop is fully pipelined would write invalid data to the memory
when the write is performed before the data generated by the earlier computations is
received. Therefore, execution of the conditionally executed loop instruction 252 may
be conditioned on a predicate value stored at the predicate logic circuit 210, where the
predicate value stored at the predicate logic circuit 210 indicates a condition of the
software pipelined loop corresponding to the loop instructions 250. To illustrate, the
processor 202 can execute loop instructions “A=A+1" and “store A to memory,” but the
“store A to memory” instruction will store invalid results until data from the first
“A=A+1" instruction has been received. Therefore, the “store A to memory” instruction
may be conditionally executed based on the predicate value that is initially set to “false”

and changed to “true” when the first “A=A+1" instruction has been completed.

Referring to FIG. 3, a particular illustrative embodiment of processing a
software pipelined loop is depicted and generally designated 300. Representative
instruction pipeline stages 302, 304, 306, and 308 represent pipeline stages of a software
pipelined loop. A predicate value 310 indicates a value at a predicate that is designated
“P3” and that may be accessed by one or more of the instructions executed at the
instruction pipeline stages 302-308. A hardware predicate loop counter 312 indicates a
countdown value corresponding to the software pipelined loop. Values associated with
cach of the instruction pipeline stages 302-308, the predicate value 310, and the
hardware predicate loop counter 312 are depicted for consecutive clock cycles,
beginning with clock cycle 1 at a loop beginning time period, and proceeding to clock
cycle 23 at a later time period. In a particular embodiment, each clock cycle

corresponds to an execution cycle at a pipelined processor.

In an illustrative embodiment, the system 300 represents execution of the loop
instructions 120 at the processor 102 depicted in FIG. 1, with the predicate value 310
reflecting the predicate value stored at the predicate logic circuit 110, and with the
hardware predicate loop counter 312 corresponding to the predicate counter 124. In
another illustrative embodiment, the system 300 represents execution of the loop
instructions 250 at the processor 202 depicted in FIG. 2, with the predicate value 310

corresponding to a predicate value stored at the predicate logic circuit 210, and with the
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hardware predicate loop counter 312 corresponding to an output of the predicate trigger

counter 226 stored at the predicate trigger count register 216.

[0036] In a particular embodiment, the software pipelined loop is initiated via a special
instruction illustrated in an exploded view as a loop initialization instruction 330. The
loop initialization instruction 330 includes an instruction name 334 having the form
spNLoop, where “N” has a value of three. The loop initialization instruction 330
includes data fields that include program loop setup information. For example, the loop
initialization instruction 330 includes a first data field 336 corresponding to a start
address of a software loop. The loop initialization instruction 330 also has a second
data field 338 corresponding to a loop count that indicates a number of iterations of the
loop to be performed. The loop initialization instruction 330, when executed by a
processor, may return an initial value corresponding to an initialization of a predicate,

such as a value of the predicate P3 332, which corresponds to the predicate value 310.

[0037] Thus, the loop initialization instruction 330 may indicate a start address of an
instruction of the loop, a number of iterations of the loop, and may further indicate, by a
value of “N” in the name 334, an initial value of a hardware predicate loop counter 312.
In the illustrated embodiment, the name sp3loop indicates an initial value of three at the
hardware predicate loop counter 312. Other values of “N” may be used to indicate other
initial values of the hardware predicate loop counter 312. As illustrative examples,
“splLoop” may indicate an initial value of one, and “sp2Loop” may indicate an initial
value of two. The initial value of the hardware predicate loop counter 312 may be set to
prevent execution of conditional operations until the loop is sufficiently pipelined. In a
particular embodiment, “N” may be a positive integer less than four and may indicate a
prolog count or a number of loops of a program loop to execute before changing the

predicate value 310.

[0038] After processing the software pipelined loop initialization instruction 330, the
software pipelined loop begins, illustrated as including a VLIW packet having
instructions labeled A, B, C, and D. The instructions A, B, C, and D may each be
performed in parallel at the processor, such as at multiple execution units of a single
processor. Furthermore, the instructions A, B, C, and D may be sequential in that

instruction B may use data that is generated by instruction A. Similarly, instruction C
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may use data that is generated by instruction A, instruction B, or any combination
thereof. Furthermore, instruction D may use data generated by any of instructions A, B,
C, or any combination thereof. Instruction D may write data indicative of an output of
cach particular loop iteration to a memory. For example, instruction D may perform a
computation using results from each of the operations A, B, and C, and may store a
resulting value to an output register. Therefore, instruction D should not be executed
until the software pipelined loop is fully pipelined so that each of instructions A, B, and
C is sequentially executed before instruction D to ensure that the input to instruction D
consists of valid values. Instructions that may be sequentially executed before the
software pipeline is completely filled are generally designated as the prolog 320. The
portion of the execution of the software pipeline loop where the pipeline is full is
designated as the kernel 322. The portion of the software pipeline loop where a final
execution of the first instruction has completed but other pipeline instructions have yet

to be executed, is generally referred to as the epilog 324.

[0039] As illustrated, at clock cycle one, an initial value of “three” is stored at the
hardware predicate loop counter 312. Similarly, the predicate value P3 310 is initialized
to a value of false. The software loop begins with execution of instruction A for the
first iteration of the loop. Instructions B, C, and D may also be executed in parallel with
A, as will be performed in the kernel portion 322; however, because instructions B, C,
and D may be dependent on data output from previous instructions, results of
instructions B, C, and D in clock cycle one may be invalid. Further, when instruction D
includes a write instruction to store data at a memory, instruction D should not be
executed until the data to be written is valid data indicating an output of instructions A,
B, and C of the first cycle. Therefore, instruction D may be conditionally executed
based on the predicate value 310, illustrated as a shading of the pipeline stage indicating
non-execution of the instruction in a particular clock cycle. Because the predicate value
310 is false, the conditional write instruction D in the fourth instruction pipeline stage

308 is not performed.

[0040] Continuing to clock cycle two, instruction B receives output from instruction A
and is executed for the first iteration of the loop, indicated as B(1). Similarly,

instruction A is executed using data associated with the second iteration of the loop,
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indicated as A(2). Instructions C and D may be executed; however, an input value and
consequently an output of each of instructions C and D may be undefined due to a data
dependency on prior instructions. As illustrated, in clock cycle 2, the hardware
predicate loop counter is decremented from a value of “three” to a value of “two,” and
the predicate value 310 remains false. Because the predicate value 310 is false, the
conditional write instruction D in the fourth instruction pipeline stage 308 is not

performed.

[0041] Continuing to clock cycle three, instruction C at the third instruction pipeline
stage 306 is executed corresponding to the first iteration of the loop. Instruction B is
executed at the second instruction pipeline stage 304 corresponding to the second
iteration of the loop, and instruction A is executed at the first instruction pipeline stage
302 corresponding to a third iteration of the loop. The hardware predicate loop counter
312 is decremented from a value of “two” to a value of “one,” and the predicate value
310 remains false. Because the predicate value 310 is false, the conditional write

instruction D is not performed.

[0042] At clock cycle four, the prolog portion 320 of the software loop has ended and
the kernel portion 322 has begun. Generally, in the kernel portion 322, the software
pipeline has been filled and each of the instruction pipeline stages 302-308 operates on
valid data. The hardware predicate loop counter 312 is decremented to the value “zero,”
indicating that the pipeline is full and that the prolog stage 302 is finished. In response
to the hardware predicate loop counter 312 equaling “zero,” the predicate value 310 is
set to a true condition. In a particular embodiment, the predicate value 310 is set by
hardware logic circuitry that is configured to compare a value of the predicate loop

counter 312 to a reference value, such as the comparator 232 depicted in FIG. 2.

[0043] From clock cycle four through clock cycle twenty, the loop remains in the kernel
portion 322 of execution where the pipeline remains full and all pipeline stages 302-308
execute instructions in sequential order to accommodate data dependencies between the
instructions. Because the predicate value 310 evaluates to true, all instructions
including instruction D are performed during clock cycle four and continuing through
clock cycle twenty. At clock cycle twenty-one, the epilog portion 324 begins where the

first pipeline stage 302 has completed executing instruction A for all twenty loop
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iterations, but the remaining pipeline stages 304, 306, and 308 continue processing
instructions associated with prior iterations of the software loop. For example, at clock
cycle twenty one, execution of instruction B corresponds to iteration 20, instruction C
corresponds to iteration 19, and instruction D corresponds to iteration 18. Therefore, at
clock cycle twenty-one, instructions B, C, and D are executed but instruction A is not
executed. At clock cycle twenty-two, instructions C and D are executed, but
instructions A and B are not executed. At clock cycle twenty-three, instruction D is

executed to complete the last iteration of the loop.

[0044] As illustrated, the prolog portion 320 and the kernel portion 322 may be
performed using a single VLIW packet including instructions A, B, C, and D, where
execution of instruction D is conditional based on the predicate value P3 310, and
including an end of loop indicator, denoted as “{A, B, C, if (P3) D}:endloop.” Thus,
kernel code (i.e., the VLIW packet including the instructions A, B, C, and D) is
executed in both the prolog portion 320 and the kernel portion 322. As the pipeline is
emptying during the epilog portion 324, epilog VLIW packets may be used, such as:
{NOP, B, C, D}, {NOP, NOP, C, D}, and {NOP, NOP, NOP, D}, where NOP indicates
no operation at a particular execution unit. Such epilog instructions ensure that earlier
pipeline instructions do not access unauthorized portions of memory when executed
beyond the last loop iteration. However, in another embodiment, the epilog portion 322
may instead perform the kernel instructions when one or more input data sources may
be safely accessed outside loop boundaries, such as additional memory read operations

that may be safely performed by the instruction A at clock cycles 21, 22, and 23.

[0045] Using a single VLIW packet for the prolog portion 320 and the kernel portion
322 enables the software loop to be executed using less memory than if special prolog
instructions were executed to fill the pipeline. By initializing and decrementing the
hardware predicate loop counter to correspond to non-zero values during the prolog
portion 320 and to a zero value at the kernel portion 322 when the loop is fully
pipelined, the predicate value 310 may be set to restrict execution of conditionally
executed data dependent instructions, such as instruction D, to the kernel when the
pipeline is full. Such software pipelined loop processing may be performed using the

predicate logic circuit 110 and the predicate counter 124 in conjunction with the
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processor 102 of FIG. 1, or by using the predicate logic circuit 210, the predicate trigger
counter 226, and the predicate trigger count register 216 in conjunction with the

processor 202 depicted in FIG. 2

[0046] Referring to FIG. 4, a flow chart of a first illustrative embodiment of a loop
control method is depicted and generally designated 400. In a particular embodiment,
the method of processing a set of instructions in a loop 400 may be performed using one
or more of the systems depicted in FIGs. 1 and 2. At 402, a predicate trigger counter is
automatically initialized to indicate a number of iterations of the loop before setting a
predicate value upon execution of a particular type of loop instruction. The set of
instructions may be executed as a software pipelined loop, and the predicate trigger
counter may be based on a number of pipeline stages of the software pipelined loop. In
an illustrative embodiment, the particular type of loop instruction is the loop

initialization instruction 330 depicted in FIG. 3.

[0047] Moving to 404, the set of instructions is executed during a loop iteration. At
least one of the instructions in the set of instructions is conditionally executed based on
the predicate value. For example, at least one of the instructions in the set of
instructions that is conditionally executed may conditionally write data to an output

register based on a predicate value.

[0048] Continuing to 406, upon detecting an end of loop indicator of the loop, loop
control hardware modifying the predicate trigger counter is automatically triggered. For
example, the loop control hardware may decrement the predicate trigger counter in
response to detecting the end of loop indicator. Advancing to 408, upon detecting the
end of loop indicator of the loop, the predicate trigger counter is compared to a
reference to determine when to set the predicate value. In a particular embodiment, the

reference is a zero value.

[0049] At decision 410, a determination is made whether the predicate trigger counter is
equal to the reference. Where the predicate trigger counter is not equal to the reference,
processing continues at 404 where the set of instructions is executed during a next loop

iteration. Where the predicate trigger counter is equal to the reference, the predicate
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value is set, at 412, and processing returns to 404 where the set of instructions is

executed during the next loop iteration.

[0050] Thus, execution of the conditionally executed instruction may be controlled by
initializing the predicate trigger counter and setting the predicate in response to a
comparison of the predicate trigger counter to the reference. Execution of a software
pipelined loop without separate prolog and kernel instructions, such as depicted in FIG.
3, is therefore enabled and may be performed using the systems depicted in FIG. 1 and

FIG. 2.

[0051] Referring to FIG. 5, a flow chart of a second illustrative embodiment of a loop
control method is depicted and generally designated 500. In a particular embodiment,
the method of processing loop instructions 500 may be performed using one or more of
the systems depicted in FIGs. 1 and 2. At 502, loop parameters are initialized in special
registers including a predicate trigger count. In a particular embodiment, a predicate
value is initialized to a false condition, and the predicate trigger count corresponds to a

pipeline depth of a software pipelined loop.

[0052] Proceeding to 504, the loop instructions are executed. In a particular
embodiment, the loop instructions include kernel code but do not include prolog
instructions. The kernel code may include a set of instructions of a software pipelined
loop. Advancing to 506, an instruction having an end of loop indicator is executed.
Moving to 508, the predicate trigger count is modified and a loop count is modified.
Continuing to 510, when the predicate trigger count equals a reference value, a value of

a predicate that affects at least one of the loop instructions is changed.

[0053] For example, the loop instructions may include at least one instruction that is
conditionally executed based on the predicate. When the predicate trigger counter is
initialized to a software pipeline depth, decrementing the predicate trigger count to
equal reference value “zero” may indicate an end of a prolog portion of the software
pipelined loop and a beginning of a kernel portion of the loop when the pipeline is
filled. A conditionally executed instruction that is executed based on the predicate may

therefore not be executed until the pipeline is filled. Thus, kernel instructions may also



WO 2009/158370 PCT/US2009/048370

17

be executed in the prolog when the predicate is used to prevent execution of instructions

that may generate harmful results before the pipeline is sufficiently filled.

[0054] The systems depicted in FIG. 1 and FIG. 2 provide examples of systems on
which the method 500 may be performed. For example, the loop parameters may be
initialized in the loop parameter control register 206 of FIG. 2, the loop count and
predicated trigger count may be decremented by the decrement unit 222, and the value

of the predicate 210 may be changed by the predicate change unit 234 of FIG. 2.

[0055] Referring to FIG. 6, a block diagram of a particular illustrative embodiment of a
wireless processing device including a software pipelined loop hardware control logic
circuit with a predicate counter 664 is depicted and generally designated 600. The
device 600 includes a processor, such as a digital signal processor (DSP) 610, coupled
to a memory 632. The software pipelined loop hardware control logic circuit with the
predicate counter 664 may include one or more of the systems depicted in FIG. 1 and
FIG. 2 and may operate in accordance with one or more of FIGs. 3-5, or any

combination thereof. In an illustrative embodiment, the system 600 is a wireless phone.

[0056] FIG. 6 also shows a display controller 626 that is coupled to the digital signal
processor 610 and to a display 628. A coder/decoder (CODEC) 634 can also be coupled
to the digital signal processor 610. A speaker 636 and a microphone 638 can be coupled
to the CODEC 634. A modem 640 can be coupled to the digital signal processor 610

and further coupled to a wireless antenna 642.

[0057] In a particular embodiment, the DSP 610, the display controller 626, the
memory 632, the CODEC 634, and the modem 640 are included in a system-in-package
or system-on-chip device 622. In a particular embodiment, an input device 630 and a
power supply 644 are coupled to the on-chip system 622. Moreover, in a particular
embodiment, as illustrated in FIG. 6, the display 628, the input device 630, the speaker
636, the microphone 638, the wireless antenna 642, and the power supply 644 are
external to the system-on-chip device 622. However, each can be coupled to a

component of the system-on-chip device 622, such as an interface or a controller.
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[0058] During operation, the software pipelined loop hardware control logic with the
predicate counter 664 may be used to enable efficient software pipelined loop
processing at the digital signal processor 610. For example, the software pipelined loop
hardware control logic circuit with the predicate counter 664 may include circuits or
devices to detect a loop initialization instruction, an end of loop instruction, or both, at
the digital signal processor 610, and may be operative to control a loop operation at the
digital signal processor 610 by controlling values of one or more loop counters, such as
a prolog counter, one or more predicates, or any combination thereof. Although
depicted as included in the digital signal processor 610, the software pipelined loop
hardware control logic circuit with the predicate counter 664 may be separate from one
or more processors, such as at a control portion of the system-on-chip device 622. In
general, the software pipelined loop may be implemented in any processor that has one
or more parallel pipelines that enable instructions in the same software loop to be
executed across the one or more parallel pipelines. Further, it will be understood that
the device 600 may be any wireless processing device, such as a personal digital
assistant (PDA), an audio player, an internet protocol (IP) phone, a cellular phone, a
mobile phone, a laptop computer, a notebook computer, a template computer, any other

system that may process a software pipelined loop, or any combination thereof.

[0059] Those of skill would further appreciate that the various illustrative logical
blocks, configurations, modules, circuits, and algorithm steps described in connection
with the embodiments disclosed herein may be implemented as electronic hardware,
computer software, or combinations of both. To clearly illustrate this interchangeability
of hardware and software, various illustrative components, blocks, configurations,
modules, circuits, and steps have been described above generally in terms of their
functionality. Whether such functionality is implemented as hardware or software
depends upon the particular application and design constraints imposed on the overall
system. Skilled artisans may implement the described functionality in varying ways for
each particular application, but such implementation decisions should not be interpreted

as causing a departure from the scope of the present disclosure.

[0060] The steps of a method or algorithm described in connection with the

embodiments disclosed herein may be embodied directly in hardware, in a software
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module executed by a processor, or in a combination of the two. A software module
may reside in random access memory (RAM), flash memory, read-only memory
(ROM), programmable read-only memory (PROM), erasable programmable read-only
memory (EPROM), electrically erasable programmable read-only memory (EEPROM),
registers, hard disk, a removable disk, a compact disc read-only memory (CD-ROM), or
any other form of storage medium known in the art. An exemplary storage medium is
coupled to the processor such that the processor can read information from, and write
information to, the storage medium. In the alternative, the storage medium may be
integral to the processor. The processor and the storage medium may reside in an
application-specific integrated circuit (ASIC). The ASIC may reside in a computing
device or a user terminal. In the alternative, the processor and the storage medium may

reside as discrete components in a computing device or user terminal.

[0061] The previous description of the disclosed embodiments is provided to enable any
person skilled in the art to make or use the disclosed embodiments. Various
modifications to these embodiments will be readily apparent to those skilled in the art,
and the principles defined herein may be applied to other embodiments without
departing from the scope of the disclosure. Thus, the present disclosure is not intended
to be limited to the embodiments shown herein but is to be accorded the widest scope
possible consistent with the principles and novel features as defined by the following

claims.
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WHAT IS CLAIMED IS:

1. A method of processing a set of instructions in a loop, the method
comprising:

automatically initializing a predicate trigger counter to indicate a number of
iterations of the loop before setting a predicate value upon execution of a
particular type of loop instruction;

executing the set of instructions during a loop iteration; and

upon detecting an end of loop indicator of the loop, automatically triggering
loop control hardware to modify the predicate trigger counter and to
compare the predicate trigger counter to a reference to determine when to
set the predicate value and wherein at least one of the instructions in the

set of instructions is conditionally executed based on the predicate value.

2. The method of claim 1, wherein the reference is a zero value and wherein the
loop control hardware decrements the predicate trigger counter in response to the end of

loop indicator.

3. The method of claim 1, wherein the at least one of the instructions in the set

of instructions that is conditionally executed writes data to an output register.

4. The method of claim 3, wherein the set of instructions is executed as a
software pipelined loop, and wherein the predicated trigger counter is based on a

number of pipeline stages of the software pipelined loop.

5. A method of processing loop instructions, the method comprising:

initializing loop parameters in special registers including a predicate trigger
count;

executing the loop instructions;

executing an instruction with an end of loop indicator;

modifying the predicate trigger count and modifying a loop count; and

when the predicate trigger count equals a reference value, changing a value of a

predicate that affects execution of at least one of the loop instructions.
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6. The method of claim 5, wherein the loop instructions include kernel code but

the loop instructions do not include prolog instructions.

7. The method of claim 6, wherein the kernel code comprises a set of

instructions of a software pipelined loop.

8. The method of claim 5, wherein the reference value equals zero, and wherein
the predicate trigger count and the loop count are decremented in response to executing

the instruction with the end of loop indicator.

9. The method of claim 5, wherein the loop instructions include at least one

instruction that is conditionally executed based on the predicate.

10. The method of claim 9, wherein the loop instructions include kernel code

but the loop instructions do not include prolog instructions.

11. An apparatus comprising:

a predicate count register to store a predicate trigger count;

an initialization logic circuit to initialize loop parameters of a program loop;

a processor to execute loop instructions of the program loop and to execute a
packet including an end of loop indicator;

a logic circuit to modify the predicate trigger count and to modify a loop count
of the program loop;

a comparison logic circuit to compare the predicate trigger count to a reference
value; and

a logic circuit to change a value of a predicate that affects at least one instruction

in the program loop based on a result of the comparison.

12. The apparatus of claim 11, wherein the initialization logic circuit clears the

predicate prior to execution of the loop instructions.
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13. A hardware loop control logic circuit comprising:

a detection unit to detect an end of loop indicator of a program loop;

a decrement unit to decrement a loop count and to decrement a predicate trigger
counter; and

a comparison unit to compare the predicate trigger counter to a reference to

determine when to set a predicate value.

14. The hardware loop control logic circuit of claim 13, wherein the program
loop includes at least one instruction that is conditionally executable based on the

predicate value.

15. A system comprising:
a hardware loop control logic circuit comprising:
a detection unit to detect an end of loop indicator of a program loop;
a decrement unit to decrement a loop count and to decrement a predicate
trigger counter; and
a comparison unit to compare the predicate trigger counter to a reference
to determine when to set a predicate value; and
a processor that executes a special instruction that triggers execution of the

hardware loop control logic circuit.

16. The system of claim 15, wherein the special instruction comprises
an spNloop type instruction where N is a positive integer less than four and where N
indicates the number of loops of the program loop to execute before changing the

predicate value.

17. The system of claim 16, wherein upon execution of the spNloop type
instruction, values are calculated prior to the predicate value being set and the calculated

values are not stored.

18. The system of claim 16, wherein the spNloop type instruction includes a

data field that includes program loop setup information.
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19. The system of claim 18, wherein the detection unit is configured to parse a
very long instruction word (VLIW) packet to detect the end of loop indicator, wherein
the decrement unit includes a counter to automatically decrement the predicate trigger
counter when the end of loop indicator is detected, and wherein the comparison unit
includes a comparator to automatically identify a transition from a one value to a zero

value of the predicate trigger counter.

20. The system of claim 16, wherein the spNloop type instruction is used in

connection with a software pipeline loop application.

21. The system of claim 17, wherein the processor is a very long instruction
word (VLIW) type processor that includes the hardware loop control logic circuit and
wherein multiple instructions in the program loop are executed in parallel by the

Proccssor.

22. The system of claim 18, wherein N identifies a prolog count.

23. The system of claim 16, wherein at least one instruction of the program loop

conditionally stores data based on the predicate value.
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