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As to an object-oriented programming, reuse of softwares is
enhanced and running speed is improved. There are made up
a data element list in which pointers to data storage areas of
object A are arranged and a pointer element list in which
pointers to pointer storage areas of object B are arranged. A
combination of the data element list and the pointer element
list makes it possible to directly refer to data of the object A
from the object B.
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Fig.110
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Fig. 111
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Fig.112
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Fig.113
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OBJECT-ORIENTED PROGRAMMING
APPARATUS, OBJECT-ORIENTED
PROGRAMMING SUPPORTING APPARATUS,
COMPONENT BUILDER APPARATUS,
OBJECT-ORIENTED PROGRAM STORAGE
MEDIUM, PROGRAM STORAGE MEDIUM FOR
USE IN OBJECT-ORIENTED PROGRAMMING,
COMPONENT STORAGE MEDIUM, AND
OBJECT-BETWEEN-NETWORK DISPLAY
METHOD

BACKGROUND OF THE INVENTION
[0001] 1. Field of the Invention

[0002] The present invention relates to an object-oriented
programming apparatus for performing an object-oriented
programming, an object-oriented programming supporting
apparatus for supporting an object-oriented programming, a
component builder apparatus for building components form-
ing a part of an object, an object-oriented program storage
medium for storing therein object-oriented programs, a
program storage medium for use in an object-oriented
programming, the program storage medium being adapted
for storing therein a program to support an object-oriented
programming, a component storage medium for storing
therein components, and an object-between-network display
method of visually displaying in the form of a network of
objects a data integration due to a data sharing, an integra-
tion of control flows among objects and the like, on a
plurality of objects produced by the object-oriented pro-
gramming.

[0003] 2. Description of the Related Art

[0004] Hitherto, when a program, which is incorporated
into a computer so as to be operated, is described, a
programming is performed in such a manner that a function
name (command) and a variable are described in turn. In
case of such a programming scheme, since there is a need to
describe the programming with the commands in its entirety,
it is necessary for a programmer to investigate the com-
mands one by one through a manual, or to remember a lot
of commands. However, those commands are different for
each program language. Accordingly, even if a programmer
remembers a lot of commands of a certain program lan-
guage, when the programmer describes a program with
another program language, there occurs such an inconve-
nience that the programmer has to do over again learning the
commands of the program language. Further, formats of
programs are also different for each program language.
These matters make a description of the program difficult,
and give such an impression that a development of programs
is a special field which is deemed that it is difficult for a
nonprofessional to enter thereinto. Recently, programs are
increasingly large-scaled and complicated, and thus there is
emphasized more and more a necessity that a development
of programs is made easier, and also a necessity for con-
tributing to a reuse of the once developed programs.

[0005] Insuch a technical background, recently, an object-
oriented programming has been widely adopted. An object
is a named entity that combines a data structure with its
associated operations. That is, the object comprises “data”
and “its associated operations”. The term “object-oriented”
implies a concept that the “data” and the “its associated
operations”, that is, the object is treated in the form of units.
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Also in such an object-oriented programming, there is a need
to essentially build each individual software (object). After
the individual objects are once built, however, a program-
ming is completed in such a manner that a coupling relation
of object-to-object is described such that a certain object
calls another object. It is expected that the object-oriented
programming taking in such a concept serves to significantly
improve an operability of software large-scaled and com-
plicated, a method of making up such a software, and the
maintenance thereof.

[0006] In the object-oriented programming, an operation
in which a certain object calls another object uses concepts
of messages and methods such that the calling object issues
amessage to the called party of object, while the called party
of object receives the issued message and executes its
associated methods (operations). Hitherto, data necessary
for a process of the methods is provided in the form of
arguments of the messages.

[0007] One of the objects of the object-oriented program-
ming resides in the point that a software (object) once made
up can be reused even if the system is altered. In order to
implement this, there is a need to make up a relatively small
and simple object.

[0008] In general, however, it is said that the object-
oriented program is low in its execution rate because it takes
a lot of time to recognize a corresponding relation between
the received message and its associated method, and also it
takes a lot of time to transfer data from an object, which
issues the message, to an object which executes the method.

[0009] In order to improve the program execution rate,
hitherto, there is adopted a technique in which operations in
one object are increased to reduce opportunities of issuing
messages directed to another object. In this case, however,
the operations in one object is complicated, and the object is
scaled up. They are contrary to the above-mentioned reuse,
and thus it is one of the causes of prohibiting the possibility
of promoting reuse of the software in the object-oriented
programming.

[0010] When the object-oriented programs are promoted,
the serious problem is involved in handling of a large
number of softwares accumulated up to now, which are not
based on a concept referred to an object-oriented. The
object-oriented programming technology according to the
earlier development has been associated with such a prob-
lem that the possibility of promoting reuse of the existing
soft ware is extremely low.

SUMMARY OF THE INVENTION

[0011] In view of the above-mentioned problem, it is
therefore an object of the present invention to provide an
object-oriented programming apparatus having a function of
coupling a plurality of objects with one another so that
information efficiently flows among the plurality of objects,
an object-oriented program storage medium for storing
therein a plurality of objects and object-coupling programs
for coupling the plurality of objects with one another so that
information efficiently flows among the plurality of objects,
an object-oriented programming supporting apparatus which
contributes to facilitation of an object-oriented program-
ming for defining a coupling relation between objects, a
program storage medium for use in an object-oriented
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programming, the program storage medium being adapted
for storing therein a program to support an object-oriented
programming, a component builder apparatus having a
function of building a component which serves as an object
in combination with an existing software so that the existing
software can be dealt with as the object, a component
storage medium for storing therein components as men-
tioned above, and an object-between-network display
method of visually displaying in the form of a network of
objects a data integration due to a data sharing, an integra-
tion of control flows among objects and the like, on a
plurality of objects produced by the object-oriented pro-
gramming, the object-between-network display method
being suitable for performing an object-oriented program-
ming for defining a coupling relation between objects.

[0012] To attain the above-mentioned object, according to
the present invention, there is provided a first object-ori-
ented programming apparatus for interconnecting a plurality
of objects each having data and operations, said object-
oriented programming apparatus comprising:

[0013] instruction coupling means for permitting a
transfer of messages between a first object having an
output instruction bus portion for performing a pro-
cessing for an issue of messages directed to another
object and a second object having an input instruc-
tion bus portion responsive to messages issued by
another object and directed to self object for activat-
ing a method of self object associated with the
received message, by means of providing such a
correspondence that the message of the first object is
associated with the method of the second object;

[0014] data element list generating means for gener-
ating a data element list, in which pointers to data
storage areas for storing data are arranged, of an
object;

[0015] pointer element list generating means for gen-
erating a pointer element list, in which pointers to
pointer storage areas for storing pointers to data are
arranged, of an object; and

[0016] data coupling means for permitting a transfer
of data between a third object having the data
element list and a fourth object having the pointer
element list, by means of writing the pointers
arranged in the data element list of the third object
into the pointer storage areas indicated by the point-
ers arranged in the pointer element list of the fourth
object.

[0017] Inthe first object-oriented programming apparatus,
it is preferable that said instruction coupling means gener-
ates a method element list in which arranged are method
elements including a method ID for specifying a method of
another object associated with a message of self object, and
a pointer to another object in which the method specified by
the method ID is executed.

[0018] To attain the above-mentioned object, according to
the present invention, there is provided a second object-
oriented programming apparatus for interconnecting a plu-
rality of objects each having data and operations, said
object-oriented programming apparatus comprising:

[0019] instruction coupling means for permitting a trans-
fer of messages between a first object having an output
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instruction bus portion for performing a processing for an
issue of messages directed to another object and a second
object having an input instruction bus portion responsive to
messages issued by another object and directed to self object
for activating a method of self object associated with the
received message, by means of providing such a correspon-
dence that the message of the first object is associated with
the method of the second object; and

[0020] an input instruction tag table generating
means for generating an input instruction tag table
indicating an association of messages of another
object with methods of self object, for each other
object, on the output instruction bus portion of self
object.

[0021] In the second object-oriented programming appa-
ratus, it is preferable that said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

[0022] said input instruction tag table generating
means generates the input instruction tag table and
adds the input instruction tag table to the method
elements including the pointer to another object
associated with the input instruction tag table.

[0023] As one of ways that the input instruction tag table
is added to the method element, it is acceptable that a pointer
to the input instruction tag table is directly written to the
method element.

[0024] To attain the above-mentioned object, according to
the present invention, there is provided a third object-
oriented programming apparatus for interconnecting a plu-
rality of objects each having data and operations, said
object-oriented programming apparatus comprising:

[0025] instruction coupling means for permitting a
transfer of messages between a first object having an
output instruction bus portion for performing a pro-
cessing for an issue of messages directed to another
object and a second object having an input instruc-
tion bus portion responsive to messages issued by
another object and directed to self object for activat-
ing a method of self object associated with the
received message, by means of providing such a
correspondence that the message of the first object is
associated with the method of the second object; and

[0026] an output instruction tag table generating
means for generating an output instruction tag table
indicating an association of methods of another
object with messages of self object, for each other
object, on the output instruction bus portion of self
object.

[0027] In the third object-oriented programming appara-
tus, it is preferable that said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and
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[0028] said output instruction tag table generating
means generates the output instruction tag table and
adds the output instruction tag table to the method
elements including the pointer to another object
associated with the output instruction tag table.

[0029] As one of ways that the output instruction tag table
is added to the method element, it is acceptable that a pointer
to the output instruction tag table is directly written to the
method element.

[0030] To attain the above-mentioned object, according to
the present invention, there is provided a fourth object-
oriented programming apparatus for interconnecting a plu-
rality of objects each having data and operations, said
object-oriented programming apparatus comprising:

[0031] instruction coupling means for permitting a
transfer of messages between a first object having an
output instruction bus portion for performing a pro-
cessing for an issue of messages directed to another
object and a second object having an input instruc-
tion bus portion responsive to messages issued by
another object and directed to self object for activat-
ing a method of self object associated with the
received message, by means of providing such a
correspondence that the message of the first object is
associated with the method of the second object; and

[0032] an input data tag table generating means for
generating an input data tag table indicating an
association of a data element list ID for identifying
a data element list in which pointers to data storage
areas for storing data are arranged with a pointer
element list ID for identifying a pointer element list
in which pointers to data storage areas for storing
pointer to data are arranged, for each other object, on
the output instruction bus portion of self object.

[0033] In the fourth object-oriented programming appara-
tus, it is preferable that said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

[0034] said input data tag table generating means
generates the input data tag table and adds the input
data tag table to the method elements including the
pointer to another object associated with the input
data tag table.

[0035] Asone of ways that the input data tag table is added
to the method element, it is acceptable that a pointer to the
input data tag table is directly written to the method element.

[0036] To attain the above-mentioned object, according to
the present invention, there is provided a fifth object-
oriented programming apparatus for interconnecting a plu-
rality of objects each having data and operations, said
object-oriented programming apparatus comprising:

[0037] instruction coupling means for permitting a
transfer of messages between a first object having an
output instruction bus portion for performing a pro-
cessing for an issue of messages directed to another
object and a second object having an input instruc-
tion bus portion responsive to messages issued by
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another object and directed to self object for activat-
ing a method of self object associated with the
received message, by means of providing such a
correspondence that the message of the first object is
associated with the method of the second object; and

[0038] an output data tag table generating means for
generating an output data tag table indicating an
association of a pointer element list ID for identify-
ing a pointer element list in which pointers to pointer
storage areas for storing pointers to data are arranged
with a data element list ID for identifying a data
element list in which pointers to data storage areas
for storing data are arranged, for each other object,
on the output instruction bus portion of self object.

[0039] In the fifth object-oriented programming apparatus,
it is preferable that said instruction coupling means gener-
ates a method element list in which arranged are method
elements including a method ID for specifying a method of
another object associated with a message of self object, and
a pointer to another object in which the method specified by
the method ID is executed, and

[0040] said output data tag table generating means
generates the output data tag table and adds the
output data tag table to the method elements includ-
ing the pointer to another object associated with the
output data tag table.

[0041] As one of ways that the output data tag table is
added to the method element, it is acceptable that a pointer
to the output data tag table is directly written to the method
element.

[0042] To attain the above-mentioned object, according to
the present invention, there is provided a first object-ori-
ented program storage medium for storing

[0043] a plurality of objects each having data and
operations, said object-oriented program storage
medium storing

[0044]

[0045] instruction coupling means for permitting a
transfer of messages between a first object having an
output instruction bus portion for performing a pro-
cessing for an issue of messages directed to another
object and a second object having an input instruc-
tion bus portion responsive to messages issued by
another object and directed to self object for activat-
ing a method of self object associated with the
received message, by means of providing such a
correspondence that the message of the first object is
associated with the method of the second object;

an object coupling program comprising:

[0046] data element list generating means for gener-
ating a data element list, in which pointers to data
storage areas for storing data are arranged, of an
object;

[0047] pointer element list generating means for gen-
erating a pointer element list, in which pointers to
pointer storage areas for storing pointers to data are
arranged, of an object; and

[0048] data coupling means for permitting a transfer
of data between a third object having the data
element list and a fourth object having the pointer
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element list, by means of writing the pointers
arranged in the data element list of the third object
into the pointer storage areas indicated by the point-
ers arranged in the pointer element list of the fourth
object.

[0049] In the first object-oriented program storage
medium, it is preferable that said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

[0050] the first object having the output instruction
bus portion refers to, when issuing a message, a
method element arranged in the method element list
associated with the message, and calls the second
object in which a pointer is stored in the method
element, giving the method ID stored in the method
element as an argument.

[0051] In this case, the second object receives messages
directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.

[0052] To attain the above-mentioned object, according to
the present invention, there is provided a second object-
oriented program storage medium for storing

[0053] a plurality of objects each having data and
operations, said object-oriented program storage
medium storing

[0054]

[0055] instruction coupling means for permitting a
transfer of messages between a first object having an
output instruction bus portion for performing a pro-
cessing for an issue of messages directed to another
object and a second object having an input instruc-
tion bus portion responsive to messages issued by
another object and directed to self object for activat-
ing a method of self object associated with the
received message, by means of providing such a
correspondence that the message of the first object is
associated with the method of the second object; and

[0056] an input instruction tag table generating
means for generating an input instruction tag table
indicating an association of messages of another
object with methods of self object, for each other
object, on the output instruction bus portion of self
object.

an object coupling program comprising:

[0057] In the second object-oriented program storage
medium, it is preferable that said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

[0058] said input instruction tag table generating
means generates the input instruction tag table and
adds the input instruction tag table to the method
elements including the pointer to another object
associated with the input instruction tag table.
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[0059] As one of ways that the input instruction tag table
is added to the method element, it is acceptable that a pointer
to the input instruction tag table is directly written to the
method element.

[0060] Tt is acceptable that the first object having the
method element to which the input instruction tag table is
added calls, when calling the second object identified by the
method element, the second object giving as arguments the
method ID and the input instruction tag table which are
stored in the method element.

[0061] As one of ways that the second object is called
giving as arguments the input instruction tag table, it is
acceptable that the second object is directly called giving as
arguments a pointer to the input instruction tag table.

[0062] In this case, the second object receives messages
directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.

[0063] 1t is acceptable that the second object receives
messages directed from the first object to the second object,
and refers to the input instruction tag table, which is an
argument of the received message, to execute the method of
the first object associated with the message of the second
object.

[0064] 1t is preferable that the second object receives
messages directed from the first object to the second object,
and refers to the input instruction tag table, which is an
argument of the received message, to add the method
element related to the method of the first object associated
with the message of the second object to the method element
list of the second object associated with the message of the
second object.

[0065] 1t is also preferable that the second object has
means for producing a third object, receives messages
directed from the first object to the second object, and refers
to the input instruction tag table, which is an argument of the
received message, to add the method element related to the
method of the first object associated with messages of the
third object to the method element list of the third object
associated with the message of the third object.

[0066] In this case, a timing of producing the third object
by the second object is not restricted in the present inven-
tion, and it is acceptable that the third object is produced
when the message is issued, alternatively, the third object is
produced beforehand.

[0067] To attain the above-mentioned object, according to
the present invention, there is provided a third object-
oriented program storage medium for storing

[0068] a plurality of objects each having data and
operations, said object-oriented program storage
medium storing

[0069]

[0070] aninstruction coupling means for permitting a
transfer of messages between a first object having an
output instruction bus portion for performing a pro-
cessing for an issue of messages directed to another
object and a second object having an input instruc-
tion bus portion responsive to messages issued by
another object and directed to self object for activat-

an object coupling program comprising:
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ing a method of self object associated with the
received message, by means of providing such a
correspondence that the message of the first object is
associated with the method of the second object; and

[0071] an output instruction tag table generating
means for generating an output instruction tag table
indicating an association of methods of another
object with messages of self object, for each other
object, on the output instruction bus portion of self
object.

[0072] In the third object-oriented program storage
medium, it is preferable that said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

[0073] said output instruction tag table generating
means generates the output instruction tag table and
adds the output instruction tag table to the method
elements including the pointer to another object
associated with the output instruction tag table.

[0074] As one of ways that the output instruction tag table
is added to the method element, it is acceptable that a pointer
to the output instruction tag table is directly written to the
method element.

[0075] 1t is acceptable that the first object having the
method element to which the output instruction tag table is
added calls, when calling the second object identified by the
method element, the second object giving as arguments the
method ID and the output instruction tag table which are
stored in the method element.

[0076] As one of ways that the second object is called
giving as arguments the output instruction tag table, it is
acceptable that the second object is directly called giving as
arguments a pointer to the output instruction tag table.

[0077] In this case, the second object receives messages
directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.

[0078] 1t is acceptable that the second object receives
messages directed from the first object to the second object,
and refers to the output instruction tag table, which is an
argument of the received message, to add the method
element related to the method of the second object associ-
ated with the message of the first object to the method
element list of the first object associated with the message of
the first object.

[0079] T1tis preferable that the second object has means for
producing a third object, receives messages directed from
the first object to the second object, and refers to the output
instruction tag table, which is an argument of the received
message, to add the method element related to the method of
the third object associated with messages of the first object
to the method element list of the first object associated with
the message of the first object.

[0080] In this case, similar to the second object-oriented
program storage medium, a timing of producing the third
object by the second object is not restricted in the present
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invention, and it is acceptable that the third object is
produced when the message is issued, alternatively, the third
object is produced beforehand.

[0081] To attain the above-mentioned object, according to
the present invention, there is provided a fourth object-
oriented program storage medium for storing

[0082] a plurality of objects each having data and
operations, said object-oriented program storage
medium storing

[0083]

[0084] aninstruction coupling means for permitting a
transfer of messages between a first object having an
output instruction bus portion for performing a pro-
cessing for an issue of messages directed to another
object and a second object having an input instruc-
tion bus portion responsive to messages issued by
another object and directed to self object for activat-
ing a method of self object associated with the
received message, by means of providing such a
correspondence that the message of the first object is
associated with the method of the second object; and

[0085] an input data tag table generating means for
generating an input data tag table indicating an
association of a data element list ID for identifying
a data element list in which pointers to data storage
areas for storing data are arranged with a pointer
element list ID for identifying a pointer element list
in which pointers to data storage areas for storing
pointer to data are arranged, for each other object, on
the output instruction bus portion of self object.

an object coupling program comprising:

[0086] In the fourth object-oriented program storage
medium, it is preferable that said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

[0087] said input data tag table generating means
generates the input data tag table and adds the input
data tag table to the method elements including the
pointer to another object associated with the input
data tag table.

[0088] As one of ways that the input data tag table is added
to the method element, it is acceptable that a pointer to the
input data tag table is directly written to the method element.

[0089] 1t is acceptable that the first object having the
method element to which the input data tag table is added
calls, when calling the second object identified by the
method element, the second object giving as arguments the
method ID and the input data tag table which are stored in
the method element.

[0090] As one of ways that the second object is called
giving as arguments the input data tag table, it is acceptable
that the second object is directly called giving as arguments
a pointer to the input data tag table.

[0091] In this case, the second object receives messages
directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.



US 2001/0052109 Al

[0092] Tt is acceptable that the second object receives
messages directed from the first object to the second object,
refers to the input data tag table, which is an argument of the
received message, to obtain the pointer element list ID of the
first object, produces the pointer element list identified by
the pointer element list ID, of the first object and in addition
the data element list identified by the data element list ID
associated with the pointer element list ID, of the second,
and writes the pointers arranged in the data element list of
the second object into the pointer storage areas indicated by
the pointers arranged in the pointer element list of the first
object.

[0093] Tt is preferable that the second object has means for
producing a third object, receives messages directed from
the first object to the second object, refers to the input data
tag table, which is an argument of the received message, to
obtain the pointer element list ID of the first object, produces
the pointer element list identified by the pointer element list
ID, of the first object and in addition the data element list
identified by the data element list ID associated with the
pointer element list ID, of the third, and writes the pointers
arranged in the data element list of the third object into the
pointer storage areas indicated by the pointers arranged in
the pointer element list of the first object.

[0094] In this case, a timing of producing the third object
by the second object is not restricted in the present inven-
tion, and it is acceptable that the third object is produced
when the message is issued, alternatively, the third object is
produced beforehand.

[0095] To attain the above-mentioned object, according to
the present invention, there is provided a fifth object-
oriented program storage medium for storing

[0096] a plurality of objects each having data and
operations, said object-oriented program storage
medium storing

[0097]

[0098] an instruction coupling means for permitting a
transfer of messages between a first object having an
output instruction bus portion for performing a pro-
cessing for an issue of messages directed to another
object and a second object having an input instruc-
tion bus portion responsive to messages issued by
another object and directed to self object for activat-
ing a method of self object associated with the
received message, by means of providing such a
correspondence that the message of the first object is
associated with the method of the second object; and

[0099] an output data tag table generating means for
generating an output data tag table indicating an
association of a pointer element list ID for identify-
ing a pointer element list in which pointers to pointer
storage areas for storing pointers to data are arranged
with a data element list ID for identifying a data
element list in which pointers to data storage areas
for storing data are arranged, for each other object,
on the output instruction bus portion of self object.

an object coupling program comprising:

[0100] In the fifth object-oriented program storage
medium, it is preferable that said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
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method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

[0101] said output data tag table generating means
generates the output data tag table and adds the
output data tag table to the method elements includ-
ing the pointer to another object associated with the
output data tag table.

[0102] As one of ways that the output data tag table is
added to the method element, it is acceptable that a pointer
to the output data tag table is directly written to the method
element.

[0103] Tt is acceptable that the first object having the
method element to which the output data tag table is added
calls, when calling the second object identified by the
method element, the second object giving as arguments the
method ID and the output data tag table which are stored in
the method element.

[0104] As one of ways that the second object is called
giving as arguments the output data tag table, it is acceptable
that the second object is directly called giving as arguments
a pointer to the output data tag table.

[0105] In this case, the second object receives messages
directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.

[0106] Tt is acceptable that the the second object receives
messages directed from the first object to the second object,
refers to the output data tag table, which is an argument of
the received message, to obtain the data element list ID of
the first object, produces the data element list identified by
the data element list ID, of the first object and in addition the
pointer element list identified by the pointer element list ID
associated with the data element list ID, of the second, and
writes the pointers arranged in the data element list of the
first object into the pointer storage areas indicated by the
pointers arranged in the pointer element list of the second
object.

[0107] TItis preferable that the second object has means for
producing a third object, receives messages directed from
the first object to the second object, refers to the output data
tag table, which is an argument of the received message, to
obtain the data element list ID of the first object, produces
the data element list identified by the data element list ID, of
the first object and in addition the pointer element list
identified by the pointer element list ID associated with the
data element list ID, of the third, and writes the pointers
arranged in the data element list of the first object into the
pointer storage areas indicated by the pointers arranged in
the pointer element list of the third object.

[0108] In this case, a timing of producing the third object
by the second object is not restricted in the present inven-
tion, and it is acceptable that the third object is produced
when the message is issued, alternatively, the third object is
produced beforehand.

[0109] To attain the above-mentioned object, according to
the present invention, there is provided an object-between-
network display method in which a plurality of objects
produced by an object-oriented programming and wirings
representative of flow of data and control among the plu-
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rality of objects are displayed on a display screen of an
image display apparatus for displaying images based on
electronic image information,

[0110] wherein displayed on the display screen is a
first image in which a display area consisting of one
measure obtained through partitioning the display
screen into a plurality of measures, or a display area
formed through coupling a plurality of adjacent
measures together, comprises an object display
domain for displaying a single object, and a wiring
display domain for displaying wires for coupling a
plurality of objects to one another, the object display
domain and the wiring display domain are deter-
mined in such a manner that the wiring display
domain is formed between the object display
domain-to-object display domain of the adjacent two
display areas, and

[0111] wherein on the display screen each of the
plurality of objects is arranged on an associated
object display domain of the display area, while the
wires for coupling the plurality of objects thus
arranged are displayed on the wiring display
domains ranged across a plurality of display areas.

[0112] According to the object-between-network display
method of the present invention, it is possible to obtain an
arrangement in which objects are arranged in good order,
and also to obtain a display easy for an observation avoiding
an overlap of objects with wirings, since an area for dis-
playing an object and an area for displaying a wiring are
distinguished from each other.

[0113] In the object-between-network display method as
mentioned above, it is preferable that a predetermined object
of a plurality of objects constituting the first image is
constituted of a subnetwork comprising a plurality of
objects, which are of lower class in a hierarchical structure
than the predetermined object, and wirings for connecting
the later plurality of objects together, and

[0114] that when a second image, in which a subnet-
work of said predetermined object is displayed
instead of a display of said predetermined object in
the first image, is displayed instead of the first image,
the subnetwork on the first image is displayed in a
more enlarged display area than that of said prede-
termined object, and display areas arranged upper
and lower sides and right and left sides of the display
area of the subnetwork are altered to display areas
enlarged vertically and horizontally, respectively,
and regarding display areas located at diagonal posi-
tions with respect to the display area of the subnet-
work, the display areas are displayed with a same
size as that of the first image.

[0115] An adoption of the above-mentioned display
method makes it possible to readily confirm a connecting
state of a subnetwork with the neighbor networks.

[0116] In the object-between-network display method as
mentioned above, it is acceptable that a predetermined
object of a plurality of objects constituting the first image is
constituted of a subnetwork comprising a plurality of
objects, which are of lower class in a hierarchical structure
than the predetermined object, and wirings for connecting
the later plurality of objects together, and
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[0117] wherein when a second image, in which a
subnetwork of said predetermined object is dis-
played instead of a display of said predetermined
object in the first image, is displayed instead of the
first image, the subnetwork on the first image is
displayed in a more enlarged display area than that of
said predetermined object, and display areas except
the display areas of the subnetwork are deformed as
compared with the associated display areas on the
first image in such a manner that display areas
located at a periphery of the second image, and
position and size of sides contacting with the second
image, are substantially the same ones as display
areas located at a periphery of the first image, and
position and size of sides contacting with the first
image, respectively.

[0118] An adoption of the above-mentioned display
method makes it possible to readily confirm a connecting
state of a subnetwork with the neighbor networks. In addi-
tion, according to the above-mentioned display method, it is
possible to confirm throughout a network displayed before a
display of the subnetwork (a first image) in the state that the
subnetwork is displayed.

[0119] In the object-between-network display method as
mentioned above, it is preferable that when the first image
is displayed, figures and sizes of the object display domains
in the display areas are standardized in accordance with
figures and sizes of the display areas.

[0120] This feature makes it possible to provide a display
screen easier to see.

[0121] In the object-between-network display method as
mentioned above, it is preferable that when the first image
is displayed, first, the plurality of objects are displayed, and
then it is displayed that the plurality of objects are intercon-
nected with wirings in which a direction of flow of data or
control is repeatedly displayed in units of predetermined
segments.

[0122] An adoption of such a wiring makes it possible,
even in the event that an object is out of a display screen, to
readily determine as to which side of the wiring input or
output exists at. It is acceptable that after the wiring, such a
wire is replaced by the usual wire, for example, a wire in
which arrows are given for only one edge or both edges of
the wire.

[0123] In the object-between-network display method as
mentioned above, it is preferable that when the first image
is displayed, in wirings consisting of a central wire and edge
wires extended along both sides of the central wire, each of
the edge wire having a display aspect different from the
central wire, there is provided such a display of wiring that
of the intersecting wirings, with respect to wirings each
representative of a same flow of data or control, the central
wire-to-central wire are continued, and with respect to
wirings each representative of a mutually different flow of
data or control, the central wire of one of the wirings is
divided into parts at a position contacting with or adjacent to
the edge wires of another wiring.

[0124] An adoption of such a wiring makes it possible to
readily determine as to whether the intersecting wires are
interconnected or simply cross each other.
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[0125] To attain the above-mentioned object, according to
the present invention, there is provided a first object-ori-
ented programming supporting apparatus for coupling a
plurality of objects, each having data and operations, with
one another in accordance with an instruction, said object-
oriented programming supporting apparatus comprising:

[0126] display means for displaying objects each
represented by a block representative of a main
frame of an object, a data output terminal for trans-
ferring data of the object to another object, a data
input terminal for receiving data from another object,
a message terminal for issuing a message to make a
request for processing to another object, and a
method terminal for receiving a processing request
from another object to execute a method, the object
being represented by a hierarchical structure which
permits one or a plurality of objects to exist in a
single object, and in addition displays a wiring for
coupling terminals of a plurality of objects;

[0127] object coupling means for constructing a cou-
pling structure among a plurality of objects in accor-
dance with an instruction for coupling terminals of
the plurality of objects through a wiring;

[0128] hierarchical structure construction means for
constructing a hierarchical structure of objects; and

[0129] a handler for instructing a wiring for coupling
among objects to said object coupling means, and in
addition for instructing a position of an object on the
hierarchical structure to said hierarchical structure
construction means,

[0130] wherein said hierarchical structure construc-
tion means has means for producing a duplicate
object of a substantial object designated in accor-
dance with an instruction from said handler, and for
disposing the duplicate object at a hierarchy different
from a hierarchy at which the substantial object is
disposed, and

[0131] said object coupling means receives from said
handler an instruction as to a wiring between the
duplicate object and another object in the wiring of
the hierarchical structure in which the duplicate
object is disposed, and constructs a coupling struc-
ture in which the duplicate object and the associated
substantial object are provided in the form of a
united object.

[0132] The feature such that the duplicate object is built,
and a coupling structure, in which the duplicate object and
the associated substantial object are provided in the form of
a united object, is constructed, makes it possible to arbi-
trarily dispose one object at desired plural hierarchies to
conduct a wiring (an instruction of coupling), thereby mak-
ing it easy to conduct a wiring among objects located at
mutually different hierarchies and also making it possible to
provide a display easy to see visually.

[0133] To attain the above-mentioned object, according to
the present invention, there is provided a second object-
oriented programming supporting apparatus for coupling a
plurality of objects, each having data and operations, with
one another in accordance with an instruction, said object-
oriented programming supporting apparatus comprising:
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[0134] display means for displaying objects each
represented by a block representative of a main
frame of an object, a data output terminal for trans-
ferring data of the object to another object, a data
input terminal for receiving data from another object,
a message terminal for issuing a message to make a
request for processing to another object, and a
method terminal for receiving a processing request
from another object to execute a method, the object
being represented by a hierarchical structure which
permits one or a plurality of objects to exist in a
single object, and in addition displays a wiring for
coupling terminals of a plurality of objects;

[0135] object coupling means for constructing a cou-
pling structure among a plurality of objects in accor-
dance with an instruction for coupling terminals of
the plurality of objects through a wiring;

[0136] hierarchical structure construction means for
constructing a hierarchical structure of objects; and

[0137] a handler for instructing a wiring for coupling
among objects to said object coupling means, and in
addition for instructing a position of an object on the
hierarchical structure to said hierarchical structure
construction means,

[0138] wherein said object coupling means releases a
coupling structure of the object before a replacement
with another object in accordance with an instruction
from said handler, and causes the object after the
replacement to succeed to the coupling structure of
the object before the replacement with another
object, and

[0139] said hierarchical structure construction means
disposes the object after the replacement, instead of
the object before the replacement, at a hierarchy at
which the object before the replacement is disposed.

[0140] For a replacement of objects, usually, first, a wiring
of an object before a replacement will be removed, and then
a new wiring will be conducted for a new object by which
the object before a replacement is replaced. On the contrary,
according to the present invention, the wiring (a coupling
relation) of the object before a replacement is maintained for
the new object after a replacement. This feature makes it
possible to save trouble for a wiring between the new object
after a replacement and other object, thereby making it very
easy to conduct a replacement of objects and as a result
making the object-oriented programming easy.

[0141] To attain the above-mentioned object, according to
the present invention, there is provided a third object-
oriented programming supporting apparatus for coupling a
plurality of objects, each having data and operations, with
one another in accordance with an instruction, said object-
oriented programming supporting apparatus comprising:

[0142] display means for displaying objects each
represented by a block representative of a main
frame of an object, a data output terminal for trans-
ferring data of the object to another object, a data
input terminal for receiving data from another object,
a message terminal for issuing a message to make a
request for processing to another object, and a
method terminal for receiving a processing request



US 2001/0052109 Al

from another object to execute a method, the object
being represented by a hierarchical structure which
permits one or a plurality of objects to exist in a
single object, and in addition displays a wiring for
coupling terminals of a plurality of objects;

[0143] object coupling means for constructing a cou-
pling structure among a plurality of objects in accor-
dance with an instruction for coupling terminals of
the plurality of objects through a wiring;

[0144] hierarchical structure construction means for
constructing a hierarchical structure of objects; and

[0145] a handler for instructing a wiring for coupling
among objects to said object coupling means, and in
addition for instructing a position of an object on the
hierarchical structure to said hierarchical structure
construction means,

[0146] wherein said hierarchical structure construc-
tion means is in response to an instruction from said
handler such that a plurality of objects from among
the objects disposed at a predetermined hierarchy are
designated and the plurality of objects are rearranged
on the lower-order hierarchy by one stage, and
rearranges the plurality of objects on the lower-order
hierarchy by one stage, and produces and arranges an
object including the plurality of objects on the pre-
determined hierarchy in such a manner that a cou-
pling structure among the plurality of objects and a
coupling structure among the plurality of objects and
objects other than the plurality of objects are main-
tained.

[0147] If it is permitted, as in the present invention
described above, that a plurality of objects is rearranged in
a different hierarchy while the wiring (coupling relation) is
kept as it is, it is possible to rearrange a program while the
program is made up. Further, since the part replaced by a
hierarchy serves as one object, it is possible to reuse the
object of interest as a program part.

[0148] To attain the above-mentioned object, according to
the present invention, there is provided a fourth object-
oriented programming supporting apparatus for coupling a
plurality of objects, each having data and operations, with
one another in accordance with an instruction, said object-
oriented programming supporting apparatus comprising:

[0149] display means for displaying objects each
represented by a block representative of a main
frame of an object, a data output terminal for trans-
ferring data of the object to another object, a data
input terminal for receiving data from another object,
a message terminal for issuing a message to make a
request for processing to another object, and a
method terminal for receiving a processing request
from another object to execute a method, the object
being represented by a hierarchical structure which
permits one or a plurality of objects to exist in a
single object, and in addition displays a wiring for
coupling terminals of a plurality of objects;

[0150] object coupling means for constructing a cou-
pling structure among a plurality of objects in accor-
dance with an instruction for coupling terminals of
the plurality of objects through a wiring;
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[0151] hierarchical structure construction means for
constructing a hierarchical structure of objects; and

[0152] a handler for instructing a wiring for coupling
among objects to said object coupling means, and in
addition for instructing a position of an object on the
hierarchical structure to said hierarchical structure
construction means,

[0153] wherein said display means has, in case of
existence of a plurality of method terminals con-
nected to one message terminal designated in accor-
dance with an instruction through said handler,
means for displaying a list indicative of an execution
sequence of a plurality of methods associated with
the plurality of method terminals, and

[0154] said object coupling means has means for
reconstructing a coupling structure in which the
execution sequence of the plurality of methods
appearing at the list displayed on said display means
are altered in accordance with an instruction by said
handler.

[0155] According to the fourth object-oriented program-
ming supporting apparatus, it is possible to readily and
exactly know an execution sequence of a plurality of meth-
ods for one message, and also possible to readily alter the
execution sequence.

[0156] As to the object-oriented programming supporting
apparatuses, there exists a fifth object-oriented programming
supporting apparatus. The fifth object-oriented program-
ming supporting apparatus will be described later.

[0157] To attain the above-mentioned object, according to
the present invention, there is provided a first program
storage medium for use in an object-oriented programming,
the program storage medium being adapted for storing
therein a program to support an object-oriented program-
ming for coupling a plurality of objects, each having data
and operations, with one another,

[0158] wherein each of said objects is represented by
a block representative of a main frame of an object,
a data output terminal for transferring data of the
object to another object, a data input terminal for
receiving data from another object, a message ter-
minal for issuing a message to make a request for
processing to another object, and a method terminal
for receiving a processing request from another
object to execute a method, the object being repre-
sented by a hierarchical structure which permits one
or a plurality of objects to exist in a single object, and
an instruction for coupling terminals of the plurality
of objects through a wiring is given,

[0159] said program includes: object coupling means
for constructing a coupling structure among a plu-
rality of objects in accordance with the instruction
for coupling terminals of the plurality of objects
through a wiring; and hierarchical structure con-
struction means for constructing a hierarchical struc-
ture of objects, and

[0160] said program storage medium stores such a
program that said hierarchical structure construction
means has means for producing a duplicate object of
a substantial object designated in accordance with an
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instruction from said handler, and for disposing the
duplicate object at a hierarchy different from a
hierarchy at which the substantial object is disposed,
and said object coupling means receives from said
handler an instruction as to a wiring between the
duplicate object and another object in the wiring of
the hierarchical structure in which the duplicate
object is disposed, and constructs a coupling struc-
ture in which the duplicate object and the associated
substantial object are provided in the form of a
united object.

[0161] To attain the above-mentioned object, according to
the present invention, there is provided a second program
storage medium for use in an object-oriented programming,
the program storage medium being adapted for storing
therein a program to support an object-oriented program-
ming for coupling a plurality of objects, each having data
and operations, with one another,

[0162] wherein each of said objects is represented by
a block representative of a main frame of an object,
a data output terminal for transferring data of the
object to another object, a data input terminal for
receiving data from another object, a message ter-
minal for issuing a message to make a request for
processing to another object, and a method terminal
for receiving a processing request from another
object to execute a method, the object being repre-
sented by a hierarchical structure which permits one
or a plurality of objects to exist in a single object, and
an instruction for coupling terminals of the plurality
of objects through a wiring is given,

[0163] said program includes: object coupling means
for constructing a coupling structure among a plu-
rality of objects in accordance with the instruction
for coupling terminals of the plurality of objects
through a wiring; and hierarchical structure con-
struction means for constructing a hierarchical struc-
ture of objects, and

[0164] said program storage medium stores such a
program that said object coupling means releases a
coupling structure of the object before a replacement
with another object in accordance with an instruction
for the replacement of objects, and causes the object
after the replacement to succeed to the coupling
structure of the object before the replacement with
another object, and said hierarchical structure con-
struction means disposes the object after the replace-
ment, instead of the object before the replacement, at
a hierarchy at which the object before the replace-
ment is disposed.

[0165] To attain the above-mentioned object, according to
the present invention, there is provided a third program
storage medium for use in an object-oriented programming,
the program storage medium being adapted for storing
therein a program to support an object-oriented program-
ming for coupling a plurality of objects, each having data
and operations, with one another,

[0166] wherein each of said objects is represented by
a block representative of a main frame of an object,
a data output terminal for transferring data of the
object to another object, a data input terminal for
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receiving data from another object, a message ter-
minal for issuing a message to make a request for
processing to another object, and a method terminal
for receiving a processing request from another
object to execute a method, the object being repre-
sented by a hierarchical structure which permits one
or a plurality of objects to exist in a single object, and
an instruction for coupling terminals of the plurality
of objects through a wiring is given,

[0167] said program includes: object coupling means
for constructing a coupling structure among a plu-
rality of objects in accordance with the instruction
for coupling terminals of the plurality of objects
through a wiring; and hierarchical structure con-
struction means for constructing a hierarchical struc-
ture of objects, and

[0168] said program storage medium stores such a
program that said hierarchical structure construction
means is in response to an instruction such that a
plurality of objects from among the objects disposed
at a predetermined hierarchy are designated and the
plurality of objects are rearranged on the lower-order
hierarchy by one stage, and rearranges the plurality
of objects on the lower-order hierarchy by one stage,
and produces and arranges an object including the
plurality of objects on the predetermined hierarchy in
such a manner that a coupling structure among the
plurality of objects and a coupling structure among
the plurality of objects and objects other than the
plurality of objects are maintained.

[0169] To attain the above-mentioned object, according to
the present invention, there is provided a fourth program
storage medium for use in an object-oriented programming,
the program storage medium being adapted for storing
therein a program to support an object-oriented program-
ming for coupling a plurality of objects, each having data
and operations, with one another,

[0170] wherein each of said objects is represented by
a block representative of a main frame of an object,
a data output terminal for transferring data of the
object to another object, a data input terminal for
receiving data from another object, a message ter-
minal for issuing a message to make a request for
processing to another object, and a method terminal
for receiving a processing request from another
object to execute a method, the object being repre-
sented by a hierarchical structure which permits one
or a plurality of objects to exist in a single object, and
an instruction for coupling terminals of the plurality
of objects through a wiring is given,

[0171] said program includes: object coupling means
for constructing a coupling structure among a plu-
rality of objects in accordance with the instruction
for coupling terminals of the plurality of objects
through a wiring; and hierarchical structure con-
struction means for constructing a hierarchical struc-
ture of objects, and

[0172] said program storage medium stores such a
program that said object coupling means has, in case
of existence of a plurality of method terminals con-
nected to one message terminal designated, means
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for making up a list indicative of an execution
sequence of a plurality of methods associated with
the plurality of method terminals, and means for
reconstructing a coupling structure in which the
execution sequence of the plurality of methods is
altered in accordance with an alteration instruction of
the execution sequence of the plurality of methods
appearing at the list.

[0173] Of component storage mediums according to the
present invention, there is provided a first component stor-
age medium for storing a component which serves as one
object in combination with a predetermined existing soft-
ware, said component including a method of issuing an
event of the predetermined existing software through a firing
by a message issued in other object.

[0174] According to such a component, there is provided
such a form that an existing software is “included” or
“involved”, and thus it possible to take in an existing
software in the form of an object, regardless of a structure
of the existing software, or without a modification of the
existing software, thereby specially improving a reuse of the
existing software.

[0175] In this case, it is preferable that said component
further includes together with said method a message for
informing other object of that said event is issued through
executing said method.

[0176] This feature makes it possible to perform an opera-
tion on a linking basis by a coupling between the method and
the message.

[0177] Of component storage mediums according to the
present invention, there is provided a second component
storage medium for storing a component which serves as
one object in combination with a predetermined existing
software, said component including a message for informing
other object, upon receipt of occurrence of a predetermined
event of the predetermined existing software, of that the
predetermined event is generated.

[0178] According to such a component, there is provided
such a form that an existing software is “included” or
“involved”, and thus it possible to implement, independently
of an advancement of the existing software itself, such an
advanced function that when the event for the existing
software occurs, a method of other object is executed
through working together.

[0179] Further, according to the present invention, there is
provided a component builder apparatus comprising:

[0180] a first handler for selectively indicating mak-
ing of methods and messages;

[0181] a second handler for inputting an instruction
of an issue of a desired event of a predetermined
existing software; and

[0182] a component builder means for building a
component which serves as one object in combina-
tion with said existing software, said component
builder means serving, when making of a method is
instructed by an operation of said first handler and a
predetermined event of the existing software is
issued by an operation of said second handler, to
make on the component a method which fires with a
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message issued by another object and issues the
event, and serving, when making of a message is
instructed by an operation of said first handler and an
issue of a predetermined event of the existing soft-
ware is instructed by an operation of said second
handler, in response to an occurrence of the event, to
make on the component a message for informing
other objects of the fact that the event occurred.

[0183] The use of the component builder apparatus men-
tioned above makes it possible to easily build on an inter-
active basis the components to be stored in the above-
mentioned first and second component storage mediums,
without a requirement of a deep knowledge as to a program-
ming for operators or users.

[0184] To attain the above-mentioned object, according to
the present invention, of the object-oriented programming
supporting apparatuses, there is provided a fifth object-
oriented programming supporting apparatus comprising:

[0185] a component file for storing therein a compo-
nent which serves as one object in combination with
a predetermined existing software, said component
including a method of issuing an event of the pre-
determined existing software through a firing by a
message issued in other object, and a message for
informing other object of that the event is issued
through executing said method, and said component
being stored in said component file with respect to
one or more existing softwares;

[0186] a handler for inputting an instruction of an
issue of the event as to the existing software;

[0187] anevent log file for storing a list for the events
as to one or more existing softwares, which are
sequentially issued in accordance with an operation
of said handler; and

[0188] a component coupling means for taking out
sequentially the events from said event log file to
combine a message of a component including the
message for informing other object of that the same
event as that taken out before is issued and a method
of a component including the method of issuing the
same event as that taken out now.

[0189] According to the fifth object-oriented program-
ming supporting apparatus, a sequential indication of an
issue of a plurality of events of one or more existing
softwares in the sequence of an actual operation desired may
couple the message and the method between objects
“involving” the existing softwares in the components. Thus,
it is possible to implement an automatic operation of a
plurality of events of the existing software.

BRIEF DESCRIPTION OF THE DRAWINGS

[0190] FIG. 1 is a perspective illustration of a computer
system including an object-oriented programming apparatus
according to an embodiment of the present invention;

[0191] FIG. 2 is a block diagram of an object ware
programming system implemented in the computer system
shown in FIG. 1;

[0192] FIG. 3 is a typical illustration showing a first
example of a software system implemented within the
computer system shown in FIG. 1;



US 2001/0052109 Al

[0193] FIG. 4 is a typical illustration showing an example
of a data structure of an output instruction bus portion of an
object A and an input instruction bus portion of an object B
shown in FIG. 3;

[0194] FIGS. 5(A) and (B) are flowcharts useful for under-
standing processings for an issue of a message;

[0195] FIG. 6 is a flowchart useful for understanding
processings of an output instruction bus portion generating
unit of an object coupling unit shown in FIG. 3;

[0196] FIG. 7 is a flowchart useful for understanding
processings of an input instruction bus portion generating
unit of an object coupling unit shown in FIG. 3;

[0197] FIG. 8 is a flowchart useful for understanding
processings of an instruction coupling unit of an object
coupling unit shown in FIG. 3;

[0198] FIG. 9 is a typical illustration showing an example
of a data structure of a data element list of an object A shown
in FIG. 3;

[0199] FIG. 10 is a flowchart useful for understanding
processings of a data element list generating unit of an object
coupling unit shown in FIG. 3;

[0200] FIG. 11 is a typical illustration showing an
example of a data structure of a pointer element list of an
object B shown in FIG. 3;

[0201] FIG. 12 is a flowchart useful for understanding
processings of a pointer element list generating unit of an
object coupling unit shown in FIG. 3;

[0202] FIG. 13 is a typical illustration showing a structure
after an execution of processings of a data coupling unit of
an object coupling unit shown in FIG. 3;

[0203] FIG. 14 is a flowchart useful for understanding
processings of a data coupling unit of an object coupling unit
shown in FIG. 3;

[0204] FIG. 15 is a typical illustration showing a second
example of a software system implemented within the
computer system shown in FIG. 1;

[0205] FIG. 16 is a typical illustration showing a third
example of a software system implemented within the
computer system shown in FIG. 1;

[0206] FIG. 17 is a typical illustration showing a fourth
example of a software system implemented within the
computer system shown in FIG. 1;

[0207] FIG. 18 is a typical illustration showing a fifth
example of a software system implemented within the
computer system shown in FIG. 1;

[0208] FIG. 19 is a typical illustration showing a part of
the data structure of objects A shown in FIGS. 15 to 18;

[0209] FIG. 20 is a flowchart useful for understanding an
example of processings for an issue of a message of an
object A;

[0210] FIG. 21 is a flowchart useful for understanding a
first example of a partial processing of processings of an
object B;
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[0211] FIG. 22 is a flowchart useful for understanding a
second example of a partial processing of processings of an
object B;

[0212] FIG. 23 is a flowchart useful for understanding a
third example of a partial processing of processings of an
object B;

[0213] FIG. 24 is a flowchart useful for understanding a
fourth example of a partial processing of processings of an
object B;

[0214] FIG. 25 is a flowchart useful for understanding a
fifth example of a partial processing of processings of an
object B;

[0215] FIG. 26 is a flowchart useful for understanding a
sixth example of a partial processing of processings of an
object B;

[0216] FIG. 27 is a flowchart useful for understanding
another example of processings for an issue of a message of
an object A, which is different from the example of that
shown in FIG. 20;

[0217] FIG. 28 is a flowchart useful for understanding a
seventh example of a partial processing of processings of an
object B;

[0218] FIG. 29 is a flowchart useful for understanding a
eighth example of a partial processing of processings of an
object B;

[0219] FIG. 30 is a flowchart useful for understanding a
ninth example of a partial processing of processings of an
object B;

[0220] FIG. 31 is a flowchart useful for understanding a
tenth example of a partial processing of processings of an
object B:

[0221] FIG. 32 is a flowchart useful for understanding
processings of an input instruction tag table generating unit
of an object coupling unit shown in FIG. 15;

[0222] FIG. 33 is a flowchart useful for understanding
processings of an output instruction tag table generating unit
of an object coupling unit shown in FIG. 16;

[0223] FIG. 34 is a flowchart useful for understanding
processings of an input data tag table generating unit of an
object coupling unit shown in FIG. 17;

[0224] FIG. 35 is a flowchart useful for understanding
processings of an output data tag table generating unit of an
object coupling unit show in FIG. 18;

[0225] FIG. 36 is a typical illustration of a display screen
useful for understanding an object-between-network display
method according to an embodiment of the present inven-
tion;

[0226] FIG. 37 is an explanatory view useful for under-

standing hierarchical networks;

[0227] FIGS. 38(A) and (B) are illustrations each showing
by way of example a display image consisting of a lot of
objects and wirings;

[0228] FIGS. 39(A) and (B) are illustrations each showing
by way of example a display image of a subnetwork;
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[0229] FIGS. 40(A) and (B) are illustrations each showing
an alternative embodiment of the display method of the
subnetwork;

[0230] FIGS. 41(A), (B) and (C) are illustrations each
showing by way of example a display image having a
display area in which a plurality of measures are coupled
with each other;

[0231] FIG. 42 is an illustration showing by way of
example a display image characterized by a display method
of wiring;

[0232] FIGS. 43(A) and (B) are illustrations each showing
an alternative embodiment of the display method of the
wiring;

[0233] FIGS. 44(A), (B) and (C) are illustrations useful for
understanding a procedure for producing a display area for
displaying a network of an object;

[0234] FIG. 45 is an illustration showing a state in which
an object is disposed on a display screen by users;

[0235] FIGS. 46(A) and (B) are illustrations each showing
a state in which a wiring among objects disposed on a
display screen is performed by users;

[0236] FIGS. 47(A) and (B) are illustrations showing by
way of example display screens of an object-between-
network before and after display of the subnetwork, respec-
tively;

[0237] FIG. 48 is a flowchart useful for understanding a
procedure for switching from the display of FIG. 47(A) to
the display of FIG. 47(B);

[0238] FIGS. 49(A), (B) and (C) are explanatory views
useful for understanding a procedure of a subnetwork dis-

play;

[0239] FIG. 50 is a flowchart useful for understanding a
procedure of the subnetwork display;

[0240] FIGS. 51(A), (B) and (C) are typical illustrations
each showing an embodiment in which a display area
representative of an object is formed with a single measure
or a plurality of measures coupled with one another;

[0241] FIGS. 52(A) and (B) are illustrations useful for
understanding by way of example a display method of
wiring:

[0242] FIG. 53 is a typical illustration showing by way of
example a display of wiring;

[0243] FIG. 54 is a flowchart useful for understanding a
procedure of executing the wiring shown in FIG. 53;

[0244] FIG. 55 is a flowchart useful for understanding an
alternative embodiment of a procedure of executing the
wiring;

[0245] FIG. 56 is a flowchart useful for understanding a

further alternative embodiment of a procedure of executing
the wiring;

[0246] FIG. 57 is a flowchart useful for understanding a
still further alternative embodiment of a procedure of
executing the wiring;
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[0247] FIGS. 58-62 are typical illustrations each showing
a result obtained from an execution of wiring according to
the wiring procedures shown in FIGS. 54-56; and

[0248] FIGS. 63(A), (B) and (C) are typical illustrations
each showing a result obtained from an execution of wiring
according to the wiring procedures shown in FIGS. 55-57.

[0249] FIG. 64 is a schematic diagram showing a basic
structure of an object-oriented programming supporting
apparatus and a program storage medium for use in an
object-oriented programming according to an embodiment
of the present invention;

[0250] FIG. 65 is a conceptual view showing exemplarily
an involving relation among objects;

[0251] FIG. 66 is a typical illustration showing a connect-
ing relation among objects for defining a hierarchical struc-
ture;

[0252] FIG. 67 is a typical illustration showing a pointer
for determining a connecting relation of a certain object to
another object;

[0253] FIG. 68 is a typical illustration showing one of the
bus elements constituting the bus element list to be con-
nected to the “pointers to buses” shown in FIG. 67;

[0254] FIG. 69 is a typical illustration showing one of the
cable elements constituting the cable element list to be
connected to the “pointers to cables” shown in FIG. 67;

[0255] FIG. 70 is a typical illustration showing exemplar-
ily a wiring among objects;

[0256]
[0257] FIG. 72 is a typical illustration showing a hierar-

chical structure (object tree) of the objects shown in FIG.
71;

[0258] FIG. 73 is a flowchart useful for understanding a
building process for the duplicate object;

[0259] FIG. 74 is a typical illustration showing a connect-
ing relation between the substantial object (original) and the
duplicate object (copy)

[0260] FIG. 75 is a conceptual view showing a coupling
relation of objects before a replacement of objects;

[0261] FIG. 76 is a typical illustration showing an object
tree concerning the objects shown in FIG. 785;

FIG. 71 is a conceptual view of a duplicate object;

[0262] FIG. 77 is a conceptual view showing a coupling
relation of objects after a replacement of objects;

[0263] FIG. 78 is a typical illustration showing a part of
the object tree after a replacement of objects;

[0264] FIG. 79 is a flowchart useful for understanding an
object replacing process;

[0265] FIG. 80 is a typical illustration showing a part of
the cable element list connected to an object A;

[0266] FIG. 81 is a conceptual view showing a coupling
relation among objects before a movement of objects;

[0267] FIG. 82 is a typical illustration showing an object
tree concerning the objects shown in FIG. 81;

[0268] FIG. 83 is a conceptual view showing a coupling
relation of objects after a movement of objects;
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[0269] FIG. 84 is a typical illustration showing an object
tree concerning the objects shown in FIG. 83;

[0270] FIG. 85 is a flowchart useful for understanding a
processing for a movement of objects and a change of wiring
of objects;

[0271] FIG. 86 is a typical illustration showing a state of
an alteration of an object tree;

[0272] FIG. 87 is a typical illustration showing a part of
the cable element list connected to an object A;

[0273] FIG. 88 is an explanatory view useful for under-
standing a movement of wiring to a new object;

[0274] FIG. 89 is a typical illustration of a bus for use in
wiring, the bus being built on an object F;

[0275] FIG. 90 is a typical illustration showing a state of
a change of an object in wiring from an object (object D)
inside a new object (object F) to the object F;

[0276] FIG. 91 is a typical illustration showing exemplar-
ily a wiring among objects;

[0277] FIG. 92 is a typical illustration showing a cable
element list giving a definition of the wiring shown in FIG.
91;

[0278] FIG. 93 is a flowchart useful for understanding
processings for a display of an execution sequence for
methods and an alteration of the execution sequence for the
methods;

[0279] FIG. 94 is a typical illustration showing a cable list
element list;
[0280] FIG. 95 is a view exemplarily showing a cable list

displayed on a display screen 102a;

[0281] FIG. 96 is a typical illustration showing a state in
which an arrangement sequence of the cable elements
arranged on the cable element list is altered;

[0282] FIG. 97 is a typical illustration showing a cable
element list in which an arrangement sequence of the cable
elements has been altered;

[0283] FIG. 98 is a typical illustration showing a state in
which an arrangement sequence of the cable list elements
arranged on the cable list element list is altered;

[0284] FIG. 99 is a typical illustration showing a cable list
element list in which an arrangement sequence of the cable
list elements has been altered;

[0285] FIG. 100 is a view showing a cable list in which an
arrangement sequence has been altered;

[0286] FIG. 101 is a typical illustration showing an
embodiment of a component “including” an existing soft-
ware having a graphical user interface;

[0287] FIG. 102 is a typical illustration showing an alter-
native embodiment of a component “including” an existing
software having a graphical user interface;

[0288] FIG. 103 is a typical illustration showing a further
alternative embodiment of a component “including” an
existing software having a graphical user interface;
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[0289] FIG. 104 is a typical illustration showing a struc-
ture of an event processing portion of the window manage-
ment section shown in FIG. 103;

[0290] FIG. 105 is a typical illustration showing a struc-
ture of an event monitor portion of the component A shown
in FIG. 103,

[0291] FIG. 106 is a basic construction view of a com-
ponent builder apparatus according to the present invention;

[0292] FIG. 107 is a typical illustration of an embodiment
of a component builder apparatus according to the present
invention;

[0293] FIG. 108 is a flowchart useful for understanding
processings of building a component using a component
builder apparatus;

[0294] FIG. 109 is a construction view of an object ware
programming system in which structural elements corre-
sponding to the embodiment of the fifth object-oriented
programming supporting apparatus according to the present
invention are added to the object ware programming system
shown in FIG. 2;

[0295] FIG. 110 is a flowchart useful for understanding an
operation of a component coupling unit;

[0296] FIG. 111 is a flowchart useful for understanding an
operation of a component coupling unit;

[0297] FIG. 112 is a conceptual view showing a state in
which an existing soft ware is “included” in a component;

[0298] FIG. 113 is a view showing a table for definition
items to give various definitions shown in FIG. 112; and

[0299] FIG. 114 is a view exemplarily showing images
displayed on a display screen 102a when definitions are
given.

DESCRIPTION OF THE PREFERRED
EMBODIMENTS

[0300] Hereinafter, there will be described embodiments
of the present invention.

[0301] First, there will be explained an outline of an object
ware programming system in which embodiments according
to the present invention are put together, and then each
individual embodiment will be explained.

[0302] FIG. 1 is a perspective illustration of a computer
system including each individual embodiment of the present
invention of an object-oriented programming apparatus, an
object-oriented programming supporting apparatus, a com-
ponent builder apparatus, an object-oriented program stor-
age medium, a program storage medium for use in an
object-oriented programming, a component storage
medium, and an object-between-network display method. in
FIG. 1, a computer system 100 comprises: a main body unit
101 incorporating thereinto a CPU, an MO (magneto-optical
disc) drive and the like; an image display unit 102 for
displaying on its display screen 1024 images in accordance
with an instruction from the main body unit 101; a keyboard
103 for inputting various types of information to the com-
puter system 100; a mouse 104 for designating a desired
position on the display screen 102a of the display 102; and
a storage unit 105 for storing objects, object coupling
programs and the like which will be described hereinafter.
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[0303] A development of programs can be implemented
by the computer system 100 shown in FIG. 1. It is accept-
able that programs, which are developed by another same
type of computer system, are stored in a portable type of
recording medium such as an MO (magneto-optical disc)
110, and the MO 110 is loaded into the computer system 100
shown in FIG. 1 so that the developed programs can be
inputted into the computer system 100. Likewise, it is
possible to transfer the programs developed with the use of
the computer system 100 shown in FIG. 1 through the MO
110 to another computer system.

[0304] FIG. 2 is a block diagram of an object ware
programming system implemented in the computer system
shown in FIG. 1.

[0305] An object ware programming system 120 com-
prises an object builder unit 121 for building objects and/or
a component which “includes™ existing softwares, an inter-
object wiring editor unit 122 for displaying a wiring among
objects (a coupling relation) to perform an editing, and an
interpreter unit 123 for connecting and running objects
(including an object consisting of a combination of the
existing software and the component), which are generated
in the object builder unit 121, in accordance with the wiring
among objects, or the coupling relation, which is defined by
the interobject wiring editor unit 122.

[0306] While the object builder unit 121 can build directly
an object through an operation of the keyboard 103 or the
mouse 104 in the computer system 100 shown in FIG. 1, the
object ware programming system 120 is provided with an
existing application file 131 for storing existing various
types of application programs (hereinafter, it may happen
that the application program is referred to simply as an
application), which have been developed with various types
of program languages. And thus the object builder unit 121
may also build a component which serves as one object,
“involving” the existing application stored in the existing
application file 131, together with the existing application. It
is to be noted that the object is expressed including an object
consisting of a combination of the above-mentioned com-
ponent and the existing application “involved” in the com-
ponent, unless we note the particular.

[0307] The object built in the object builder unit 121 is
stored in an object data file 132 and a running object file 133.
The object data file 132 stores therein, of data representative
of the object built in the object builder unit 121, data
necessary for a display of objects and a wiring (definition of
the coupling relation) among objects. On the other hand, the
running object file 133 stores therein running objects in
which the object built in the object builder unit 121 is
converted into a running format of one.

[0308] The interobject wiring editor unit 122 displays,
upon receipt of data as to an object stored in the object data
file 132, the object on the display screen 1024 of the image
display unit 102 shown in FIG. 1, and defines a coupling
state among objects in accordance with an operation of the
keyboard 103 or the mouse 104. As will be described, a
display on the display screen 1024 is given with a display
style close to that of an LSI (Large Scale Integrated Circuit)
as the hardware, and a definition of the coupling state among
objects is performed in such a sense that terminals of such
a plurality of LSI’s are wired by signal lines. Hence,

Dec. 13, 2001

hereinafter, it may happen that the object is referred to as
“LSI”, and a definition of the coupling state among objects
is referred to as “wiring”.

[0309] When a wiring among objects is performed by the
interobject wiring editor unit 122, an interobject wiring data
file 134 is used for the purpose of saving an intermediate
result of the wiring and displaying the intermediate result
through loading. The interobject wiring data file 134 stores
wiring information which is convenient as a man-machine
interface. For example, in the system according to present
embodiment, there is provided a hierarchical structure of
objects for the purpose of easy understanding of wiring for
users. The interobject wiring data file 134 stores also data as
to such a hierarchical structure.

[0310] In this manner, when the interobject wiring editor
unit 122 has completed the wiring, an interpreter use wiring
data file 135 stores information (hereinafter, it is referred to
as “wiring data”) representative of a coupling state among
objects. When the interpreter use wiring data file 135 stores
the wiring data, information simply available for user’s
understanding, for example, information of the hierarchical
structure of objects, is omitted, and only the wiring data,
which is necessary for actuation of the object (software), is
extracted and stored in the interpreter use wiring data file
135.

[0311] In the interpreter unit 123, the running objects
stored in the running object file 133 are coupled and
executed in accordance with the wiring data stored in the
interpreter use wiring data file 135.

[0312] Hereinafter, the respective embodiments will be
described. As a matter of convenience of explanation and for
better understanding of the invention, there will be
described, taking into account of the arrangement of the
object ware programming system 120 shown in FIG. 2, first,
the embodiment concerning the interpreter unit 123 and the
associated periphery, then the embodiment concerning the
interobject wiring editor unit 122 and the associated periph-
ery, and finally the embodiment concerning the object
builder unit 121 and the associated periphery.

[0313] First, there will be described the embodiment con-
cerning the interpreter unit 123 and the associated periphery.

[0314] FIG. 3 is a typical illustration showing a first
example of a software system implemented within the
computer system shown in FIG. 1. Now referring to FIG. 3,
there will be described a schematic construction of a first
object-oriented programming apparatus and a first object-
oriented program storage medium according to one embodi-
ment of the present invention, and then referring to FIG. 4
et seqq. there will be described details of those.

[0315] A corresponding relation between the software
system shown in FIG. 3 and the present invention is as
follows. That is, the storage unit 105 (cf. FIG. 1), in which
the software system shown in FIG. 3 is stored, corresponds
to the first object-oriented program storage medium accord-
ing to an embodiment of the present invention, and a
combination of the hardware of the computer system 100
shown in FIG. 1 and an object coupling unit 10 which is in
a state operable under the computer system 100 corresponds
to the first object-oriented programming apparatus. Inciden-
tally, when the software system shown in FIG. 3 is down-
loaded onto the MO 110, the MO 110 also corresponds to an
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example of the first object-oriented program storage medium
according to an embodiment of the present invention.

[0316] Now, let us consider typically two objects A and B
each comprising data and processing (method).

[0317] An output instruction bus portion generating unit
11, which constitutes the object coupling unit 10, generates
a portion which forms a core of an output instruction bus
portion for performing an issue process of a message of an
object (here typically object A) to another object (here
typically object B).

[0318] An input instruction bus portion generating unit 12,
which constitutes the object coupling unit 10, generates an
input instruction bus portion of an object (here typically
object B). The input instruction bus portion receives a
message directed to the self object (here typically object B)
issued by another object (here typically object A), and
activates a method of the self object (here typically object
B), which method is associated with the received message.

[0319] Incidentally, according to the present embodiment,
the output instruction bus portion generating unit 11 and the
input instruction bus portion generating unit 12 are provided
in the object coupling unit 10. However, it is acceptable that
the objects A and B have originally structures corresponding
to the output instruction bus portion or the input instruction
bus portion. Alternatively, it is acceptable that the object
coupling unit 10 does not always comprise the output
instruction bus portion generating unit 11 and the input
instruction bus portion generating unit 12.

[0320] An instruction coupling unit 13, which constitutes
the object coupling unit 10, permits a message to be trans-
ferred between objects (typically objects A and B) by means
of giving an association of a message of the object A with a
method of object B.

[0321] A data element list generating unit 14, which
constitutes the object coupling unit 10, generates a data
element list of an object (typically object A) in which
pointers to data storage areas for storing therein data are
arranged.

[0322] Likewise, a pointer element list generating unit 15,
which constitutes the object coupling unit 10, generates a
pointer element list of an object (typically object B) in which
pointers to pointer storage areas for storing therein pointers
to data are arranged.

[0323] A data coupling unit 16, which constitutes the
object coupling unit 10, permits a message to be transferred
between objects A and B by means of writing pointers,
which are arranged in the data element list produced by the
data element list generating unit 14, into pointer storage
areas indicated by the pointers arranged in the pointer
element list of the object B produced by the pointer element
list generating unit 15.

[0324] FIG. 4 is a typical illustration showing an example
of a data structure of an output instruction bus portion of an
object A and an input instruction bus portion of an object B
shown in FIG. 3.

[0325] The object A has a message table consisting of an
arrangement of a maximum number MA , 3,5,x of messages
of the object A. The message table stores pointers to a
method element list, which will be described hereinafter,
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corresponding to a message number MA, of each message
(where a message number is expressed by MA and it is
expressed by a suffix A that the message number is of a
message of the object A).

[0326] The method element list consists of an arrangement
of a single or a plurality of method elements. Each of the
method elements comprises a method number ME for speci-
fying a method, a pointer to an object in which the method
specified by the method number ME is executed, and a
pointer to the subsequent method element. Here, the method
number is expressed by an ME, and the object in which the
method specified by the method number ME is executed is
expressed by a suffix. Specifically, the uppermost stage of
method element shown in FIG. 3 stores a method number
ME_ of a method of the object B, and a pointer to the object
B.

[0327] The last stage of method element stores in its
column of a pointer to the subsequent method element data
(referred to as “null”) indicative of that the method element
is of the final stage itself and there is no method element
after itself.

[0328] The method element lists are generated at the
maximum by a number corresponding to the number of
messages of the object A. Each of the method element lists
corresponds to the associated message of the object A. When
the message is issued, the associated method element list is
referred to.

[0329] While a one method element list corresponds to a
one message on a one-to-one basis, it is not always arranged
that method elements arranged on a one method element list
are only ones related to a certain one object (e.g. the object
B) and it is permitted that method elements related to a
plurality of methods of a plurality of objects are arranged on
a one method element list.

[0330] While the above-mentioned description explains a
construction of the output instruction bus unit of the object
A, the output instruction bus unit is provided for each of the
objects which issue messages to another object.

[0331] The object B has a method table consisting of an
arrangement of a maximum MEg 4, .x of a method number
ME} of the object B. The method table stores therein a
pointer to the method specified by the method number MEg,
corresponding to the method number MEy of each method.

[0332] While the above-mentioned description explains a
construction of the input instruction bus unit of the object B,
the input instruction bus unit receives a message issued by
another object, in a similar fashion to that of the output
instruction bus unit, and is provided for each of the objects,
which executes the method associated with the received
message. In some cases, it happens that a one object has both
the output instruction bus unit and the input instruction bus
unit.

[0333] FIG. 5 is a flowchart useful for understanding
processings for an issue of a message.

[0334] When it is intended to issue a message in a certain
processing in execution in the object A, a message table is
referred to so as to obtain, from a message number MA of
the message intended to be issued, a pointer to the method
element list associated with the message number MA, , ; ID
(step 5_1), so that the method elements arranged in the
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method element list indicated by the pointer are referred to.
For example, when the uppermost of stage of method
element shown in FIG. 4 is referred to, the object B
indicated by a pointer stored in the method element referred
to is called wherein a method number MEg stored in the
method element serves as an argument (step 5_2). Such a
message issue processing is performed on each of the
method elements arranged in a one method element list for
each issue of a one message (steps 5_3, 5_4).

[0335] In the object B called wherein the method number
MEj serves as an argument, the method number MEj given
in the form of an argument is obtained (step 5_5). Instep 5_6
there is provided such a process that the method table is
referred to so as to obtain a pointer to a method specified by
the obtained method number MEg, and a processing of the
method indicated by the pointer is performed.

[0336] FIG. 6 is a flowchart useful for understanding
processings of an output instruction bus portion generating
unit 11 of an object coupling unit 10 shown in FIG. 3.

[0337] Instep 6_1, a frame of the message table having a
width MA, y;4x shown in FIG. 4 is produced.

[0338] Incidentally, according to the present embodiment,
it is so arranged that when the object A issues a message, a
pointer of the method element list is identified through a
message table. However, it is acceptable that the pointer to
the method element is written directly into a process
(method) of the object A, for example, and thus in this case,
there is no need to provide the message table. In other words,
the process shown in FIG. 6, or the output instruction bus
portion generating unit 11 shown in FIG. 3 is not always
needed.

[0339] FIG. 7 is a flowchart useful for understanding
processings of an input instruction bus portion generating
unit 12 of an object coupling unit 10 shown in FIG. 3.

[0340] Instep 7_1, a frame of the method table having a
width MEg y;.x shown in FIG. 4 is produced. And in step
7_2, a pointer to the method associated with the respective
method number MEj is stored in a column of the respective
method number MEg within the frame.

[0341] Incidentally, according to the present embodiment,
it is so arranged that a pointer of the method is recognized
through a method table. However, there is no need to
provide an association of the method number ME with the
pointer to the method in form of the message table. Accord-
ingly, the process shown in FIG. 7, or the input instruction
bus portion generating unit 12 shown in FIG. 3 is not always
needed.

[0342] FIG. 8 is a flowchart useful for understanding
processings of an instruction coupling unit 13 of an object
coupling unit 10 shown in FIG. 3. Here, also it is assumed
that the object B is typical of another object.

[0343] When the method elements are produced, an opera-
tor, who operates the computer system shown in FIG. 1,
designates a corresponding relation between a message and
a method. This corresponding relation is determined by the
following designations.

[0344] (a) A pointer of the object A
[0345] (b) A pointer of the object B
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[0346] (c) A message number MA, of the object A
[0347] (d) A method number MEj of the object B

[0348] It is noted that designations of the above-noted (a)
to (d) are performed, for example, in such a manner that
designations for a name of the object, a processing (e.g.
“display on a screen the spreadsheet program and the
spreadsheet result”) and the like are performed by clicking
through an operation of a mouse 104 (cf. FIG. 1), of an icon
displayed on a display screen 102a. More in detail, as will
be described later, objects are displayed in the form of an
LSI, and a designation is performed through an operation for
wiring among terminals of the LSI’s using the mouse 104.

[0349] In the processing shown in FIG. 8, first, a frame of
the method element is produced (step 8_1). In step 8_2, the
method number MEy and the pointer of the object B are
stored in the frame of the method element, so that they are
added to the method element list of the associated message
number MA ,(step 8_3). That is, the pointer to the method
element to be added is stored in the column of the pointer to
the next method element, of the last stage of method element
arranged in the method element list, and the “null” is stored
in the column of the pointer to the next method element, of
the method element to be added. The processing shown in
FIG. 8 is repeatedly performed, if necessary, to produce the
method element list.

[0350] Incidentally, when none of method element is
arranged in the method element list, according to the present
embodiment, a pointer to a method element intended to be
registered is stored in the column of the associated message
number MA,, of the message table.

[0351] According to the present embodiment, producing
the method element list in the manner as mentioned above
may provide an association of the message of the object A
with the method of the object B. This feature makes it
possible for an operator to easily grasp a corresponding
relation between the message and the method so as to readily
recognize the method associated with the message, thereby
implementing a high speed processing.

[0352] FIG. 9 is a typical illustration showing an example
of a data structure of a data element list of an object Ashown
in FIG. 3.

[0353] The object A includes a lot of data (e.g. n pieces of
data) to be transferred to the object B. The data element list
generating unit 14 of the object coupling unit 10 shown in
FIG. 3 produces the data element lists shown in FIG. 8.

[0354] Inthe data element list, there are arranged the data
elements the number of which corresponds to the number of
data (n pieces of data). Each of the data elements comprises
a pointer to a data storage area for storing therein data, and
a pointer to the subsequent data element. The “null” is
written into the column of the pointer to the subsequent data
element, of the last stage of data element. Incidentally, in
FIG. 9, for example, the pointer associated with the data
storage area 1 is denoted by a pointer 1_1 but not a pointer
1. The reason why it is to do so is that such a pointer is
distinguished from a pointer which will be described later.

[0355] An “OUT,” in FIG. 9 denotes a data element list
number. As to the data element lists, there is such a possi-
bility that a large number of data element lists are produced
in accordance with a number of destinations to which data
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are transferred. Here, the data element lists are discriminated
from one another by the data element list number “OUT,”
(where the suffix A denotes the object A).

[0356] FIG. 10 is a flowchart useful for understanding
processings of a data element list generating unit 14 of an
object coupling unit 10 shown in FIG. 3.

[0357] Inorder to produce a data element list, first, a frame
of data elements is produced (step 10_1). A pointer to a data
storage area is substituted into the frame (step 10_2). In step
10_3, the pointer to the data storage area is added to the data
element list. When the pointer to the data storage area is
added to the data element list, the pointer to the data element
list to be added is stored in the column of the pointer to the
next data element, of the data element arranged in the last
stage of the data element list, and the “null” is stored in the
column of the pointer to the next data element, of the data
element list to be added.

[0358] The processing shown in FIG. 10 is repeatedly
performed, if necessary, to produce the data element list.

[0359] FIG. 11 is a typical illustration showing an
example of a data structure of a pointer element list of an
object B shown in FIG. 3.

[0360] The object B includes a lot of segments (e.g. n
pieces of segments) needed to receive data from the object
A. Each of the segments has the associated pointer storage
area. The pointer storage areas 1 to n store, at the stage
before data elements are coupled with pointer elements,
arbitrary pointers to data, 1_3,2 3, ..., n_3, respectively.
The pointer element list generating unit 15 of the object
coupling unit 10 shown in FIG. 3 produces the pointer
element list shown in FIG. 11.

[0361] In the pointer element list, there are arranged the
pointer elements the number of which corresponds to the
number of pointer storage areas (n pieces of area). Each of
the pointer elements comprises a pointer to the associated
pointer storage area, and a pointer to the subsequent pointer
element. Incidentally, in FIG. 11, for example, the pointer to
the pointer storage area 1 is denoted by a pointer 1_2 but not
a pointer 1, and an arbitrary pointer stored in the pointer
storage area 1 is denoted by a pointer 1_3. The reason why
it is to do so is that the pointers including the pointers stored
in the data elements shown in FIG. 9 are distinguished from
one another.

[0362] As to the pointer element lists also, in a similar
fashion to that of the data element lists, there is such a
possibility that a large number of pointer element lists are
produced in accordance with a number of sinks which
receive data. Here, the pointer element lists are discrimi-
nated from one another by a pointer element list number
“INy” (where the suffix B denotes the object B).

[0363] FIG. 12 is a flowchart useful for understanding
processings of a pointer element list generating unit 15 of an
object coupling unit 10 shown in FIG. 3. This processing is
similar to the processing of the data element list generating
unit 14, which processing is shown in FIG. 10. Thus, the
redundant description will be omitted.

[0364] First, a frame of pointer elements is produced (step
12_1). A pointer to the associated pointer storage area is
stored in the frame (step 12_2). In step 12_3, the pointer to
the associated pointer storage area is added to the pointer
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element list. The processing shown in FIG. 12 is repeatedly
performed, if necessary, to produce the pointer element list.

[0365] FIG. 13 is a typical illustration showing a structure
after an execution of processings of a data coupling unit 16
of an object coupling unit 10 shown in FIG. 3.

[0366] Pointer storage areas 1 to n of the object B store
therein pointers 1_1 to n_1 stored in the data elements
arranged in the data element lists shown in FIG. 9, respec-
tively. This structure permits the object B to directly refer to
data of the object A.

[0367] FIG. 14 is a flowchart useful for understanding
processings of a data coupling unit 16 of an object coupling
unit 10 shown in FIG. 3.

[0368] In step 14_1, the pointer 1_1 stored in the data
element arranged in the head of the data element list shown
in FIG. 9 is stored in a working area D. Likewise, in step
14_2, the pointer 1_2 stored in the pointer element arranged
in the head of the pointer element list shown in FIG. 11 is
stored in the working area D.

[0369] Next, in step 14_3, it is determined whether the
working area D is empty, in other words, it is determined
whether a mapping, which will be described on step 14_5,
is completed up to the last stage of data element arranged in
the data element list shown in FIG. 9. When the working
area D is empty, the processing shown in FIG. 14 is
terminated.

[0370] Likewise, in step 14_4, it is determined whether a
working area P is empty, in other words, it is determined
whether a mapping is completed up to the last stage of
pointer element arranged in the pointer element list shown in
FIG. 11. When the working area P is empty, the processing
shown in FIG. 14 is terminated.

[0371] In step 14_5, a pointer (e.g. pointer 1_1 shown in
FIG. 9) stored in the working area D is substituted for a
pointer (e.g. pointer 1_3) stored in the pointer storage area
(e.g. pointer storage area 15 indicated by a pointer (e.g.
pointer 1_2 shown in FIG. 11) stored in the working area P.
Thus, there is provided a mapping or a correspondence
between the data 1 of the object A and the pointer 1_1 of the
object B, which mapping is shown in FIG. 13.

[0372] In step 14_6, a pointer (e.g. pointer 2_1) stored in
the next data element arranged in the data element list shown
in FIG. 9 is stored in the working area D. Likewise, a pointer
(e.g. pointer 1_2) stored in the next pointer element arranged
in the pointer element list shown in FIG. 11 is stored in the
working area P. And the process returns to the step 14_3. In
this manner, this routine is repeated. Again in step 14_5,
when there is provided a mapping between the last stage of
data element of the data element list shown in FIG. 9 and the
last stage of pointer element of the pointer element list
shown in FIG. 11, the process goes to the step 14_6 in which
the working areas D and P are reset to be empty. And the
process returns to the step 14_3 and the processing shown in
FIG. 14 is terminated. While the above-explanation was
made assuming that the number of the data elements
arranged in the data element list is the same as the number
of pointer elements of the pointer element list, when they are
different from one another in the number, the working areas
D or P are reset to be empty at the time when a mapping for
one less in number is terminated, and then the processing of
FIG. 14 is terminated.
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[0373] After the processing of FIG. 14 or the mapping
between the data element list and the pointer element list is
terminated, the data element list and the pointer element list
become useless and thus be erased.

[0374] In the data coupling processing explained in con-
junction with FIGS. 9 to 14, an operator, who operates the
computer system 100, inputs:

[0375] (a) A pointer of the object A;
[0376] (b) A pointer of the object B,

[0377] (c) A data element list number OUT, of the
object A;

[0378] (d) A pointer element list number IN, of the
object B.

[0379] 1t is noted that an input of data of the above-noted
items () to (d) are performed, in a similar fashion to that of
the input of the corresponding relation between the message
and the method explained referring to FIG. 8, by clicking of
an icon displayed on a display screen 102a (cf. FIG. 1).

[0380] In the processing shown in FIG. 14, while the
mapping between the data elements arranged in the data
element list and the pointer elements arranged in the pointer
element list is performed in accordance with the sequence of
their arrangements, for example, when the objects A and B
are made up, a provision of such a rule that the same name
or the associated name is given for the data storage area and
the pointer storage area which are associated with one
another, or such a rule that there is provided an arrangement
of the same or associated names in such a manner that the
associated one-to-one are arranged in the same sequence
makes it possible to generate, by referring to their names or
the sequences of the arrangements, the data element list and
the pointer element list in which the data elements and the
pointer elements, which are associated with one another,
respectively, are arranged in the same sequence in their lists,
respectively. Thus, it is possible to provide the mapping
associated with the arrangement sequence as shown in FIG.
14.

[0381] According to the present embodiment, as shown in
FIG. 3, it is possible to directly refer to data of the object A
from the object B, thereby efficiently transferring data
between the objects and substantially improving a process-
ing operational speed as being over a plurality of objects.
Thus, there is no need to make up large objects in view of
decreasing the processing speed, and it is permitted to make
up a lot of small unit of objects thereby essentially improv-
ing a reusability of the software.

[0382] According to the present embodiment mentioned
above, the object coupling unit 10 shown in FIG. 3 couples
a plurality of objects with each other at the stage of an
initialization, or at the stage in which a software system
comprising a plurality of objects is constructed, but there is
considered no re-coupling of the object-to-object after start-
ing of the operation of the software system thus constructed.

[0383] In view of the foregoing, next, there will be
described alternative embodiments in which after starting of
the operation of the software system constructed, a re-
coupling of the object-to-object is dynamically performed,
based on the above-mentioned embodiment.
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[0384] Hereinafter, first, referring to FIGS. 15 to 18, there
will be described the schematic construction of each of the
second to fifth object-oriented programming apparatuses
according to embodiments of the present invention and the
second to fifth object-oriented program storage medium
according to embodiments of the present invention, and
thereafter referring to FIGS. 19 to 35, there will be described
embodiments in which the second to fifth object-oriented
programming apparatuses according to embodiments of the
present invention and the second to fifth object-oriented
program storage medium according to embodiments of the
present invention are put together, respectively.

[0385] FIG. 15 is a typical illustration showing a second
example of a software system implemented within the
computer system shown in FIG. 1.

[0386] A corresponding relation between the software
system shown in FIG. 15 and the present invention is as
follows.

[0387] That is, the storage unit 105 (cf. FIG. 1), in which
the software system shown in FIG. 15 is stored, corresponds
to the second object-oriented program storage medium
according to an embodiment of the present invention, and a
combination of the hardware of the computer system 100
and an object coupling unit 20 which is in a state operable
under the computer system 100 corresponds to the second
object-oriented programming apparatus. Incidentally, when
the software system shown in FIG. 15 is downloaded onto
the MO 110 shown in FIG. 1, the MO 110 also corresponds
to an example of the second object-oriented program storage
medium according to an embodiment of the present inven-
tion.

[0388] Also in FIG. 15, let us consider typically two
objects A and B among a number of objects.

[0389] Inthe object coupling unit 20 shown in FIG. 15, an
output instruction bus portion generating unit 21, an input
instruction bus portion generating unit 22, and an instruction
coupling unit 23 are the same in their processing as the
output instruction bus portion generating unit 11, the input
instruction bus portion generating unit 12 and the instruction
coupling unit 13 of the object coupling unit 10 shown in
FIG. 3, respectively. Thus, in a similar fashion to that of
FIG. 3, the instruction coupling unit 23 produces a path 23a
to provide an association of messages of the object A with
messages of the object B. It is also similar to that of FIG. 3
that the output instruction bus portion generating unit 21 and
the input instruction bus portion generating unit 22 are not
always needed.

[0390] An input instruction tag table generating unit 24
produces, on the output instruction bus portion of the object
A, an input instruction tag table showing a correspondence
between a message of another object (here typically the
object B) and a method of the object A.

[0391] As will be described later, the input instruction tag
table is transferred to the object B in the form of an argument
of a message issued from the object A to the object B. In the
object B, during a processing of the object B there is
dynamically produced a passage for an issue of a message
directed from the object B to the object A, for example.

[0392] FIG. 16 is a typical illustration showing a third
example of a software system implemented within the
computer system shown in FIG. 1.
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[0393] A corresponding relation between the software
system shown in FIG. 16 and the present invention is as
follows.

[0394] That is, the storage unit 105 (cf. FIG. 1), in which
the software system shown in FIG. 16 is stored, corresponds
to the third object-oriented program storage medium accord-
ing to an embodiment of the present invention, and a
combination of the hardware of the computer system 100
and an object coupling unit 30 which is in a state operable
under the computer system 100 corresponds to the third
object-oriented programming apparatus. Incidentally, when
the software system shown in FIG. 16 is downloaded onto
the MO 110 shown in FIG. 1, the MO 110 also corresponds
to an example of the third object-oriented program storage
medium according to an embodiment of the present inven-
tion.

[0395] Also in FIG. 16, let us consider typically two
objects A and B among a number of objects.

[0396] In the object coupling unit 30 shown in FIG. 16, an
output instruction bus portion generating unit 31, an input
instruction bus portion generating unit 32, and an instruction
coupling unit 33 are the same in their processing as the
output instruction bus portion generating unit 11, the input
instruction bus portion generating unit 12 and the instruction
coupling unit 13 of the object coupling unit 10 shown in
FIG. 3, respectively. Thus, in a similar fashion to that of
FIG. 3, the instruction coupling unit 33 produces a path 33a
to provide an association of messages of the object A with
messages of the object B. It is also similar to that of FIG. 3
that the output instruction bus portion generating unit 31 and
the input instruction bus portion generating unit 32 are not
always needed.

[0397] An output instruction tag table generating unit 34
produces, on the output instruction bus portion of the object
A, an output instruction tag table showing a correspondence
between a method of another object (here typically the
object B) and a message of the object A.

[0398] As will be described later, the output instruction tag
table is transferred to the object B in the form of an argument
of a message issued from the object A to the object B. In the
object B, during a processing of the object B there is
dynamically rearranged a passage for an issue of a message
directed from the object A to the object B, for example.

[0399] FIG. 17 is a typical illustration showing a fourth
example of a software system implemented within the
computer system shown in FIG. 1.

[0400] A corresponding relation between the software
system shown in FIG. 17 and the present invention is as
follows.

[0401] That is, the storage unit 105 (cf. FIG. 1), in which
the software system shown in FIG. 17 is stored, corresponds
to the fourth object-oriented program storage medium
according to an embodiment of the present invention, and a
combination of the hardware of the computer system 100
and an object coupling unit 40 which is in a state operable
under the computer system 100 corresponds to the fourth
object-oriented programming apparatus. Incidentally, when
the software system shown in FIG. 17 is downloaded onto
the MO 110 shown in FIG. 1, the MO 110 also corresponds
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to an example of the fourth object-oriented program storage
medium according to an embodiment of the present inven-
tion.

[0402] Also in FIG. 17, let us consider typically two
objects A and B among a number of objects.

[0403] Inthe object coupling unit 40 shown in FIG. 17, an
output instruction bus portion generating unit 41, an input
instruction bus portion generating unit 42, and an instruction
coupling unit 43 are the same in their processing as the
output instruction bus portion generating unit 11, the input
instruction bus portion generating unit 12 and the instruction
coupling unit 13 of the object coupling unit 10 shown in
FIG. 3, respectively. Thus, in a similar fashion to that of
FIG. 3, the instruction coupling unit 43 produces a path 43a
to provide an association of messages of the object A with
messages of the object B. It is also similar to that of FIG. 3
that the output instruction bus portion generating unit 41 and
the input instruction bus portion generating unit 42 are not
always needed.

[0404] An input data tag table generating unit 44 pro-
duces, on the output instruction bus portion of the object A,
an input data tag table showing a correspondence between a
data element list number OUTy for specifying a data ele-
ment list in which pointers to data storage areas of another
object (here typically the object B) are arranged and a
pointer element list number IN, for specifying a pointer
element list in which pointers to pointer storage areas of the
object A are arranged.

[0405] The data element list number OUTy and the pointer
element list number IN, are determined at the stages when
the objects B and A are made up, respectively. However, at
the stage in which the input data tag table is simply gener-
ated, the data element list itself and the pointer element list
itself are not yet produced. The input data tag table is
transferred to the object B in the form of argument of a
message issued from the object A to the object B. Upon
receipt of the input data tag table, the object B produces a
data element list of one’s own (the object B) dynamically
during a processing of the object B and a pointer element list
of the object A as well, so that the data element list and the
pointer element list are coupled together. Details thereof will
be described later.

[0406] FIG. 18 is a typical illustration showing a fifth
example of a software system implemented within the
computer system shown in FIG. 1.

[0407] A corresponding relation between the software
system shown in FIG. 18 and the present invention is as
follows.

[0408] That is, the storage unit 105 (cf. FIG. 1), in which
the software system shown in FIG. 18 is stored, corresponds
to the fifth object-oriented program storage medium accord-
ing to an embodiment of the present invention, and a
combination of the hardware of the computer system 100
and an object coupling unit 50 which is in a state operable
under the computer system 100 corresponds to the fifth
object-oriented programming apparatus. Incidentally, when
the software system shown in FIG. 18 is downloaded onto
the MO 110 shown in FIG. 1, the MO 110 also corresponds
to an example of the fifth object-oriented program storage
medium according to an embodiment of the present inven-
tion.
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[0409] Also in FIG. 18, let us consider typically two
objects A and B among a number of objects.

[0410] In the object coupling unit 50 shown in FIG. 18, an
output instruction bus portion generating unit 51, an input
instruction bus portion generating unit 52, and a n instruc-
tion coupling unit 53 are the same in their processing as the
output instruction bus portion generating unit 11, the input
instruction bus portion generating unit 12 and the instruction
coupling unit 13 of the object coupling unit 10 shown in
FIG. 3, respectively. Thus, in a similar fashion to that of
FIG. 3, the instruction coupling unit 53 produces a path 53a
to provide an association of messages of the object A with
messages of the object B. It is also similar to that of FIG. 3
that the output instruction bus portion generating unit 51 and
the input instruction bus portion generating unit 52 are not
always needed.

[0411] An output data tag table generating unit 54 pro-
duces, on the output instruction bus portion of the object A,
an output data tag table showing a correspondence between
a pointer element list number INg for specifying a pointer
element list in which pointers to pointer storage areas of
another object (here typically the object B) are arranged and
a data element list number OUT, for specifying a data
element list in which pointers to data storage areas of the
object A are arranged.

[0412] The pointer element list number INy and the data
element list number OUT, are determined at the stages
when the objects B and A are made up, respectively. How-
ever, at the stage in which the output data tag table is simply
generated, the pointer element list itself and the data element
list itself are not yet produced. The output data tag table is
transferred to the object B in the form of argument of a
message issued from the object A to the object B. Upon
receipt of the output data tag table, the object B produces a
data element list of the object A dynamically during a
processing of the object B and a pointer element list of one’s
own (the object B) as well, so that the data element list and
the pointer element list are coupled together. Details thereof
will be described later.

[0413] FIG. 19 is a typical illustration showing a part of
the data structure of objects A shown in FIGS. 15 to 18. FIG.
19 shows, of the data structure shown in FIG. 4, one method
element, an input instruction tag table, an output instruction
tag table, an input data tag table, and output data tag table,
these four tag tables being coupled with the method element.
FIG. 19 shows overall data structure of the embodiments
having all aspects of the respective embodiments explained
referring to FIGS. 15 to 18.

[0414] Appended to the method element shown in FIG. 19
are the structure of the method element shown in FIG. 4,
that is, a method number MEg of another object (here
typically object B), a pointer to an object (here object B)
which executes a method specified by the method number
MEg, a pointer to the subsequent method element, a pointer
to an input instruction tag table (hereinafter, it happens that
this pointer is referred to as P1), a pointer to an output
instruction tag table (hereinafter, it happens that this pointer
is referred to as P2), a pointer to an input data tag table
(hereinafter, it happens that this pointer is referred to as P3),
a pointer to an output data tag table (hereinafter, it happens
that this pointer is referred to as P4), and a pointer to oneself
(object A) (hereinafter, it happens that this pointer is referred
to as P5).

Dec. 13, 2001

[0415] The input instruction tag table has the same width
in its arrangement as the maximum number MAg 3 4x Of
messages of another object (here object B), and stores
therein the method number ME , of the object A in associa-
tion with the message number MAg of the object B.

[0416] The output instruction tag table has the same width
in its arrangement as the maximum number MEg ;4 of
method of another object (here object B), and stores therein
the message number MA , of the object A in association with
the method number MEg of the object B.

[0417] The input data tag table has the same width in its
arrangement as the maximum number OUTy 4, of data
element lists of another object (here object B), and stores
therein the pointer element list number IN, of the object A
in association with the data element list number OUTj of the
object B.

[0418] The output data tag table has the same width in its
arrangement as the maximum number INg ,,x Of pointer
element lists of another object (here object B), and stores
therein the data element list number OUT, of the object A
in association with the pointer element list number INg of
the object B.

[0419] Incidentally, while FIG. 19 shows, with respect to
the output instruction bus portion of the object A, four tag
tables related to the object B, generally, these four tag tables
are provided in set by the number of party objects which
receive messages issued by the object A, when the output
instruction bus portion of the object A is viewed as a whole.
That is, these four tag tables are provided in association with
each of the respective objects concerned. This is the similar
as to the matter of the output instruction bus portion of
another object not limited to the object A.

[0420] Inthe event that the object A issues messages to the
object A referring to the method element shown in FIG. 19,
transferred from the object A are the method number ME,
of the object B and in addition, if necessary, part or all of the
pointers P1-P5 in the form of arguments. Alternatively, it is
acceptable that the method number MEy and all of the
pointers P1-P5 are always transferred in the form of argu-
ments.

[0421] Hereinafter, so far as it is not noted specifically, the
explanation will be made presupposing the data structure in
which the data structure shown in FIG. 4 has been altered
as shown in FIG. 19.

[0422] FIG. 20 is a flowchart useful for understanding an
example of processings for an issue of a message of an
object A.

[0423] In FIG. 20, the steps 20_1,20_3 and 20_4 are the
same as the steps 5_1, 5 3 and 5_4 of FIG. 5, respectively.
Thus, the redundant explanation will be omitted.

[0424] 1In step 20_2, the method number ME and in
addition the pointers P1, P2 and P5, according to the present
example, are transferred to the object B in the form of
arguments. Upon receipt of the message, the object B
executes a processing of a method specified by the method
number MEy in accordance with the flowchart shown in
FIG. 5(B).

[0425] FIG. 21 is a flowchart useful for understanding a
first example of a partial processing of processings of an
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object B. The partial processing is executed during a pro-
cessing of a method specified by the method number ME,
transferred to the object B in the form of arguments.

[0426] In step 21_1, referring to the input instruction tag
table transferred to the object B in the form of arguments, the
method number ME, of the object A is obtained from the
message number MAy of the object B. In step 21_2, during
a processing of the object B, a processing of the method of
the obtained method number ME, of the object A is
executed.

[0427] FIG. 22 is a flowchart useful for understanding a
second example of a partial processing of processings of an
object B.

[0428] 1In step 22_1, referring to the input instruction tag
table transferred to the object B in the form of arguments, the
method number ME, of the object A is obtained from the
message number MAy of the object B. In step 22 2, a
method element related to the method number ME, of the
object A is added to a method element list associated with
the message number MAg of the message table of one’s own
(the object B). In this manner, thereafter, an issuance of the
message of the message number MAg; of the object B
permits an execution of the method of the method number
ME of the object A.

[0429] FIG. 23 is a flowchart useful for understanding a
third example of a partial processing of processings of an
object B. In this case, in the partial processing, the argument
of the message issued in the object A is not referred to
directly.

[0430] Instep23_1, aprocessing of the object B causes an
object C to be produced. A processing of producing another
object in one object is one of the usual processings in the
object-oriented programming. Thus, an explanation as to the
technique of producing the object C will be omitted.

[0431] FIG. 24 is a flowchart useful for understanding a
fourth example of a partial processing of processings of an
object B.

[0432] With respect to the partial processing shown in
FIG. 24, there is a need, prior to its execution, to perform the
partial processing shown in FIG. 23 so that the object C is
produced. However, with respect to timing of a producing of
the object C, it is not restricted specifically. It is acceptable
that the object C is produced during a series of processing at
the present time in the object B. Alternatively, it is accept-
able that the object C is produced in processing at the
previous or earlier time in the object B.

[0433] In the partial processing shown in FIG. 24, in step
24 1, referring to the input instruction tag table transferred
to the object B in the form of arguments, the method number
ME, of the object A, which is associated with the message
number MAy succeeded to the object G, originally the
message number of the object B, is obtained. In step 24 2,
a method element of the method number ME , of the object
A is added to the method element list of the object C
associated with the message number MAg of the message
table of the object C. Thus, a path of messages from the
object C to the object A is formed.

[0434] FIG. 25 is a flowchart useful for understanding a
fifth example of a partial processing of processings of an
object B.
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[0435] Instep25_1, referring to the output instruction tag
table, the message number MA , of the object A associated
with the method number ME , of the object A is obtained. In
step 25_2, a method element related to the method number
MEg of the object B is added to a method element list
associated with the message number MA, of the message
table of the object A. In this manner, thereafter, an issuance
of the message of the message number MA , of the object A
permits an execution of the method of the method number
ME, of the object B.

[0436] FIG. 26 is a flowchart useful for understanding a
sixth example of a partial processing of processings of an
object B.

[0437] With respect to the partial processing shown in
FIG. 26, there is a need, prior to its execution, to perform the
partial processing shown in FIG. 23 so that the object C is
produced. However, with respect to timing of a producing of
the object C, it is not restricted specifically. It is acceptable
that the object C is produced during a series of processing at
the present time in the object B. Alternatively, it is accept-
able that the object C is produced in processing at the
previous or earlier time in the object B.

[0438] In the partial processing shown in FIG. 26, in step
26_1, referring to the output instruction tag table transferred
to the object B in the form of arguments, the message
number MA , of the object A, which is associated with the
method number MEj succeeded to the object C, originally
the message number of the object B, is obtained. In step
26_2, a method element, in which the method number MEg
and the pointer to the object C are stored, is added to the
method element list associated with the message number
MA of the message table of the object A.

[0439] In this manner, thereafter, it is possible to issue
messages from the object A to the newly produced object C.

[0440] FIG. 27 is a flowchart useful for understanding
another example of processings for an issue of a message of
an object A, which is different from the example of that
shown in FIG. 20.

[0441] InFIG.27,steps27_1,27_3 and 27_4 are the same
as the steps 20_1, 20_3 and 20_4 of FIG. 20, and the steps
51,5 3 and 5_4 of FIG. 5, respectively. Thus, the redun-
dant explanation will be omitted.

[0442] In step 27_2, the object B is called, where the
method number MEy and in addition the pointers P3, P4 and
PS5 are argument.

[0443] Upon receipt of the message, the object B executes
a processing of a method specified by the method number
ME;.

[0444] FIG. 28 is a flowchart useful for understanding a
seventh example of a partial processing of processings of an
object B.

[0445] In step 28_1, referring to the input data tag table
transferred to the object B in the form of arguments, the
pointer element list number IN , of the object A is obtained
from the data element list number OUTy, of the object B. In
step 28_2, the pointer element list (cf. FIG. 11 wherein the
pointer element list of the object B is shown) of the object
A, which is associated with the obtained pointer element list
number INA, is produced. In step 28 3, the data element list
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(cf. FIG. 9 wherein the data element list of the object A is
shown) of the object B, which is associated with the data
element list number OUTy, is produced. And in step 28_4,
a coupling processing of the data element list with the
pointer element list (cf. FIG. 13 wherein the pointer of the
object B indicates the data of the object A, and in this
respect, positions of the object A and the object B are
reversed, as compared with the present case) is executed.

[0446] In this manner, according to the present embodi-
ment, a path for transfer of data between objects is formed
during an execution of a processing, so called dynamically.

[0447] FIG. 29 is a flowchart useful for understanding a
eighth example of a partial processing of processings of an
object B.

[0448] With respect to the partial processing shown in
FIG. 29, there is a need, prior to its execution, to perform the
partial processing shown in FIG. 23 so that the object C is
produced. However, with respect to timing of a producing of
the object C, any times are acceptable if the object C is
produced before the partial processing shown in FIG. 29.

[0449] In the partial processing shown in FIG. 29, in step
29 1, referring to the input data tag table transferred to the
object B in the form of arguments, the pointer element list
number IN , of the object A is obtained from the data element
list number OUTg, which is succeeded to the object C,
originally the data element list number of the object B. In
step 29_2, the pointer element list of the object A, which is
associated with the obtained pointer element list number
INA, is produced. In step 29_3, the data element list of the
object C, which is associated with the data element list
number OUTy, is produced. And in step 29_4, a coupling
processing of the data element list of the object C with the
pointer element list of the object A is executed.

[0450] In this manner, according to the present embodi-
ment, a path for directly referring to data of the newly
produced object C from the object A is formed during an
execution of a processing, so called dynamically.

[0451] FIG. 30 is a flowchart useful for understanding a
ninth example of a partial processing of processings of an
object B.

[0452] In the partial processing shown in FIG. 30, in step
30_1, referring to the output data tag table transferred to the
object B in the form of arguments, the data element list
number OUT, of the object A is obtained from the pointer
element list number INg of the object B. In step 30_2, the
data element list of the object A, which is associated with the
obtained data element list number OUT , of the object A, is
produced. In step 30_3, the pointer element list of one’s own
(the object B), which is associated with the pointer element
list number INp, is produced. And in step 30_4, a coupling
processing of the data element list of the object A with the
pointer element list of the object B is executed.

[0453] In this manner, according to the present embodi-
ment, a path for directly referring to data of the object A
from the object B is formed during an execution of a
processing, so called dynamically.

[0454] FIG. 31 is a flowchart useful for understanding a
tenth example of a partial processing of processings of an
object B.
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[0455] With respect to the partial processing shown in
FIG. 31, there is a need, prior to its execution, to perform the
partial processing shown in FIG. 23 so that the object C is
produced. However, with respect to timing of a producing of
the object C, any times are acceptable if the object C is
produced before the partial processing shown in FIG. 31.

[0456] In the partial processing shown in FIG. 31, in step
31_1, referring to the output data tag table transferred to the
object B in the form of arguments, the data element list
number OUT, of the object A is obtained from the pointer
element list number INy, which is succeeded to the object C,
originally the pointer element list number of the object B. In
step 31_2, the data element list of the object A, which is
associated with the obtained data element list number OUT-
Als produced. In step 31_3, the pointer element list of the
object C, which is associated with the pointer element list
number INy, is produced. And in step 31_4, a coupling
processing of the data element list of the object A with the
pointer element list of the object C is executed.

[0457] In this manner, according to the present embodi-
ment, a path for directly referring to data of the object A
from the object C is formed during an execution of a
processing, so called dynamically.

[0458] While the above description concerns various types
of partial processings during a processing of the object B,
those various types of partial processings are not always
executed independently, and if necessary, a plurality of
partial processings are performed continuously or in their
combination.

[0459] FIG. 32 is a flowchart useful for understanding
processings of the input instruction tag table generating unit
24 of the object coupling unit 20 shown in FIG. 15.

[0460] An operator, who operates the computer system
100 (cf. FIG. 1) instructs the following items:

[0461] (a) A pointer of the object A

[0462] (b) A pointer of the object B

[0463] (c) A method number ME, of the object A
[0464] (d) A message number MAy of the object B

[0465] In the processing shown in FIG. 32, upon receipt
of the above-noted instructions, a frame of the input instruc-
tion tag table having the same width as the maximum
number MAg, ax Of messages of the object B is produced
(step 32_1). In step 32_2, the method number ME of the
object Ais stored in the column of the message number MAg
of the object B of the frame thus produced. In step 32_3, a
pointer to the input instruction tag table is registered into the
whole method elements (e.g. the method element shown in
FIG. 19) related to the object B, of the object A. It is noted
that FIG. 19 shows an illustration in which the pointer (P1)
to the input instruction tag table has been already registered.

[0466] While the object B is typically dealt with according
to the present embodiment, the output instruction bus por-
tion of the object A produces input instruction tag tables
related to all of the objects which have a possibility of
receiving messages issued from the object A, and pointers to
the input instruction tag tables are registered into method
elements related to the objects associated with the input
instruction tag tables thus produced, respectively. This is the
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similar as to the matter of the output instruction tag tables,
the input data tag tables and the output data tag tables.

[0467] FIG. 33 is a flowchart useful for understanding
processings of the output instruction tag table generating
unit 34 of the object coupling unit 30 shown in FIG. 16.

[0468] An operator, who operates the computer system
100 (cf. FIG. 1), instructs the following items in a similar
fashion to that of wiring of LSI’s:

[0469] (a) A pointer of the object A

[0470] (b) A pointer of the object B

[0471] (c) A message number MA, of the object A
[0472] (d) A method number MEj of the object B

[0473] In the processing shown in FIG. 33, upon receipt
of the above-noted inputs, a frame of the output instruction
tag table having the same width as the maximum number
ME_, . of methods of the object B is produced (step 33_1).
In step 33_2, the message number MA, of the object A is
stored in the column of the method number MEy of the
object B of the frame thus produced. In step 33_3, a pointer
to the output instruction tag table is registered into the whole
method elements related to the object B, of the object A. It
is noted that FIG. 19 shows an illustration in which the
pointer (P2) to the output instruction tag table has been
already registered.

[0474] FIG. 34 is a flowchart useful for understanding
processings of the input data tag table generating unit 44 of
the object coupling unit 40 shown in FIG. 17.

[0475] An operator, who operates the computer system
100 (cf. FIG. 1), instructs the following items in a similar
fashion to that of wiring of LSI’s:

[0476] (a) A pointer of the object A
[0477] (b) A pointer of the object B

[0478] (c) A pointer element list number IN, of the
object A

[0479] (d) A data element list number OUTy of the
object B

[0480] In the processing shown in FIG. 34, upon receipt
of the above-noted instructions, a frame of the input data tag
table having the same width as the maximum number
OUT_  _ of data element lists of the object B is produced
(step 34_1). In step 34_2, the pointer element list number
IN of the object Ais stored in the column of the data element
list number OUTy of the object B of the frame thus pro-
duced. In step 34_3, a pointer to the input data tag table is
registered into the whole method elements related to the
object B, of the object A. It is noted that FIG. 19 shows an
illustration in which the pointer (P3) to the input data tag
table has been already registered.

[0481] FIG. 35 is a flowchart useful for understanding
processings of the output data tag table generating unit 54 of
the object coupling unit 50 shown in FIG. 18.

[0482] An operator, who operates the computer system
100 (cf. FIG. 1), instructs the following items in a similar
fashion to that of wiring of LSI’s:
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[0483] (a) A pointer of the object A

[0484] (b) A pointer of the object B

[0485] (c) A data element list number of the object A

[0486] (d) Apointer element list number of the object
B

[0487] In the processing shown in FIG. 35, upon receipt
of the above-noted inputs, a frame of the output data tag
table having the same width as the maximum number INg
max of pointer element lists of the object B is produced (step
35_1). In step 35_2, the data element list number OUTy, of
the object A is stored in the column of the pointer element
list number IN of the object B of the frame thus produced.
In step 35_3, a pointer to the output data tag table is
registered into the whole method elements related to the
object B, of the object A. It is noted that FIG. 19 shows an
illustration in which the pointer (P4) to the output data tag
table has been already registered.

[0488] While it is acceptable that the processings in FIGS.
32 to 35 are executed independently and only one of four tag
tables shown in FIG. 19 is registered into the method
element, it is also acceptable that two or more of these four
tag tables are registered into one method element, if neces-
sary or always. Further, although FIGS. 32 to 35 fail to
clearly state, in the event that anyone of the processings
shown in FIGS. 32 to 35 is executed, the pointer (P5) to the
object A itself is registered into the method.

[0489] According to the embodiments explained referring
to FIGS. 15 to 35, not only are object-to-object coupled with
one another in the initial state, but also a coupling of a
message with a method, and a coupling of data with a pointer
are performed during an execution of processings or
dynamically. When a new object is produced, in a similar
fashion as to the matter of the new object, the dynamic
coupling is performed. In this manner, the new coupling is
performed in accordance with conditions, and a very higher
speed of transfer of messages and data among a plurality of
objects is implemented.

[0490] Next, there will be described an embodiment con-
cerning the interobject wiring editor unit 122 and the asso-
ciated periphery. Here, of the embodiment concerning the
interobject wiring editor unit 122 and the associated periph-
ery, there will be described an embodiment of an object-
between-network display method on the display screen 1024
of the display unit 102 of the computer system 100.

[0491] As described above, while the object oriented pro-
gramming has various drawbacks such that reuse of software
is low and a running speed is slow, there exists an idea such
that objects are wired to describe a connecting relation
among the objects. However, according to the earlier tech-
nology, the connecting relation among the objects is very
simple, such that data is transferred to another object in the
form of an argument of the message. As described in the
embodiment related to the above-mentioned interpreter unit
123, however, in the event that there is a need to perform a
wiring among pointers of the objects, which is more com-
plicated than a wiring among the objects, according to the
conventional display scheme, it is difficult for users to
readily understand the connecting relation among the objects
and to efficiently perform a wiring.

[0492] For example, hitherto, when an object-between-
network is displayed, there is no distinction between a
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position of display for objects and a position of display for
wirings among the objects, and arrangement and wiring of
the objects are performed freely. Thus, a certain display
device permits an object to overlap with a wiring. This raises
such a problem that users are obliged to perform a wiring so
as to avoid an overlapping. Also a certain another display
device does not display a resultant network even if a wiring
is implemented. This raises such a problem that users cannot
readily grasp a relation between objects.

[0493] Further, according to the prior art system, the
displayed object is of a hierarchical structure, and a device
for displaying subnetworks constituting a certain object
displays such subnetworks on a new screen or window. This
raises such a problem that it is difficult for users to identify
a connecting relation between a network of the parent object
and the subnetworks, and in addition such a problem that the
network of the parent object goes behind the new window.

[0494] Furthermore, according to the conventional object-
between-network display, an object is fixed or variable in
size. However, in the event that the object is fixed, in a case
where the number of input and output terminals of the object
is variable, there is a possibility that the selection of a large
number of input and output terminals bring about narrow
terminal intervals and thus it will be difficult to display
terminal names. Also in the event that the object is variable
in size, users have to control the size of the object. This
raises such a problem that a work amount is increased.

[0495] Still further, according to the conventional object-
between-network display, in the event that directions of the
flow of data and instructions in the network wiring are
indicated, arrows are appended to only one terminal end or
only both ends. Consequently, it is impossible to identify the
flow direction in the middle of a wiring. Thus, in a case
where the objects on both the ends of a wire are out of the
display screen, there is a problem that it is impossible to
identify whether the terminal of the object, which is a
starting end or a terminal end, is an input terminal or an
output terminal.

[0496] Still furthermore, according to the conventional
object-between-network display, in the event that wires
intersect, in order to identify whether two wires intersect or
separate from one another, a mark such as a black point or
the like is appended to a junction, alternatively a circular arc
mark or the like is utilized. However, in the event that the
mark such as a black point or the like is appended to a
junction, it is necessary for users to understand a rule of the
display. On the other hand, in the event that the circular arc
mark is utilized, there is a problem that a radius of width is
needed for a one wire.

[0497] In view of the foregoing problems involved in the
object-between-network display, an embodiment, which will
be described hereinafter, is to provide a display method easy
for users to be understood.

[0498] Hereinafter, there will be described embodiments
of an object-between-network display method according to
the present invention. First, fundamental embodiments of an
object-between-network display method according to the
present invention will be explained, and then the more
descriptive embodiments will be explained.

[0499] FIG. 36 is a typical illustration of a display screen
useful for understanding an object-between-network display
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method according to an embodiment of the present inven-
tion. While FIG. 35 shows a lattice 201 which appears on
the display screen 1024, it is noted that the lattice 201 is
shown for the purpose of a clarification that the display
screen 1024 is partitioned into a plurality of display areas,
and the lattice 201 is not displayed indeed on the display
screen 1024.

[0500] The display screen 1024 is partitioned by the lattice
201 into a plurality of display areas each consisting of one
measure. Each of the display areas comprises an object
display domain 203 for displaying one of a plurality of
objects produced by an object-oriented programming, and a
wiring display domain 204 for displaying a wiring to con-
nect a plurality of objects to one another. The term “wiring”
implies wires representative of the path 13a, 234, 334, 43a
and 53a for a transfer of messages shown in FIGS. 3 and 15
to 18, and the path 164 for a transfer of data shown in FIG.
2. The wiring display domain 204 is determined in its
location in such a manner that the wiring display domain 204
is formed between the object display domain-to-domain 203
of the adjacent two display areas.

[0501] There is displayed on the display screen 102a an
image such that each of a plurality of objects constituting a
network is disposed on the associated one of the object
display domains 203 of the respective display areas, and
wirings for coupling the plurality of objects with one another
are displayed on the wiring display domains 204.

[0502] According to the display method as mentioned
above, it is possible to obtain an arrangement in which
objects are arranged in good order, and in addition possible
to obtain a display easy to see involving no overlapping of
the objects with the wirings since the domains for displaying
the objects and the domains for displaying the wirings are
separately prepared.

[0503] Next, there will be explained a method of display
for a network wherein objects constituting the network are
given with a hierarchical structure.

[0504] FIG. 37 is an explanatory view useful for under-
standing hierarchical networks.

[0505] FIG. 37 shows an example in which objects 1 and
2 are constructed with subnetworks 1 and 2, respectively.
Each of the subnetworks 1 and 2 comprises a plurality of
objects and wirings for coupling the plurality of objects with
one another. While FIG. 37 shows two stages of hierarchical
structure, it is acceptable that three or more stages of
hierarchical structure is provided.

[0506] FIGS. 38(A) and (B) are illustrations each showing
by way of example a display image consisting of a lot of
objects and wirings. FIG. 38(A) shows a display image in its
entirety, and FIG. 38(B) shows a partial image, with the
object 205 as the central part.

[0507] FIGS. 39(A) and (B) are illustrations each showing
by way of example a display image of a subnetwork 206
constituting the object 205, instead of the object 205 shown
in FIGS. 38(A) and (B). FIG. 39(A) shows a display image
in its entirety, and FIG. 39(B) shows a partial image, with
the object 206 as the central part.

[0508] In the event that the subnetwork, which comprises
the above-mentioned lower class of plurality of objects in
hierarchical structure, instead of the object 205 included in
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a display image 207 shown in FIGS. 38(A) and (B), and
wiring for coupling those objects with one another, is
displayed, a display area broader than a display area of the
object 205 is allocated to the subnetwork 206; display areas,
which are arranged at the upper and lower sides of the
display area of the subnetwork 206, are enlarged to right and
left; display areas, which are arranged at the right and left
sides of the display area of the subnetwork 206, are enlarged
up and down; and as to display areas located at diagonal
sides with respect to the display area of the subnetwork 206,
the same size as that of the display areas on the display
image shown in FIGS. 38(A) and (B) in which the object 205
equivalent to the subnetwork 206 is displayed is allocated.

[0509] As shown in FIG. 39(B), there are displayed wires
among a plurality of objects constituting the subnetwork
206, and in addition there are displayed wires among the
subnetwork 206 and the surrounding networks of the sub-
network 206.

[0510] An adoption of the above-mentioned display
method makes it possible to easily confirm the connecting
state of the subnetwork with the surrounding networks, as
compared with the conventional scheme in which the sub-
network 206 is displayed on an independent window.

[0511] FIGS. 40(A) and (B) are illustrations each showing
an alternative embodiment of the display method of the
subnetwork. FIG. 40(A) shows an example of a display
image before a subnetwork is displayed, the display image
including an object equivalent to the subnetwork. FIG.
40(B) shows an example of a display image in which the
object is replaced by the subnetwork.

[0512] Tt is assumed that the object 205 included in the
display image 207 shown in FIG. 40(A) is replaced by the
subnetwork 206 equivalent to the object 205, as shown in
FIG. 40(B).

[0513] The subnetwork 206 is allocated a display area
broader than that of the object 205. However, the display
areas located around the display image shown in FIG. 40(B)
is display areas in which the same object is displayed, as
compared with the display areas located around the display
image shown in FIG. 40(A). Further, with respect to the
position and the size of the sides adjacent to the periphery of
the display image 207, of the display areas located around
the display image, FIG. 40(A) and FIG. 40(B) are the same
as each other. That is, in FIG. 40(A) and FIG. 40(B), the
same information is displayed except for the point that the
object 205 is replaced by the subnetwork 206, while FIG.
40(B) shows that the display area except for the subnetwork
206 is distorted. Thus, it is possible to prevent display areas
located apart from the subnetwork 206 from disappearing
from the display screen owing to displaying the subnetwork
206 as a substitute for the object 205 as in FIG. 39(A)
compared with FIG. 37(A).

[0514] Accordingly, similar to the example of FIGS.
39(A) and 39(B), an adoption of the above-mentioned
display method makes it possible to easily confirm the
connecting state of the subnetwork with the surrounding
networks, and in addition makes it possible to confirm
throughout the network displayed before a display of the
subnetwork (the first image) in a state that the subnetwork is
displayed, while deformed.

[0515] FIGS. 41(A), (B) and (C) are illustrations each
showing by way of example a display image having a
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display area in which a plurality of measures are coupled
together. FIG. 41(A) shows the display image in its entirety,
and FIGS. 41(B) and (C) show partial images enlarged.

[0516] In the display image, there are shown various sizes
of objects 210-215. The object 210 of these objects 210-215
is disposed in an display area partitioned with a measure of
domain, and the remaining objects 211-215 each having
another size are disposed in enlarged display areas in which
a plurality of adjacent measures are coupled together to form
a single display area. As shown in FIGS. 41(B) and (C), the
objects are standardized in their figure and size in accor-
dance with the figure and size of the associated display
areas, respectively.

[0517] An adoption of the above-mentioned display
method makes it possible to display various sizes of objects
with sizes easy to see, and in addition possible to display a
display screen easier to see through a standardization.

[0518] Next, there will be described a display method of
wiring for connecting object-to-object with each other.

[0519] FIG. 42 is an illustration showing by way of
example a display image characterized by a display method
of wiring.

[0520] Displayed on a display screen 1024 are objects 216
to 219. An output terminal 220 is connected to an input
terminal 221 by a wire 222. An output terminal implies that
data or instructions (messages) of the associated object are
outputted to another object. An input terminal implies that
data or instructions (messages) of another object are
received thereat.

[0521] The wire 222 has information of a direction
directed from the output terminal 220 to the input terminal
221, in which directions of data or instruction flows are
repeatedly indicated for each short segment constituting the
wire.

[0522] An adoption of the above-mentioned display
method makes it possible to readily grasp directions of data
or instruction flows even in the event that one or both of the
objects to be connected together by the wire are located out
of the display screen 102a.

[0523] FIGS. 43(A) and (B) are illustrations each showing
an alternative embodiment of the display method of the
wiring.

[0524] A wire 223 comprises a central wire 223a and edge
wires 223b along both ends of the central wire 223a. The
central wire 2234 and edge wires 223b are representative of
mutually different display aspects, for example, hue, light-
ness and saturation.

[0525] In the event that the wire 223 comprising the
central wire 223a and the edge wires 223b is adopted and
such two wires 223 intersect, if those two wires are repre-
sentative of mutually different data or control flows, as
shown in FIG. 43(A), there is provided such a display that
one of the two wires is divided into parts at the position that
its central wire is in contact with the edge wires of the other
wire or at the position that its central wire comes close to the
edge wires of the other wire (according to the present
embodiment, the former) so as to form a crossing with an
overpass. On the other hand, if the two wires are represen-
tative of the same data or control flows, as shown in FIG.
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43(B), there is provided such a display that the central wires
223a of both the wires are continued. An adoption of the
above-mentioned display method makes it possible to
readily determine as to whether the crossing wires are
interconnected or simply cross each other.

[0526] The above is an explanation of the fundamental
embodiment of the object-between-network display method
according to the present invention. Next, hereinafter, there
will be described more specific embodiments of the object-
between-network display method according to the present
invention.

[0527] FIGS. 44(A), (B) and (C) are illustrations useful for
understanding a procedure for producing a display area for
displaying a network of an object. In FIG. 44(A), the display
screen is divided vertically and horizontally into four parts
to form lattices. In FIG. 44(B), there is provided such an
arrangement that for each measure of the produced lattices,
a domain formed with length of 50% of the measure in
length and breadth is given for an area for disposing an
object, and the domain is located at the center of the
measure. In FIG. 44(B), the screen is divided on an equal
basis, and the area for the object is located at the center of
the measure. However, it is acceptable to designate a width
of the measure, and as shown in FIG. 44(B), it is acceptable
that the area for the object is located at the corner of the
measure.

[0528] FIG. 45 is an illustration showing a state in which
an object is disposed on a display screen by users. FIGS.
46(A) and (B) are illustrations each showing a state in which
a wiring among objects disposed on a display screen is
performed by users.

[0529] As shown in FIG. 45, according to the present
embodiment, when a user sets up an object 224, the object
224 set up by the user is automatically positioned at an area
225 specially designed for an object disposition, which is
located closest to the set up position. Accordingly, it is
possible to obtain an arrangement of objects in which
objects are arranged in good order simply through users
taking it easy to arrange objects. Further, according to the
present embodiment, it is possible to automatically display
wire 229 in an area 204 for displaying wirings of a network,
as shown in FIG. 46(B), simply through users performing an
operation of connecting terminals of object 226 and object
227 together with a straight line directly, as shown in FIG.
46(A). Consequently, it does not happen that the objects and
the wirings overlap with each other. Thus, it is possible to
display a network easy to see for users.

[0530] FIGS. 47(A) and (B) are illustrations showing by
way of example display screens of an object-between-
network before and after display of the subnetwork, respec-
tively. FIG. 48 is a flowchart useful for understanding a
procedure for switching from the display of FIG. 47(A) to
the display of FIG. 47(B).

[0531] At the stage that an image shown in FIG. 47(A) is
displayed on a display screen, an object having a subnetwork
is designated through an operation of, for example, a mouse
not illustrated or the like (step 48_1), and it is instructed that
the designated subnetwork is displayed (step 48_2). In an
image display apparatus, a measure whereat the selected
object is located and lattices associated with the measure in
vertical and horizontal directions are enlarged by the corre-
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sponding area necessary for a display of the subnetwork
giving the corner of upper left of the measure as a starting
point (step 48_3). In step 48_4, with the enlargement, a
deformation of the objects arranged in vertical and horizon-
tal directions and an extension of wirings are performed. In
step 48_5, a new lattice is formed within a measure enlarged
for a display of the subnetwork and display the subnetwork
on the lattice thus formed. In step 48_6, the object of the
subnetwork and the object of the neighboring network are
connected together.

[0532] In this manner, a transfer of images from that
shown in FIG. 47(A) to that shown in FIG. 47(B) is
performed. Incidentally, according to the present embodi-
ment, the starting point of the measure for an enlargement is
given with the corner of upper left of the measure. However,
it is acceptable that the enlargement starting point of the
measure is given with another corner, or the center of the
measure.

[0533] FIGS. 50(A), (B) and (C) are explanatory views
useful for understanding a procedure of a subnetwork dis-
play. FIG. 49(A) shows an object-between-network before
a display of a subnetwork, FIG. 49(B) shows a state in
which the subnetwork is displayed with an enlargement and
trapezoid of measures are formed on the upper and lower
sides and the left and right sides of the enlarged measure,
and FIG. 49(C) shows a state in which the subnetwork is
displayed with an enlargement, and measures of the neigh-
bor objects are deformed so that the whole network may be
displayed within the screen.

[0534] FIG. 50 is a flowchart useful for understanding a
procedure of the subnetwork display.

[0535] As shown in FIG. 50, an object having a subnet-
work is selected through an operation of, for example, a
mouse or the like (step 50_1), and it is instructed that the
selected subnetwork is displayed (step 50_2). In an image
display apparatus, a transfer of images from that shown in
FIG. 49(A) to that shown in FIG. 49(G) is performed in
accordance with the following procedure.

[0536] First, in step 50_3, it is determined as to whether
the subnetwork is accommodated within the display screen.
If it is decided that the subnetwork is not accommodated
within the display screen, a transfer of images from that
shown in FIG. 49(A) to that shown in FIG. 49(B) is not
performed. If it is decided that the subnetwork is accom-
modated within the display screen, the process goes to step
50 _4 in which a measure whereat the selected object is
located is enlarged by the corresponding area necessary for
a display of the subnetwork giving the center of the measure
as a starting point (cf. FIG. 49(A)).

[0537] Instep 50_5, as shown in FIG. 49(B), straight lines
are drawn from corners of the enlarged measure to corners
of the measures of the screen edges in vertical and horizontal
directions to form trapezoids. In step 50_6, each of the
trapezoids is partitioned into necessary parts to produce
trapezoid of measures. In step 50_7, straight lines are drawn
from corners of the measures of trapezoid to corners of the
measures of the screen edges to produce residual measures.
In step 50_8, with a deformation of the measures, a defor-
mation of the object and wirings are performed. Finally, in
step 50_9, the object of the subnetwork and the object of the
neighboring network are connected together.
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[0538] In this manner, a transfer of images from that
shown in FIG. 49(A) to that shown in FIG. 49(C) is
performed.

[0539] Incidentally, according to the present embodiment,
the measures formed on the upper and lower sides and the
left and right sides of the subnetwork are given with a figure
of trapezoid. However, it is acceptable that such measures
are given with a figure of curve.

[0540] FIGS. 51(A), (B) and (C) are typical illustrations
each showing an embodiment in which a display area
representative of an object is formed with a single measure
or a plurality of measures coupled with one another. Accord-
ing to the present embodiments, a number of measures to be
used is altered in accordance with a number of terminals of
an object. FIG. 51(A) shows a case where one measure is
used by one and an object has the maximum 12 terminals.
FIG. 50(B) shows a case where two measures are used by
two and an object has the maximum 30 terminals. FIG.
51(C) shows a case where four measures are used by four
and an object has the maximum 48 terminals. As a number
of terminals of the object is increased, a number of measures
may be increased.

[0541] FIGS. 52(A) and (B) are illustrations useful for
understanding by way of example a display method of
wiring. In FIG. 52(A), a screen 1 shows a state of halfway
in which a wiring from an output terminal of an object 1 (obj
1) to an input terminal of an object 2 (obj 2) is conducted.
While the object 1 disappears from the screen 1, it will be
understood from a figure of the line drawn out that a terminal
to be connected is an input terminal. Likewise, with respect
to a screen 2, in the event that a wiring from an input
terminal of an object 4 (obj 4) to an output terminal of an
object 3 (obj 3) is conducted, even if the object 4 disappears
from the screen 2, it will be understood from a figure of the
line that a terminal to be connected is an output terminal.
FIG. 52(B) shows a network after a completion of wiring in
which wires have been changed to the usual solid lines.
According to the present embodiment, while the wires are
changed to the usual solid lines at the time when all of the
wirings have been completed, it is acceptable that a wire is
changed to the usual solid line whenever one wiring is
completed.

[0542] FIG. 53 is a typical illustration showing by way of
example a display of wiring. FIG. 54 is a flowchart useful
for understanding a procedure of executing the wiring
shown in FIG. 53.

[0543] According to the present embodiment, there is
adopted a wiring consisting of the central wires and the edge
wires, as described referring to FIGS. 43(A) and (B), and
when a user selects the output terminal and input terminal
which are connected together, an automatic wiring is con-
ducted in accordance with a procedure shown in FIG. 54.

[0544] Instep 54_1, a user selects the output terminal and
input terminal which are connected together. In step 54 2, a
vertical lane A is produced at the output terminal end. In step
54 3, overwritten with a line is a horizontal lane of the
output terminal from the output terminal to the vertical lane
A, so that a wiring on the overwritten portion is displayed on
the display screen. In step 54_4, it is determined whether the
input terminal is over against the output terminal. What is
meant by that the input terminal is over against the output
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terminal is that for example, as in the relation between an
output terminal 1 and an input terminal g, the output
terminal and the input terminal are located so as to be
opposite to each other. On the other hand, in case of the
relation between an output terminal 7 and an input terminal
1, it is determined that they are not over against each other.

[0545] In a case where it is determined that the input
terminal is over against the output terminal, the process goes
to step 54_5 in which the vertical lane A is overwritten with
a line up to the horizontal lane of the input terminal. If there
is already a portion connected with the horizontal lane, for
example, as in a case where a wiring between an output
terminal 8 and an input terminal ¢ is already conducted, and
in addition a wiring between the output terminal 8 and an
input terminal ¢ is newly conducted, a coupling process as
shown in FIG. 43(B) is performed. In step 54_6, the
horizontal lane of the input terminal is overwritten with a
line up to the input terminal.

[0546] In a case where in step 54_4, it is determined that
the input terminal is not over against the output terminal, the
process goes to step 54_7 in which the vertical lane is
produced at the input terminal end. In step 54_8, a horizontal
lane C not sandwiched in objects is produced. In step 54_9,
the vertical lane A is overwritten with a line up to the
horizontal lane C. If there is already a portion connected
with the horizontal lane, a coupling process is performed.

[0547] Instep 54_10, the horizontal lane C is overwritten
with a line up to the vertical lane B. In step 54 11, the
vertical lane B is overwritten with a line up to the horizontal
lane of the input terminal. If there is already a portion
connected with the horizontal lane, a coupling process is
performed.

[0548] Thereafter, the process goes to step 54_6 in which
the horizontal lane of the input terminal is overwritten with
a line up to the input terminal.

[0549] Each of FIGS. 55-57 are a flowchart useful for
understanding an alternative embodiment of a procedure of
executing the wiring. FIGS. 58-62 are typical illustrations
each showing a result obtained from an execution of wiring
according to the wiring procedures shown in FIGS. 55-57.
FIGS. 63(A), (B) and (C) are typical illustrations each
showing a result obtained from an execution of wiring
according to the wiring procedures shown in FIGS. 55-57.
An adoption of the wiring procedures according to the
present embodiment makes it possible to perform an auto-
matic wiring, even if there exist objects which are not
uniform in figure, different from the case in which the wiring
procedure shown in FIG. 54 is adopted.

[0550] As shown in FIG. 55, in step 55_1, a user selects
the output terminal and input terminal which are connected
together. In step 55_2, a lane 1 (cf. FIGS. 58-62) perpen-
dicular to the output terminal is provided in an wiring area
having the output terminal. In step 55_3, a line is drawn on
a lane 2 (cf. FIGS. 58-61) of the output terminal from the
output terminal to the lane 1. In step 55_4, it is determined
whether the input terminal is over against the output termi-
nal. In a case where the input terminal is over against the
output terminal, as shown in FIG. 58 of FIGS. 58-61, the
process goes to step 55_5 in which a line is drawn from a
node a of the lane 1 and lane 2 to a lane 3 of the input
terminal. In step 55_6, a line is drawn from a node b, which
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is a cross point of the lane 1 and lane 3, to the input terminal.
Thus, the wiring is completed, in the event that the input
terminal is over against the output terminal, as shown in
FIG. 58.

[0551] In a case where in step 55_4, it is determined that
the input terminal is not over against the output terminal, the
process goes to step 55_7 in which a line is drawn from the
node a of the lane 1 and lane 2 toward an object having the
input terminal. While the line is drawn, it is determined as
to whether the line comes across an existing object (step
56_1 in FIG. 56), whether the line reaches an wiring area an
object having the input terminal (step 56_2), whether the
line reaches an wiring area of the input terminal (step 56_3),
and whether the line reaches a position perpendicular to the
lane 3 of the input terminal (step 56_4).

[0552] In step 56_1, when it is determined that the line
comes across the existing object, the process goes to step
56_10 in which, as shown in FIG. 63(A), a lane A perpen-
dicular to the line is provided on a wiring area of a position
whereat the tip of the line is located now, and the lane A thus
provided is connected to the line. In step 56_11, a lane B
parallel to the line is provided on a wiring area near the input
terminal, and the line is connected along the lane A from the
lane 1 to the lane B. In step 56_13, a line is drawn along the
lane B from a node k or cross point of lane A and lane B
toward the object having the input terminal.

[0553] Instep 56_2, the determination is made at the stage
that a line is drawn along the lane 1 up to a cross of area in
which the area of the object having the input terminal
(including not only the disposing area of the object itself, but
also the neighbor wiring areas, for example, in case of FIG.
58, the area of the object having the input terminal implies
all of the partial areas p, q, 1, 8, U, v, w and x ) is extended
vertically and horizontally. In step 56_2, when it is deter-
mined that the line does not reach the area of the object
having the input terminal (for example, in case of FIG. 58,
all of the partial areas p, q, 1, s, U, v, w and X), the process
goes to step 56_12 in which as shown in FIG. 63(C), a lane
C perpendicular to the line is provided on a wiring area of
a position whereat the tip of the line is located now, and the
lane C thus provided is connected to the line. In step 56_13,
a line is drawn along the lane C from the node k toward the
object having the input terminal.

[0554] 1In a case where in step 56_3, when it is determined
that the line does not reach the wiring area of the input
terminal (for example, in case of FIG. 58, the partial areas
p, s and v), the process goes to step 57_1. This case will be
described latter.

[0555] Instep 56_4, it is determined as to whether the line
reaches a position perpendicular to the lane 3 of the input
terminal, and when it is decided that the line is perpendicular
to the lane 3, the process goes to step 56_5 in which as
shown in FIG. 59, the line is extended to the lane 3. In step
56_6, the line is drawn on the lane 3 from the node C
crossing to the lane 3 to the input terminal. Thus, the wiring
shown in FIG. 59, for example, is completed.

[0556] On the other hand, in step 56_4, when it is decided
that the line is not perpendicular to the lane 3 of the input
terminal, the process goes to step 56_7 in which as shown
in FIG. 60, a lane 4 perpendicular to the line is provided on
the wiring area of the input terminal. In step 56_8, the line
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is drawn from a node d to the lane 3. In step 56_9, the line
is drawn from a node e to the input terminal. Thus, the
wiring shown in FIG. 60, for example, is completed.

[0557] In step 56_3, when it is determined that the line
does not reach the wiring area of the input terminal, the
process goes to step 57_1 of FIG. 57 in which it is
determined as to whether the line reaches a position per-
pendicular to the lane 3 of the input terminal. When it is
decided that the line is perpendicular to the lane 3, the
process goes to step 57_2 in which as shown in FIG. 61, a
lane 5 is provided on the present wiring area. In step 57_3,
a lane 6 is provided on the wiring area of the input terminal.
In step 57_4, the line is drawn from a node f along the lane
5 to the lane 6. In step 57_5, the line is drawn from a node
g to the lane 3. In step 57_6, the line is drawn from a node
h to the input terminal. Thus, the wiring shown in FIG. 61,
for example, is completed.

[0558] Instep 57_1, when it is decided that the line is not
perpendicular to the lane 3 of the input terminal, the process
goes to step 57_7 in which as shown in FIG. 62, a lane 7
perpendicular to the line is provided on the wiring area of the
input terminal. In step 57_8, the line is extended from the
node a to a lane 7. In step 57_9, the line is drawn from a node
ito the lane 3. In step 57_10, a lane perpendicular to the line
is provided on the present wiring area, and the lane thus
provided is connected to the line. In step 57_11, the line is
drawn from a node j to the input terminal. Thus, the wiring
shown in FIG. 62, for example, is completed.

[0559] Practicing the wiring procedures shown in FIGS.
55-57 makes it possible to complete the wirings in case of
a disposing state of each of the objects of FIGS. 63(A) to (D)
as well.

[0560] As described above, according to the object-ori-
ented programming apparatus and an object-oriented pro-
gram storage medium of the present invention, there is
implemented a higher speed of transfer of information
among a plurality of objects in an object-oriented program-
ming. Thus, it is possible to realize a software system
wherein a lot of small objects are gathered, without decreas-
ing a processing speed, thereby dramatically improving
reuse of the objects.

[0561] Further, according to the case where the object-
oriented programming apparatus of the present invention is
provided with an object display unit, and the object-be-
tween-network display method according to the present
invention, it is possible to display an object-between-net-
work easy to be understood thereby contributing to an
improvement of a working efficiency for users.

[0562] While the present invention has been described
with reference to the particular illustrative embodiments, it
is not to be restricted by those embodiments but only by the
appended claims. It is to be appreciated that those skilled in
the art can change or modify the embodiments without
departing from the scope and spirit of the present invention.

[0563] As described above, according to the object-be-
tween-network display method according to the embodi-
ment of the present invention, it is possible to display an
object-between-network easy to be understood thereby con-
tributing to an improvement of a working efficiency for
users.
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[0564] The above is an explanation concerning an embodi-
ment of an object-between-network display method on the
display screen 1024 of the display unit 102 of the computer
system 100 shown in FIG. 1, of embodiments concerning
the interobject wiring editor unit 122 and the associated
periphery of the object ware programming system 120.
Next, there will be described an embodiment concerning a
programming in the interobject wiring editor unit 122 and
the associated periphery. The programming in the interobject
wiring editor unit 122 is performed in such a manner that the
object-between-network as mentioned above is displayed on
the display screen, an operator “wires” among objects
through his observation of the display.

[0565] As mentioned above, hitherto, there exists a con-
cept of an object-oriented programming, remaining prob-
lems as to reuse of a software and a running speed, wherein
objects are typically displayed on a display screen and
“wired”, so that a connecting relation among the objects is
described. Such a “wiring” has been associated with the
following problems.

[0566] In the event that objects are of a hierarchical
structure, it is impossible to directly connect objects, which
belong mutually different hierarchies, with one another.
Thus, in case of a scheme wherein a wiring is permitted only
in the same hierarchy via a one stage higher-order hierarchy
of objects (this is referred to as “parent object”) including a
higher-order hierarchy of objects (this is referred to as “child
object”), there is a need to prepare a large number of
terminals for a relay use for the purpose of connection of
objects, when objects to be connected are mutually far
hierarchies. Thus, it takes a lot of procedure for a wiring, and
thus it is troublesome.

[0567] On the other hand, in the event that objects are of
a hierarchical structure, and in case of a scheme wherein it
is permitted to directly connect objects, which belong mutu-
ally different hierarchies, with one another, there will be
provided a wiring diagram which does not take into account
of a hierarchy. Thus, this raises such a problem that the
wiring diagram is not so easy to see and it is difficult to grasp
the wiring structure in its entirety.

[0568] Further, when there is a need to replace the object
once wired by another object, in order to implement the
replacement, there is a need to remove the wiring of the
previous object and do over again the wiring for the new
object. Thus, it takes a lot of procedure for the replacement.

[0569] This is a similar as to the matter of that the object
once wired on a certain hierarchy is shifted to another
hierarchy, for example, a one stage lower-order hierarchy.
Also 1in this case, it takes a lot of procedure such that the
wiring of the object before a shift is removed, a parent object
is placed wired thereat, the removed object is placed as a
child object of the parent object, and a wiring between the
parent object and the child object is conducted.

[0570] Further, according to the conventional scheme,
there has been associated with such a problem that as the
interobject wiring is complicated, a connecting relation
among objects is hardly to be understood from an indication
of the wiring diagram. Especially, in the event that a bus
representative of a flow of request for processing, which bus
referred to as a “instruction bus”, is connected to a plurality
of objects on a branching basis, it is difficult to grasp a
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running sequence of the processing among the plurality of
objects from the indication of the wiring diagram. Accord-
ingly, it is also difficult to alter the running sequence on the
wiring diagram.

[0571] In view of problems involved in the above-men-
tioned interobject wiring, the embodiment, which will be
described hereinafter, relates to a scheme of facilitating a
wiring work.

[0572] FIG. 64 is a schematic diagram showing a basic
structure of an object-oriented programming supporting
apparatus and a program storage medium for use in an
object-oriented programming according to an embodiment
of the present invention.

[0573] An object-oriented programming supporting appa-
ratus 300 supports an object-oriented programming for
coupling a plurality of objects each having data and opera-
tion with each other in accordance with an instruction. The
object-oriented programming supporting apparatus 300
comprises a display means 301, an object coupling means
302, a hierarchical structure construction means 303 and a
handler 304.

[0574] The display means 301 displays objects each rep-
resented by a block representative of a main frame of an
object, a data output terminal for transferring data of the
object to another object, a data input terminal for receiving
data from another object, a message terminal for issuing a
message to make a request for processing to another object,
and a method terminal for receiving a processing request
from another object to execute a method, the object being
represented by a hierarchical structure which permits one or
a plurality of objects to exist in a single object, and in
addition displays a wiring for coupling terminals of a
plurality of objects. On the computer system 100 shown in
FIG. 1, the display means 301 is constituted of the image
display unit 102, a software for displaying the above-
mentioned objects and wirings on the display screen 102a of
the image display unit 102, and a CPU for executing the
software.

[0575] The object coupling means 302 constructs a cou-
pling structure among a plurality of objects in accordance
with an instruction for coupling terminals of the plurality of
objects through a wiring. On the computer system 100
shown in FIG. 1, the object coupling means 302 is consti-
tuted of the software for constructing the coupling structure
and a CPU for executing the software.

[0576] The hierarchical structure construction means 303
constructs a hierarchical structure of objects. On the com-
puter system 100 shown in FIG. 1, the hierarchical structure
construction means 303 is constituted of the software for
constructing the hierarchical structure and a CPU for execut-
ing the software.

[0577] The handler 304 instructs a wiring for coupling
among objects to the object coupling means 302 in accor-
dance with an operation by an operator (or user), and in
addition instructs a position of an object on the hierarchical
structure to the hierarchical structure construction means
303. On the computer system 100 shown in FIG. 1, the
handler 304 is constituted of the keyboard 103, the mouse
104 and the software for taking in operations of the keyboard
103 and the mouse 104 inside the computer system.
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[0578] It is noted that the software itself for implementing
the object coupling means 302 is also referred to as the
object coupling means, and likewise the software itself for
implementing the hierarchical structure construction means
303 is also referred to as the hierarchical structure construc-
tion means. A program, in which the object coupling means
302 and the hierarchical structure construction means 303
are combined in the form of software, corresponds to the
object-oriented programming program referred to in the
present invention. The recording medium 310, in which the
object-oriented programming program is stored, corre-
sponds to the program storage medium for use in an object-
oriented programming referred to in the present invention.
In the computer system 100 shown in FIG. 1, the storage
unit 105, in which the object-oriented programming pro-
gram has been stored, corresponds to the program storage
medium for use in an object-oriented programming referred
to in the present invention. When the object-oriented pro-
gramming program is stored in the MO 110, the MO 110 also
corresponds to the program storage medium for use in an
object-oriented programming referred to in the present
invention.

[0579] FIG. 65 is a conceptual view showing exemplarily
an involving relation among objects. FIG. 66 is a typical
illustration showing a connecting relation among objects for
defining a hierarchical structure.

[0580] As shown in FIG. 65, the whole is considered as
one object, and this is referred to as an object A. The object
Aincludes three objects, that is, an object B, an object C and
an object D. The object C includes an object E, an object F
and an object G. The object F includes an object H.

[0581] Ifthisis expressed with a hierarchical structure, the
expression is given as shown in FIG. 66. The hierarchical
structure of objects expressed in this manner is referred to as
an “object tree”.

[0582] In FIG. 66, the objects arranged in a horizontal
direction implies that they are disposed in the same-order
hierarchy. With respect to the objects connected with each
other in a vertical direction, the object disposed at higher-
order hierarchy implies a parent object, and the object
disposed at lower-order hierarchy implies a child object of
the parent object.

[0583] FIG. 67 is a typical illustration showing a pointer
for determining a connecting relation of a certain object to
another object.

[0584] Each of the objects has, as pointers for defining a
parent-child relationship, “pointers to higher/lower-order
hierarchy” comprising a “pointer to higher-order hierarchy”
and a “pointer to lower-order hierarchy”, and as pointers for
connecting objects arranged in the same-order hierarchy,
“pointers to same-order hierarchy” comprising two pointers
of a “FROM?” and a “TO”. Further, each of the objects has,
pointers for use in wiring representative of a flow of data and
instructions among objects, “pointers to buses” comprising
two pointers of an “IN” and an “OUT”, and “pointers to
cables comprising four pointers of an “instruction”, a “data”,
a “tag instruction” and a “tag data”.

0585] The “pointer to higher-order hierarchy” and the
p g y

“pointer to lower-order hierarchy”, which constitute the

“pointers to higher/lower-order hierarchy”, are, for example,
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in case of the object A shown in FIG. 66, the pointer to the
wiring editor and the pointer to the object B, respectively.

[0586] The two pointers of the “FROM” and the “TO”,
which constitute the “pointers to same-order hierarchy”, are,
for example, in case of the object C shown in FIG. 66, the
pointer to the object B and the pointer to the object D,
respectively.

[0587] In this manner, there is constructed a hierarchical
structure, for example, as shown in FIG. 66, comprising the
“pointer to lower-order hierarchy” and the “pointers to
same-order hierarchy”.

[0588] FIG. 68 is a typical illustration showing one of the
bus elements constituting the bus element list to be con-
nected to the “pointers to buses” shown in FIG. 67. FIG. 69
is a typical illustration showing one of the cable elements
constituting the cable element list to be connected to the
“pointers to cables” shown in FIG. 67. FIG. 70 is a typical
illustration showing exemplarily a wiring among objects.

[0589] Each of the bus elements arranged on the bus
element list defines a bus (terminal) to be connected to
another object. Each of the cable elements arranged on the
cable element list defines a coupling relation (wiring)
between terminals of child object-to-child object when the
associated object is given as a parent object.

[0590] FIG. 67 shows two pointers “IN” and “OUT” as
pointers constituting pointers to the bus. Connected to the
pointer “IN” is the bus element list defining a bus which
feeds data or messages to the object shown in FIG. 67.
Connected to the pointer “OUT” is the bus element list
defining a bus which outputs data or messages from the
object shown in FIG. 67 toward other object.

[0591] InFIG. 67, connected to the pointer “IN” is the bus
element list comprising two bus elements BUS 1 and BUS
2. Specifically, the bus element BUS 1 is connected to the
pointer “IN”, and the bus element BUS 2 is connected to the
bus element BUS 1. Connected to the pointer “OUT ” is the
bus element list comprising two bus elements BUS 3 and
BUS 4. Specifically, the bus element BUS 3 is connected to
the pointer “OUT”, and the bus element BUS 4 is connected
to the bus element BUS 3.

[0592] As shown in FIG. 68, each of the bus elements

2«

comprises a “pointer to substantial object”, “pointer to bus
of substantial object”, “pointer to next bus element (BUS)”
and “other data”. It is noted that a terminal of an object is

referred to as a “bus”.

[0593] In the arrangement shown in FIG. 70, in the event
that the object shown in FIG. 67 is object A shown in FIG.
70, the bus element BUS 1 corresponds to, for example,
“BUS 1” of the object A shown in FIG. 70, and the “pointer
to substantial object” corresponds to a pointer to an object
(here object B) connected to BUS 1 of object A, of object B
and object C included in object A shown in FIG. 70. The
“pointer to bus of substantial object” of the bus element BUS
1 corresponds to a pointer to a bus (in case of FIG. 70, BUS
1 of object B) of object B as the substantial object, which bus
is connected to “BUS 17 of the object A. The “pointer to next
bus element (BUS)” constituting the bus element BUS 1
corresponds, in case of the bus element BUS 1 in FIG. 67,
to a pointer to the bus element BUS 2. The “other data”
constituting the bus element BUS 1 includes a distinction as
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to whether the bus (in this case, “BUS 1” of the object A
shown in FIG. 70) associated with the bus element is a bus
for transfer of data or a bus for transfer of a message (or
instruction). Incidentally, as to an identification between a
bus (IN) at the end of receiving data or instruction and a bus
(OUT) at the end of transmitting data or instruction, as
shown in FIG. 67, it is implemented by separating the
“pointers to buses” into “IN” and “OUT”.

[0594] In FIG. 67, “pointers to cables” comprises four
pointers, that is, “instruction”, “data”, “tag instruction”, and
“tag data”, to each of which a cable element list is con-
nected. FIG. 67 exemplarily shows only a cable element list
connected to the “data”. Connected to the “data” is directly
a cable element CABLE 1. Connected to the cable element
CABLE 1 is a cable element CABLE 2. And connected to
the cable element CABLE 2 is a cable element CABLE 3.

[0595] The “pointers to cables is used for management of
a connecting state (wiring) of buses of child object-to-child
object by a parent object. In the example shown in FIG. 70,
the wiring of buses between the object B and the object C is
managed. Incidentally, the wiring between the object A as a
parent object and the object B as a child object, or the wiring
between the parent object A and the object C as a child object
is managed, as mentioned above, by the bus element list
connected to the “pointers to buses”.

[0596] The four pointers, that is, instruction”, data”, “tag
instruction”, and “tag data”, which constitute the “pointers
to cables”, manage a wiring indicative of a flow of messages
(instruction), a wiring indicative of a flow of data, a wiring
indicative of a flow of an instruction, which is formed
dynamically during an execution, as mentioned above, and
a wiring indicative of a flow of data, which is formed
dynamically during an execution, respectively.

[0597] As shown in FIG. 69, a cable element “CABLE”
is associated with two terminal elements “TERMINAL”.
The cable element “CABLE” comprises a pointer to the first
terminal element of the two terminal elements “TERMI-
NAL”, and a pointer to the next cable element. The terminal
element “TERMINAL” comprises a “pointer to an object”,
a “pointer to a bus of the object”, and a “pointer to the next
terminal pointer”.

[0598] FIG. 69 shows exemplarily a cable element for
managing a wiring for connecting the bus 2 of the object B
with the bus 1 of the object C, shown in FIG. 70, in which
the first terminal element stores therein a pointer to an object
B and a pointer to a bus 2 of the object B, and the second
terminal element stores therein a pointer to an object C and
a pointer to a bus 1 of the object C. In this manner, the bus
2 of the object B and the bus 1 of the object C are coupled
with each other through the wiring. It is noted that the first
terminal element of the two terminal elements is associated
with the bus of the output end of data or instruction, and the
second terminal element is associated with the bus of the
input end of data or instruction.

[0599] The cable element shown in FIG. 69 is managed,
as mentioned above, by the object A which is a common
parent object for both the objects B and C.

[0600] The above are the general explanations of a man-
agement of pointers for determining a hierarchical structure
of objects, a management of pointers for determining buses
of objects, and a management of pointers for determining a
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wiring for connecting buses of objects. Next, there will be
explained more specific embodiments of the object-oriented
programming supporting apparatuses according to the
present invention, and programs for an object-oriented pro-
gramming, which are stored in a program storage mediums
for use in an object-oriented programming according to the
present invention.

[0601] According to the first object-oriented programming
supporting apparatus of the object-oriented programming
supporting apparatuses according to the present invention,
and programs for an object-oriented programming, which
are stored in the first program storage medium for use in an
object-oriented programming, of the program storage medi-
ums for use in an object-oriented programming according to
the present invention, the hierarchical structure construction
means 303 shown in FIG. 64 has means for producing a
duplicate object of a substantial object designated in accor-
dance with an instruction from the handler 304, and for
disposing the duplicate object at a hierarchy different from
a hierarchy at which the substantial object is disposed, and
the object coupling means 302 receives from the handler 304
an instruction as to a wiring between the duplicate object and
another object in the wiring of the hierarchical structure in
which the duplicate object is disposed, and constructs a
coupling structure in which the duplicate object and the
associated substantial object are provided in the form of a
united object.

[0602] FIG. 71 is a conceptual view of a duplicate object.
FIG. 72 is a typical illustration showing a hierarchical
structure (object tree) of the objects shown in FIG. 71.

[0603] An object A is connected to an wiring editor.
Connected to the object A is an object B in a lower-order
hierarchy. Connected to the object B is an object C in the
same-order hierarchy. Connected to the object C is an object
D in a lower-order hierarchy. Connected to the object D is
an object E in the same-order hierarchy.

[0604] In the event that the objects B and E, which are
disposed at mutually different hierarchy, are connected with
each other through a wiring, it is acceptable that a bus
(terminal) is formed on the object C which is a parent object
of the object E, and the terminal of the object C is connected
to the bus of the object E, and in addition the terminal of the
object C is connected to the terminal of the object B.
However, this work takes a trouble for wiring. In order to
avoid such a trouble, according to the present embodiment,
a duplicate object E' of which the substantial object is the
object E is disposed at the hierarchy at which the objects B
and D are disposed, and the bus of the duplicate object E' is
connected to the bus of the object B through a wiring on the
hierarchy at which the object B and the duplicate object E'
are disposed.

[0605] FIG. 73 is a flowchart useful for understanding a
building process for the duplicate object.

[0606] First, in step 73_1, with respect to the designated
object (e.g. object E), a duplicate object E' is built through
copying the object E. Here a wiring among objects is aimed.
Thus, there is no need to copy even the substance of the
program constituting the object E and only information
necessary for a display and a wiring of objects is copied. In
this meaning, the “copy” referred to as the present invention
means a copy of information necessary for a display and a
wiring of objects.
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[0607] Next, in step 73_2, with respect to all buses of the
object E,

[0608] 1.a copy bus (copy bus element) is created on
the duplicate object E', and

[0609] 2. a pointer to the substantial object E and a
pointer to the bus associated with the substantial
object E, are written.

[0610] FIG. 74 is a typical illustration showing a connect-
ing relation between the substantial object (original) and the
duplicate object (copy).

[0611] Copied on the duplicate object E' are the bus
elements BUS 1, BUS 2, arranged in the “pointers to buses”
of the substantial object E in the form of an arrangement as
it is. Each of the bus elements BUS 1', BUS 2, . . . of the
duplicate object E' copied stores a pointer to the substantial
object E and a pointer to the associated bus, of the substan-
tial object E (cf. FIG. 68). After the duplicate object is built
in this manner, when a wiring between the object B and the
duplicate object E' is instructed, as shown in FIG. 71, the
associated cable element and two terminal elements are
arranged on the “pointers to cables” of the object A which is
a parent object of the object B and the duplicate object E' (cf.
FIG. 69).

[0612] After a wiring work, and when wiring data for
interpreter use, which is stored in the wiring data for
interpreter use shown in FIG. 2, is generated, the associated
bus element of the substantial object E is found from the bus
element list of the duplicate object E' to construct an
interobject coupling structure in which the duplicate object
E' and the substantial object E are formed in a united body
as one object.

[0613] Next, there will be explained embodiments of the
second object-oriented programming supporting apparatus
of the object-oriented programming supporting apparatuses
according to the present invention, and programs for an
object-oriented programming, which are stored in the sec-
ond program storage medium for use in an object-oriented
programming, of the program storage mediums for use in an
object-oriented programming according to the present
invention.

[0614] According to the second object-oriented program-
ming supporting apparatus of the object-oriented program-
ming supporting apparatuses according to the present inven-
tion, and programs for an object-oriented programming,
which are stored in the second program storage medium for
use in an object-oriented programming, of the program
storage mediums for use in an object-oriented programming
according to the present invention, the object coupling
means 302 shown in FIG. 64 releases a coupling structure
of the object before a replacement with another object in
accordance with an instruction from the handler 304, and
causes the object after the replacement to succeed to the
coupling structure of the object before the replacement with
another object, and the hierarchical structure construction
means 303 disposes the object after the replacement, instead
of the object before the replacement, at a hierarchy at which
the object before the replacement is disposed.

[0615] FIG. 75 is a conceptual view showing a coupling
relation of objects before a replacement of objects. FIG. 76
is a typical illustration showing an object tree concerning the
objects shown in FIG. 75.
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[0616] An object A is connected to an wiring editor.
Connected to the object A is an object B in a lower-order
hierarchy. Connected to the object B is an object C in the
same-order hierarchy. Connected to the object C is an object
D in the same-order hierarchy. There exists an object E
which is not incorporated into the hierarchical structure. The
object C is replaced by the object E.

[0617] FIG. 77 is a conceptual view showing a coupling
relation of objects after a replacement of objects. FIG. 78 is
a typical illustration showing a part of the object tree after
a replacement of objects.

[0618] When the object C is replaced by the object E, the
object E succeeds to the wiring of the object C as it is. Also
in the hierarchical structure, the object E is disposed at the
hierarchy at which the object C was disposed.

[0619] FIG. 79 is a flowchart useful for understanding an
object replacing process.

[0620] While an interobject network as shown in FIG. 75
is displayed on the display screen 102a (cf. FIG. 1), the
mouse 104 is operated to drag an object after replacement
(here, the object E) and superimpose the object E on the
object C. Where the term “drag” means such an operation
that a mouse cursor is placed on the object E displayed on
the display screen 1024 and a mouse button is depressed,
and then a mouse is moved keeping depression of the mouse
button. When the the object E is dragged, the object coupling
means 302 shown in FIG. 64 identifies that the dragged
object is the object E (step 79_2).

[0621] When the dragged object E is superimposed on the
object C and then dropped, that is, the mouse button is
released, in step 79_3, the object coupling means 302
identifies that the object concerned in drop is the object C
(step 79_4). In this manner, when it is identified that the
dragged object is the object E and the object concerned in
drop is the object C, the object tree is altered from the state
shown in FIG. 76 to the state shown in FIG. 78.

[0622] This change is implemented in which a manner
that, of the pointers of the objects shown in Fig, 76, the
pointer to the object E is written, instead of the pointer to the
object C, into “TO” of the object B; the pointer to the object
B and the object E are written into “FROM” and “TO” of the
object E, respectively; and the pointer to the object E is
written, instead of the pointer to the object C, into “FROM”
of the object D.

[0623] Next, the wiring of the object C concerned in drop
is retrieved from the cable element list of the object A which
is a parent of the object C concerned in drop (step 79_6).

[0624] FIG. 80 is a typical illustration showing a part of
the cable element list connected to an object A.

[0625] T1tis recorded in this part that the bus 3 of the object
C and the bus 4 of the object D are connected to the
terminals indicated by the cable element CABLE a. In this
manner, the cable elements are sequentially retrieved to
identify the wiring connected to the object concerned in
drop.

[0626] When the wiring connected to the object concerned
in drop is identified, as shown in FIG. 80, the wiring is
released and connected to the associated bus of the object E
after replacement (step 79_7). When the associated bus of



US 2001/0052109 Al

the object E after replacement does not exist and the wire
cannot be altered, it is displayed on the display screen 1024
and the wiring is cancelled.

[0627] Next, there will be explained embodiments of the
third object-oriented programming supporting apparatus of
the object-oriented programming supporting apparatuses
according to the present invention, and programs for an
object-oriented programming, which are stored in the third
program storage medium for use in an object-oriented
programming, of the program storage mediums for use in an
object-oriented programming according to the present
invention.

[0628] According to the third object-oriented program-
ming supporting apparatus of the object-oriented program-
ming supporting apparatuses according to the present inven-
tion, and programs for an object-oriented programming,
which are stored in the third program storage medium for
use in an object-oriented programming, of the program
storage mediums for use in an object-oriented programming
according to the present invention, the hierarchical structure
construction means 303 is in response to an instruction from
the handler 304 such that a plurality of objects from among
the objects disposed at a predetermined hierarchy are des-
ignated and the plurality of objects are rearranged on the
lower-order hierarchy by one stage, and rearranges the
plurality of objects on the lower-order hierarchy by one
stage, and produces and arranges an object including the
plurality of objects on the predetermined hierarchy in such
a manner that a coupling structure among the plurality of
objects and a coupling structure among the plurality of
objects and objects other than the plurality of objects are
maintained.

[0629] FIG. 81 is a conceptual view showing a coupling
relation among objects before a movement of objects. FIG.
82 is a typical illustration showing an object tree concerning
the objects shown in FIG. 81.

[0630] As shown in FIG. 82, an object A is connected to
an wiring editor. Connected to the object A is an object B in
a lower-order hierarchy. Connected to the object B is an
object C in the same-order hierarchy. Connected to the
object C is an object D in the same-order hierarchy. Con-
nected to the object D is an object E in the same-order
hierarchy.

[0631] It is assumed that the interobject network as shown
in FIG. 81 is displayed on the display screen 1024, and the
mouse 104 is operated to select the object C and the object
D as the objects to be moved to the lower-order hierarchy by
one stage.

[0632] FIG. 83 is a conceptual view showing a coupling
relation of objects after a movement of objects. FIG. 84 is
a typical illustration showing an object tree concerning the
objects shown in FIG. 83.

[0633] An object F is built on the same hierarchy as that
of an object B. An object C and an object E are arranged on
a lower-order hierarchy of the object F in the form of
children objects of which a parent is the object F.

[0634] Before a movement, as shown in FIG. 81, the bus
3 of the object B is directly connected to the bus 1 of the
object 0. After a movement, however, as shown in FIG. 83,
the bus 3 of the object B is connected to the bus 1 of the
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object F, and the bus 1 of the object F is connected to the bus
1 of the object C. And with respect to a connection of the
object D with the object E, the bus 3 of the object D is
connected to the bus 2 of the object F, and the bus 2 of the
object F is connected to the bus 1 of the object E.

[0635] FIG. 85 is a flowchart useful for understanding a
processing for a movement of objects and a change of wiring
of objects.

[0636] When the object, which is to be moved to a
lower-order hierarchy by one stage, is selected, it is identi-
fied as to what objects (here, objects C and D shown in FIG.
82) have been selected (step 85_1). And a new object (here,
object F) is built on the same hierarchy as the selected
objects (step 85_2). In step 85_3, the selected objects (here,
objects C and D) are replaced by the new object (object F).

[0637] FIG. 86 is a typical illustration showing a state of
an alteration of an object tree.

[0638] In step 85 2, when the object F is built, the
connection between the object B and the object C is can-
celled, and the object B is connected to the object F in the
same-order hierarchy. And the connection between the
object D and the object E is cancelled, and the object F is
connected to the object E in the same hierarchy. And the
object C is connected to the object F in the lower-order
hierarchy. In this manner, the object tree after an object
movement, as shown in FIG. 84, is completed.

[0639] Incidentally, it is noted that the alternation of the
pointer for the alternation of the object tree can be performed
in a similar fashion to that of the explanation made referring
to FIG. 78, and thus the redundant explanation will be
omitted.

[0640] Next, as shown in step 85_4 of FIG. 85, the wiring
connected to the selected objects (objects B and C) is
retrieved from the cable element list connected to the parent
object (object A) of the selected objects (objects B and C).

[0641] FIG. 87 is a typical illustration showing a part of
the cable element list connected to the object A.

[0642] 1In FIG. 87, there are shown that the wiring of the
bus 4 of the object C and the bus 1 of the object D are made
on the cable element CABLEa, and that the wiring of the bus
3 of the object D and the bus 1 of the object E are made on
the cable element CABLED. Here, it is noted that the wiring
of the bus 4 of the object C and the bus 1 of the object D
shown on the cable element CABLEa is typically represen-
tative of the wiring between the objects (objects B and C)
selected to be moved to the lower-order hierarchy by one
stage, as shown in FIG. 81, and the wiring of the bus 3 of
the object D and the bus 1 of the object E shown on the cable
element CABLED is typically representative of the wiring
between the object (object D) to be moved to the lower-order
hierarchy by one stage and the object (objects E) not to be
moved and to stay at the same-order hierarchy.

[0643] In the step 85_4 of FIG. 85, when the retrieval of
the cable element list is carried out as mentioned above, the
process goes to step 85_5 in which it is determined whether
the wiring connected to the selected objects (here objects B
and C) located through the retrieval is the wiring between
the objects (objects B and C) inside of the new object (object
F), or the wiring between the internal object and the external
object with respect to the the new object (object F). In this
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determination, when it is determined that the wiring of
interest is the wiring (corresponding to the wiring of the
cable element CABLEa shown in FIG. 87) between the
objects inside of the new object (object F), the process goes
to step 85_6 in which the wiring is moved from the parent
object (object A) to the new object (object F).

[0644] FIG. 88 is an explanatory view useful for under-
standing a movement of wiring to a new object.

[0645] The cable element CABLEa is removed from
among the cable element list connected to the object A, and
is incorporated into the cable element list connected to the
object F.

[0646] In the step 85_5 of FIG. 85, when it is determined
that the wiring of interest is the wiring (corresponding to the
wiring of the cable element CABLEb shown in FIG. 87)
between the internal object and the external object with
respect to the the new object (object F), the process goes to
step 85_7 in which a wiring bus is produced on the new
object (object F).

[0647] FIG. 89 is a typical illustration of a bus for use in
wiring, the bus being built on an object F.

[0648] In FIG. 89, a bus element BUS 2 is connected to
“OUT” (cf. FIG. 67) of the object F. The bus element BUS
2 corresponds to the bus 2 of the object F shown in FIG. 83,
and has a pointer to the object D and a pointer to the bus 3
of the object D. That is, the bus element BUS 2 forms, as
shown in FIG. 83, a wiring between the bus 2 of the object
F and the bus 3 of the object D. It is to be noted that the bus
element BUS 2 shown in FIG. 89 is exemplarily shown, and
in case of the wiring shown in FIG. 83, a connecting bus
element is disposed also in “IN” of the object F so that a
wiring between the bus 1 of the object F and the bus 1 of the
object C is implemented.

[0649] Instep 85_8 of FIG. 85, a wiring connected to the
object inside a new object (object F) is changed in connec-
tion to the new object (object F).

[0650] FIG. 90 is a typical illustration showing a state of
a change of an object in wiring from an object (object D)
inside a new object (object F) to the object F.

[0651] The cable element CABLED of the object A shown
in FIG. 87 is indicative of a wiring between the bus 3 of the
object D inside the object F and a wiring between the bus 1
of the object E outside the object F. As shown in FIG. 90,
the bus 3 of the object D is changed to the bus 2 of the object
F thereby forming a wiring between the bus 2 of the object
F and the bus 1 of the object E.

[0652] Incidentally, the step 85_4 in FIG. 85 is repeatedly
performed by a necessary number of times.

[0653] Next, there will be explained embodiments of the
fourth object-oriented programming supporting apparatus of
the object-oriented programming supporting apparatuses
according to the present invention, and programs for an
object-oriented programming, which are stored in the fourth
program storage medium for use in an object-oriented
programming, of the program storage mediums for use in an
object-oriented programming according to the present
invention.

[0654] According to the fourth object-oriented program-
ming supporting apparatus of the object-oriented program-

Dec. 13, 2001

ming supporting apparatuses according to the present inven-
tion, the display means 301 shown in FIG. 64 has, in case
of existence of a plurality of method terminals (messages or
instructions) connected to one message terminal (a bus for
outputting a message or an instruction) designated in accor-
dance with an instruction through the handler 304, means for
displaying a list indicative of an execution sequence of a
plurality of methods associated with the plurality of method
terminals, and the object coupling means 302 has means for
reconstructing a coupling structure in which the execution
sequence of the plurality of methods appearing at the list
displayed on the display means 301 are altered.

[0655] Further, according to programs for an object-ori-
ented programming, which are stored in the fourth program
storage medium for use in an object-oriented programming,
of the program storage mediums for use in an object-
oriented programming according to the present invention,
the object coupling means 302 has, in case of existence of
a plurality of method terminals connected to a designated
one message terminal, means for making up a list indicative
of an execution sequence of a plurality of methods associ-
ated with the plurality of method terminals, and means for
reconstructing a coupling structure in which the execution
sequence of the plurality of methods are altered in accor-
dance with an alteration instruction of the execution
sequence of the plurality of methods appearing at the list.

[0656] FIG. 91 is a typical illustration showing exemplar-
ily a wiring among objects. FIG. 92 is a typical illustration
showing a cable element list giving a definition of the wiring
shown in FIG. 91.

[0657] According to the example shown in FIG. 91, an
object A includes an object B, an object C, an object D and
an object E. A bus 1 of the object B is connected to a bus 2
of the object C, a bus 2 of the object D and a bus 1 of the
object E. Where the bus 1 of the object B serves as a bus
(message terminal) for outputting an instruction, and each of
the bus 2 of the object C, the bus 2 of the object D and the
bus 1 of the object E serves as a bus (method terminal) for
receiving an instruction.

[0658] A wiring among these elements is defined, as
shown in FIG. 92, by a cable element list connected to the
object A (parent object). A number of cable elements are
listed on the cable element list shown in FIG. 92. Of those
cable elements, a cable element CABLEa defines a wiring
between the bus 1 of the object B and the bus 2 of the object
C, a cable element CABLED defines a wiring between the
bus 1 of the object B and the bus 2 of the object D, and a
cable element CABLEc defines a wiring between the bus 1
of the object B and the bus 1 of the object E.

[0659] An instruction (message) outputted from the object
B is transmitted to three objects C, D and E in each of which
the associated method is executed. In this case, however, it
happens that a problem as to an execution sequence among
those methods is raised. For example, assuming that the
object B serves as an object for inputting data from the
exterior, the object C serves as an object for performing an
arithmetic operation based on the data inputted, the object D
serves as an object for making a graph based on a result of
the operation, and the object E serves as an object for
displaying the graph, there is a need to execute the respec-
tive methods in the order named of the object C, the object
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D and the object E in accordance with an instruction
indicative of that inputting of the data from the object B is
completed.

[0660] Here, the wiring shown in FIG. 91 is unclear as to
the execution sequence, and consequently, the execution
sequence is displayed in the following manner and if nec-
essary the execution sequence is altered.

[0661] FIG. 93 is a flowchart useful for understanding
processings for a display of an execution sequence for
methods and for an alteration of the execution sequence for
the methods.

[0662] First, for example, while an image as shown in
FIG. 91 is displayed, a desired wiring (here, the wiring
shown in FIG. 91) is clicked through the mouse 104 to select
the wiring of interest. In step 93_1, the object coupling
means 302 identifies the selected wiring. In step 93 2, a
cable list as to the selected wiring (cable) thus identified is
made up and displayed.

[0663] FIG. 94 is a typical illustration showing a cable list
element list.

[0664] When the cable list is made up, a cable element list
of the parent object (object A) shown in FIG. 92 is retrieved,
the cable elements CABLEa, CABLEb and CABLEc, which
constitute the selected wiring, are identified, and pointers to
cable elements are stored in cable list elements constituting
the cable list element list shown in FIG. 94 in the order
listed in the cable element list. That is, in case of the present
example, the pointers to three cable elements CABLEa,
CABLEDb and CABLEc, which constitute the selected wir-
ing, shown in FIG. 92, are stored in the order named in the
respective associated cable list elements arranged in the
cable list element list shown in FIG. 94.

[0665] FIG. 95 is a view exemplarily showing a cable list
displayed on a display screen 102a.

[0666] When the cable list element list as shown in FIG.
94 is made up, a state of the respective wiring for coupling
two objects with each other is displayed with an arrange-
ment according to the order listed in the cable list element
list. Specifically, according to the example shown in FIG.
95, it is displayed on the first line that the bus 1 of the object
B is connected to the bus 2 of the object C; it is displayed
on the second line that the bus 1 of the object B is connected
to the bus 2 of the object D; and it is displayed on the third
line that the bus 1 of the object B is connected to the bus 1
of the object E. Where the line is referred to as a “list item”.
The left side of the cable list denotes a bus of the end for
generating an message (instruction), and the right side of the
cable list denotes a bus of the end for receiving and
executing the message (instruction) generated. In the prac-
tical operation, when the bus 1 of the object B issues the
associated message (instruction), the respective methods are
executed in accordance with the sequence shown in the
cable list.

[0667] Instep 93_3 in FIG. 93, it is assumed that a line of
list item indicated in the display list is dragged. Here it is
assumed that the list item “object B: bus 1 object E bus 17
appearing on the third line of the cable list shown in FIG.
95. In step 93_4, the object coupling means 302 (cf. FIG.
64) identifies that a wiring for connecting the bus 1 of the
object B to the bus 1 of the object E, that is, the wiring
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defined by the cable element CABLEc shown in FIG. 92 is
dragged. In step 93_5, the dragged list item is dropped.
Where it is assumed that the dragged list item is dropped on
the second list item “object B: bus 1 object D: bus 2” of the
cable list shown in FIG. 95. In step 93 6, the object
coupling means 302 identifies that the wiring concerned in
drop is a wiring for connecting the bus 1 of the object B to
the bus 2 of the object D, that is, the wiring defined by the
cable element CABLEb shown in FIG. 92.

[0668] Thus, when the dragged wiring and the wiring
concerned in drop are identified, an arrangement sequence or
the execution sequence is altered in such a manner that the
dragged wiring is arranged before the wiring concerned in
drop on the cable list shown in FIG. 95 (step 93_7).

[0669] FIG. 96 is a typical illustration showing a state in
which an arrangement sequence of the cable elements
arranged on the cable element list is altered. FIG. 97 is a
typical illustration showing a cable element list in which an
arrangement sequence of the cable elements has been
altered.

[0670] As shown in FIG. 69, each of the cable elements
CABLE has a pointer to the next cable element. Thus, when
the drag and drop operations for the list item are performed
in the manner as mentioned above, the pointer is rewritten.
In this example, as shown in FIG. 96, an arrangement
sequence of the cable elements is altered in such a manner
that the cable element CABLEc is arranged before the cable
element CABLED, and thus the cable element list, in which
the cable elements are arranged as shown in FIG. 97, is
made up.

[0671] FIG. 98 is a typical illustration showing a state in
which an arrangement sequence of the cable list elements
arranged on the cable list element list is altered. FIG. 99 is
a typical illustration showing a cable list element list in
which an arrangement sequence of the cable list elements
has been altered.

[0672] When the drag and drop operations for the list item
are performed in the manner as mentioned above, an
arrangement sequence of the cable elements, in which the
cable elements are arranged in the cable element list as
shown in FIG. 96, is altered. Following this, an arrangement
sequence of the cable list elements, in which the cable list
elements are arranged in the cable list element list as shown
in FIG. 98, is altered. According to this example, an
arrangement sequence of the cable list elements is altered in
such a manner that the cable list element storing therein the
pointer to the cable element CABLECc is arranged before the
cable list element storing therein the pointer to the cable
element CABLED, so that the cable list element list shown
in FIG. 99 is made up.

[0673] FIG. 100 is a view showing a cable list in which an
arrangement sequence has been altered.

[0674] As a result of alterations of the arrangement
sequences of the cable elements and the cable list elements
as mentioned above, the cable list for a display is also altered
in a sequence of the list item, as shown in FIG. 100.

[0675] The above is an explanation of the embodiments of
the interobject wiring editor unit 122 and its periphery. Next,
there will be explained an explanation of the embodiments
of the object builder unit 121 and its periphery.
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[0676] The object ware programming system aims to
perform an efficient programming through replacing pro-
grams by objects. For this reason, it is very important as to
whether the existing software can be readily replaced by an
object. Particularly, if it is possible to directly replace the
existing software by an object, the number of the available
objects is dramatically increased all at once, and as a result,
a program development efficiency is extremely improved.
Hitherto, there have been proposed several types of methods
in which the existing software is replaced by an object. An
OLE and a DDE in Windows are raised by way of example.
However, according to those methods, it is needed to esti-
mate beforehand at the existing software end that the exist-
ing software is replaced by an object. And thus, it is difficult
to replace all of the existing softwares by objects. Further,
even if the associated existing softwares are concerned,
many of those softwares are involved in one which is very
few in number of messages to be acceptable as compared
with, for example, that of the graphical user interface.
Accordingly, it is impossible to handle the existing softwares
in a similar fashion to that of the graphical user interface.

[0677] With respect to a continuous operation for the
existing softwares, hitherto, there is known a method in
which a description is performed by the shell script. How-
ever, according to the earlier technology, it is difficult to
perform an operation for the software after the actuation in
a similar fashion to that of the graphical user interface.
Further, with respect to the description of the shell script, it
must be performed by a user self and thus it will be difficult
for a beginner user poor in experience of a programming to
do so.

[0678] In view of the problems on building the objects as
mentioned above, the embodiments, which will be described
hereinafter, relate to a scheme of replacing the existing
software by an object independently of types of the existing
software, and a component which serves as an object in
combination with the existing software. Here, there will be
described, with the existing software having the graphical
user interface as a main software, a scheme of replacing the
existing software by an object, and a component which
serves as an object in combination with the existing soft-
ware.

[0679] A corresponding relation between the component
described hereinafter and the present invention is as follows.

[0680] When the component, which will be described
hereinafter, is stored in the storage unit 105 of the computer
system 100 shown in FIG. 1, the storage unit 105 storing the
component corresponds to one example of the component
storage medium referred to in the present invention. In a
case where the component is stored in the MO 110 shown in
FIG. 1, the MO 110 storing the component corresponds to
an alternative example of the component storage medium
referred to in the present invention.

[0681] FIG. 101 is a typical illustration showing an
embodiment of a component “including” an existing soft-
ware having a graphical user interface.

[0682] In FIG. 101, an application A is an existing soft-
ware in which while icons such as “button 17, “button 27,
and “button 3” are displayed on the display screen 102a (cf.
FIG. 1), anyone of those icons is clicked through an
operation of the mouse so that a processing associated with
the clicked icon is executed.
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[0683] A window management unit manages a graphical
user interface of all applications incorporated into the sys-
tem, including the application A. For instance, if it is a
Windows, the window management unit denotes a Windows
system itself. A component A “including” the application A
has a basic structure as an object, for connecting with other
objects, and in addition data related to the application A. The
component A has further as a method an application drive
program and a window event generation program (e.g. a
button 1 click event issue program for executing the equiva-
lence to such a matter that a user clicks the button 1 through
an operation of the mouse 104). When a message is trans-
mitted from another object to an application A drive method
of the component A, the method is executed to drive the
application A so that information (e.g. ID information and
the like) related to the window is read and the component A
maintains the window information.

[0684] Further, when a message is transmitted from
another object (or one’s own self) to a method which issues
an event such as a button click or the like, the associated
event is issued through the window management unit to the
window of the application A in accordance with the event
issue program described in the method which received the
massage.

[0685] In this case, it is possible to replace the existing
application by an object by means of simply adding the
component A, maintaining the existing application A as it is.

[0686] FIG. 102 is a typical illustration showing an alter-
native embodiment of a component “including” an existing
software having a graphical user interface.

[0687] In the embodiment explained referring to FIG.
101, added to the last of the event generation program for the
existing application A, the existing software and the like is
a program for issuing a message to inform other object of
that an execution of the method is finished. The message
thus issued is connected to a method of other component or
other object. Thus it is possible to execute a plurality of
methods on a chain basis. In FIG. 102, the existing software
is omitted, and there is shown the state that the messages of
the component A are connected to the methods of the
components B and C.

[0688] FIG. 103 is a typical illustration showing a further
alternative embodiment of a component “including” an
existing software having a graphical user interface.

[0689] The component shown in FIG. 103 is an example
of a component having such a function that events for the
existing software are monitored and when a predetermined
event is issued, the associated message is issued.

[0690] When a method for driving an application A of a
component Abeing an existing software receives a message,
the method is executed to drive the application A. The
component A has a function to monitor all window events
and investigates as to whether the issued event is involved
in the application A. When it is identified that the issued
event is involved in the application A, the component A
issues a message for informing another object (or one’s own
self) of the fact that the event was issued for the application
A. For example, when the icon “button 17 of three icons
“button 17, “button 2” and “button 3” related to the appli-
cation A, which are displayed on the display screen 1024, is
clicked through an operation of the mouse 104 by a user, the
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component A identifies that the icon “button 1”7 of the
application A was clicked, and issues a message for inform-
ing that the button 1 was clicked.

[0691] In this manner, it is possible, upon receipt of an
issue of the event of an existing software, to execute on a
cooperative basis a method which does not appear on a
specification of the existing software, without adding
advanced functions to the existing software.

[0692] FIG. 104 is a typical illustration showing a struc-
ture of an event processing portion of the window manage-
ment section shown in FIG. 103. FIG. 105 is a typical
illustration showing a structure of an event monitor portion
of the component A shown in FIG. 103.

[0693] The event processing portion of the window man-
agement section is a part in which upon receipt of the issue
of an event, a processing associated with the event is carried
out. The event processing portion has an event processing
element list consisting of a plurality of event processing
elements each storing therein pointers to various types of
event processing functions. When a window event is gen-
erated, the event processing functions indicated by the
pointers stored in each of the event processing elements are
sequentially executed. The event processing element, which
is arranged at the last of the event processing element list,
indicates a default event process function. The default event
process function serves, for example, when a button is
clicked, to perform such a processing that a button on the
display screen is moved as if the button on the display screen
is depressed.

[0694] At the last of a drive method of the application A
of the component A show in FIG. 103, there is described a
program for requesting the window management unit to
transmit the window event to one’s own self (component A).
Specifically, the event processing element, which stores
therein a pointer to an event monitor portion of the compo-
nent A, is added to the event processing list possessed by the
event processing portion of the window management unit. In
this manner, it is possible thereafter to refer to the occurred
event at the event monitor portion of the component A,
whenever the window event occurs.

[0695] The event monitor portion of the component A
stores an event table shown in FIG. 105 in which described
are a window ID for defining events concerning the appli-
cation A, an event ID, other data, and a message issued when
the event issued, in their corresponding relation.

[0696] When any of the window events occurs and event
data related to the occurred window event is inputted
through the window management unit shown in FIG. 104 to
the event monitor portion of the component A, the event
table is referred to by the window ID and the event ID of the
event data to retrieve as to whether a window ID and an
event ID, which match the window ID and the event ID of
the event data, respectively, exist in the event table. When it
is determined that a window ID and an event ID, which
match the window ID and the event ID of the event data,
respectively, exist in the event table, the component A issues
a message associated with the matched window ID and
event ID.

[0697] FIG. 106 is a basic construction view of a com-
ponent builder apparatus according to the present invention.
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[0698] The component builder apparatus 400 comprises a
first handler 401, a second handler 401 and a component
builder means 403.

[0699] The first handler 401 serves to selectively indicate
making of methods and messages.

[0700] The second handler 402 serves to input an instruc-
tion of an issue of a desired event of a predetermined
existing software.

[0701] Tt is to be noted that while the first handler and the
second handler are functionally separately distinguished
from one another, it is acceptable that these handlers are
constructed in form of a united body on a hardware basis. In
the computer system shown in FIG. 1, the mouse 104
typically corresponds to both the first handler and the second
handler.

[0702] The component builder means 403 builds a com-
ponent which serves as one object in combination with an
existing software. Specifically, the component builder
means 403 serves, when making of a method is instructed by
an operation of the first handler 401 and a predetermined
event of the existing software is issued by an operation of the
second handler 402, to make on the component a method
which fires with a message issued by another object and
issues the event, and serves, when making of a message is
instructed by an operation of the first handler 401 and an
issue of a predetermined event of the existing software is
instructed by an operation of the second handler 402, in
response to an occurrence of the event, to make on the
component a message for informing other objects of the fact
that the event occurred.

[0703] The component builder means 403 corresponds to
the object builder unit 121 of the object ware programming
system 120 shown in FIG. 2.

[0704] FIG. 107 is a typical illustration useful for under-
standing an embodiment of a component builder apparatus
according to the present invention. FIG. 108 is a flowchart
useful for understanding processings of building a compo-
nent using a component builder apparatus.

[0705] An object builder portion 121 has a program 121a
for building a component “including” or “involving” an
existing software, which serves as one object together with
the existing software. In step 108_1, the existing software
(here application A) “included” from the program is driven
in accordance with an instruction from a user. In step 108_2,
window information of the application A is obtained and
maintained.

[0706] Next, in step 108_3, the user makes a selection as
to whether a method or a message is added to the component
“including” the driven application A, and further makes a
selection as to types of events (for example, a distinction
between the button click and the menu click). The selection
between the method and the message mentioned above is
carried out in accordance with such a way that either one of
the icons of a method and a message on the display screen
is clicked by the mouse. A name of the method or the
message to be added is registered into the selected column
through an operation of the keyboard.

[0707] In step 108_4, an occurrence of events is moni-
tored. When an event is generated by the button click or the
like using a mouse (step 108_5), it is determined as to
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whether the generated event relates to a window of the
application A (step 108_6). Further, in step 108_7, it is
determined as to whether the generated event is the same
type of event as the type (e.g. a distinction between the
button click and the menu click) of the event selected in step
108_3.

[0708] With respect to the mechanism (functions of the
window management unit and the event monitor portion) for
determining as to whether the generated event is a desired
event, it is the same as that explained referring to FIGS. 103
to 105. Thus, the redundant explanation will be omitted.

[0709] When the generated event is concerned with the
window of the application A and in addition is of the same
type as the selected event, the event is added to the com-
ponent A in the form of the method or the message in
accordance with a distinction between the method and the
message selected in step 108_3 together with the type of
event. In other words, there is added a program such that
when a message is received from another object at the
component A “involving” the application A, a method of
causing the event to generate is created, or when the event
is generated, a message, which stands for that the event is
generated, is informed to another object.

[0710] The above-mentioned operation is continued until
a user gives an instruction for termination of monitoring an
event (step 108_9). Upon receipt of the event monitoring
termination instruction given by the user, the application
(application A) now on drive is terminated in drive. Further,
with respect to an object comprising the application A and
the component A “involving” the application A, object data
for display and wiring as to such an object is created and
stored in the object data file 132, and the object is compiled
to create running object data and the running object data is
stored in the running object file 133. In this manner, the
component “involving” a desired existing software is built
on an interactive basis.

[0711] Next, there will be explained embodiments of the
fifth object-oriented programming supporting apparatus of
the object-oriented programming supporting apparatuses
according to the present invention.

[0712] FIG. 109 is a construction view of an object ware
programming system in which structural elements corre-
sponding to the embodiment of the fifth object-oriented
programming supporting apparatus according to the present
invention are added to the object ware programming system
120 shown in FIG. 2. In FIG. 109, the same parts are
denoted by the same reference numbers as those of FIG. 2,
and the redundant description will be omitted.

[0713] An object ware programming system 120" shown in
FIG. 109 comprises, in addition to the structural elements of
the object ware programming system 120 shown in FIG. 2,
an event log generating unit 141, a component coupling unit
142, an event log file 151 and a component file 152.

[0714] According to the embodiments of the component
builder apparatus explained referring to FIGS. 107 and 108,
the built component is stored in the object data file 132 and
the running object file 133. On the contrary, according to the
present embodiment shown in FIG. 109, while it is the same
as the former embodiment with respect to the running object
file, data for display and wiring of the built component is
stored in the component file 152 instead of the object data
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file 132. It is to be noted that for the purpose of better
understanding, the component file 152 is formed indepen-
dently of the object data file 132, but it is acceptable that the
component file 152 and the object data file 132 are con-
structed in the form of united body.

[0715] First, in accordance with the scheme explained
referring to FIGS. 107 and 108, upon receipt of a message,
an event of an existing software is issued, and a component,
which outputs it in the form of a message that the event is
issued, is built on each of a plurality of existing softwares
and stored in the component file 152.

[0716] Next, a user drives simultancously or sequentially
those existing softwares in many number to generate a
various types of events. Then, the event log generating unit
141 generates an event log indicative of as to what event is
generated in what order. The event log thus generated is
stored in the event log file 151.

[0717] When a generation of the event log is terminated,
the component coupling unit 142 sequentially reads the
events stored in the event log file 151 and wires the
components stored in the component file 152 so that the
events read out are sequentially generated.

[0718] A wiring result is stored in the interobject wiring
data file 134. Further, if necessary, an additional wiring is
conducted by the interobject wiring editor unit 122, and then
the wiring is converted into wiring data for an interpreter use
and stored in the wiring data file 135 for an interpreter use.

[0719] FIG. 110 is a flowchart useful for under standing
an operation of a component coupling unit. FIG. 111 is a
flowchart useful for understanding an operation of a com-
ponent coupling unit.

[0720] As shown in FIG. 111, th event log file stores
therein an event log in which a number of event data are
arranged, which is generated in the event log generating unit
141 (cf. FIG. 109). The component file (cf. FIG. 109) stores
therein a number of components in which the event is
associated with the method in accordance with a manner
mentioned above.

[0721] In the component coupling unit, as show in FIG.
110, an event is loaded by one from the event log file (step
110_1). In step 110_2, the loaded event is compared with a
description of a corresponding relation between an event and
a method, the description being possessed by a component
stored in the component file, and the same event as the
loaded event is retrieved from the component file. When the
same event is identified, a wiring between a method asso-
ciated with the event thus identified and a previous message
(which will be described below) is conducted (step 110_3).
A message, which is issued when the method is executed, is
saved in the form of the “previous message”. Regarding the
“previous message”, it is noted that the component file stores
therein, as shown in FIG. 102, such a type of component that
when a method is executed, a message indicative of that an
event associated with the method is issued is issued. When
the succeeding event remains in the event log stored in the
event log file 141 (step 110_4), the process returns to step
110_1 in which the succeeding event is loaded, and a wiring
is conducted in a similar fashion to that of the above.

[0722] Incidentally, with respect to the event which is
arranged at the first of the event log, no “previous message”
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exists. Thus the wiring between a method and the previous
message, as shown in FIG. 111, is not conducted, and a
message, which is issued when the method issuing the event
is executed, is saved in the form of the “previous message”.

[0723] In this manner, it is possible to implement an
automatic wiring among components. This wiring makes it
possible in execution by the interpreter unit 123 to auto-
matically sequentially issue events in accordance with the
sequence of generation of the event log by a user, and thus
an automatic operation for the existing software is possible.

[0724] When the event log is once produced, the auto-
matic wiring is conducted sequentially in accordance with
the sequence of the events arranged on the produced event
log. It is also acceptable, however, that the event log once
produced is displayed in the form of a table, and a user
selects a necessary event from the table displayed so that an
automatic wiring is conducted in accordance with a
sequence selected by the user. According to this way, it is
possible, when errors occur during a generation of an event
log, to correct the errors without doing over again in
generation of the event log.

[0725] In this manner, it is possible to implement, for
example, an autopilot function of the WWW browser, by
means of implementing an automatic operation of the appli-
cation.

[0726] Next, there will be explained an alternative
embodiment of a scheme in which an existing software is
“involved” and replaced by an object, and an alternative
embodiment of a component which serves as an object in
combination with an existing software.

[0727] FIG. 112 is a conceptual view showing a state in
which an existing software is “included” in a component.
FIG. 113 is a view showing a table for definition items to
give various definitions shown in FIG. 112. In FIG. 113, the
object is referred to as “LSI”.

[0728] Here, the existing software is an existing program
consisting of a function or a set of functions, not solely
executed but executed when called from other application
program or the like.

[0729] In the existing programming, there exist data x;,
X,, X3, - - - » X5 - - - 10 be received from other programming,
functions function 1, function 2 . . ., function j, . . . for
performing a processing based on the received data, and data
Y15 Yas -« + 5 ¥j - - - t0 e transmitted to other program, which
are representative of a result of processing.

[0730] When such a program is “involved”, as shown in
FIG. 112, it is assumed that an object is defined with a
separation into two parts. The separating way is given with
a certain degree of option, and may be determined by a user.

[0731] Here, various types of definitions are given as
shown in FIG. 112. First, as (A) a header, there are defined
a project name for specifying the whole of works or pro-
cessings and an environment for executing the processings.

[0732] (A) a header is followed by (B) a definition to be
made up, (C) a definition of an existing program (defining as
to which existing program is to be replaced by an object),
and (D) a definition of an object. It is noted that (D) a
definition of an object is given with a plurality of definitions
when the existing program is partitioned into a plurality of
objects.
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[0733] In (D) a definition of an object, there exist a
definition of a data bus (a data input terminal) for use in data
input for identifying a pointer which receives data from
other object, a definition of a method (a method terminal) for
identifying a pointer of an entrance of the processing to be
executed, and a definition of a data bus (a data output
terminal) for use in data output for identifying a pointer for
data to be transmitted to other object. It is to be noted that
according to the present embodiment, since the existing
program adapted for executing a processing when called
from other program is assumed, it is not considered that this
existing program requests (an issue of message) of another
object a processing.

[0734] FIG. 113 is a view showing a table for definition
items to give various definitions shown in FIG. 112.

[0735] The keyword groups appearing on the table are of
a kind of program language useful for giving the above-
mentioned various definitions. A detailed explanation of the
individual keywords will be omitted, since it is not essential
to the present invention.

[0736] FIG. 114 is a view exemplarily showing images
displayed on a display screen 102a when definitions are
given.

[0737] The left side of the screen shows structures of
definitions, each of which serves as an icon. When any of the
icons is clicked, there is displayed as shown at the right side
of the screen a frame of a table for giving a definition of the
item associated with the clicked icon. Filling the frames one
by one completes a definition table.

[0738] An adoption of such a type of scheme that the
frames of the table is filled makes it possible to readily give
a definition on an interactive basis.

[0739] When the definition table is completed, an existing
program and a component comprising the definition table
related to the existing program are stored in the object data
file 132 with an extraction of data for display and wiring by
the object builder unit 121 shown in FIG. 2, and also are
stored in the running object file 133 through a conversion
into a running format by a compiler.

[0740] In this manner, it is possible to take in an existing
software to the object ware programming system in the form
of the object, regardless of a format of the existing software,
maintaining the existing software as it is.

[0741] As described above, according to the present
invention, it is possible to specially enhance reuse of the
software, and also to implement the software higher in the
running speed.

[0742] While the present invention has been described
with reference to the particular illustrative embodiments, it
is not to be restricted by those embodiments but only by the
appended claims. It is to be appreciated that those skilled in
the art can change or modify the embodiments without
departing from the scope and spirit of the present invention.

1. An object-oriented programming apparatus for inter-
connecting a plurality of objects each having data and
operations, said object-oriented programming apparatus
comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
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instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object;

data element list generating means for generating a data
element list, in which pointers to data storage areas for
storing data are arranged, of an object;

pointer element list generating means for generating a
pointer element list, in which pointers to pointer stor-
age areas for storing pointers to data are arranged, of an
object; and

data coupling means for permitting a transfer of data
between a third object having the data element list and
a fourth object having the pointer element list, by
means of writing the pointers arranged in the data
element list of the third object into the pointer storage
areas indicated by the pointers arranged in the pointer
element list of the fourth object.

2. An object-oriented programming apparatus according
to claim 1, wherein said instruction coupling means gener-
ates a method element list in which arranged are method
elements including a method ID for specifying a method of
another object associated with a message of self object, and
a pointer to another object in which the method specified by
the method ID is executed.

3. An object-oriented programming apparatus for inter-
connecting a plurality of objects each having data and
operations, said object-oriented programming apparatus
comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object; and

an input instruction tag table generating means for gen-
erating an input instruction tag table indicating an
association of messages of another object with methods
of self object, for each other object, on the output
instruction bus portion of self object.

4. An object-oriented programming apparatus according
to claim 3, wherein said instruction coupling means gener-
ates a method element list in which arranged are method
elements including a method ID for specifying a method of
another object associated with a message of self object, and
a pointer to another object in which the method specified by
the method ID is executed, and

wherein said input instruction tag table generating means
generates the input instruction tag table and adds the
input instruction tag table to the method elements
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including the pointer to another object associated with
the input instruction tag table.

5. An object-oriented programming apparatus for inter-
connecting a plurality of objects each having data and
operations, said object-oriented programming apparatus
comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object; and

an output instruction tag table generating means for
generating an output instruction tag table indicating an
association of methods of another object with messages
of self object, for each other object, on the output
instruction bus portion of self object.

6. An object-oriented programming apparatus according
to claim 5, wherein said instruction coupling means gener-
ates a method element list in which arranged are method
elements including a method ID for specifying a method of
another object associated with a message of self object, and
a pointer to another object in which the method specified by
the method ID is executed, and

wherein said output instruction tag table generating means
generates the output instruction tag table and adds the
output instruction tag table to the method elements
including the pointer to another object associated with
the output instruction tag table.

7. An object-oriented programming apparatus for inter-
connecting a plurality of objects each having data and
operations, said object-oriented programming apparatus
comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object; and

an input data tag table generating means for generating an
input data tag table indicating an association of a data
element list ID for identifying a data element list in
which pointers to data storage areas for storing data are
arranged with a pointer element list ID for identifying
a pointer element list in which pointers to data storage
areas for storing pointer to data are arranged, for each
other object, on the output instruction bus portion of
self object.

8. An object-oriented programming apparatus according
to claim 7, wherein said instruction coupling means gener-
ates a method element list in which arranged are method
elements including a method ID for specifying a method of
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another object associated with a message of self object, and
a pointer to another object in which the method specified by
the method ID is executed, and

wherein said input data tag table generating means gen-
erates the input data tag table and adds the input data
tag table to the method elements including the pointer
to another object associated with the input data tag
table.

9. An object-oriented programming apparatus for inter-
connecting a plurality of objects each having data and
operations, said object-oriented programming apparatus
comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object; and

an output data tag table generating means for generating
an output data tag table indicating an association of a
pointer element list ID for identifying a pointer element
list in which pointers to pointer storage areas for storing
pointers to data are arranged with a data element list ID
for identifying a data element list in which pointers to
data storage areas for storing data are arranged, for each
other object, on the output instruction bus portion of
self object.

10. An object-oriented programming apparatus according
to claim 9, wherein said instruction coupling means gener-
ates a method element list in which arranged are method
elements including a method ID for specifying a method of
another object associated with a message of self object, and
a pointer to another object in which the method specified by
the method ID is executed, and

wherein said output data tag table generating means
generates the output data tag table and adds the output
data tag table to the method elements including the
pointer to another object associated with the output data
tag table.

11. An object-oriented program storage medium for stor-
ing a plurality of objects each having data and operations,
said object-oriented program storage medium storing an
object coupling program comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object;

data element list generating means for generating a data
element list, in which pointers to data storage areas for
storing data are arranged, of an object;
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pointer element list generating means for generating a
pointer element list, in which pointers to pointer stor-
age areas for storing pointers to data are arranged, of an
object; and

data coupling means for permitting a transfer of data
between a third object having the data element list and
a fourth object having the pointer element list, by
means of writing the pointers arranged in the data
element list of the third object into the pointer storage
areas indicated by the pointers arranged in the pointer
element list of the fourth object.

12. An object-oriented program storage medium accord-
ing to claim 11, wherein said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

wherein the first object having the output instruction bus
portion refers to, when issuing a message, a method
element arranged in the method element list associated
with the message, and calls the second object in which
a pointer is stored in the method element, giving the
method ID stored in the method element as an argu-
ment.

13. An object-oriented program storage medium for stor-
ing a plurality of objects each having data and operations,
said object-oriented program storage medium storing an
object coupling program comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object; and

an input instruction tag table generating means for gen-
erating an input instruction tag table indicating an
association of messages of another object with methods
of self object, for each other object, on the output
instruction bus portion of self object.

14. An object-oriented program storage medium accord-
ing to claim 13, wherein said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

wherein said input instruction tag table generating means
generates the input instruction tag table and adds the
input instruction tag table to the method elements
including the pointer to another object associated with
the input instruction tag table.

15. An object-oriented program storage medium accord-
ing to claim 14, wherein the first object having the method
element to which the input instruction tag table is added
calls, when calling the second object identified by the
method element, the second object giving as arguments the
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method ID and the input instruction tag table which are
stored in the method element.

16. An object-oriented program storage medium accord-
ing to claim 15, wherein the second object receives mes-
sages directed from the first object to the second object, and
refers to the input instruction tag table, which is an argument
of the received message, to execute the method of the first
object associated with the message of the second object.

17. An object-oriented program storage medium accord-
ing to claim 15, wherein the second object receives mes-
sages directed from the first object to the second object, and
refers to the input instruction tag table, which is an argument
of the received message, to add the method element related
to the method of the first object associated with the message
of the second object to the method element list of the second
object associated with the message of the second object.

18. An object-oriented program storage medium accord-
ing to claim 15, wherein the second object has means for
producing a third object, receives messages directed from
the first object to the second object, and refers to the input
instruction tag table, which is an argument of the received
message, to add the method element related to the method of
the first object associated with messages of the third object
to the method element list of the third object associated with
the message of the third object.

19. An object-oriented program storage medium for stor-
ing a plurality of objects each having data and operations,
said object-oriented program storage medium storing an
object coupling program comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object; and

an output instruction tag table generating means for
generating an output instruction tag table indicating an
association of methods of another object with messages
of self object, for each other object, on the output
instruction bus portion of self object.

20. An object-oriented program storage medium accord-
ing to claim 19, wherein said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

wherein said output instruction tag table generating means
generates the output instruction tag table and adds the
output instruction tag table to the method elements
including the pointer to another object associated with
the output instruction tag table.

21. An object-oriented program storage medium accord-
ing to claim 20, wherein the first object having the method
element to which the output instruction tag table is added
calls, when calling the second object identified by the
method element, the second object giving as arguments the
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method ID and the output instruction tag table which are
stored in the method element.

22. An object-oriented program storage medium accord-
ing to claim 21, wherein the second object receives mes-
sages directed from the first object to the second object, and
refers to the output instruction tag table, which is an argu-
ment of the received message, to add the method element
related to the method of the second object associated with
the message of the first object to the method element list of
the first object associated with the message of the first
object.

23. An object-oriented program storage medium accord-
ing to claim 21, wherein the second object has means for
producing a third object, receives messages directed from
the first object to the second object, and refers to the output
instruction tag table, which is an argument of the received
message, to add the method element related to the method of
the third object associated with messages of the first object
to the method element list of the first object associated with
the message of the first object.

24. An object-oriented program storage medium for stor-
ing a plurality of objects each having data and operations,
said object-oriented program storage medium storing an
object coupling program comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object; and

an input data tag table generating means for generating an
input data tag table indicating an association of a data
element list ID for identifying a data element list in
which pointers to data storage areas for storing data are
arranged with a pointer element list ID for identifying
a pointer element list in which pointers to data storage
areas for storing pointer to data are arranged, for each
other object, on the output instruction bus portion of
self object.

25. An object-oriented program storage medium accord-
ing to claim 24, wherein said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

wherein said input data tag table generating means gen-
erates the input data tag table and adds the input data
tag table to the method elements including the pointer
to another object associated with the input data tag
table.

26. An object-oriented program storage medium accord-
ing to claim 25, wherein the first object having the method
element to which the input data tag table is added calls, when
calling the second object identified by the method element,
the second object giving as arguments the method ID and the
input data tag table which are stored in the method element.
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27. An object-oriented program storage medium accord-
ing to claim 26, wherein the second object receives mes-
sages directed from the first object to the second object,
refers to the input data tag table, which is an argument of the
received message, to obtain the pointer element list ID of the
first object, produces the pointer element list identified by
the pointer element list ID, of the first object and in addition
the data element list identified by the data element list ID
associated with the pointer element list ID, of the second,
and writes the pointers arranged in the data element list of
the second object into the pointer storage areas indicated by
the pointers arranged in the pointer element list of the first
object.

28. An object-oriented program storage medium accord-
ing to claim 26, wherein the second object has means for
producing a third object, receives messages directed from
the first object to the second object, refers to the input data
tag table, which is an argument of the received message, to
obtain the pointer element list ID of the first object, produces
the pointer element list identified by the pointer element list
ID, of the first object and in addition the data element list
identified by the data element list ID associated with the
pointer element list ID, of the third, and writes the pointers
arranged in the data element list of the third object into the
pointer storage areas indicated by the pointers arranged in
the pointer element list of the first object.

29. An object-oriented program storage medium for stor-
ing a plurality of objects each having data and operations,
said object-oriented program storage medium storing an
object coupling program comprising:

instruction coupling means for permitting a transfer of
messages between a first object having an output
instruction bus portion for performing a processing for
an issue of messages directed to another object and a
second object having an input instruction bus portion
responsive to messages issued by another object and
directed to self object for activating a method of self
object associated with the received message, by means
of providing such a correspondence that the message of
the first object is associated with the method of the
second object; and

an output data tag table generating means for generating
an output data tag table indicating an association of a
pointer element list ID for identifying a pointer element
list in which pointers to pointer storage areas for storing
pointers to data are arranged with a data element list ID
for identifying a data element list in which pointers to
data storage areas for storing data are arranged, for each
other object, on the output instruction bus portion of
self object.

30. An object-oriented program storage medium accord-
ing to claim 29, wherein said instruction coupling means
generates a method element list in which arranged are
method elements including a method ID for specifying a
method of another object associated with a message of self
object, and a pointer to another object in which the method
specified by the method ID is executed, and

wherein said output data tag table generating means
generates the output data tag table and adds the output
data tag table to the method elements including the
pointer to another object associated with the output data
tag table.
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31. An object-oriented program storage medium accord-
ing to claim 30, wherein the first object having the method
element to which the output data tag table is added calls,
when calling the second object identified by the method
element, the second object giving as arguments the method
ID and the output data tag table which are stored in the
method element.

32. An object-oriented program storage medium accord-
ing to claim 31, wherein the second object receives mes-
sages directed from the first object to the second object,
refers to the output data tag table, which is an argument of
the received message, to obtain the data element list ID of
the first object, produces the data element list identified by
the data element list ID, of the first object and in addition the
pointer element list identified by the pointer element list ID
associated with the data element list ID, of the second, and
writes the pointers arranged in the data element list of the
first object into the pointer storage areas indicated by the
pointers arranged in the pointer element list of the second
object.

33. An object-oriented program storage medium accord-
ing to claim 31, wherein the second object has means for
producing a third object, receives messages directed from
the first object to the second object, refers to the output data
tag table, which is an argument of the received message, to
obtain the data element list ID of the first object, produces
the data element list identified by the data element list ID, of
the first object and in addition the pointer element list
identified by the pointer element list ID associated with the
data element list ID, of the third, and writes the pointers
arranged in the data element list of the first object into the
pointer storage areas indicated by the pointers arranged in
the pointer element list of the third object.

34. An object-oriented program storage medium accord-
ing to claim 12, wherein the second object receives mes-
sages directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.

35. An object-oriented program storage medium accord-
ing to claim 15, wherein the second object receives mes-
sages directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.

36. An object-oriented program storage medium accord-
ing to claim 21, wherein the second object receives mes-
sages directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.

37. An object-oriented program storage medium accord-
ing to claim 26, wherein the second object receives mes-
sages directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.

38. An object-oriented program storage medium. accord-
ing to claim 31, wherein the second object receives mes-
sages directed from the first object to the second object, and
executes the method identified by the method ID which is an
argument of the received message.

39. An object-between-network display method in which
a plurality of objects produced by an object-oriented pro-
gramming and wirings representative of flow of data and
control among the plurality of objects are displayed on a
display screen of an image display apparatus for displaying
images based on electronic image information,
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wherein displayed on the display screen is a first image in
which a display area consisting of one measure
obtained through partitioning the display screen into a
plurality of measures, or a display area formed through
coupling a plurality of adjacent measures together,
comprises an object display domain for displaying a
single object, and a wiring display domain for display-
ing wires for coupling a plurality of objects to one
another, the object display domain and the wiring
display domain are determined in such a manner that
the wiring display domain is formed between the object
display domain-to-object display domain of the adja-
cent two display areas, and

wherein on the display screen each of the plurality of
objects is arranged on an associated object display
domain of the display area, while the wires for coupling
the plurality of objects thus arranged are displayed on
the wiring display domains ranged across a plurality of
display areas.

40. An object-between-network display method according
to claim 39, wherein a predetermined object of a plurality of
objects constituting the first image is constituted of a sub-
network comprising a plurality of objects, which are of
lower class in a hierarchical structure than the predetermined
object, and wirings for connecting the later plurality of
objects together, and

wherein when a second image, in which a subnetwork of
said predetermined object is displayed instead of a
display of said predetermined object in the first image,
is displayed instead of the first image, the subnetwork
on the first image is displayed in a more enlarged
display area than that of said predetermined object, and
display areas arranged upper and lower sides and right
and left sides of the display area of the subnetwork are
altered to display areas enlarged vertically and hori-
zontally, respectively, and regarding display areas
located at diagonal positions with respect to the display
area of the subnetwork, the display areas are displayed
with a same size as that of the first image.

41. An object-between-network display method according
to claim 39, wherein a predetermined object of a plurality of
objects constituting the first image is constituted of a sub-
network comprising a plurality of objects, which are of
lower class in a hierarchical structure than the predetermined
object, and wirings for connecting the later plurality of
objects together, and

wherein when a second image, in which a subnetwork of
said predetermined object is displayed instead of a
display of said predetermined object in the first image,
is displayed instead of the first image, the subnetwork
on the first image is displayed in a more enlarged
display area than that of said predetermined object, and
display areas except the display areas of the subnet-
work are deformed as compared with the associated
display areas on the first image in such a manner that
display areas located at a periphery of the second
image, and position and size of sides contacting with
the second image, are substantially the same ones as
display areas located at a periphery of the first image,
and position and size of sides contacting with the first
image, respectively.
42. An object-between-network display method according
to claim 39, wherein when the first image is displayed,

45
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figures and sizes of the object display domains in the display
areas are standardized in accordance with figures and sizes
of the display areas.

43. An object-between-network display method according
to claim 39, wherein when the first image is displayed, first,
the plurality of objects are displayed, and then it is displayed
that the plurality of objects are interconnected with wirings
in which a direction of flow of data or control is repeatedly
displayed in units of predetermined segments.

44. An object-between-network display method according
to claim 39, wherein when the first image is displayed, in
wirings consisting of a central wire and edge wires extended
along both sides of the central wire, each of the edge wire
having a display aspect different from the central wire, there
is provided such a display of wiring that of the intersecting
wirings, with respect to wirings each representative of a
same flow of data or control, the central wire-to-central wire
are continued, and with respect to wirings each representa-
tive of a mutually different flow of data or control, the
central wire of one of the wirings is divided into parts at a
position contacting with or adjacent to the edge wires of
another wiring.

45. An object-oriented programming supporting appara-
tus for coupling a plurality of objects, each having data and
operations, with one another in accordance with an instruc-
tion, said object-oriented programming supporting appara-
tus comprising:

display means for displaying objects each represented by
a block representative of a main frame of an object, a
data output terminal for transferring data of the object
to another object, a data input terminal for receiving
data from another object, a message terminal for issu-
ing a message to make a request for processing to
another object, and a method terminal for receiving a
processing request from another object to execute a
method, the object being represented by a hierarchical
structure which permits one or a plurality of objects to
exist in a single object, and in addition displays a
wiring for coupling terminals of a plurality of objects;

object coupling means for constructing a coupling struc-
ture among a plurality of objects in accordance with an
instruction for coupling terminals of the plurality of
objects through a wiring;

hierarchical structure construction means for constructing
a hierarchical structure of objects; and

a handler for instructing a wiring for coupling among
objects to said object coupling means, and in addition
for instructing a position of an object on the hierarchi-
cal structure to said hierarchical structure construction
means,

wherein said hierarchical structure construction means
has means for producing a duplicate object of a sub-
stantial object designated in accordance with an
instruction from said handler, and for disposing the
duplicate object at a hierarchy different from a hierar-
chy at which the substantial object is disposed, and

said object coupling means receives from said handler an
instruction as to a wiring between the duplicate object
and another object in the wiring of the hierarchical
structure in which the duplicate object is disposed, and
constructs a coupling structure in which the duplicate
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object and the associated substantial object are pro-
vided in the form of a united object.

46. An object-oriented programming supporting appara-
tus for coupling a plurality of objects, each having data and
operations, with one another in accordance with an instruc-
tion, said object-oriented programming supporting appara-
tus comprising:

display means for displaying objects each represented by
a block representative of a main frame of an object, a
data output terminal for transferring data of the object
to another object, a data input terminal for receiving
data from another object, a message terminal for issu-
ing a message to make a request for processing to
another object, and a method terminal for receiving a
processing request from another object to execute a
method, the object being represented by a hierarchical
structure which permits one or a plurality of objects to
exist in a single object, and in addition displays a
wiring for coupling terminals of a plurality of objects;

object coupling means for constructing a coupling struc-
ture among a plurality of objects in accordance with an
instruction for coupling terminals of the plurality of
objects through a wiring;

hierarchical structure construction means for constructing
a hierarchical structure of objects; and

a handler for instructing a wiring for coupling among
objects to said object coupling means, and in addition
for instructing a position of an object on the hierarchi-
cal structure to said hierarchical structure construction
means,

wherein said object coupling means releases a coupling
structure of the object before a replacement with
another object in accordance with an instruction from
said handler, and causes the object after the replace-
ment to succeed to the coupling structure of the object
before the replacement with another object, and

said hierarchical structure construction means disposes
the object after the replacement, instead of the object
before the replacement, at a hierarchy at which the
object before the replacement is disposed.

47. An object-oriented programming supporting appara-
tus for coupling a plurality of objects, each having data and
operations, with one another in accordance with an instruc-
tion, said object-oriented programming supporting appara-
tus comprising:

display means for displaying objects each represented by
a block representative of a main frame of an object, a
data output terminal for transferring data of the object
to another object, a data input terminal for receiving
data from another object, a message terminal for issu-
ing a message to make a request for processing to
another object, and a method terminal for receiving a
processing request from another object to execute a
method, the object being represented by a hierarchical
structure which permits one or a plurality of objects to
exist in a single object, and in addition displays a
wiring for coupling terminals of a plurality of objects;

object coupling means for constructing a coupling struc-
ture among a plurality of objects in accordance with an
instruction for coupling terminals of the plurality of
objects through a wiring;
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hierarchical structure construction means for constructing
a hierarchical structure of objects; and

a handler for instructing a wiring for coupling among
objects to said object coupling means, and in addition
for instructing a position of an object on the hierarchi-
cal structure to said hierarchical structure construction
means,

wherein said hierarchical structure construction means is
in response to an instruction from said handler such that
a plurality of objects from among the objects disposed
at a predetermined hierarchy are designated and the
plurality of objects are rearranged on the lower-order
hierarchy by one stage, and rearranges the plurality of
objects on the lower-order hierarchy by one stage, and
produces and arranges an object including the plurality
of objects on the predetermined hierarchy in such a
manner that a coupling structure among the plurality of
objects and a coupling structure among the plurality of
objects and objects other than the plurality of objects
are maintained.

48. An object-oriented programming supporting appara-
tus for coupling a plurality of objects, each having data and
operations, with one another in accordance with an instruc-
tion, said object-oriented programming supporting appara-
tus comprising:

display means for displaying objects each represented by
a block representative of a main frame of an object, a
data output terminal for transferring data of the object
to another object, a data input terminal for receiving
data from another object, a message terminal for issu-
ing a message to make a request for processing to
another object, and a method terminal for receiving a
processing request from another object to execute a
method, the object being represented by a hierarchical
structure which permits one or a plurality of objects to
exist in a single object, and in addition displays a
wiring for coupling terminals of a plurality of objects;

object coupling means for constructing a coupling struc-
ture among a plurality of objects in accordance with an
instruction for coupling terminals of the plurality of
objects through a wiring;

hierarchical structure construction means for constructing
a hierarchical structure of objects; and

a handler for instructing a wiring for coupling among
objects to said object coupling means, and in addition
for instructing a position of an object on the hierarchi-
cal structure to said hierarchical structure construction
means,

wherein said display means has, in case of existence of a
plurality of method terminals connected to one message
terminal designated in accordance with an instruction
through said handler, means for displaying a list indica-
tive of an execution sequence of a plurality of methods
associated with the plurality of method terminals, and

said object coupling means has means for reconstructing
a coupling structure in which the execution sequence of
the plurality of methods appearing at the list displayed
on said display means are altered in accordance with an
instruction by said handler.
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49. A program storage medium for use in an object-
oriented programming, the program storage medium being
adapted for storing therein a program to support an object-
oriented programming for coupling a plurality of objects,
each having data and operations, with one another,

wherein each of said objects is represented by a block
representative of a main frame of an object, a data
output terminal for transferring data of the object to
another object, a data input terminal for receiving data
from another object, a message terminal for issuing a
message to make a request for processing to another
object, and a method terminal for receiving a process-
ing request from another object to execute a method,
the object being represented by a hierarchical structure
which permits one or a plurality of objects to exist in a
single object, and an instruction for coupling terminals
of the plurality of objects through a wiring is given,

said program includes: object coupling means for con-
structing a coupling structure among a plurality of
objects in accordance with the instruction for coupling
terminals of the plurality of objects through a wiring;
and hierarchical structure construction means for con-
structing a hierarchical structure of objects, and

said program storage medium stores such a program that
said hierarchical structure construction means has
means for producing a duplicate object of a substantial
object designated in accordance with an instruction
from said handler, and for disposing the duplicate
object at a hierarchy different from a hierarchy at which
the substantial object is disposed, and said object
coupling means receives from said handler an instruc-
tion as to a wiring between the duplicate object and
another object in the wiring of the hierarchical structure
in which the duplicate object is disposed, and con-
structs a coupling structure in which the duplicate
object and the associated substantial object are pro-
vided in the form of a united object.

50. A program storage medium for use in an object-
oriented programming, the program storage medium being
adapted for storing therein a program to support an object-
oriented programming for coupling a plurality of objects,
each having data and operations, with one another,

wherein each of said objects is represented by a block
representative of a main frame of an object, a data
output terminal for transferring data of the object to
another object, a data input terminal for receiving data
from another object, a message terminal for issuing a
message to make a request for processing to another
object, and a method terminal for receiving a process-
ing request from another object to execute a method,
the object being represented by a hierarchical structure
which permits one or a plurality of objects to exist in a
single object, and an instruction for coupling terminals
of the plurality of objects through a wiring is given,

said program includes: object coupling means for con-
structing a coupling structure among a plurality of
objects in accordance with the instruction for coupling
terminals of the plurality of objects through a wiring;
and hierarchical structure construction means for con-
structing a hierarchical structure of objects, and

said program storage medium stores such a program that
said object coupling means releases a coupling struc-
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ture of the object before a replacement with another
object in accordance with an instruction for the replace-
ment of objects, and causes the object after the replace-
ment to succeed to the coupling structure of the object
before the replacement with another object, and said
hierarchical structure construction means disposes the
object after the replacement, instead of the object
before the replacement, at a hierarchy at which the
object before the replacement is disposed.

51. A program storage medium for use in an object-
oriented programming, the program storage medium being
adapted for storing therein a program to support an object-
oriented programming for coupling a plurality of objects,
each having data and operations, with one another,

wherein each of said objects is represented by a block
representative of a main frame of an object, a data
output terminal for transferring data of the object to
another object, a data input terminal for receiving data
from another object, a message terminal for issuing a
message to make a request for processing to another
object, and a method terminal for receiving a process-
ing request from another object to execute a method,
the object being represented by a hierarchical structure
which permits one or a plurality of objects to exist in a
single object, and an instruction for coupling terminals
of the plurality of objects through a wiring is given,

said program includes: object coupling means for con-
structing a coupling structure among a plurality of
objects in accordance with the instruction for coupling
terminals of the plurality of objects through a wiring;
and hierarchical structure construction means for con-
structing a hierarchical structure of objects, and

said program storage medium stores such a program that
said hierarchical structure construction means is in
response to an instruction such that a plurality of
objects from among the objects disposed at a predeter-
mined hierarchy are designated and the plurality of
objects are rearranged on the lower-order hierarchy by
one stage, and rearranges the plurality of objects on the
lower-order hierarchy by one stage, and produces and
arranges an object including the plurality of objects on
the predetermined hierarchy in such a manner that a
coupling structure among the plurality of objects and a
coupling structure among the plurality of objects and
objects other than the plurality of objects are main-
tained.

52. A program storage medium for use in an object-
oriented programming, the program storage medium being
adapted for storing therein a program to support an object-
oriented programming for coupling a plurality of objects,
each having data and operations, with one another,

wherein each of said objects is represented by a block
representative of a main frame of an object, a data
output terminal for transferring data of the object to
another object, a data input terminal for receiving data
from another object, a message terminal for issuing a
message to make a request for processing to another
object, and a method terminal for receiving a process-
ing request from another object to execute a method,
the object being represented by a hierarchical structure
which permits one or a plurality of objects to exist in a
single object, and an instruction for coupling terminals
of the plurality of objects through a wiring is given,
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said program includes: object coupling means for con-
structing a coupling structure among a plurality of
objects in accordance with the instruction for coupling
terminals of the plurality of objects through a wiring;
and hierarchical structure construction means for con-
structing a hierarchical structure of objects, and

said program storage medium stores such a program that
said object coupling means has, in case of existence of
a plurality of method terminals connected to one mes-
sage terminal designated, means for making up a list
indicative of an execution sequence of a plurality of
methods associated with the plurality of method termi-
nals, and means for reconstructing a coupling structure
in which the execution sequence of the plurality of
methods is altered in accordance with an alteration
instruction of the execution sequence of the plurality of
methods appearing at the list.

53. A component storage medium for storing a component
which serves as one object in combination with a predeter-
mined existing software, said component including a
method of issuing an event of the predetermined existing
software through a firing by a message issued in other
object.

54. A component storage medium according to claim 53,
wherein said component further includes a message for
informing other object of that the event is issued through
executing said method.

55. A component storage medium for storing a component
which serves as one object in combination with a predeter-
mined existing software, said component including a mes-
sage for informing other object, upon receipt of occurrence
of a predetermined event of the predetermined existing
software, of that the predetermined event is generated.

56. A component builder apparatus comprising:

a first handler for selectively indicating making of meth-
ods and messages;

asecond handler for inputting an instruction of an issue of
a desired event of a predetermined existing software;
and

a component builder means for building a component
which serves as one object in combination with said
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existing software, said component builder means serv-
ing, when making of a method is instructed by an
operation of said first handler and a predetermined
event of the existing software is issued by an operation
of said second handler, to make on the component a
method which fires with a message issued by another
object and issues the event, and serving, when making
of a message is instructed by an operation of said first
handler and an issue of a predetermined event of the
existing software is instructed by an operation of said
second handler, in response to an occurrence of the
event, to make on the component a message for inform-
ing other objects of the fact that the event occurred.
57. An object-oriented programming supporting appara-
tus comprising:

a component file for storing therein a component which
serves as one object in combination with a predeter-
mined existing software, said component including a
method of issuing an event of the predetermined exist-
ing software through a firing by a message issued in
other object, and a message for informing other object
of that the event is issued through executing said
method, and said component being stored in said com-
ponent file with respect to one or more existing soft-
wares;

a handler for inputting an instruction of an issue of the
event as to the existing software;

an event log file for storing a list for the events as to one
or more existing softwares, which are sequentially
issued in accordance with an operation of said handler;
and

a component coupling means for taking out sequentially
the events from said event log file to combine a
message of a component including the message for
informing other object of that the same event as that
taken out before is issued and a method of a component
including the method of issuing the same event as that
taken out now.



