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A shared client-side Web cache is provided by implementing a file system shared between nodes. Each browser application stores
cached data in files stored in a globally addressable data store. Since the file system is a shared one, the client-side Web caches are also

shared.




AL
AM
AT
AU
AZ
BA
BB
BE
BF
BG
BJ
BR
BY
CA
CF
CG
CH
CI
CM
CN
CU
CZ
DE
DK
EE

Codes used to identify States party to the PCT on the front pages of pamphlets publishing international applications under the PCT.

Albania
Armenia
Austria
Australia
Azerbaijan
Bosnia and Herzegovina
Barbados
Belgium
Burkina Faso
Bulgaria

Benin

Brazil

Belarus

Canada

Central African Republic
Congo
Switzerland
Cbte d’'Ivoire
Cameroon
China

Cuba

Czech Republic
Germany
Denmark
Estonia

ES
FI
FR
GA
GB
GE
GH
GN
GR
HU
IE
IL
IS
IT
Jp
KE
KG
Kp

KR
KZ
LC
LI

LK
LR

FOR THE PURPOSES OF INFORMATION ONLY

Spain

Finland

France

Gabon

United Kingdom
Georgia

Ghana

Guinea

Greece

Hungary

Ireland

Israel

Iceland

Italy

Japan

Kenya

Kyrgyzstan
Democratic People’s
Republic of Korea
Republic of Korea
Kazakstan

Saint Lucia
Liechtenstein

Sri Lanka

Liberia

LS
LT
LU
LV
MC
MD
MG
MK

ML
MN
MR
MW
MX
NE
NL
NO
NZ
PL
PT
RO
RU
SD
SE
SG

Lesotho

Lithuania
Luxembourg

Latvia

Monaco

Republic of Moldova
Madagascar

The former Yugoslav
Republic of Macedonia
Mali

Mongolia

Mauritania

Malawi

Mexico

Niger

Netherlands

Norway

New Zealand

Poland

Portugal

Romania

Russian Federation
Sudan

Sweden

Singapore

SI
SK
SN
SZ
TD
TG
TJ
™
TR
TT
UA
UG
us
UZ
VN
YU
VAL

Slovenia

Slovakia

Senegal

Swaziland

Chad

Togo

Tajikistan
Turkmenistan
Turkey

Trinidad and Tobago
Ukraine

Uganda

United States of America
Uzbekistan

Viet Nam
Yugoslavia
Zimbabwe




10

15

20

WO 98/22891 PCT/US97/21459

SHARED CLIENT-SIDE WEB CACHING USING
GLOBALLY ADDRESSABLE MEMORY

Cross-Reference to Related Application

This application is a continuation-in-part of co-pending U.S. patent applications serial
number 08/754,481, filed November 22, 1996, and serial number 08/827,534, filed March 28,
1997 and bearing attorney docket number CLC-002, both of which are incorporated herein by

reference.

[echnical Field

The present invention relates in general to a shared client-side Web cache and, more

specifically, to a shared client-side Web cache maintained within a globally addressable

memory.

Background Information

Computer based structured storage systems, such as computer file systems and database
systems, have been remarkably successful at providing users with quick and facile access to
enormous amounts of data. The importance of these structured storage systems in today’s
commerce is difficult to exaggerate. For example, structured storage systems have allowed
businesses to generate and maintain enormous stores of persistent data that the company can
modify and update over the course of years. For many companies, this persistent data is a
valuable capital asset that is employed each day to perform the company’s core operations. The
data can be, for example, computer files (e.g., source code, wordprocessing documents, etc.),
database records and information (e.g., information on employees, customers, and/or products),

or information and data downloaded from the Internet.

A typical computer-based structured storage system for data downloaded from the
Internet is simply a file system on a user’s terminal, that is, the user’s PC, PC-Compatible,
Apple Macintosh, or other workstation on which the user executes a program allowing access to

the Internet. In these systems, downloaded data is cached in the file system on the terminal.
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While this eliminates delays for the user when retrieving data previously accessed by the user,

users do not benefit from the caches of other users.

This drawback is partially solved by inserting a central server, commonly referred to as a
proxy server, between a group of users and target data to be downloaded. The proxy server
provides a degree of sharing between individual users caches, because the proxy server caches
data accessed by the entire group of users. Stored data may include cached copies of Web
pages, image files, JAVA applets, and ActiveX controls. The proxy server manages each user’s
Internet connection and, as mentioned above, provides a degree of data caching between users of
the system, since the proxy server may cache data downloaded by a first user. If that data
remains in the proxy server’s cache when a second user requests it, the proxy server can supply

the data to the second user.

Success of proxy servers has been limited by drawbacks associated with their centralized
nature. The centralized cache technique suffers from several drawbacks. The first is that
providing a centralized cache having storage capability equal to the sum of each user’s
individual Web cache is expensive. Another drawback from which centralized Web caches
suffer stems, to some extent, from the first drawback mentioned above. Because the size of a
centralized Web cache is generally smaller than the size of the sum of all of the individual users’
Web caches, data may be swapped out of the centralized Web cache even though it is cached
locally in an individual user’s Web cache. This can lead to situations in which a second user
accesses, for example, a Web page previously accessed by a first user. Although the Web page
still resides in the first user’s Web cache, it has been removed from the centralized Web cache
due to space constraints. As a result, the second user must then fetch the Web page over the

Internet, incurring delays associated with the Internet transfer.

Yet a third drawback of these types of systems is that the proxy server introduces
additional delays due to processing constraints. That is, if the proxy server is fetching data for a
first user, a data fetch for a second user must wait for the proxy server to complete the data fetch
for the first user. Also, any failure of the proxy server to maintain proper operation, such as a
power failure, hardware failure, or other such system failure, will disable the individual user’s

ability to access the Internet or cause the shared data to be lost.
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Another attempt to optimize Web access involves prefetching Web pages. For example,
when a user downloads a Web page, the system may also download Web pages which are linked
to that page. Should the user traverse a link to one of the prefetched Web pages, the system is
able to display the new page to the user with little or no delay. These systems, however, do not
allow users to share Web caches and have an additional drawback that network traffic is
increased. For example, these systems must prefetch multiple pages to provide an end-user with
quick access to only one page, and the user may select a page that is not linked to the previous

page viewed by the user that, therefore, has not been prefetched.

Summary of the Invention

The present invention relates to a system and method that provides a shared client-side
Web cache. The Web cache is shared by a particular group of users. The shared Web cache is
stored in a globally addressable data store that allows each user to access the shared Web cache
as if it were accessing a traditional, local Web cache. Since the globally addressable data store
is distributed over each user’s terminal, the size of the cache can increase with each user that is
added to the system. Also, since data is replicated on a user’s local terminal whenever the user
accesses it, data cached in the shared Web cache is automatically replicated, providing a degree
of fault tolerance and also insuring that data is stored on the nodes most likely to use the data.
The shared cache benefits client users by allowing them to access cached Web pages regardless
of whether the pages were cached by one or more different users, and regardless of the method
used to load the page into a cache, i.e. whether the page was prefetched or cached in a traditional

manner.

In one aspect, the invention relates to a method for locally caching and sharing
downloaded data between a plurality of client nodes. The method begins by providing a number
of client nodes that are interconnected by a network. Each node hosts a control program, in
some embodiments as an Internet browser or file transfer program, that stores and retrieves
cached data. Each control program accesses a globally addressable data store which provides
persistent storage of data, and each instance of the control program employs the data store as a
memory device for storing and retrieving cached data. The data cached by the control program
instantiations can include any type of downloaded data. In some embodiments, the downloaded

data represents HTML files, fragments of HTML files, ActiveX controls, JAVA applets, or
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image files. In one particular embodiment, the globally addressable data store is a distributed

shared memory system.

In another aspect, the invention relates to a system for caching and sharing downloaded
data. The system includes one or more client nodes and a network. The client nodes are each
connected to the network and each client node includes a control program that manipulates
caches of downloaded data. Each instance of the control program accesses a globally
addressable data store formed by the memory elements present on each individual node. Each

node stores and retrieves data from the globally addressable data store.

Brief Description of the Drawings

This invention is pointed out with particularity in the appended claims. The above and
further advantages of this invention may be better understood by referring to the following

description taken in conjunction with the accompanying drawings, in which:

FIG. 1 is a conceptual block diagram of a distributed addressable shared memory

structured data storage system according to the invention.

FIG. 2 is a diagram of one possible embodiment of the system of FIG. 1, namely a
distributed addressable shared memory file system providing storage for computer files such as

source code files, wordprocessing documents files, etc.

FIG. 3 is a graphical representation of the organization of directory entries and
associated file descriptors (also known as “Inodes™), suitable for use with the file system of FIG.

2.
FIG. 4 is a diagram of an Inode suitable for use with the file system of FIG. 2.
FIG. § illustrates a distributed shared memory computer network.

FIG. 6 is a functional block diagram that illustrates in more detail one distributed shared

memory computer network of the type shown in FIG. 5.

FIG. 7 illustrates in more detail a shared memory subsystem suitable for practice with

the network illustrated in FIG. 6.
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FIG. 8 is a functional block diagram of one shared memory subsystem according to the

invention.

FIG. 9 illustrates a directory page that can be provided by a shared memory subsystem of
the type depicted in FIG. 8.

FIG. 10 illustrates a directory that can be distributed within a shared memory and formed

of directory pages of the type illustrated in FIG. 9.

FIG. 11 illustrates in functional block diagram form a system that employs a directory
according to FIG. 1 Q/for tracking portions of a distributed shared memory.

FIG. 12 depicts a typical system for accessing data using the Internet.

Description

A network system 10 according to the invention includes a plurality of network nodes
that access a memory space storing a structured store of data, such as a structured file system or
a database. Each of the nodes includes at least a data control program which accesses and
manages the structured store of data. The structured store of data may be stored in an
addressable shared memory or the structured store may be stored in a more traditional fashion.
For example, each node may be responsible for storing a particular element or elements of the
structured store of data. In such an embodiment, the data control program can access a desired
portion of the structured store using a globally unique identifier. The underlying system would
translate the identifier into one or more commands for accessing the desired data, including
network transfer commands. In another embodiment, the structured store of data is stored in an
addressable shared memory space, which allows the nodes to transparently access portions of

the structured store using standard memory access commands.

The system 10 can be a file system, a database system, a Web server, an object
repository system, or any other structured storage system that maintains an organized set of data.
In one disclosed embodiment, the system 10 is a file system that maintains various computer
files. However, this is just one embodiment of the invention that is provided for illustrative

purposes. The invention can be employed to provide any one of a plurality of structured storage
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systems (e.g., database system, Web page system, Intranet, etc.). The invention is not to be

limited to the file system or other particular embodiments described herein.

Referring to FIG. 1, a network system 10 according to the invention includes a plurality
of network nodes 12a-12d and an addressable shared memory space 20 that has a portion 22 for
storing a structured store of data 28. Each of the nodes 12a-12d can include several sub-
elements. For example, node 12a includes a processor 30a, a data control program 32a, and a
shared memory subsystem 34a. In the disclosed embodiment, two of the nodes, 12a and 12c,
include monitors that provide displays 40 and 42 graphically depicting the structured store of
data 28 within the addressable shared memory space 20. The addressable shared memory space
20 interconnects each of the network nodes 12a-12d and provides each node 12a-12d with
access to the structured store of data 28 contained within the addressable shared memory space

20.

A system 10 according to the invention can provide, among other things, each network
node 12a-12d with shared control over the structured store of data 28 and, therefore, the system
10 can distribute control of the data store across the nodes of the network. To this end, each
node of the system 10, such as node 12a, includes a data control program 32a that interfaces to a
shared memory subsystem 34a. The data control program 32a can operate as a structured
storage system, such as a file system, that is adapted to maintain a structured store of data and to
employ the shared memory system as an addressable memory device that can store a structured
store of data. At the direction of the data control program 32a, the shared memory subsystem
34a can access and store data within the addressable shared memory space 20. These
cooperating elements provide a structured storage system that has a distributed architecture and
thereby achieves greater fault tolerance, reliability, and flexibility than known structured storage
systems that rely on centralized control and centralized servers. Accordingly, the invention can
provide computer networks with distributively controlled and readily scaled file systems,
database systems, Web page systems, object repositories, data caching systems, or any other

structured storage system.

Still referring to FIG. 1, the system 10 of the invention maintains within the addressable
shared memory space 20 a structured store of data 28. Each of the nodes 12a-12d can access the

addressable shared memory space 20 through the shared memory subsystems 34a-34d. Each of
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the shared memory subsystems 34a-34d provides its node with access to the addressable shared
memory space 20. The shared memory subsystems 34a-34d coordinate each of the respective
node’s memory access operations to provide access to the desired data and maintain data
coherency within the addressable shared memory space 20. This allows the interconnected
nodes 12a-12d to employ the addressable shared memory space 20 as a space for storing and
retrieving data. At least a portion of the addressable shared memory space 20 is supported by a
physical memory system that provides persistent storage of data. For example, a portion of the
addressable shared memory space 20 can be assigned or mapped to one or more hard disk drives
that are on the network or associated with one or more of the network nodes 12a-12d as local
hard disk storage for those particular nodes. Accordingly, FIG. 1 illustrates that systems of the
invention have shared memory subsystems providing the network nodes with access to an
addressable shared memory space, wherein at least a portion of that space is assigned to at least
a portion of one or more of the persistent storage memory devices (e.g., hard disks) to allow the
nodes addressably to store and retrieve data to and from the one or more persistent storage
memory devices. A preferred embodiment of such an addressable shared memory space is
described in the commonly-owned U.S. patent application serial number 08/754,481 filed

November 22, 1996, and incorporated by reference above.

Therefore, one realization of the present invention is that each of the nodes 12a-12d can
employ its respective shared memory subsystem as a memory device that provides persistent

data storage.

Each of the data control programs 32a-32d is a software module that couples to the
respective shared memory subsystem 34a-34d in a way that operates similarly to an interface
between a conventional data storage program and a local memory device. For exampie, the data
control program 32a can stream data to, and collect data from, the shared memory subsystem
34a. Because the shared memory subsystems coordinate the memory accesses to the
addressable shared memory space 20, each of the data control programs is relieved from having
to manage and coordinate its activities with the other data control programs on the network or
from having to manage and coordinate its activities with one or more central servers.

Accordingly, each of the data control programs 32a-32d can be a peer incarnation (i.e., an
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instance) residing on a different one of the network nodes 12a-12d and can treat the respective

shared memory subsystem 34a-34d as a local memory device such as a local hard disk.

One or more of the data control programs 32a-32d can provide a graphical user interface
42 that graphically depicts the structured store of data 28 contained within the addressable
shared memory space 20. The graphical user interface 42 allows a user at a node, for example at
node 12a, to insert data objects graphically within the structured store of data 28. To this end,
the data control program 32a can generate a set of commands that will present a stream of data
to the shared memory subsystem 34a and the shared memory subsystem 34a will employ the
data stream to store an object within the structured store of data 28. Similarly, the other shared
memory Subsystems 34b-34d can provide information to their respective nodes that is indicative
of this change to the structured store of data 28. Accordingly, as shown depicted in FIG. 1 for
node 12¢ only for simplicity, that node (which includes a graphical user interface 40) reflects the
change to the structured store of data 28 affected by the data control program 32a of the node
12a. In particular, the graphical user interface 40 of the node 12c¢ can depict to a user that an
object is being placed within the structured store of data 28. For example, the addressable
shared memory space 20 also contains the data objects 50a-50c Which can be placed within the
structured data store 28 to become part of that structured data store. As illustrated, a system user
at node 12a can direct object 50a to be inserted at a set location within the data store 28. The
data control program 32a then directs the shared memory subsystem 34a to place the object 50a
within the data store 28 at the proper location. Moreover, the shared memory subsystem 34c¢ on
node 12c¢ detects the change within the data store 28 and reflects that change within the

graphical user interface 40.

Referring now to FIG. 2, a structured file system 60 is a particular embodiment
according to the invention that employs the properties of the addressable shared memory space
20 to implement what looks to all network nodes like a coherent, single file system when in fact

it spans all network nodes coupled to the addressable shared memory space 20.

The file system 60 of FIG. 2 differs from known physical and distributed file systems in
a variety of ways. In contrast to known physical file systems which map a file organization onto
disk blocks, the file system 60 according to the invention manages the mapping of a directory

and file structure onto a distributed addressable shared memory system 20 which has at least a
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portion of its addressable space mapped or assigned to at least a portion of one or more
persistent storage devices (e.g., hard disks) on the network. Unlike known distributed file
systems, the file system 60 of the invention employs peer nodes, each of which have an
incarnation or instance of the same data control program. Also, unlike known file systems
generally, the file system 60 of the invention: maintains data coherence among network nodes;
automatically replicates data for redundancy and fault tolerance; automatically and dynamically
migrates data to account for varying network usage and traffic patterns; and provides a variety of
other advantages and advances, some of which are disclosed in the commonly-owned U.S.
patent application serial number 08/754,481 filed November 22, 1996, and incorporated by

reference above.

Still referring to FIG. 2, the file system 60 resides in part within the addressable shared
memory space 20, and includes a structured store of data 62, a super root 64, file sets 66-74,
directory entry 80, and file or document 82. Two network nodes 84 and 86 are shown accessing
the addressable shared memory space 20 (in the manner described previously with reference to
FIG. 1) via the logical drives 90 and 94. Application programs 92 and 96 executing on the
nodes interact with the data control programs (not shown in FIG. 2 but shown in FIG. 1 as 32a-
32d) and cause the data control programs in the nodes to access the logical drives 90 and 94. In
the disclosed embodiment, the logical drives are DOS devices that “connect to” the fileset

directories via Installable File System drivers associated with the file system 60.

The file system 60 supports one global file system per addressable shared memory space
20 shared by all of the network nodes. This global file system is organized into one or more
independent collections of files, depicted as the filesets 66-74. A fileset can be thought as
logically equivalent to a traditional file system partition. It is a collection of files organized
hierarchically as a directory tree structure rooted in a root directory. The non-leaf nodes in the
tree are the directories 80, and the leaves in the tree are regular files 82 or empty directories.

Sub-directory trees within a fileset can overlap by linking a file to multiple directories.

A benefit of breaking up the file system 60 into filesets 66-74 is that it provides more
flexible file system management for users of the system 60. As the file system 60 grows into

very large sizes (e.g., hundreds of nodes with thousands of gigabits of storage), it is desirable to
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have the files organized into groups of management entities such that management actions can

be independently applied to individual groups without affecting the operation of the others.

The filesets in the addressable shared memory space 20 are described and enumerated in
a common structure, the root 64 of which provides the starting point to locate the filesets in the
addressable shared memory space 20. The root 64 can be stored in a static and well-known
memory location in the addressable shared memory space 20, and it can be accessed via a
distributed shared memory system program interface. When a node is accessing a fileset for the
first time, it first looks up the root 64 to determine the identifier associated with the fileset, e.g.,
the shared memory address used to access the fileset. Once it has determined the identifier, the
node can access the root directory of the fileset. From the root directory, it then can traverse the
entire fileset directory tree to locate the desired file. Filesets used by the file system 60 are

described in greater detail below under the heading “Fileset.”

Referring to FIG. 3, in the disclosed embodiment of the file system 60 according to the
invention, a directory 126 (such as the directory 80 of FIG. 2) is accessed by starting at a
directory Inode or descriptor 128 containing an address that points to a directory entries stream
descriptor 130. This descriptor 130 is a pointer to a block of data containing directory entries
for files File 1 through File 3. The directory entry for File 1 has a number of entries; one of the
entries is a string containing the name of the file and another entry is the address of the Inodes
and stream descriptors 132. The stream descriptors for File 1 are used to locate and retrieve the
various 4 kilobyte pages in the addressable shared memory space 20 that constitute File 1.
Other files are retrieved and constructed from the addressable shared memory space 20 in the
same fashion. The directories used by the file system 60 are described in greater detail below

under the heading “Directory.”

In the embodiment of the file system 60 disclosed in FIG. 4, a file 98 (such as the file 82
of FIG. 2) is represented by one or more shared pages of data 100, 102, 104, 106, and 108 in the
addressable shared memory space 20. Each file 98 has a file Inode or descriptor 110 that
includes various file attributes 112. The file descriptor 110 contains an address that points to a
data stream descriptor 114, and the data stream itself includes one or more addresses 116, 118,
120, 122, and 124 that point to particular pages in the virtual addressable shared memory space

20. In the disclosed embodiment, a page is the atomic unit in the addressable shared memory
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space 20, and it contains up to 4 kilobytes of data. Even if the entire 4 kbytes is not needed, an
entire page is used. This is illustrated by the page 108 that only contains about 2 kbytes of data.
The files used by the file system 60 are described in greater detail below under the heading

“Files.”
FILESET

The filesets are the basic unit for the file system 60. Each fileset is identified with a
name having up to 255 characters. The file system 60 exports a set of fileset level operations

that allow an administrator to manage the filesets through the following type of actions.
Fileset Creation

This operation creates a new fileset. The fileset is initially created with one file, the
empty root directory. A default fileset is created automatically at the initialization of the

addressable shared memory space 20.
Fileset Deletion

This operation deletes a fileset. All files in the fileset are removed, and all shared
memory space allocated to the files in the fileset is discarded and the backing physical storage
freed for new storage. The file system 60 will only allow deletion of a fileset until there are no
open handles to file data stream in the fileset. In order to ready a fileset for deletion, the fileset

must be “shutdown” by putting it off-line.

Fileset Enumeration

This operation enumerates a specific fileset, or all the filesets, in the addressable shared

memory space 20.

Fileset Control

This operation performs fileset level control routines such as setting fileset attributes.
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Mount Export Control

Directory are attached to local devices, i.e. “mounted” using parameters stored in the
Windows NT registry, or some other similar central storage area for such information. When
first started up, the data control program 60 accesses the central storage and determines which
filesets should be mounted. The data control program creates a file object representing each
fileset identified by the entries in the central storage. In some embodiments an API may be
provided which allows the data control program 60 to dynamically mount and unmount filesets

by making appropriate API calls.

The users of the file system 60 are not aware of the shared memory “logical volume,” but
rather view each fileset as a volume (or partition in the sense of a traditional physical file
system). The Win32 GetVolumelnformation is used to get information on the fileset (more
precisely, on the logical device on which the fileset is attached to). Because all the filesets share
the same pool of the storage in the addressable shared memory space 20, the total volume size
returned to the user for each fileset is the current aggregate storage capacity in the addressable
shared memory space 20. The same approach is taken for the total free space information, and

the aggregate value of the addressable shared memory space 20 is returned for each fileset.
DIRECTORY

Directory entry scanning is one of the most frequently performed operations by user
applications. It is also may be the most visible operation in terms of performance.
Consequently, much attention is directed to making the directory scan efficient and the
WindowsNT Files System (NTFS) duplicates sufficient file Inode information in the directory
entry such that a read directory operation can be satisfied by scanning and reading the directory
entries without going out to read the information from the file Inodes. The problem with this
scheme is that the doubly stored file metadata, such as the file time stamps and file size, can be
updated quite frequently, making the metadata update more expensive. However, this overhead

is considered acceptable in face of the performance gained in directory scan operations.

The file system 60 adopts the same philosophy of providing efficient directory scanning

by duplicating file Inode information in directory entries. Each directory entry contains
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sufficient information to satisfy the Win32 query file information requests. The file Inode is
stored with the file stream descriptors on a separate page. The Inode is located via a pointer in

the directory entry.

The file system’s directory entries are stored in the directory file’s directory entry data
stream. To maximize space utilization, each directory entry is allocated on the first available
free space in a page that can hold the entire entry. The length of the entry varies depending on
the length of the file’s primary name. The following information is part of the directory entry:
creation time; change time; last write time; last accessed time; pointers to stream descriptor;
pointer to parent directory Inode; MS-DOS type file attributes; and MS-DOS style file name
(8.3 naming convention). For average file name lengths, a page contains up to about 30 entries.
All the file information in the directory entry is also contained in the file Inode, except for the
file primary name and MS-DOS file name. The file primary names and associated short names

are only stored in the directory entries. This makes the Inode size fixed.

When a file information is modified (except for file names), the Inode is updated in the
context of the update transaction and therefore always contains the most up-to-date information.
The associated directory entry change is lazily flushed to reduce the cost of double updating.
This means the Inode updates are either flushed or recoverable, but not the corresponding
directory entry updates. If the directory entry gets out of synch with the Inode (when the Inode
change is successfully flushed but not the directory change), the entry is updated the next time
the Inode is updated. In order to facilitate synchronization of directory updates, the directory
entries (Inodes) can not span multiple pages. FIG. 3 illustrates the organization of directory

entries and associated Inodes.
FILES

A file of the file system 60 comprises streams of data and the file system metadata to
describe the file. Files are described in the file system 60 by objects called Inodes. The Inode is

a data structure that stores the file metadata. It represents the file in the file system 60.

A data stream is a logically contiguous stream of bytes. It can be the data stored by

applications or the internal information stored by the file system 60. The data streams are
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mapped onto pages allocated from the addressable shared memory space 20 for storage. The file
system 60 segments a data stream into a sequence of 4 kilobyte segments, each segment
corresponding to a page. The file system 60 maintains two pieces of size information per data
stream: the number of bytes in the data stream; and the allocation size in number of pages. The
byte-stream to segment/page mapping information is part of the file metadata and is stored in a

structure called data stream descriptor. See FIG. 4.

Users’ requests for data are specified in terms of range of bytes and the position of the
starting byte measured by its offset from the beginning of the data stream, byte position zero.
The file system 60 maps the offset into the page containing the starting byte and the intra-page
offset from the beginning of the page.

Every file of the file system 60 has at least two data streams: the default data stream; and
the Access Control List (ACL) stream. Each file may optionally have other data streams. The
ACL stream is used to store the security Access Control Lists set on the file. Each data stream is
individually named so that the user can create or open access to a specific data stream. The
name of the default data stream is assumed to be the primary name of the file. To access a data
stream, the user of the file system 60 must first open a file handle to the desired data stream by
name. If the file name is used then the handle to the default data stream is opened. This open
file handle represents the data stream in all the file system services that operates on the data

stream.

The file system 60 exports a set of services to operate at the file level. The input to the
services are the file object handle (Inode) or the data stream object handle, and the operation

specific parameters, including the desired portions of the data stream in byte positions.

Open files are represented by data stream objects (or just file objects). Users access files
using these file objects, identified to the users through file handles. A file handle is a 32-bit
entity representing an instance of an open file stream. For example, WindowsNT creates the file
object and returns a file handle to the users in response to the user réquest for file creation or file
open. The file system 60 initializes a pointer to a file control block. Multiple file objects point
to the same file control block and each file control block maintains separate stream objects for

each open context. Externally, the file handle is opaque to the users. Multiple opens can be
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1ssued against the same file. When the user closes a file, the file object and the associated file

handle is removed.

The file system 60 maps file streams into sequences of segments which become
progressively larger; each segment corresponds to one or more pages. The file system 60
attempts to reserve contiguous pages for data streams but only allocates real backing storage on
an as needed basis, usually as a result of a file extension requested by writing beyond the data
stream allocation size. When a file extension request is received, the file system 60 rounds the
extension size in number of bytes up to a multiple of 4 kilobytes to make it an integer number of
pages, and requests pages for actual allocation. The number of 4 kilobyte pages allocated by the
file system depends on the number of file extension requests made. The file system 60 allocate
one 4 kilobyte page for the first extension request, two 4 kilobyte pages for the second request,
four 4 kilobyte pages for the third extension request, and so on. The newly allocated pages are
zero filled. By reserving contiguous pages, the file system 60 can reduce the amount of
bookkeeping information on the byte offset to page mapping. The file system 60 reserves
(sometimes much) larger than requested memory space for a file, and substantiates the storage

by allocating backing storage page by page.

Four kilobyte allocation segments are chosen to reduce the unused storage space and yet
provide a reasonable allocation size for usual file extensions. Since allocation is an expensive
operation (most likely involving distributed operations), smaller allocation size is not efficient.
Larger allocation size would lead to inefficient space utilization, or additional complexity to
manage unused space. A 4 kilobyte segment also maps naturally to a page, simplifying the data
stream segment to page mapping. Although an analogy could be made with the NTFS’s
allocation policy of 4 kilobyte clusters (segment) size for large disks to speed up allocation and
reduce fragmentation, such analogy is not completely valid because the actual on-disk allocation

segment size depends greatly on the local disk size and the physical file systems.

Similar to the NTFS, which controls the allocation of each disk partition and therefore
can quickly determine the free volume space available for allocation, the file system 60 requests
the total available space information and uses this information to quickly determine whether to
proceed with the allocation processing. If the total available space is less than the required

allocation size, the request is denied immediately. Otherwise, the file system 60 will proceed to
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allocate the pages to satisfy the request. The fact that the file system 60 can proceed with the
allocation does not guarantee that the allocation will succeed, because the actual total available

space may change constantly.

The file system 60 takes advantage of the page level replication capability of the
underlying distributed addressable shared memory system 20 disclosed in the U.S. patent
application incorporated by reference above. Page level replication allows the system to provide
file replication. The data streams of a replicated file are backed by pages, which are themselves
replicated. In this way, data streams are replicated automatically without intervention of the file
system 60. The extra space consumed by the multiple replicas is not reflected in the file (data
stream) sizes. The stream allocation size still reports the total allocation size in pages required

for one replica. The pages backing temporary files, however, are not replicated.
FILE ACCESS AND RESOURCE SHARING - LOCKING

The shared memory provides the distribution mechanism for resource sharing among
peer nodes running the file system 60 software. Each instance of the file system 60 on each
network node views the shared memory resources (i.e., pages) as being shared with other local
or remote threads. The file system 60 needs a way to implement high level, file system locks to
provide consistent resource sharing. Any concurrency control structure can be used to
implement locks, such as lock objects or semaphores. In database applications, locking may
also be achieved by implementing concurrency control structurés associated with database
indices or keys. In file system applications access to files or directories may be controlled.
Another example of file system locks is Byte Range Locking, which provides the users the
ability to coordinate shared access to files. A byte range lock is a lock set on a range of bytes of
a file. Coordinated shared access to a file can be accomplished by taking locks on the desired
byte ranges. In general, the high level file system lock works in the following fashion: (a) a file
system resource is to be shared by each file system 60 instance, and the access to the resource is
coordinated by a locking protocol using a lock object data structure that represents the high level
lock to coordinate the shared resource, and it is the value of the data structure that represents the
current state of the lock; (b) to access the resource, the instance at each node must be able to
look at the state (or value) of the lock data structure, and if it is “free,” modify it so that it

becomes “busy,” but if it is “busy,” then it has to wait to become “free,” and there could be
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intermediate states between “free” and “busy” (i.e., more than two lock states), but in any event,
in this byte range locking example, a lock is a description of a certain byte range being
shared/exclusively locked by some thread of the file system 60, and a conflicting new byte range
lock request that falls in or overlaps the already locked byte range will be denied or the requester
may block (depending on how the request was made); and (c) access to or modification of the
lock data structure by each node’s instance needs to be serialized so that it in turn can then be

used to coordinate high level resource sharing.

The locking features and capabilities of the shared memory engine described in the U.S.
patent application serial no. 08/754,481, incorporated by reference above, allow the file system
60 to coordinate access to pages. The engine can also be used to coordinate access to resources,
but in the case of complex high level resource locking such as Byte Range Locking, using the
engine’s locking features and capabilities directly to provide locks may be too costly for the
following reasons: (a) each byte range lock would require a page representing the lock, and since
the number of byte range locks can be large, the cost in terms of page consumption may be too
high; and (b) the engine locks only provide two lock states (i.e., shared and exclusive), and high

level file system locks may require more lock states.

The file system 60 of the invention implements the file system locking using the engine
locking as a primitive to provide serialization to access and update the lock data structures. To
read a lock structure, the file system 60 takes a shared lock on the data structure’s page using the
engine locking features and capabilities before it reads the page to prevent the data structure
being modified. To modify the lock structure, it sets a exclusive lock on the page. The page

lock is taken and released as soon as the lock structure value is read or modified.

With the serialization provided by the page locking and the page invalidation
notification, the file system 60 implements the high level locks in the following way: (a) to take
a file system lock (FS lock), the file system 60 sets a shared lock on the FS lock page and reads
the page and then examines the lock structure; (b) if the lock structure indicates the resource is
unlocked or locked in compatible lock mode, then the file system 60 requests to exclusively lock
the page, and this guarantees only one file system 60 node instance can modify the lock data
structure, and if the request succeeds then the file system 60 write maps the lock page and then

changes the lock structure to set the lock and unlocks the page and sets page access to none; and
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(c) if the resource is locked in incompatible lock mode, the file system 60 unlocks the page but
retains the page read mapped, and it then puts itself (the current thread) in a queue and waits for
a system event notifying that the lock value has changed, and when the lock value does change
then the file system 60 thread gets notified and repeats the step (a) above. The file system 60
implements the notification using a signal primitive. The file system 60 threads waiting for a
lock are blocked on a system event. When the page containing the lock changes, a signal is sent
to each blocked file system 60 thread. Each blocked file system 60 threads then wakes up and

repeats step (a). FS locks are stored in volatile pages.
FILE ACCESS AND RESOURCE SHARING - BYTE RANGE LOCKING

Byte Range Locking is a file system locking service exported to the users through the
Win32 LockFile() and LockFileEx() API. It allows simultaneous access to different non-
overlapping regions of a file data stream by multiple users. To access the data stream, the user

locks the region (byte range) of the file to gain exclusive or shared read access to the region.

The file system 60 supports byte range locking for each individual data stream of the file.
The following Win32-style byte range locking behavior is supported: (a) locking a region of a
file is used to acquire shared or exclusive access to the specified region of the file, and the file
system 60 will track byte range locks by file handle, therefore file handles provide a way to
identify uniquely the owner of the lock; (b) locking a region that goes beyond the current end-
of-file position is not an error; (¢) locking a portion of a file for exclusive access denies all other
processes both read and write access to the specified region of the file, and locking a portion of a
file for shared access denies all other processes write access to the specified region of the file but
allows other processes to read the locked region, and this means that the file system 60 must
check byte range locks set on the data stream not only for lock requests but for every read or
write access; (d) if an exclusive lock is requested for a region that is already locked either shared
or exclusively by other threads, the request blocks or fails immediately depending on the calling

option specified.; and (e) locks may not overlap an existing locked region of the file.

For each byte range lock, the file system 60 creates a byte range lock record to represent
the lock. The record contains the following information: (a) byte range; (b) lock mode (shared or

exclusive); (c) process identification; and (d) a Win32 lock key value.
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The file system 60 regards the file byte ranges as resources with controlled access. For
each byte range lock record, the file system 60 creates a file system lock (as discussed above) to
coordinate the access to the byte range “resource.” A compatible byte range lock request (share
lock) translates into taking read lock on the file system lock associated with the byte range
record. An exclusive byte range lock request is mapped to taking write lock on the file system

lock.

Using the file system locking mechanism discussed above, lock requests waiting on the

page containing the desired byte range will be notified when the page content changes.

Addressable Shared Memory Space

Having described the invention and various embodiments thereof in some detail, a more
detailed description is now provided of the addressable shared memory space that is disclosed in
the commonly-owned U.S. patent application serial number 08/754,481 filed November 22,
1996, and incorporated by reference above. All of the information provided below is contained

in that patent application.

The addressable shared memory system disclosed in the U.S. patent application
incorporated by reference is an “engine” that can create and manage a virtual memory space that
can be shared by each computer on a network and can span the storage space of each memory
device connected to the network. Accordingly, all data stored on the network can be stored
within the virtual memory space and the actual physical location of the data can be in any of the

memory devices connected to the network.

More specifically, the engine or system can create or receive, a global address signal that
represents a portion, for example 4k bytes, of the virtual memory space. The global address
signal can be decoupled from, i.e. unrelated to, the physical and virtual address spaces of the
underlying computer hardware, to provide support for a memory space large enough to span
each volatile and persistent memory device connected to the system. For example, systems of
the invention can operate on 32-bit computers, but can employ global address signals that can be
128 bits wide. Accordingly, the virtual memory space spans 2128 bytes, which is much larger

than the 2°? address space supported by the underlying computer hardware. Such an address
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space can be large enough to provide a separate address for every byte of data storage on the

network, including all RAM, disk and tape storage.

For such a large virtual memory space, typically only a small portion is storing data at
any time. Accordingly, the system includes a directory manager that tracks those portions of the
virtual memory space that are in use. The system provides physical memory storage for each
portion of the virtual memory space in use by mapping each such portion to a physical memory
device, such as a RAM memory or a hard-drive. Optionally, the mapping includes a level of

indirection that facilitates data migration, fault-tolerant operation, and load balancing.

By allowing each computer to monitor and track which portions of the virtual memory
space are in use, each computer can share the memory space. This allows the networked
computers to appear to have a single memory, and therefore can allow application programs
running on different computers to communicate using techniques currently employed to

communicate between applications running on the same machine.

In one aspect, the invention of the above-identified, incorporated-by-reference U.S.
patent application can be understood to include computer systems having a addressable shared
memory space. The systems can comprise a data network that carries data signals representative
of computer readable information a persistent memory device that couples to the data network
and that provides persistent data storage, and plural computers that each have an interface that
couples to the data network, for accessing the data network to exchange data signals therewith.
Moreover, each of the computers can include a shared memory subsystem for mapping a portion
of the addressable memory space to a portion of the persistent sforage to provide addressable

persistent storage for data signals.

In a system that distributes the storage across the memory devices of the network, the
persistent memory device will be understood to include a plurality of local persistent memory
devices that each couple to a respective one of the plural computers. To this same end, the
system can also include a distributor for mapping portions of the addressable memory space
across the plurality of local persistent memory devices and a disk directory manager for tracking

the mapped portions of the addressable memory space to provide information representative of
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the local persistent memory device that stores that portion of the addressable memory space

mapped thereon.

The systems can also include a cache system for operating one of the local persistent
memory devices as a cache memory for cache storing data signals associated with recently
accessed portions of the addressable memory space. Further the system can include a migration
controller for selectively moving portions of the addressable memory space between the local
persistent memory devices of the plural computers. The migration controller can determine and
respond to data access patterns, resource demands or any other criteria or heuristic suitable for
practice with the invention. Accordingly, the migration controller can balance the loads on the
network, and move data to nodes from which it is commonly accessed. The cache controller can
be a software program running on a host computer to provide a software managed RAM and
disk cache. The RAM can be any volatile memory including SRAM, DRAM or any other
volatile memory. The disk can be any persistent memory including any disk, RAID, tape or

other device that provides persistent data storage.

The systems can also include a coherent replication controller for generating a copy, or
select number of copies, of a portion of the addressable memory space maintained in the local
persistent memory device of a first computer and for storing the copy in the local persistent
memory device of a second computer. The coherent replication controller can maintain the

coherency of the copies to provide coherent data replication.

The systems can also be understood to provide integrated control of data stored in
volatile memory and in persistent memory. In such systems a volatile memory device has
volatile storage for data signals, and the shared memory subsystem includes an element,
typically a software module, for mapping a portion of the addressable memory space to a portion
of the volatile storage. In these systems the volatile memory device can be comprised of a
plurality of local volatile memory devices each coupled to a respective one of the plural
computers, and the persistent memory device can be comprised of a plurality of local persistent

memory devices each coupled to a respective one of the plural computers.

In these systems, a directory manager can track the mapped portions of the addressable

memory space, and can include two sub-components; a disk directory manager for tracking
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portions of the addressable memory space mapped to the local persistent memory devices, and a
RAM directory manager for tracking portions of the addressable memory space mapped to the
local volatile memory devices. Optionally, a RAM cache system can operate one of the local
volatile memory devices as a cache memory for cache storing data signals associated with

recently accessed portions of the addressable memory space.

The systems can include additional elements including a paging element for remapping a
portion of the addressable memory space between one of the local volatile memory devices and
one of the local persistent memory devices; a policy controller for determining a resource
available signal representative of storage available on each of the plural computers and, a paging
element that remaps the portion of addressable memory space from a memory device of a first
computer to a memory device of a second computer, responsive to the resource available signal;
and a migration controller for moving portions of addressable memory space between the local

volatile memory devices of the plural computers.

Optionally, the systems can include a hierarchy manager for organizing the plural
computers into a set of hierarchical groups wherein each group includes at least one of the plural
computers. Each the group can include a group memory manager for migrating portions of

addressable memory space as a function of the hierarchical groups.

The system can maintain coherency between copied portions of the memory space by
including a coherent replication controller for generating a coherent copy of a portion of

addressable memory space.

The system can generate or receive global address signals. Accordingly the systems can
include an address generator for generating a global address signal representative of a portion of
addressable memory space. The address generator can include a spanning unit for generating
global address signals as a function of a storage capacity associated with the persistent memory
devices, to provide global address signals capable of logically addressing the storage capacity of

the persistent memory devices.

In distributed systems, the directory manager can be a distributed directory manager for

storing within the distributed memory space, a directory signal representative of a storage
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location of a portion of the addressable memory space. The distributed directory manager can
include a directory page generator for allocating a portion of the addressable memory space and
for storing therein an entry signal representative of a portion of the directory signal. The
directory page generator optionally includes a range generator for generating a range signal
representative of a portion of the addressable memory space, and for generating the entry signal
responsive to the range signal, to provide an entry signal representative of a portion of the
directory signal that corresponds to the portion of the addressable memory space. Moreover, the
distributed directory manager can include a linking system for linking the directory pages to
form a hierarchical data structure of the linked directory pages as well as a range linking system
for linking the directory pages, as a function of the range signal, to form a hierarchical data

structure of linked directory pages.

As the data stored by the system can be homeless, in that the data has no fixed physical
home, but can migrate, as resources and other factors dictate, between the memory devices of
the network, a computer system according to the invention can include a directory page
generator that has a node selector for generating a responsible node signal representative of a
select one of the plural computers having location information for a portion of the shared
address space. This provides a level of indirection that decouples the directory from the
physical storage location of the data. Accordingly, the directory needs only to identify the node,
or other device, that tracks the physical location of the data. This way, each time data migrates
between physical storage locations, the directory does not have to be updated, since the node
tracking the location of the data has not changed and still provides the physical location

information.

Accordingly, the system can include page generators that generate directory f)ages that
carry information representative of a location monitor, such as a responsible computer node, that
tracks a data storage location, to provide a directory structure for tracking homeless data.
Moreover, the directory itself can be stored as pages within the virtual memory space.
Therefore, the data storage location can store information representative of a directory page, to

store the directory structure as pages of homeless data.

In another aspect, the invention of the above-identified, incorporated-by-reference U.S.

patent application can be understood as methods for providing a computer system having a
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addressable shared memory space. The method can include the steps of providing a network for
carrying data signals representative of computer readable information, providing a hard-disk,
coupled to the network, and having persistent storage for data signals, providing plural
computers, each having an interface, coupled to the data network, for exchanging data signals
between the plural computers, and assigning a portion of the addressable memory space to a
portion of the persistent storage of the hard disk to provide addressable persistent storage for

data signals.

Turning now to the drawings related to the addressable shared memory system or engine
of the above-identified, incorporated-by-reference U.S. patent application, FIG. 5 illustrates a
computer network 10 that provides a shared memory that spans the memory space of each node

of the depicted computer network 210.

Specifically, FIG. 5 illustrates a computer network 210 that includes a plurality of nodes
212a-212c¢, each having a CPU 214, an operating system 216, an optional private memory
device 218, and a shared memory subsystem 220. As further depicted in by FIG. 5, each node
212a-212¢ connects via the shared memory subsystem 220 to a virtual shared memory 222. As
will be explained in greater detail hereinafter, by providing the shared memory subsystem 220
that allows the node 212a-212c to access the virtual shared memory 222, the computer network
210 enables network nodes 212a-212¢ to communicate and share functionality using the same
techniques employed by applications when communicating between applications running on the
same machine. These techniques can employ object linking and embedding, dynamic link
libraries, class registering, and other such techniques. Accordingly, the nodes 212 can employ
the virtual shared memory 222 to exchange data and objects between application programs

running on the different nodes 212 of the network 210.

In the embodiment depicted in FIG. 5, each node 212 can be a conventional computer
system such as a commercially available IBM PC compatible computer system. The processor
214 can be any processor unit suitable for performing the data processing for that computer
system. The operating system 216 can be any commercially available or proprietary operating
system that includes, or can access, functions for accessing the local memory of the computer

system and networking.
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The private memory device 218 can be any computer memory device suitable for storing
data signals representative of computer readable information. The private memory provides the
node with local storage that can be kept inaccessible to the other nodes on the network.
Typically the private memory device 218 includes a RAM, or a portion of a RAM memory, for
temporarily storing data and application programs and for providing the processor 214 with
memory storage for executing programs. The private memory device 18 can also include
persistent memory storage, typically a hard disk unit or a portion of a hard disk unit, for the

persistent storage of data.

The shared memory subsystem 220 depicted in FIG. 5 is an embodiment of the invention
that couples between the operating system 216 and the virtual shared memory 222 and forms an
interface between the operating system 216 and the virtual shared memory to allow the
operating system 216 to access the virtual shared memory 222. The depicted shared memory
subsystem 220 is a software module that operates as a stand-alone distributed shared memory
engine. The depicted system is illustrative and other systems of the invention can be realized as
shared memory subsystems that can be embedded into an application program, or be
implemented as an embedded code of a hardware device. Other such applications can be

practiced without departing from the scope of the invention.

The depicted virtual shared memory 222 illustrates a virtual shared memory that is
accessible by each of the nodes 212a-212c¢ via the shared memory subsystem 220. The virtual
shared memory 222 can map to devices that provide physical storage for computer readable
data, depicted in FIG. 5 as a plurality of pages 224a-224d. In one embodiment, the pages form
portions of the shared memory space and divide the address space of the shared memory into
page addressable memory spaces. For example the address space can be paged into 4K byte
sections. In other embodiments alternative granularity can be employed to manager the shared
memory space. Each node 212a-212c¢ through the shared memory subsystem 220 can access
each page 224a-224d stored in the virtual shared memory 222. Each page 224a-224d represents
a unique entry of computer data stored within the virtual shared memory 222. Each page 224a-
224d is accessible to each one of the nodes 212a-212c¢, and alternatively, each node can store
additional pages of data within the virtual shared memory 222. Each newly stored page of data

can be accessible to each of the other nodes 212a-212¢. Accordingly, the virtual shared memory
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222 provides a system for sharing and communicating data between each node 212 of the

computer network 210.

FIG. 6 illustrates in functional block diagram form a computer network 230 that has a
distributed shared memory. In this embodiment, each node 212a-212¢ has a memory subsystem
232 that connects between the operating system 216 and the two local memory devices, the
RAM 234 and the disk 236, and that further couples to a network 238 that couples to each of the
depicted nodes 212a, 212b and 212c and to a network memory device 226.

More particularly, FIG. 6 illustrates a distributed shared memory network 30 that
includes a plurality of nodes 212a-212c, each including a processing unit 214, an operating
system 216, a memory subsystem 232, a RAM 234, and a disk 236. FIG. 6 further depicts a
computer network system 38 that connects between the nodes 212a-212¢ and the network
memory device 226. The network 238 provides a network communication system across these

elements.

The illustrated memory subsystems 232a-232c¢ that connect between the operating
system 216a-216c, the memory elements 234a-234c, 236a-236¢, and the network 238,
encapsulate the local memories of each of the nodes to provide an abstraction of a shared virtual
memory system that spans across each of the nodes 212a-212¢ on the network 238. The
memory subsystems 232a-232c can be software modules that act as distributors to map portions
of the addressable memory space across the depicted memory devices. The memory subsystems
further track the data stored in the local memory of each node 212 and further operate network
connections with network 238 for transferring data between the nodes 212a-212¢. In this way,
the memory subsystems 232a-232¢ access and control each memory element on the network 238
to perform memory access operations that are transparent to the operating system 216.
Accordingly, the operating system 216 interfaces with the memory subsystem 232 as an

interface to a global memory space that spans each node 212a-212¢ on the network 238.

FIG. 6 further depicts that the system 230 provides a distributed shared memory that
includes persistent storage for portions of the distributed memory. In particular, the depicted
embodiment includes a memory subsystem, such as subsystem 232a, that interfaces to a

persistent memory device, depicted as the disk 236a. The subsystem 232a can operate the
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persistent memory device to provide persistent storage for portions of the distributed shared
memory space. As illustrated, each persistent memory device 236 depicted in FIG. 6 has a
portion of the addressable memory space mapped onto it. For example, device 236a has the
portions of the addressable memory space, C,, Cy, Cy, mapped onto it, and provides persistent

storage for data signals stored in those ranges of addresses.

Accordingly, the subsystem 232a can provide integrated control of persistent storage
devices and electronic memory to allow the distributed shared memory space to span across both
types of storage devices, and to allow portions of the distributed shared memory to move
between persistent and electronic memory depending on predetermined conditions, such as

recent usage.

In one optional embodiment, the nodes of the network are organized into a hierarchy of
groups. In this embodiment, the memory subsystems 232a-232c¢ can include a hierarchy
manager that provides hierarchical control for the distribution of data. This includes controlling
the migration controller, and policy controller, which are discussed in detail below, to perform
hierarchical data migration and load balancing, such that data migrates primarily between
computers of the same group, and passes to other groups in hierarchical order. Resource

distribution is similarly managed.

FIG. 7 illustrates in more detail one shared memory subsystem 240 according to the
invention. FIG. 7 depicts a shared memory subsystem 240, that includes an interface 242, a
DSM directory manager 244, a memory controller 246, a local disk cache controller 248, and a
local RAM cache controller 250. FIG. 7 further depicts the network 254, an optional consumer
of the DSM system, depicted as the service 258, the operating system 216, a disk driver 260, a
disk element 262 and a RAM element 264.

The shared memory subsystem 240 depicted in FIG. 7 can encapsulate the memory
management operations of the network node 212 to provide a virtual shared memory that can
span across each node that connects into the network 254. Accordingly, each local node 212

views the network as a set of nodes that are each connected to a large shared computer memory.
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The depicted interface 242 provides an entry point for the local node to access the shared
memory space of the computer network. The interface 242 can couple directly to the operating
system 216, to a distributed service utility such as the depicted DSM file system 258, to a

distributed user-level service utility, or alternatively to any combination thereof.

The depicted interface 242 provides an API that is a memory oriented API. Thus, the
illustrated interface 242 can export a set of interfaces that provide low-level control of the
distributed memory. As illustrated in FIG. 7, the interface 242 exports the API to the operating
system 216 or to the optional DSM service 258. The operating system 216 or the service
employs the interface 242 to request standard memory management techniques, such as reading
and writing from portions of the memory space. These portions of the memory space can be the
pages as described above which can be 4K byte portions of the shared memory space, or other
units of memory, such as objects or segments. Each page can be located within the shared
memory space which is designated by a global address signal for that page of memory. The
system can receive address signals from an application program or, optionally, can include a
global address generator that generates the address signals. The address generator can include a
spanning module that generates address signals for a memory space that spans the storage

capacity of the network.

Accordingly, in one embodiment, the interface 242 receives requests to manipulate pages
of the shared memory space. To this end, the interface 242 can comprise a software module that
includes a library of functions that can be called by services, the OS 216, or other caller, or
device. The function calls provide the OS 216 with an API of high level memory oriented
services, such as read data, write data, and allocate memory. The implementation of the
functions can include a set of calls to controls that operate the directory manager 244, and the
local memory controller 246. Accordingly, the interface 242 can be a set of high level memory

function calls to interface to the low-level functional elements of shared memory subsystem 240.

FIG. 7 further depicts a DSM directory manager 244 that couples to the interface 242.
The interface 242 passes request signals that represent requests to implement memory operations
such as allocating a portion of memory, locking a portion of memory, mapping a portion of
memory, or some other such memory function. The directory manager 244 manages a directory

that can include mappings than can span across each memory device connected to the network
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238 depicted in FIG. 6, including each RAM and disk element accessible by the network. The
directory manager 244 stores a global directory structure that provides a map of the global
address space. In one embodiment as will be explained in greater detail hereinafter, the
directory manager 244 provides a global directory that maps between global address signals and
responsible nodes on the network. A responsible node stores information regarding the location
and attributes of data associated with a respective global address, and optionally stores a copy of
that page’s data. Consequently, the directory manager 244 tracks information for accessing any

address location within the virtual address space.

The control of the distributed shared memory can be coordinated by the directory
manager 244 and the memory controller 246. The directory manager 244 maintains a directory
structure that can operate on a global address received from the interface 242 and identify, for
that address, a node on the network that is responsible for maintaining the page associated with
that address of the shared memory space. Once the directory manager 244 identifies which node
is responsible for maintaining a particular address, the directory manager 244 can identify a
node that stores information for locating a copy of the page, and make the call to the memory
controller 246 of that node and pass to that node’s memory controller the memory request
provided by the memory interface 242. Accordingly, the depicted directory manager 244 is
responsible for managing a directory structure that identifies for each page of the shared memory
space a responsible node that tracks the physical location of the data stored in the respective
page. Thus, the directory, rather than directly providing the location of the page, can optionally
identify a responsible node, or other device, that tracks the location of the page. This indirection

facilitates maintenance of the directory as pages migrate between nodes.

The memory controller 246 performs the low level memory access functions that
physically store data within the memory elements connected to the network. In the depicted
embodiment, the directory manager 244 of a first node can pass a memory access request
through the interface 242, to the network module of the OS 216, and across the network 254 to a
second node that the directory manager 244 identifies as the responsible node for the given
address. The directory manager 244 can then query the responsible node to determine the
attributes and the current owner node of the memory page that is associated with the respective

global address. The owner of the respective page is the network node that has control over the
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memory storage element on which the data of the associated page is stored. The memory
controller 246 of the owner can access, through the OS 216 of that node or through any
interface, the memory of the owner node to access the data of the page that is physically stored

on that owner node.

In particular, as depicted in FIG. 7, the directory manager 244 couples to the network
module 252 which couples to the network 254. The directory manager can transmit to the
network module 252 a command and associated data that directs the network interface 252 to
pass a data signal to the owner node. The owner node receives the memory request across
network 254 and through network module 252 that passes the memory request to the interface
242 of that owner node. The interface 242 couples to the memory controller 246 and can pass
the memory request to the local memory controller of that owner node for operating the local
storage elements, such as the disk or RAM elements, to perform the requested memory

operation.

Once the owner node has performed the requested memory operation, such as reading a
page of data, the memory subsystem 240 of the owner node can then transfer the page of data, or
a copy of the page of data, via the network 254 to the node that originally requested access to
that portion of the shared memory. The page of data is transferred via the network 254 to the
network module 252 of the requesting node and the shared memory subsystem 240 operates the
memory controller 246 to store in the local memory of the requesting node a copy of the

accessed data.

Accordingly, in one embodiment of the invention, when a first node accesses a page of
the shared memory space which is not stored locally on that node, the directory manager 244
identifies a node that has a copy of the data stored in that page and moves a copy of that data
into the local memory of the requesting node. The local memory storage, both volatile and
persistent, of the requesting node therefore becomes a cache for pages that have been requested
by that local node. This embodiment is depicted FIG. 7 which depicts a memory controller that
has a local disk cache controller 248 and a local RAM cache controller 250. Both of these local
cache controllers can provide to the operating system 216, or other consumer pages of the shared
memory space that are cache stored in the local memory of the node, including local persistent

memory and local volatile memory.
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The shared memory subsystem can include a coherent replication controller that
maintains coherency between cached pages by employing a coherence through invalidation
process, a coherence through migration process or other coherence process suitable for practice
with the present invention. The coherent replication controller can automatically generate a
copy of the data stored in each page and can store the copy in a memory device that is separate
from the memory device of the original copy. This provides for fault tolerant operation, as the
failure of any one memory device will not result in the loss of data. The coherent replication
controller can be a software model that monitors all copies of pages kept in volatile memory and
made available for writing. The controller can employ any of the coherency techniques named
above, and can store tables of location information that identifies the location information for all

generated copies.

FIG. 8 illustrates in greater detail one embodiment of a shared memory subsystem
according to the invention. The shared memory subsystem 270 depicted in FIG. 8 includes a
remote operations element 274, a local RAM cache 276, a RAM copyset 278, a global RAM
directory 280, a disk copyset 282, a global disk directory 284, a configuration manager 288, a
policy element 290, and a local disk cache 94. FIG. 8 further depicts a network element 304, a
physical memory 300, shared data element 302, a physical file system 298, which is part of the
operating system 216, a configuration service 308, a diagnostic service 310, and a memory
access request 312. The depicted subsystem 270 can be a computer program that couples to the
physical memory, file system, and network system of the host node, or can be electrical circuit
card assemblies that interface to the host node, or can be a combination of programs and circuit

card assemblies.

The flow scheduler 272 depicted in FIG. 8 can orchestrate the controls provided by an
API of the subsystem 270. In one embodiment, the flow scheduler 272 can be a state machine
that monitors and responds to the requests 312 and remote requests through network 304 which
can be instructions for memory operations and which can include signals representative of the
global addresses being operated on. These memory operation requests 312 can act as op-codes
for primitive operations on one or more global addresses. They can be read and write requests,
or other memory operations. Alternatively, the flow scheduler 272 can be a program, such as an

interpreter, that provides an execution environment and can map these op-codes into control
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flow programs called applets. The applets can be independent executable programs that employ
both environment services, such as threading, synchronization, and buffer management, and the
elements depicted in FIG. 8. The API is capable of being called from both external clients, like
a distributed shared memory file system, as well as recursively by the applets and the other
elements 274-294 of the subsystem 270. Each element can provide a level of encapsulation to
the management of a particular resource or aspect of the system. To this end, each element can
export an API consisting of functions to be employed by the applets. This structure is illustrated
in FIG. 8. Accordingly, the flow scheduler 272 can provide an environment to load and execute
applets. The applets are dispatched by the flow scheduler 272 on a per op-code basis and can
perform the control flow for sequential or parallel execution of an element to implement the op-
code on the specified global address, such as a read or write operation. Optionally, the flow
scheduler 272 can include an element to change dynamically the applet at run time as well as

execute applets in parallel and in interpreted mode.

The depicted shared memory subsystem 270 includes a bifurcated directory manager that
includes the global RAM directory 280 and the global disk directory 284. The global RAM
directory 280 is a directory manager that tracks information that can provide the location of
pages that are stored in the volatile memory, typically RAM, of the network nodes. The global
disk directory 284 is a global disk directory manager that manages a directory structure that
tracks information that can provide the location of pages that are stored on persistent memory
devices. Together, the global RAM directory 280 and the global disk directory 284 provide the
shared memory subsystem 270 with integrated directory management for pages that are stored in

persistent storage and volatile memory.

In one embodiment a paging element can operate the RAM and disk directory managers
to remap portions of the addressable memory space between one of the volatile memories and
one of the persistent memories. In the shared memory system, this allows the paging element to
remap pages from the volatile memory of one node to a disk memory of another node.
Accordingly, the RAM directory manager passes control of that page to the disk directory
manager which can then treat the page as any other page of data. This allows for improved load
balancing, by removing data from RAM memory, and storing it in the disk devices, under the

control of the disk directory manager.
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The local memory controller of the subsystem 270 is provided by the local RAM cache
276 and the local disk cache 294. The local RAM cache 276 which couples to the physical
memory 300 of the local node can access, as described above, the virtual memory space of the
local node to access data that is physically stored within the RAM memory 300. Similarly, the
local disk cache 294 couples to the persistent storage device 298 and can access a physical

location that maintains in the local persistent storage data of the distributed shared memory.

FIG. 8 also depicts a remote operations element 274 thaf couples between the network
304 and the flow scheduler 272. The remote operations element 274 negotiates the transfer of
data across the network 304 for moving portions of the data stored in the shared memory space
between the nodes of the network. The remote operations element 274 can also request services

from remote peers, i.e. invalidate to help maintain coherency or for other reasons.

FIG. 8 also depicts a policy element 290 that can be a software module that acts as a
controller to determine the availability of resources, such as printer capabilities, hard-disk space,
available RAM and other such resources. The policy controller can employ any of the suitable
heuristics to direct the elements, such as the paging controller, disk directory manager, and other

elements to dynamically distribute the available resources.

FIG. 8 further depicts a memory subsystem 270 that includes a RAM copyset 278 and a
disk copyset 282. These copysets can manage copies of pages that are cached at a single node.
The disk copyset 282 can maintain information on copies of pages that are stored in the local
disk cache, which can be the local persistent memory. Similarly, the RAM copyset 278 can
maintain information on copies of pages that are stored in the local RAM cache which can be the
local RAM. These copysets encapsulate indexing and storage of copyset data that can be
employed by applets or other executing code for purposes of maintaining the coherency of data
stored in the shared memory space. The copyset elements can maintain copyset data that
identifies the pages cached by the host node. Further, the copyset can identify the other nodes
on the network that maintain a copy of that page, and can further identify for each page which of
these nodes is the owner node, wherein the owner node can be a node which has write privileges
to the page being accessed. The copysets themselves can be stored in pages of the distributed

shared memory space.
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The local RAM cache 276 provides storage for memory pages and their attributes. In
one embodiment, the local RAM cache 276 provides a global address index for accessing the
cached pages of the distributed memory and the attributes based on that page. In this
embodiment, the local ram cache 276 provides the index by storing in memory a list of each
global address cached in the local RAM. With each listed global address, the index provides a
pointer into a buffer memory and to the location of the page data. Optionally, with each listed
global address, the index can further provide attribute information including a version tag
representative of the version of the data, a dirty bit representative of whether the RAM cached
data is a copy of the data held on disk, or whether the RAM cached data has been modified but
not yet flushed to disk, a volatile bit to indicate if the page is backed by backing store in
persistent memory, and other such attribute information useful for managing the coherency of

the stored data.

In the embodiment depicted in FIG. 8, the memory subsystem 270 provides the node
access to the distributed memory space by the coordinated operation of the directory manager
that includes the global RAM directory 280 and the global disk directory 284, the cache
controller that includes the local RAM cache and the local disk cache elements 276 and 294, and

the copyset elements which include the RAM copyset 278 and the disk copyset 282.

The directory manager provides a directory structure that indexes the shared address
space. Continuing with the example of a paged shared address space, the directory manager of
the subsystem 270 allows the host node to access, by global addresses, pages of the shared

memory space.

FIGS. 9 and 10 illustrate one example of a directory structure that provides access to the
shared memory space. FIG. 9 depicts a directory page 320 that includes a page header 322,
directory entries 324 and 326, wherein each directory entry includes a range field 330, a
responsible node field 332, and an address field 334. The directory pages can be generated by a
directory page generator that can be a software module controlled by the directory manager. It
will be understood that the directory manager can generate multiple directories, including one
for the Global disk and one for the Global RAM directories. The depicted directory page 320
can be a page of the global address space, such as a 4K byte portion of the shared address space.
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Therefore, the directory page can be stored in the distributed shared memory space just as the

other pages to which the directory pages provide access.

As further depicted in FIG. 9, each directory page 120 includes a page header 322 that
includes attribute information for that page header, which is typically metadata for the directory
page, and further includes directory entries such as the depicted directory entries, 324 and 326,
which provide an index into a portion of the shared address space wherein that portion can be
one or more pages, including all the pages of the distributed shared memory space. The
depicted directory page 320 includes directory entries that index a selected range of global
addresses of the shared memory space. To this end, the directory generator can include a range
generator so that each directory entry can include a range field 330 that describes the start of a

range of addresses that that entry locates.

Accordingly, each directory page 320 can include a plurality of directory entries, such as
entries 324 and 326, that can subdivide the address space into a subset of address ranges. For
example, the depicted directory page 320 includes two directory entries 324 and 326. The
directory entries 324 and 326 can, for example, subdivide the address space into two sub-
portions. In this example, the start address range of the directory entry 324 could be the base
address of the address space, and the start address range of the directory entry 326 could be the
address for the upper half of the memory space. Accordingly, the directory entry 324 provides
an index for pages stored in the address space between the base address and up to the mid-point
of the memory space and, in complement thereto, the directory entry 326 provides an index to
pages stored in the address space that ranges from the mid-point of the address space to the

highest address.

FIG. 9 further depicts a directory page 320 that includes, in each directory entry, a
responsible node field 332 and the child page global address field 334. These fields 332, 334
provide further location information for the data stored in pages within the address range

identified in field 330.

FIG. 10 depicts a directory 340 formed from directory pages similar to those depicted in
FIG. 9. FIG. 10 depicts that the directory 340 includes directory pages 342, 350-354, and 360-
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366. FIG. 10 further depicts that the directory 340 provides location information to the pages of
the distributed shared memory space depicted in FIG. 10 as pages 370-384.

The directory page 342 depicted in FIG. 10 acts like a root directory page and can be
located at a static address that is known to each node coupled to the distributed address space.
The root directory page 342 includes three directory entries 344, 346, and 348. Each directory
entry depicted in FIG. 10 has directory entries similar to those depicted in FIG. 9. For example,
directory entry 344 includes a variable Co which represents the address range field 330, a
variable Nj representative of the field 332, and a variable Cs representative of the field 334. The
depicted root directory page 342 subdivides the address space into three ranges illustrated as an
address range that extends between the address Co and Cd, a second address range that extends
between the address Cd and Cg, and a third address range that extends between Cg and the

highest memory location of the address space.

As further depicted in FIG. 10, each directory entry 344, 346, and 348 points to a
subordinate directory page, depicted as directory pages 350, 352, and 354, each of which further
subdivides the address range index by the associated directory entry of the root directory 342. In
FIG. 9, this subdivision process continues as each of the directory pages 350, 352, and 354 each
again have directory entries that locate subordinate directory pages including the depicted

examples of directory pages 360, 362, 364, and 366.

The depicted example of directory pages 360, 362, 364, and 366 are each leaf entries.
The leaf entries contain directory entries such as the directory entries 356 and 358 of the leaf
entry 360, that store a range field 330 and the responsible node field 332. These leaf entries
identify an address and a responsible node for the page in the distributed memory space that is
being accessed, such as the depicted pages 370-384. For example, as depicted in FIG. 10, the
leaf entry 356 points to the page 370 that corresponds to the range field 330 of the leaf entry
356, which for a leaf entry is the page being accessed. In this way, the directory structure 340

provides location information for pages stored in the distributed address space.

In the depicted embodiment of FIG. 10, a node selector can select a responsible node for
each page, as described above, so that the leaf entry 356 provides information of the address and

responsible node of the page being located. Accordingly, this directory tracks ownership and
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responsibility for data, to provide a level of indirection between the directory and the physical
location of the data. During a memory access operation, the memory subsystem 270 passes to
the responsible node indicated in the leaf entry 356 the address of the page being accessed. The
shared memory subsystem of that node can identify a node that stores a copy of the page being
accessed, including the owner node. This identification of a node having a copy can be
performed by the RAM copyset or disk copyset of the responsible node. The node having a
copy stored in its local physical memory, such as the owner node, can employ its local cache
elements, including the local RAM cache and local disk cache to the identify from the global
address signal a physical location of the data stored in the page being accessed. The cache
element can employ the operating system of the owner node to access the memory device that
maintains that physical location in order that the data stored in the page can be accessed. For a
read-memory operation, or for other similar operations, the data read from the physical memory
of the owner node can be passed via the network to the memory subsystem of the node
requesting the read and subsequently stored into the virtual memory space of the requesting

node for use by that node.

With reference again to FIG. 10, it can be seen that the depicted directory structure 340
comprises a hierarchical structure. To this end, the directory structure 340 provides a structure
that continually subdivides the memory space into smaller and smaller sections. Further, each
section is represented by directory pages of the same structure, but indexes address spaces of
different sizes. As pages are created or deleted, a linker inserts or deletes the pages from the
directory. In one embodiment, the linker is a software module for linking data structures. The
linker can operate responsive to the address ranges to provide the depicted hierarchical structure.
Accordingly, the depicted directory 340 provides a scaleable directory for the shared address
space. Moreover, the directory pages are stored in the distributed address space and maintained
by the distributed shared memory system. A root for the directory can be stored in known
locations to allow for bootstrap of the system. Consequently, commonly used pages are copied
and distributed, and rarely used pages are shuffled off to disk. Similarly, directory pages will
migrate to those nodes that access them most, providing a degree of self-organization that

reduces network traffic.
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FIG. 11 depicts the directory of FIG. 10 being employed by a system according to the
invention. In particular FIG. 11 depicts a system 400 that includes two nodes, 406a and 406b, a
directory structure 340, and a pair of local memories having volatile memory devices 264a and
264b, and persistent memory devices 262a and 262b. Depicted node 406a includes an address
consumer 408a, a global address 410a, and interface 242a, a directory manager 244a and a
memory controller 246a. Node 406b has corresponding elements. The nodes are connected by

the network 254. The directory 340 has a root page, directory pages A-F, and pages 1-5.

Each node 406a and 406b operates as discussed above. The depicted address consumers
408a and 408b can be an application program, file system, hardware device or any other such
element that requests access to the virtual memory. In operation, the address consumers 408a
and 408b request an address, or range of addresses, and the directory manager can include a
global address generator that provides the consumer with the requested address, or a pointer to
the requested address. As addresses get generated, the respective directory managers 244a and
244b generate directory pages and store the pages in the directory structure 340. As depicted,
the directory structure 340 tracks the portions of the address space being employed by the

system 400, and physical storage for each page is provided within the local memories.

As shown in FIG. 11, the data associated with the directory pages are distributively
stored across the two local memories and duplicate copies can exist. As described above and
now illustrated in FIG. 11, the data can move between different local memories and also move,
or page, between volatile and persistent storage. The data movement can be responsive to data
requests made by memory users like application programs, or by operation of the migration
controller described above. As also described above, the movement of data between different
memory locations can occur without requiring changes to the directory 340. This is achieved by
providing a directory 340 that is decoupled from the physical location of the data by employing
a pointer to a responsible node that tracks the data storage location. Accordingly, although the
data storage location can change, the responsible node can remain constant, thereby avoiding

any need to change the directory 340.
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Shared Client-Side Web Cache

The distributed, structured file system described above provides a number of advantages
that are not readily apparent. For example, the file system 60 may be used to provide an

efficient, shared client-side Web cache.

FIG. 12 shows a typical embodiment of a system for accessing the global information
network commonly known as the Internet. The user generally uses a terminal 400 to interact
with the network. The terminal 400 may be a UNIX workstation, an Apple Macintosh, an IBM
PC or PC clone, or any other hardware device capable of running a browser program such as
Netscape Navigator or Microsoft Internet Explorer. The user requests data from a variety of
other computers connected to the global information network. One particular type of file that
may be requested is a file written in Hypertext Markup Language (HTML), commonly referred
to as “Web” pages. Although the invention will be explained in relation to HTML files, it
should be emphasized that it is applicable to any form of downloaded data, such as JAVA

applets and ActiveX controls.

HTML files generally include “tags™ that indicate to the browser application executing
on the terminal 400 that special action should be taken. For example, a tag may indicate to the
browser: that a graphics file should be displayed at a particular point in the document (typical
formats include GIF, JPEG, MPEG, and MOV files); that certain text should be centered,
bolded, or otherwise formatted before it is displayed on the screen of the terminal 400; that the
background of a document should be shaded or have a particular pattern when displayed on the
screen of the terminal 400; or that a different HTML file should be loaded in place of the HTML

file the browser is currently displaying.

The user’s terminal 400 is usually connected to a mass storage device 408. The mass
storage device 408 may be a hard disk drive, random access memory, or any other media that
allows data to be written to it. The browser program executing on the terminal 400 uses the
mass storage device 408 to store recently accessed Web pages . The cache provides a mapping

between Uniform Resource Locator addresses and locally cached files.
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For example, Internet Explorer, manufactured by Microsoft Corporation of Redmond,
Washington, caches downloaded ActiveX objects, Web pages, Web page fragments, JAVA
applets, image files, and other downloaded data. The cache is instantiated as a COM Name
Space extension object. This object supports the OLE IPERSIST API for storage access and
provides a mapping between URL addresses and locally cached files. Another example is
Netscape Navigator, manufactured by Netscape Communications Corporation of Mountain
View, California, which also caches Web pages, Web page fragments, JAVA applets, image
files, and other downloaded data within a directory which is specified as a parameter in the
browser. The browser stores downloaded data as separate files in the directory and the file

names are browser generated handles that are unique per client.

The distributed file system 60 described above allows user 400 and user 420 to share
their Internet browser caches. This is particularly advantageous if user 400 and user 420 are
employees of the same corporation or have some other close working relationship that is
facilitated by sharing their Internet Web caches. For example, if user 400 has accessed a Web
page 402 or Web site that user 420 subsequently needs to access, the Web page 402 or Web site
will appear to be cached by the browser application used by user 420. This eliminates the delay
associated with retrieving the Web page 402 or Web site over the network. Also, the distributed
file system 60 allows the size of the shared Web cache to increase as the number of users sharing
the cache increases. This results from the distributed file system 60 utilizing local memory on
each of the users’ terminals. Accordingly, much larger Web cache sizes can be achieved than

with traditional methods such as proxy servers.

Since the browser application caches are files that are stored by the browsers, it is clear
from the above description that files stored in the distributed file system described above can be
shared between both users; however, the browser application used by each user must be directed
to cache downloaded data in the same cache file. In these embodiments, an object may be
provided which redirects a users cache read or cache right to or from its local cache to the shared

cache file.

In operation, the user of terminal 400 loads data from Web server. Although this
example will use a Web page 402 as the data that is downloaded, it should be emphasized that

the data can be any form of data accessible over a network, and, in particular, HTML files,
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HTML file fragments, JAVA applets, ActiveX controls, or image files. The user of terminal 400
experiences some delay while the HTML file is transmitted by the Web server to the user’s
terminal 400. In order to avoid a similar delay should the user access the same Web page 402
again, the browser application caches the downloaded HTML page on the mass storage device
408 associated with the terminal 400 by writing the downloaded data representing the Web page
402 to a file. In traditional systems, when the user of terminal 420 desires to load the same Web
page 402, the same delay is encountered while Web server transmits the Web page 402 to the
terminal 420 and the browser application executed on the terminal 420 caches the HTML Web

page 402 on the associated mass storage device 428.

Using the distributed file system 60 described above allows the client-side Web cache,
i.e., the caches on mass storage devices 408, 428, to be shared by both users. Thus, when the
user of terminal 400 downloads the HTML page and caches it on the mass storage device 408
associated with its terminal 400, a cache file is created in the distributed file system 60. If the
user of terminal 400 desires to access that same Web page 402 again, the browser application
executing on terminal 400 retrieves the Web page 402 from its cache file instead of fetching the
Web page 402 from the Web server. Similarly, if the user of terminal 420 desires to access the
Web page 402 cached by the first user, the browser application executing on the terminal 420
accesses the cache file created by its browser. Because the cache file is shared between the
users, the browser application executing on terminal 420 will find the Web page 402 in the

cache file and display it without requiring the Web server to transmit it a second time.

For example, Internet Explorer uses two distinct client-side caches. Both caches are
stored in folders visible within the system root. One cache stores ActiveX controls, and this
cache is a standard file system directory. The second cache is for Web pages, Web page
fragments, and other downloaded data. Since Internet explorer stores downloaded data using the
data’s file name, the browser application executing on terminal 400 and terminal 420 will each
attempt to access the same file in the same directory. The directories and the files are shared by
terminal 400 and terminal 420 for systems using the shared file system 60 described above, the

browser applications executing on those terminals share their caches.

Another example is Netscape Navigator. Netscape Navigator uses a directory specified

within the browser as its cache, but file names within the cache file are browser generated
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handles which are unique for each browser. That is, the same file may be named differently

depending on whether the browser application executing on terminal 400 stored the file or the
browser application executing on terminal 420 stored the file. This problem may be solved by
providing a translation between stored file handles and files to redirect file handle requests to the
appropriate file. Such a translation can be effected by, in one embodiment, a table mapping

browser file handles to URL addresses.

As noted above, the distributed file system 60 need not be implemented using a
distributed shared memory. For example, the underlying memory may be unstructured. In
another example, the mass storage devices 408, 428 may be connected by a physical bus and
appropriate hardware may be implemented that insures the data written to one of the mass

storage devices is replicated on the other.

Variations, modifications, and other implementations of what is described herein will
occur to those of ordinary skill in the art without departing from the spirit and the scope of the
invention as claimed. Accordingly, the invention is to be defined not by the preceding

illustrative description but instead by the spirit and scope of the following claims.
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CLAIMS
What is claimed is:
1. A method for locally caching and sharing downloaded data between a plurality of client

nodes, the method comprising:

(a) providing a plurality of client nodes interconnected by a network;

(b)  storing on each node an instance of a control program for manipulating caches of
downloaded data to provide multiple, distributed instances of the control program;

() interfacing each instance of the control program to a globally addressable data
store that provides persistent storage of data;

(d) operating each instance of said control program to employ the globally
addressable data store as a memory device; and

(e) storing data downloaded by any one of the plurality of nodes in the globally

addressable data store.

2. The method of claim 1 wherein step (e) comprises storing HTML files downloaded by
any one of the plurality of nodes in the globally addressable data store.

3. The method of claim 1 wherein step (e) comprises storing ActiveX controls downloaded

by any one of the plurality of nodes in the globally addressable data store.

4. The method of claim 1 wherein step (e) comprises storing fragments of downloaded

HTML files in the globally addressable data store.

5. The method of claim 1 wherein step (e) comprises storing JAVA applets downloaded by
any one of the plurality of nodes in the globally addressable data store.

6. The method of claim 1 wherein step (€) comprises image files downloaded by any one of

the plurality of nodes in the globally addressable data store.

7. The method of claim 1 further comprising the step of:
@ retrieving downloaded data stored in the globally addressable data store by a

different one of the plurality of nodes.
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8. The method of claim 1 further comprising the step of associating a URL address with
data stored in the globally addressable data store relating to the data accessed at the URL

address.

9. A method for locally caching and sharing downloaded data between a plurality of client
nodes, the method comprising:

(a) providing a plurality of client nodes interconnected by a network;

(b)  storing on each node an instance of a control program for manipulating caches of
downloaded data to provide multiple, distributed instances of the control program;

©) interfacing each instance of the control program to a distributed shared memory
that provides persistent storage of data;

(d)  operating each instance of said control program to employ the distributed shared
memory as a memory device; and

(e) storing data downloaded by any one of the plurality of nodes in the distributed

shared memory.

10.  The method of claim 9 wherein step (€) comprises storing HTML files downloaded by

any one of the plurality of nodes in the distributed shared memory.

11. The method of claim 9 wherein step (€) comprises storing ActiveX controls downloaded

by any one of the plurality of nodes in the distributed shared memory.

12. The method of claim 9 wherein step (e) comprises storing fragments of downloaded

HTML files in the distributed shared memory.

13.  The method of claim 9 wherein step () comprises storing JAVA applets downloaded by

any one of the plurality of nodes in the distributed shared memory.

14.  The method of claim 9 wherein step (e) comprises image files downloaded by any one of

the plurality of nodes in the distributed shared memory.

15.  The method of claim 9 further comprising the step of:
@ retrieving downloaded data stored in the distributed shared memory by a different

one of the plurality of nodes.
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55 16.  The method of claim 9 further comprising the step of associating a URL address with
56  data stored in the distributed shared memory relating to the data accessed at the URL address.
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