Title: DATA TRANSFER BETWEEN RGB AND YCrCb COLOR SPACES FOR DCT INTERFACE

Abstract: A method for transferring data between an RGB color space memory (24) and a YCrCb color space memory (38) useful for a DCT block-computation engine (12) significantly increases throughput and decreases processor overhead. According to one example embodiment, a DMA function is optimized to fetch data from an external memory representing a RGB color space and to provide the data for a JPEG conversion while performing YCrCb color space conversion on the fly. More specifically, data is transferred from the RGB color space memory to a DCT block-computation engine (12) adapted to process a YCrCb color space memory. The method includes providing the data for an RGB display screen area as a tile array having C columns and R rows of tiles, where one tile corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and aCb data array. Data is fetched at addresses in the tile array by accessing the data tile one at a time, and both the row within each tile and the tile within the tile array are tracked. The addresses are generated as a function of C, the tracked row and a tracked tile within the tile array. While the data is being fetched, the fetched data is used to fill buffers for the Y, Cr and Cb data arrays corresponding to the RGB display screen area. Another embodiment is directed to data transfer to the RGB color space memory (24) from a DCT block-computation engine (12) using, effectively, the reverse operation.
Data transfer between RGB and YCRCB color spaces for DCT interface

Field Of The Invention

This invention relates to video-data processing and, more particularly, to the conversion of video data between different formats.

Background Of The Invention

The electronics industry continues to rely upon advances in semiconductor technology to realize devices that achieve increasingly complex functions at ever-increasing speeds. For many video applications, realizing higher-functioning devices requires moving data quickly between different physical memory spaces and/or different color-representation formats. Depending on the process used for moving such data, the usefulness and overall operability of the device can be significantly enhanced or detrimentally impaired.

Video communications is an example application involving video-data processing having an efficiency rating that depends heavily on how video data is moved between remotely-located terminals. A typical example application would involve first and second remotely-located terminals attempting to communicate video data over a channel such as a POTS (plain old telephone service) or ISDN line using a channel interface/driver which is appropriate for the channel. At the first terminal, video data is collected from a source in a format convenient for displaying the data at the first terminal. The collected data is then compressed into a new format and is then transmitted in the compressed format to the second terminal. Before the video data is compressed, it is converted to a format more adaptable for the compression. The second terminal then decompresses the data into another format convenient for its designated use. The efficiency rating for this type of video-data processing would therefore depend heavily on how the video data is handled as it is converted between formats and moved between remotely-located terminals.

Video-data processing applications have improved efficiency ratings using various approaches, some with particular emphasis on the video data compression formatting. A common compression format for video applications is JPEG, which generally uses a YCrCb (luma, chroma red and chroma blue) representation of the color space. However, computers typically display data using a RGB (Red, Green, Blue) color space. The RGB
color space is an advantageous color space for display because commodity displays, such as LCDs and CRTs, are controlled via RGB inputs. JPEG uses 8x8 blocks to compress colors. JPEG compression often involves changing from a flat frame buffer in RGB to YCrCb prior to compression. JPEG decompression normally involves changing the YCrCb output from JPEG to the RGB color space for display purposes.

Previous attempts to increase the efficiency rating in JPEG applications have fallen short of keeping up with some of the high-speed applications required by recent systems. For example, such attempts have involved effective use and management of the busses interlinking the respective processors and the memory units, and the manner in which the processors retrieve each of the three RGB components in the flat frame buffer for respectively converting to each of the three YCrCb components. Other approaches for efficiently moving the data from a memory display buffer in RGB format to the DCT compression stage of a JPEG compression engine have involved use of a DMA with a full-line buffer for directly piping in the RGB components for conversion to each of the three YCrCb components. Each of these approaches has been relatively disadvantageous in the context of expense (as with the use of fill-line buffering with DMAs), power consumed, and/or the requisite bandwidth of the processor and memory.

Summary

It is an object of the invention to provide an improved data transfer. The invention is defined by the independent claims.

The dependent claims define advantageous embodiments.

According to various aspects of the present invention, embodiments thereof are exemplified in the form of methods and arrangements concerning the transfer of data between an RGB color space and a YCrCb color space memory in a manner that applies to, among others, the above-discussed applications.

A more particular aspect of the present invention is directed to a specific application wherein the YCrCb color space memory is used for communication with a DCT block-computation engine. In connection with this embodiment and application, aspects of the present invention are directed to methods and arrangements for transferring data between an RGB color space memory to a DCT block-computation engine so as to significantly increase throughput and decrease processor overhead.

In a specific example embodiment, a DMA function is optimized to fetch data from an external memory representing a RGB color space and to provide the data for a JPEG
conversion while performing YCrCb color space conversion on the fly. Data is transferred from the RGB color space memory to a DCT block-computation engine adapted to process a YCrCb color space memory. The method includes providing the data for an RGB display screen area as a tile array having C columns and R rows of tiles, where one tile corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and a Cb data array. Data is fetched at addresses in the tile array by accessing the data one tile at a time, and both the row within each tile and the tile within the tile array are tracked. The addresses are generated as a function of C, the tracked row and a tracked tile within the tile array. While the data is being fetched, the fetched data is used to fill buffers for the Y, Cr and Cb data arrays corresponding to the RGB display screen area.

Another embodiment is directed specifically to data transfer to the RGB color space memory from a DCT block-computation engine using, effectively, the reverse operation.

In other more specific implementations, the present invention is directed to use of a processor arrangement programmed and configured to handle the above-described data manipulations and to compute one of the addresses as a function of: the number of tiles in the array multiplied by TN, plus a count of the tracked row multiplied by a count of C multiplied by a constant, where TN corresponds to the tracked tile number within the tile array.

In yet another more specific implementation, the processor arrangement is further programmed and configured to compute one of the addresses as a function of: the number of tiles in the array multiplied by TN, plus a count of the tracked row multiplied by a count of C multiplied by a constant, and also as a function of a count within a word segment of a tile. For instance, the tile may be implemented using 16-word segments.

The above summary is not intended to provide an overview of all aspects of the present invention. Other aspects of the present invention are exemplified and described in connection with the detailed description.

Brief Description of the Drawings

Various aspects and advantages of the present invention will become apparent upon reading the following detailed description of various embodiments and upon reference to the drawings in which:

FIG. 1 is a block diagram of a video-processing arrangement, according to an example embodiment of the present invention;
FIGs. 2a and 2b are respective diagrams of the RGB color space and the YCrCb color space format as known in the prior art;

FIGs. 3 and 4 are diagrams of a tile conversion, according to an example embodiment of the present invention, depicting the conversion of four 8x8 arrays in RGB color space (FIG. 3) to four 8x8 Y arrays for DCT compression, one 8x8 Cr array, and one 8x8 Cb array (FIG. 4);

FIGs. 5, 6 and 7 respectively illustrate an image scan flow of tiles, according to an example embodiment of the present invention, at the tile array level (FIG. 5), the tile level (FIG. 6) and the scan line level (FIG. 7);

FIG. 8 is a block diagram of a circuit used to implement a multiply function, according to an example embodiment of the present invention, for use in connection with the determination of the address to fetch data for a DCT compression;

FIG. 9 is a block diagram of an alternative circuit used to implement a multiply function, according to an example embodiment of the present invention, for use in connection with some applications where the size is predetermined;

FIG. 10a is a diagram of an example circuit for a buffering approach of the 8x8 blocks for compression, in accordance with the present invention; and

FIG. 10b is a diagram of an example flow diagram, in accordance with the present invention, depicting YCrCb data being written into various buffers in FIG. 11a.

While the invention is amenable to various modifications and alternative forms, specifics thereof have been shown by way of example in the drawings and will be described in detail. It should be understood, however, that the intention is not to limit the invention to any particular embodiment described. On the contrary, the intention invention is to cover all modifications, equivalents, and alternatives falling within the spirit and scope of the invention as defined by the appended claims.

**Detailed Description**

The present invention has a variety of applications to video data processing and has been found to be particularly advantageous for use in connection with efficiently moving data between a RGB color space and a YCrCb color space memory, e.g., for presentation to a computation engine that is better adapted to process data in the YCrCb color space memory form. While the present invention is not necessarily limited to such applications, various aspects of the invention can be appreciated through a discussion of example embodiments implemented in this context.
According to one example embodiment, the present invention is directed to a data processing arrangement wherein data is moved between a RGB color space and a YCrCb color space memory that is coupled to a JPEG DCT compression. This embodiment may have different applications. For example, in one instance the data processing arrangement may be adapted to move data from the RGB color space to the YCrCb color space memory for coupling to the JPEG DCT compression, while in another instance the data processing arrangement may be adapted to move data from the JPEG DCT compression in the YCrCb color space memory form to the RGB color space for a display. Notwithstanding the application, the RGB color space data is arranged in an RGB display screen area as a tile array having C columns and R rows of tiles, where one tile corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and a Cb data array. Data is transferred between the color space memories by fetching data from one of the color space memories and storing the fetched data at the other of the color space memories. The data is transferred as a function of C and as a function of accessing one tile at a time and tracking both the row within each tile and the tile within the tile array.

Consistent with the above embodiment, one particular application is directed to optimizing a DMA function adapted to fetch data from an external memory representing a RGB color space and to provide the data for a JPEG conversion while performing YCrCb color space conversion on the fly. The sequence passes four 8x8 blocks of red, green and blue source data in a single square tile that is 16 columns by 16 rows, which corresponds to the YCrCb color space having four 8x8 Y matrices, one 8x8 Cr matrix, and one 8x8 Cb matrix. The DMA operation (or overall sequencing) is optimized to read from memory only a single time in a sequence, which is optimal for SDRAM memory or another memory (or bus architecture) that favors linear burst fetches. The internal buffering is minimized by proceeding in an order that allows RGB to YCrCb color space conversion on the fly using, for example, simple 1024-byte buffers.

Turning now to the figures and in accordance with the present invention, FIG. 1 illustrates a block diagram of a specific example embodiment of involving high-speed data transfer between an ARM-based data processing arrangement 10 and a DCT computation processor arrangement 12 including, for example, DCT, quantizer and Huffman coding (HC) ("encoding and/or decoding") blocks 12a, 12b and 12c, respectively. The ARM-based data processing arrangement 10 includes an AHB (Advanced High-performance Bus) 16 for communications between the ARM CPU 20 and system components including, for example, system memory (e.g., SDRAM) 22, RGB memory 24, and DMA controller (DMAC) 26. A
bridge interface 28 is also connected to the bus 16 for communicatively coupling with various peripherals via an AMBA-APB (Advanced Microcontroller Bus Architecture - Advanced Peripheral Bus) 30. Although not necessarily required in all contemplated embodiments and applications, use of a high-speed bus, such as the AHB 16, is particularly useful in matching with the high throughput provided by the color conversion of the present invention. Other data high-performance bussing CPU arrangements that would benefit from implementations of the present invention include, without limitation, IBM's CoreConnect on-chip bus and Motorola's IP-bus.

The dashed lines extending from the RGB memory 24 to the AHB 16 and the DMAC 26 depict alternative data access (read and/or write) paths to the RGB memory 24; i.e., by the DMAC 26 over the AHB 16 or directly by the DMAC 26.

As mentioned above in connection with the previously-discussed embodiments, implementations of the present invention are not limited in converting between the RGB and YCrCb color spaces. As depicted for example by the bi-directional arrows and the Huffman encoding/decoding block, FIG. 1 contemplates conversion from the RGB color space to the YCrCb color space, conversion from the YCrCb color space to the RGB color space, or conversions in both directions. Such conversions are generally shown using three functionally-depicted blocks: word-line buffers 34, a color space conversion computation block 36, and a YCrCb color space memory 38. These functionally-depicted blocks (as well as other blocks shown in FIG. 1) can be implemented using any of various types of fully and/or partially programmable processors; many implementations, however, are better served using conventional ALU-type (adders, shifter and multiplier) logic in combination with various buffers.

A data processing arrangement such as described above is especially beneficial for video compression formats, such as JPEG, using a YCrCb representation of the color space. JPEG uses 8x8 blocks of colors in a YCrCb color space for processing by the DCT compression stage, whereas computers such as an ARM CPU (20 of FIG. 1) typically store display data using a RGB color space (e.g., memory 24 of FIG. 1). Where JPEG compression normally involves changing from RGB to YCrCb prior to compression, JPEG decompression involves changing the YCrCb output from JPEG to the RGB color space for storage and subsequent display purposes.

Data on a display screen is organized as columns and rows. For discussion purposes, an example display screen might have 480 column and 240 rows for a 480 by 240 display. Typical display refresh involves fetching the data continuously from the memory for
presentation to the display driver and subsequent display on the computer screen. To organize this memory with operational efficiency, the data in memory is arranged starting with the first pixel on the screen to be refreshed, to the last pixel on the screen. Display refresh starts with row 0 column 0, display buffer address 0. The column number is then incremented, until row 0 column 479 is reached. Display refresh when continues with row 1, column 0 through column 479. This process is continued until the end of the display is reached, and then the process repeats. In a common alternative approach, both the upper and lower halves of the display are refreshed at the same time. In both cases, however, the display data is located in memory in a linear order.

Placing data in the memory in the same order allows the data to be efficiently removed from the DRAM device it is stored in. This follows because DRAM devices are more efficient in retrieving data that is located in the same page as the last data accessed. Most popular DRAMs today are also very order specific and deliver data most efficiently when the data is burst from the DRAM. The display data and DRAM storage techniques work well together in allowing for efficient access of the DRAM data.

With JPEG using 8-pixel by 8-pixel blocks to compress colors represented in a YCrCb color space, it is difficult to extract data efficiently from a DRAM which presents the data in the RGB color space. This difficulty is due to the Cr and Cb data having a subsampling correspondence to the RGB data. The data to be presented to the DCT block for the Y component of the RGB color space uses all the R, G and B data from an 8x8 image block, but the data to be presented to the DCT block for the Cr and Cb components of the RGB color space uses all the R, G and B data from a 16x16 image block. To minimize redundant accesses, it is desirable that the data is not fetched multiple times from the RGB color space memory; rather, that the data is fetched only once for a given DCT for efficient processing by hardware circuitry.

As depicted in the respective diagrams of FIGs. 2a and 2b, the RGB color space format of FIG. 2a depicts 8 locations on a screen that display color in RGB format. For each location on the screen, there is a red, a green, and a blue value. The YCrCb color space format of FIG. 2b depicts the YCrCb color space that is typically used with JPEG color image storage. The Y data on the left is the luminance comprised of $0.299R + 0.587G + 0.114B$ and is intended to be proportional to the response of human eyes to brightness. The diagram of FIG. 2a has a total of 24 values, and the diagram of FIG. 2b has 12 values. This difference is because the Cr and Cb data is subsampled; that is, for each set of values in RGB there is one Y value, and for each four sets of data in RGB there is one Cr and one Cb value.
JPEG compresses 8x8 arrays of Y, Cr, and Cb data, uses a 8x8 block from memory for the Y data, and uses a 16x16 block compressed to an 8x8 block for each of the Cr and Cb data. The varying data size requirements for the different data types complicates the requirements to fetch this data from memory. It should also be noted that the Y data requires all three R G and B values to make the Y value, and the Cr and Cb data each need all three R G and B values from 4 locations (12 values in all), to make a single Cr or Cb value. It is advantageous for power and performance reasons not to require fetching this data from SDRAM multiple times.

FIGs. 3 and 4 are respective diagrams of a “tile” conversion, according to an example embodiment of the present invention. FIG. 3 depicts four 8x8 arrays in RGB color space, 3 color each, 4*8*8*3=768 bytes, together forming one tile.

FIG. 4 depicts a group of four 8x8 Y arrays, one 8x8 Cr array, and one 8x8 Cb array, with 4*8*8+8*8+8*8=384 bytes. This group of six 8x8 arrays of FIG. 4 can be readily processed by a DCT computation engine, for example, for data compression. In this instance, the term “tile” refers to the 16 by 16 section of RGB values in display memory as shown in FIG. 3. Thus, a 16 by 16 section of RGB values in display memory (referred to as a tile in this example) is used to create four 8 by 8 Y arrays for DCT compression, one 8 by 8 Cr array and one 8 by 8 Cb array.

FIGs. 5, 6 and 7 respectively illustrate increasingly more detailed views of the manner in which data is scanned during a tile conversion, such as depicted in connection with FIGs. 3 and 4. Each tile, as well as the overall array of tiles, is scanned from left to right and top to bottom, with each individual tile being completely scanned before proceeding to the next tile. FIG. 5 illustrates a display screen with an overall image scan flow of an array of twenty tiles (five columns by four rows of tiles), according to an example embodiment of the present invention. FIG. 6 shows two of the tiles in FIG. 5, with each scan of a tile traversing a 16 by 16 section of pixels. FIG. 7 illustrates the scan path for two rows of 16 pixels in one of the above-illustrated tiles, with each pixel including data for the red, green and blue values. Each scan line is 16 pixels in a line, followed by the next 16 words in the same tile. Each 16 pixels includes a Red, Green, and a Blue byte.

Accordingly, the scan path has been optimized to allow for: 1) data fetching from memory only once; 2) minimizing buffer requirements where a complete row buffer is not required; 3) data fetching from memory in a manner that is SDRAM friendly; and 4) RGB to YCrCb calculations being completed with minimum buffering and performed on the fly, therein further minimizing buffer requirements.
Also in accordance with the present invention, DMA addresses are generated as a function of the above relationship. For illustration purposes, one example implementation has data in RGB color space memory organized on 32 bit boundaries with 8 bits of each color: Red, [23:16], Green, [15:8], Blue, [7:0]. Further, this example implementation performs compression using corresponding data in a YCrCb color space, where each Y value corresponds to one RGB value, each Cr value corresponds to 4 RGB values, and each Cb value corresponds to 4 RGB values.

Using a DMAC controller (e.g., 26 of FIG. 1) to address the RGB color space memory (e.g., 24) for fetching the appropriate RGB data, a calculation is performed. For this implementation, a tile is the data in memory corresponding to the area on the screen that is used for data for a single DCT for the Cr or Cb data. Because the Cr and Cb data is subsampled, this same area also generates four 8x8 DCTs for Y data; hence, a single tile is used to generate data for six DCTs.

The calculation for determining correctly where to address the memory is based on various functions. These functions include: various counters and “NCol,” where NCol is equal to the number of tile columns. In the example tile array of FIG. 5, the number of columns is 5. The address is calculated by using the following counters:

\[ WC = \text{Word count. The WC counter is 4-bits wide, counting within a 16 word segment (0-15) of a tile, and is incremented every time a word is transferred.} \]

\[ RC = \text{Row count. The RC counter is used to count vertically through a tile. In this example application, the RC counter is a 4 bit counter, counting from 0 to 15, and is incremented every time the WC counter overflows.} \]

\[ TVCT = \text{Tile total count. The TVCT counter resets at the start of each image conversion, and increments each time the RC counter overflows. This counter is set at a length adequate to hold the count of the total number of tiles in any design.} \]

For various applications, the WC parameter is not practicably used, for example, where the bus can guarantee that 16 word bursts are always supported.

The correct address is then determined from the following computation:

\[ \text{Address} = TVCT \times 1024 + RC \times 16 \times \text{NCol} + WC \]

Moving the data from the display to the compression unit requires no more than the above calculation. Because the address at the end of any row may cause a major change in the address in memory, full adders are typically used. The total tile count (TVCT) multiply is readily implemented using conventional shifting logic, whereas the NCol computation involves a more complete multiply, or shift / add operation. In one example
embodiment the NCol computation is implemented as a simple integer multiply operation. The RC and WC can be further divided to create an optimal flow from the RGB to YCrCb generation, as the skilled artisan will recognize from this discussion.

In various embodiments, the NCol multiplication is simplified where the multiply, or shift / add is mathematically convenient. For instance, this simplified approach applies where support is needed only for the following horizontal resolutions: 128, 240, 480, 960 or 1024 pixels.

FIG. 8, for instance, illustrates a circuit used in the multiply of RC times NCol for the NCol as described in the proceeding table. The shifter 50 in FIG. 9 is functionally implemented as a multiplexer having a “constant input” providing a shift of up to 6 bits, thereby providing the mathematical operation to generate a number having a value up to $2^6$ greater than the input number represented by RC.

The multiply by five and multiply by three blocks 52 and 54, respectively, are similarly implemented. For instance, to multiply by five, the input to the block 52 would be shifted to the left twice and the result is added to the input. FIG. 9 illustrates such a shift/add circuit for implementing the multiply by five block 52 of FIG. 8. Blocks 56 and 58 of FIG. 8 are multiplexers, each with a lower input indicating whether to pass the output of the previous multiply block or to pass its input (a “constant”).

The following table illustrates where these common horizontal resolutions can be supported for the example circuit of FIG. 8 with a series of shifts and several adds.

<table>
<thead>
<tr>
<th>Horizontal Pixels</th>
<th>Horizontal Tiles</th>
<th>Binary Shift</th>
<th>Multiply by 5?</th>
<th>Multiply by 3?</th>
</tr>
</thead>
<tbody>
<tr>
<td>128</td>
<td>8</td>
<td>3</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>240</td>
<td>15</td>
<td>0</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>480</td>
<td>30</td>
<td>1</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>960</td>
<td>60</td>
<td>2</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>1024</td>
<td>64</td>
<td>3</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>640</td>
<td>40</td>
<td>3</td>
<td>Yes</td>
<td>No</td>
</tr>
</tbody>
</table>

In the above table, the entries in the first, second and third columns correspond to the lower inputs of each of blocks 50, 56 and 58, respectively. The entry in the first column indicates the number of binary shifts for block 50. The entry in the second column indicates if the multiplexer block 56 should pass the output of the multiply by five block, and the entry in the third column indicates if the multiplexer block 58 should pass the output of the multiply by three block.
In some applications the size of the tile array is known beforehand, as is the case for digital cameras and devices with fixed image capture inputs; in these applications, the skilled artisan will recognize that the NCol multiply function can be reduced further.

FIG. 10a illustrates another example circuit 100 for efficiently moving data between a RGB color space memory and a YCrCb color space memory. The upper portion of FIG. 10a illustrates the previously described data flow from an RGB space through the YCrCb conversion for presentation to as DCT blocks to a DCT computation engine for data compression and transmission through a channel 102, which is typically adapted to feed a high-speed driver (not shown) communicatively coupled to a remote terminal. The lower portion of FIG. 10a illustrates the inverse data flow, in compressed form through the channel 102, to an inverse DCT ("IDCT") computation engine for decompression into DCT blocks (YCrCb color space) for conversion to an RGB space.

More specifically, circuit of FIG. 10a includes a DCT SDRAM address generator 104 which is adapted to fetch data from the RGB color space memory (not shown) for compression and to store data in the RGB color space memory after decompression. At block 106, the fetched RGB data gathered and distributed, e.g., by a DMAC, to word line buffers 108a for presentation to block 110 which computes the color space conversion values for their presentation to the four Y buffers 112a-112d and the pairs of CrA and CrB buffers 112e-112h. As these buffers 112a-h are filled, they are accessed as DCT blocks for compression by the DCT block 114, the quantizer 116 and the Huffman decoder 118. In many applications, a data multiplexer (not shown) is used to present the video data along with data from other parallel sources for transmission via the channel 102.

The data-processing path from the channel 102 to the RGB color space memory follows inversely from the above discussion, and FIG. 10a denotes the corresponding blocks (e.g., block 110 corresponds to block 110'). Where the compression/decompression functions are processor-implemented, for example, using a specialized or dedicated DSP, many applications share these hardware resources.

FIG. 10b shows the DCT blocks as they are filled and available for the DCT functional block. The Y1, Y2 and CrA, CrB buffers are filling at the same time. However, the Y1 and Y2 blocks are completed prior to the CrA and CbA because this data is subsampled. The Y1 and Y2 blocks can be sent to the DCT block as soon as they are complete. This is shown above as #1. At #2, the second set of Y buffers, Y3 and Y4, can begin to fill and the process of fetching the CbA and CbB buffers continues. At #2 the
processing of the two Y buffers, Y1 and Y2 can begin. It is assumed that a single DCT block is available and the Y1 is processed followed by the Y2. When the Y3 and Y4 buffers are complete and the DCT block is available, the DCT conversions can continue with the Y3 block, #4 above. Also, when the Y2 buffer is free, the memory fetch can start again, #5, as a extra set of Cr buffers, CrB and CbB are available. Depending upon the speed of the memory subsystem and the speed of the DCT block, #4 and #5 can occur in any order. A DCT for a single 16x16 block generates 4 Y blocks, 1 Cr block, and 1 Cb block. This circuit, however, has 4 Y buffers, 2 Cr buffers, and 2 Cb buffers. This asymmetry is intentional, as the Y data is available as two groups of two each, allowing pipelining, and the Cr and Cb data is not available until the completion of the entire 16x16 block.

The various embodiments described above are provided by way of illustration only and are not intended to limit the invention. Those skilled in the art will readily recognize various modifications and changes that may be made to the present invention without strictly following the example embodiments and applications illustrated and described herein. For example, use of either a JPEG format or data compression/decompression is not necessarily required, as other applications may benefit from conversion between an RGB color space and a YCrCb color space using the present invention, the scope of which is set forth in the following claims.

In the claims, any reference signs placed between parentheses shall not be construed as limited the claim. The word “comprising” does not exclude the presence of elements or steps other than those listed in a claim. The word “a” or “an” preceding an element does not exclude the presence of a plurality of such elements. The invention can be implemented by means of hardware comprising several distinct elements, and by means of a suitably programmed computer. In the device claim enumerating several means, several of these means can be embodied by one and the same item of hardware. The mere fact that certain measures are recited in mutually different dependent claims does not indicate that a combination of these measures cannot be used to advantage.
CLAIMS:

1. A method for transferring data between an RGB color space memory (24) and a YCrCb color space memory (38) useful for presentation to a DCT block-computation engine (12), the method comprising:
   - providing the data in the RGB color space memory (24) with an RGB display screen area as a tile array having C columns and R rows of tiles, where one tile (Fig. 3) corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and a Cb data array;
   - transferring data between the color space memories (24, 38) by fetching data from one of the color space memories and storing the fetched data at the other of the color space memories, the data being transferred as a function of C and as a function of accessing one tile (Fig. 3) at a time and tracking both the row within each tile and the tile within the tile array.

2. The method of claim 1, further including compressing the transferred data in the YCrCb color space memory (38).

3. The method of claim 1, further including decompressing the data in the YCrCb color space memory (38) before transferring the data.

4. A method for transferring data between an RGB color space memory (24) and a YCrCb color space memory (38) useful for presentation to a DCT block-computation engine (12), the method comprising:
   - providing the data in the RGB color space memory (24) with an RGB display screen area as a tile array (Fig. 3) having C columns and R rows of tiles, where one tile (Fig. 3) corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and a Cb data array;
   - fetching data at addresses in the tile array by accessing the data one tile at a time, tracking both the row within each tile and the tile within the tile array, the addresses being a function of C, the tracked row and a tracked tile within the tile array; and
while the data is being fetched, using the fetched data to fill buffers for the Y, Cr and Cb data arrays corresponding to the RGB display screen area.

5  The method of claim 4 further including performing a DCT on the data in the respective buffer for the Y, Cr and Cb data arrays.

6  The method of claim 4 further including computing one of the addresses as a function of a count of the tracked row multiplied by a count of C.

7  The method of claim 4 further including computing one of the addresses as a function of: the number of tiles in the array multiplied by TN, plus a count of the tracked row multiplied by a count of C multiplied by a constant, where TN corresponds to the tracked tile number within the tile array.

8  The method of claim 4 wherein the one tile corresponds to RGB data for a DCT of a Cr data array, a Cb data array, and four Y data arrays.

9  The method for transferring data between an RGB color space memory (24) and a YCrCb color space memory (38) useful for presentation to a DCT block-computation engine (12), the method comprising:

   providing the RGB color space memory (24) with an RGB display screen area as a tile array having C columns and R rows of tiles, where one tile (Fig. 3) corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and a Cb data array;
   etching data in the YCrCb color space memory (38); and

while the data is being fetched, writing the fetched data to the tile array by addressing one tile (Fig. 3) at a time, the addresses determined as a function of C and a function of tracking both the row within each tile and the tile within the tile array.

10. The circuit arrangement for transferring data between an RGB color space memory (24) and a YCrCb color space memory (38) useful for presentation to a DCT block-computation engine (12), the arrangement comprising:

   means for providing the data in the RGB color space memory (24) with an RGB display screen area as a tile array having C columns and R rows of tiles, where one tile
(Fig. 3) corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and a Cb data array; and

means for transferring data between the color space memories (24, 38) by fetching data from one of the color space memories and storing the fetched data at the other of the color space memories, the data being transferred as a function of C and as a function of accessing one tile at a time and tracking both the row within each tile (Fig. 3) and the tile within the tile array.

11. A circuit arrangement for transferring data between an RGB color space memory (12) and a YCrCb color space memory (38) useful for presentation to a DCT block-computation engine (12), the arrangement comprising:

   a processor arrangement (34, 36, 110) programmed and configured to provide the data in the RGB color space memory (24) with an RGB display screen area as a tile array having C columns and R rows of tiles, where one tile corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and a Cb data array, the processor arrangement being further programmed and configured to transfer data between the color space memories (24, 38) by fetching data from one of the color space memories and storing the fetched data at the other of the color space memories, the data being transferred as a function of C and as a function of accessing one tile at a time and tracking both the row within each tile and the tile within the tile array.

12. The circuit arrangement of claim 11, wherein the processor arrangement (34, 36, 110) is further programmed and configured to compute one of the addresses as a function of: the number of tiles in the array multiplied by TN, plus a count of the tracked row multiplied by a count of C multiplied by a constant, where TN corresponds to the tracked tile number within the tile array.

13. A circuit arrangement for transferring data between an RGB color space memory (24) and a YCrCb color space memory (38) useful for presentation to a DCT block-computation engine (12), comprising:

   a processor arrangement (34, 36, 110) programmed and configured to provide the data in the RGB color space memory (24) with an RGB display screen area as a tile array having C columns and R rows of tiles, where one tile corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and a Cb data array, the processor arrangement being
further programmed and configured to fetch data at addresses in the tile array by accessing the data one tile at a time, tracking both the row within each tile and the tile within the tile array, the addresses being a function of C, the tracked row and a tracked tile within the tile array, and while the data is being fetched, to use the fetched data to fill buffers for the Y, Cr and Cb data arrays corresponding to the RGB display screen area.

14. The circuit arrangement of claim 13, wherein the processor arrangement (34, 36, 110) is further programmed and configured to compute said one of the addresses as a function of a count within a word segment of a tile (Fig. 3).

15. A circuit arrangement for transferring data between an RGB color space memory (24) and a YCrCb color space memory (38) useful for presentation to a DCT block-computation engine (12), the arrangement comprising:

a processor arrangement (34, 36, 110) programmed and configured to provide

the RGB color space memory (24) with an RGB display screen area as a tile array having C columns and R rows of tiles, where one tile (Fig. 3) corresponds to sufficient RGB data for a DCT of at least one of a Cr data array and a Cb data array, the processor arrangement (34, 36, 110) being further programmed and configured to fetch data in the YCrCb color space memory, and, while the data is being fetched, to write the fetched data to the tile array by

addressing one tile at a time, the addresses determined as a function of C and a function of tracking both the row within each tile and the tile within the tile array.
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