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REMOTE AUTO PROVISIONING AND PUBLICATION OF APPLICATIONS

BACKGROUND

[0001] Remote computing systems, such as Terminal Services™ by the Microsoft® Corporation, enable multiple users to access remote applications hosted on a server computer. Services that are provided may also include various authentication systems that prevent unauthorized users from accessing the applications.

[0002] In such a remote computing system environment, a system administrator may load applications onto a server computer. Thereafter, as a part of defining various policies and governing security, the system administrator may set policies for one or more users. Such policies may allow or restrict the number of applications or type of operations that the users may perform at the server computer. For example, the system administrator may restrict the availability of a particular application to a certain group of users. Subsequently, the system administrator may also publish the list of applications accessible to the users on a webpage, based on the policies. The users can then access the relevant applications directly from the webpage onto which they are published.

[0003] Upon completion of provisioning process, the system administrator can set policies related to accessing the applications for one or more users. The policies may include, for example, assigning read/write rights to certain user for some applications. The system administrator can publish the list of the applications
for each user through one or more web pages. The web pages act as user interfaces for users and include application icons through which the users can access the applications. The process of loading the applications in the server and subsequently publishing these applications for use by the users are time consuming and tedious. Therefore, there remains a need to improve the way the applications are stored in the server computer and published for use by the users.

SUMMARY

[0004] This summary is provided to introduce concepts relating to remote auto provisioning and publication of applications. These concepts are further described below in the detailed description. The presented summary is not intended to identify essential features of the claimed subject matter, nor is it intended for use in determining the scope of the claimed subject matter.

[0005] In an implementation, application packages in a folder or file system are identified or discovered, coordination is performed with an application runtime component or virtualization coordinator, and a remote application provisioning component or provisioning module makes the application available to user.

BRIEF DESCRIPTION OF THE DRAWINGS

[0006] The detailed description is described with reference to the accompanying figures. In the figures, the left-most digit(s) of a reference number identifies the figure in which the reference number first appears. The same
numbers are used throughout the drawings to reference like features and components.

[0007] Fig. 1 is a block diagram illustrating an exemplary network architecture for remote auto provisioning and publication of applications.

[0008] Fig. 2 is a block diagram illustrates a server computer for implementing remote auto provisioning and publication of applications.

[0009] Fig. 3 is flow diagram illustrating an exemplary workflow for remote auto provisioning and publication of applications.

[0010] Fig. 4 is a flowchart illustrating an exemplary process for implementing remote auto provisioning of applications.

[0011] Fig. 5 is a flowchart illustrating an exemplary process for implementing remote auto publication of applications.

[0012] Fig. 6 is a block diagram illustrating an exemplary computing environment.

DETAILED DESCRIPTION

[0013] This disclosure is directed to techniques for implementing remote auto provisioning and publication of applications in a remote computing environment, such as Terminal Services™ by the Microsoft® Corporation. In particular, the disclosure is directed to providing, in a remote computing environment, faster provisioning and publication of remote applications to users. The techniques herein address this challenge by providing an auto provisioning and publication of applications hosted on the remote or terminal server computer. The
auto provisioning process enables automatic installation of applications. The applications can have their respective file packages stored in the server. Subsequently, publication of these applications is performed automatically. This reduces the latency involved in provisioning and publication of remote applications, thereby making the process more efficient.

[00014] The techniques described herein may be used in many different operating environments and systems. Multiple and varied implementations are described below. An exemplary environment that is suitable for practicing various implementations is discussed in the following.

[00015] Exemplary systems and methodologies for implementing remote auto provisioning and publication of applications in a remote computing environment are described in the general context of computer-executable instructions (program modules) being executed by a computing device such as a personal computer. Program modules generally include routines, programs, objects, components, data structures, etc., that perform particular tasks or implement particular abstract data types. While the systems and methods are described in the foregoing contexts, acts and operations described hereinafter is implemented in hardware or other forms of computing platforms.

20 An Exemplary Network Architecture

[00016] Fig. 1 shows an exemplary network architecture 100 for implementing remote auto provisioning and publication of applications. To this end, the network architecture 100 includes a network 102 through which any
number of client devices 104-1, 104-2, . . . , 104-N (collectively referred to as client devices 104) communicate with a remote server or server computer 106. For example, the network architecture 100 can include a server computer 106, interacting with numerous personal computers (PCs), web servers, and other computing devices spread throughout the world. Alternatively, in another possible implementation, the network architecture 100 can include a limited number of PCs communicating with a single server through a local area network (LAN) or wide area network (WAN) or any other networks. In yet another implementation, the network architecture 100 can include one or more client devices 104 connected directly to the server computer 106.

[00017] The network 102 can include a local area network (LAN), wide area network, wireless network, optical network, metropolitan area network (MAN), etc. The client devices 104 can include a general-purpose computing device, a laptop, a mobile computing device, and so on.

[00018] The server computer 106 may host several remote applications accessible by the client devices 104. An information technology (IT) or system administrator can copy a collection of files associated with an application and store the copied files at a predefined location in the server 106. For example, the predefined location can be a folder, a file system, and so on. As an example, the collection of files may be necessary for the proper installation of the respective application. Examples of such collection of files include, but are not limited to, application bits, configuration files, and so on. The collection of files may be obtained from an external source such as a compact disc, floppy disc, other
computing devices, and so on. In an implementation, the collection of files may be stored in a predefined location located in an external storage device connected to the server computer 106 over the network 102.

[00019] Server computer 106 may implement remote auto provisioning and publication of applications through program modules 108. The program modules 108 may include a virtualization coordinator 110, a provisioning module 112, and a publishing module 114. The virtualization coordinator 110 identifies the presence of any collection of files associated with any application by frequently monitoring the predefined location. In an implementation, upon identifying the collection of files, the virtualization coordinator 110 copies the collection of files into the server computer 106 for installing an application. The provisioning module 112 gathers the collection of files and installs the application onto the server computer 106 based on the configuration files present in the collection of files.

[00020] In an implementation, the virtualization coordinator 110 may identify the presence of the collection of files and instruct the provisioning module 112 to directly collect the collection of files from the predefined location for installation of the application.

[00021] The virtualization coordinator 110 can also construct the necessary data based on which the application can be published. For example, the data may include application icons, application paths, application names, remote desktop protocol (RDP) files, and so on. In an implementation, once the data is constructed, the virtualization coordinator 110 may instruct the publishing module 114 to publish the application on a web page for access by users through client devices.
104. The publishing module 114 publishes the application in the web page based on the data received from the virtualization coordinator 110. In an implementation, the application may be published in an existing web page that may include applications previously included by the system administrator. The web page may be a user interface that may present the application using a specific application icon to the user. Such a web page may be displayed to the user upon receiving a request at the server 106 from one or more of the client devices 104.

**Exemplary Server Implementation**

[00022] Fig. 2 shows an exemplary architecture and functional components of server computer 106 for implementing remote auto provisioning and publication of applications. The server 106 includes processor(s) 200, system memory 202, network interfaces 204, and I/O interfaces 206. The network interfaces 204 provides connectivity to a wide variety of networks, such as network 102, and others such as wired networks (e.g., LAN, cable, etc.) and wireless networks (e.g., WLAN, cellular, satellite, etc.). The input/output interfaces 206 provide data input and output capabilities for the server computer 106. The input/output interfaces 206 may include, for example, a mouse port, a keyboard port, etc.

[00023] The system memory 202 stores the program modules 108 and program data 208. Program modules 108 include, for example, the virtualization coordinator 110, the provisioning module 112, the publishing module 114, a runtime module 210, a control management module 212, and other modules 214.
(e.g., an Operating System or OS for providing a runtime environment, networked communications between multiple users, etc.).

[00024] The virtualization coordinator 110 can provide several functions, including acting as a central unit to a remote computing (e.g., Terminal Services™) environment; performing file package identification by monitoring the predefined location; and initiating the process of automatic provisioning and publication of the applications to the users.

[00025] As noted earlier, the virtualization coordinator 110 may be employed for identifying the presence of collection of files related to the application in a predefined location. The virtualization coordinator 110 may instruct the runtime module 210 to collect the collection of files and store them in the server computer 106 as a new file package 216. The virtualization coordinator 110 triggers the provisioning module 112 to provision the application locally to the users through the client devices 104.

[00026] In an implementation, the virtualization coordinator 110 may instruct the provisioning module 112 to collect the new file package 216 and provision the application to the client devices 104. For example, the provisioning module 112 (i.e., a Microsoft® SoftGrid™ client) may be instructed by the virtualization coordinator 110 to copy the new file package 216 and install the application in the server 106. In such a case, the new file package 216 can be a Microsoft® SoftGrid™ package. In such cases, provisioning module 112 can employ a Microsoft® SoftGrid™ application runtime environment to provision the application. It is to be noted that Microsoft® SoftGrid™ application runtime...
environment allows applications to be deployed in real-time to client devices 104 from the server computer 106.

[00027] Once the application may be made available to the users, the virtualization coordinator 110 instructs the publishing module 114 to publish the application so as to be accessed by the users, such as client devices 104. As discussed above, prior to instructing the publishing module 114 to publish the application, the virtualization coordinator 110 can construct the data necessary to generate a request for publication of application.

[00028] The control management module 212 controls the operation of the virtualization coordinator 110. For example, the control management module 212 can start or stop the execution of the virtualization coordinator 110 based on requests received from the system administrator. The interaction between the control management module 212 and the virtualization coordinator 110 is further described in detail below in reference to Fig. 3.

[00029] In an implementation, during the publication process the publishing module 114 may update a preexisting list of applications accessible to the users with the newly available applications to generate an updated list 218. Based on the updated list 218, the publishing module 114 generates an application publishing web page 220 presentable to the users through the client devices 104.

[00030] In an implementation, the publishing module 114 can publish the application publishing web page 220, by appending the preexisting list of applications with the updated list 218. In another implementation, the application publishing web page 220 may be a previously existing web page that may be
updated with the application. Therefore, the server computer 106 upon request from the user may display the application publishing web page 220.

**Exemplary Workflow Diagram**

[00031] Fig 3 illustrates an exemplary workflow diagram 300 for auto provisioning and publication of applications. The workflow 300 shows a stepwise flow of a process from storing of the collection of files at a predefined location to a stage where the application is published and made available to the users.

[00032] The workflow 300 shows the virtualization coordinator 110 that continuously monitors a predefined location 302 to identify arrival of any files that may be indicative of the presence of files associated with a new application (process 304). The files may be copied into the predefined location 302 by the system administrator. In an implementation, the virtualization coordinator 110 may be configured to collect and copy files associated with the application to be installed and save it in server computer 106 as new file package 216 (i.e., process 306). In another instance, new file package 216 may be a persistent storage memory that may be included in the server computer 106.

[00033] The virtualization coordinator 110 can instruct the provisioning module 112 to provision or install the application for local use in the server 106 based on the files stored in the new file package 216 (i.e., process 308). In an implementation, during the process 308, the virtualization coordinator 110 may instruct the provisioning module 112 to collect files associated with the application to be installed from the predefined location 302. Upon receipt of such an
instruction, the provisioning module 112 collects files of the application to be
installed from the predefined location 302 (i.e., process 310).

[00034] The system administrator can configure the control management
module 212 to initiate or terminate the operation of the virtualization coordinator
110 through a virtualization configuration user interface (UI) 312 (i.e., processes
314 and 316). In an implementation, the virtualization coordinator 110 may
operate based on the instructions received from the system administrator directly
through the virtualization configuration UI 312 as shown by process 318.

[00035] A process 320 shows the instructions given by the virtualization
coordinator 110 to the publishing module 114 to publish the application to a web
page, and made available to the remote users. The publishing module 114 then
adds the application into the updated list 218 during a process 322. It is to be noted
that the updated list 218 may be a preexisting list of application that may be
continuously updated with new applications. In one implementation, the updated
list 218 may be used to validate any application request generated by the user
through the client devices 104. The updated list 218 may be displayed through the
application publishing web page 220 to the user during an interaction 324.

Exemplary Methods

[00036] Exemplary processes for remote auto provisioning and publication of
applications are described with reference to Figs. 1-3. The processes may be
described in the general context of computer executable instructions. Generally,
computer executable instructions can include routines, programs, objects,
components, data structures, procedures, modules, functions, and the like that perform particular functions or implement particular abstract data types. The processes may also be practiced in a distributed computing environment where functions are performed by remote processing devices that are linked through a communications network. In a distributed computing environment, computer executable instructions may be located in both local and remote computer storage media, including memory storage devices.

[00037] Fig. 4 illustrates an exemplary method 400 for remote auto provisioning of applications. Process 400 is illustrated as a collection of blocks in a logical flow graph, which represents a sequence of operations that can be implemented in hardware, software, or a combination thereof. In the context of software, the blocks represent computer instructions that, when executed by one or more processors, perform the recited operations.

[00038] The order in which the method is described is not intended to be construed as a limitation, and any number of the described method blocks can be combined in any order to implement the method, or alternate method. Additionally, individual blocks may be deleted from the method without departing from the spirit and scope of the subject matter described herein. Furthermore, the method can be implemented in any suitable hardware, software, firmware, or a combination thereof, without departing from the scope of the invention.

[00039] At block 402, files associated with application that is to be installed are transferred into a predefined location. For example, a system administrator collects the collection of files associated with an application from an external
source connected to the server computer 106 and copies the collection of files to the predefined location 302.

[00040] At block 404, arrival of the files associated with application in the predefined location is identified. For example, the virtualization coordinator 110 may monitor the predefined location 302 periodically to determine whether collection of files related to applications to be installed on the server computer 106 are present. The control management module 212 may send instructions based on inputs received from the system administrator through the virtualization configuration UI 312. The inputs may be for example, instructions to control the operation of the virtualization coordinator 110.

[00041] At block 406, the application is be pre-cached for local use. The virtualization coordinator 110 may gather the collection of files associated with the application from the predefined location 302 and store the collection of files as the new file package 216 in the server computer 106. In an implementation, the virtualization coordinator 110 may instruct the provisioning module 112 to collect the new file package 216 for local use.

[00042] At block 408, the application is provisioned for remote client device. The virtualization coordinator 110 may instruct the provisioning module 112 to install the application so that the application is available for users, such as client devices 104. In one implementation, the provisioning module 112 may be also configured to set the rights of each user and policies associated with the accessibility of the application based on the inputs received from the system administrator.
For example, the virtualization coordinator 110 may communicate to the provisioning module 112, that the application may be accessible to a set of users. Such communications may be provided by the system administrator through the virtualization configuration UI 312 to the virtualization coordinator 110. Once such rights and policies are set by the provisioning module 112, the application may be ready for access by users.

Fig. 5 illustrates an exemplary method 500 for remote auto publication of applications. At block 502, data necessary for generating a request for publication of new application is constructed. The virtualization coordinator 110 may generate the data for the publication of the new application on a web page made available to the users, such as client devices 104, for access. As mentioned previously, the data may include for example, application name, application path, application icon, and RDP files. For example, when an application icon is published, a user may access the application by selecting the application icon.

At block 504, a request for publication of the new application to remote users is generated. For example, the virtualization coordinator 110 may collect the data required for publication and instruct the publishing module 114 to publish the new application based on the collected data. Additionally, the virtualization coordinator 110 may transfer the data to the publishing module 114 so as to provide the supporting details for publication of the new application.

At block 506, a list of applications to be published is determined. For example, the publishing module 114 may identify the applications presently accessed by the users. Based on these applications, the publishing module 114 may
generate the list of applications, such as on a web page. In an implementation, the publishing module 114 may identify a list of applications that previously existed on the server computer 106 and publish details of the new applications as an appended list.

At block 508, the list of applications is updated with the new application. For example, the publishing module 114 may include the new application in the list of applications to generate an updated list 218 of applications.

At block 510, the new application is published in a web page. The publishing module 114 publishes the application along with the applications present in the updated list in the web page. The web page may be accessed by the user to use the new application.

An Exemplary Computer Environment

Fig. 6 illustrates an exemplary general computer environment 600, which can be used to implement the techniques described herein, and which may be representative, in whole or in part, of elements described herein. The computer environment 600 is only one example of a computing environment and is not intended to suggest any limitation as to the scope of use or functionality of the computer and network architectures. Neither should the computer environment 600 be interpreted as having any dependency or requirement relating to any one or combination of components illustrated in the example computer environment 600.

Computer environment 600 includes a general-purpose computing-based device in the form of a computer 602. Computer 602 can be, for example, a
desktop computer, a handheld computer, a notebook or laptop computer, a server computer, a game console, and so on. The components of computer 602 can include, but are not limited to, one or more processors or processing units 604, a system memory 606, and a system bus 608 that couples various system components including the processor 604 to the system memory 606.

[00051] The system bus 608 represents one or more of any of several types of bus structures, including a memory bus or memory controller, a peripheral bus, an accelerated graphics port, and a processor or local bus using any of a variety of bus architectures. By way of example, such architectures can include an Industry Standard Architecture (ISA) bus, a Micro Channel Architecture (MCA) bus, an Enhanced ISA (EISA) bus, a Video Electronics Standards Association (VESA) local bus, and a Peripheral Component Interconnects (PCI) bus also known as a Mezzanine bus.

[00052] Computer 602 typically includes a variety of computer readable media. Such media can be any available media that is accessible by computer 602 and includes both volatile and non-volatile media, removable and non-removable media.

[00053] The system memory 606 includes computer readable media in the form of volatile memory, such as random access memory (RAM) 610, and/or non-volatile memory, such as read only memory (ROM) 612. A basic input/output system (BIOS) 614, containing the basic routines that help to transfer information between elements within computer 602, such as during start-up, is stored in ROM 612 is illustrated. RAM 610 typically contains data and/or program modules that
are immediately accessible to and/or presently operated on by the processing unit 604.

[00054] Computer 602 may also include other removable/non-removable, volatile/non-volatile computer storage media. By way of example, Figure 6 illustrates a hard disk drive 616 for reading from and writing to a non-removable, non-volatile magnetic media (not shown), furthermore figure 6 illustrates a magnetic disk drive 618 for reading from and writing to a removable, non-volatile magnetic disk 620 (e.g., a "floppy disk"), additionally figure 6 illustrates an optical disk drive 622 for reading from and/or writing to a removable, non-volatile optical disk 624 such as a CD-ROM, DVD-ROM, or other optical media. The hard disk drive 616, magnetic disk drive 618, and optical disk drive 622 are each connected to the system bus 608 by one or more data media interfaces 626. Alternately, the hard disk drive 616, magnetic disk drive 618, and optical disk drive 622 can be connected to the system bus 608 by one or more interfaces (not shown).

[00055] The disk drives and their associated computer-readable media provide non-volatile storage of computer readable instructions, data structures, program modules, and other data for computer 602. Although the example illustrates a hard disk 616, a removable magnetic disk 620, and a removable optical disk 624, it is to be appreciated that other types of computer readable media which can store data that is accessible by a computer, such as magnetic cassettes or other magnetic storage devices, flash memory cards, CD-ROM, digital versatile disks (DVD) or other optical storage, random access memories (RAM), read only memories (ROM), electrically erasable programmable read-only memory (EEPROM), and the
like, can also be utilized to implement the exemplary computing system and environment.

[00056] Any number of program modules can be stored on the hard disk 616, magnetic disk 620, optical disk 624, ROM 612, and/or RAM 610, including by way of example, an operating system 626, one or more applications 628, other program modules 630, and program data 632. Each of such operating system 626, one or more applications 628, other program modules 630, and program data 632 (or some combination thereof) may implement all or part of the resident components that support the distributed file system.

[00057] A user can enter commands and information into computer 602 via input devices such as a keyboard 634 and a pointing device 636 (e.g., a "mouse"). Other input devices 638 (not shown specifically) may include a microphone, joystick, game pad, satellite dish, serial port, scanner, and/or the like. These and other input devices are connected to the processing unit 604 via input/output interfaces 640 that are coupled to the system bus 608, but may be connected by other interface and bus structures, such as a parallel port, game port, or a universal serial bus (USB).

[00058] A monitor 642 or other type of display device can also be connected to the system bus 608 via an interface, such as a video adapter 644. In addition to the monitor 642, other output peripheral devices can include components such as speakers (not shown) and a printer 646, which can be connected to computer 602 via the input/output interfaces 640.
Computer 602 can operate in a networked environment using logical connections to one or more remote computers, such as a remote computing-based device 648. By way of example, the remote computing-based device 648 can be a personal computer, portable computer, a server, a router, a network computer, a peer device or other common network node, and the like. The remote computing-based device 648 is illustrated as a portable computer that can include many or all of the elements and features described herein relative to computer 602.

Logical connections between computer 602 and the remote computer 648 are depicted as a local area network (LAN) 650 and a general wide area network (WAN) 652. Such networking environments are commonplace in offices, enterprise-wide computer networks, intranets, and the Internet.

When implemented in a LAN networking environment, the computer 602 is connected to a local network 650 via a network interface or adapter 654. When implemented in a WAN networking environment, the computer 602 typically includes a modem 656 or other means for establishing communications over the wide network 652. The modem 656, which can be internal or external to computer 602, can be connected to the system bus 608 via the input/output interfaces 640 or other appropriate mechanisms. It is to be appreciated that the illustrated network connections are exemplary and that other means of establishing communication link(s) between the computers 602 and 648 can be employed.

In a networked environment, such as that illustrated with computing environment 600, program modules depicted relative to the computer 602, or portions thereof, may be stored in a remote memory storage device. By way of
example, remote applications 658 reside on a memory device of remote computer 648. For purposes of illustration, applications and other executable program components such as the operating system are illustrated herein as discrete blocks, although it is recognized that such programs and components reside at various times in different storage components of the computing-based device 602, and are executed by the data processor(s) of the computer.

[00063] Various modules and techniques may be described herein in the general context of computer-executable instructions, such as program modules, executed by one or more computers or other devices. Generally, program modules include routines, programs, objects, components, data structures, etc. that performs particular tasks or implement particular abstract data types. Typically, the functionality of the program modules may be combined or distributed as desired in various embodiments.

[00064] An implementation of these modules and techniques may be stored on or transmitted across some form of computer readable media. Computer readable media can be any available media that can be accessed by a computer. By way of example, and not limitation, computer readable media may comprise "computer storage media" and "communications media."

[00065] "Computer storage media" includes volatile and non-volatile, removable and non-removable media implemented in any method or technology for storage of information such as computer readable instructions, data structures, program modules, or other data. Computer storage media includes, but is not limited to, RAM, ROM, EEPROM, flash memory or other memory technology,
CD-ROM, digital versatile disks (DVD) or other optical storage, magnetic cassettes, magnetic tape, magnetic disk storage or other magnetic storage devices, or any other medium which can be used to store the desired information and which can be accessed by a computer.

Alternately, portions of the framework may be implemented in hardware or a combination of hardware, software, and/or firmware. For example, one or more application specific integrated circuits (ASICs) or programmable logic devices (PLDs) could be designed or programmed to implement one or more portions of the framework.

CONCLUSION

Although embodiments for implementing remote auto provisioning and publication of applications have been described in language specific to structural features and/or methods, it is to be understood that the subject of the appended claims is not necessarily limited to the specific features or methods described. Rather, the specific features and methods are disclosed as exemplary implementations for providing remote auto provisioning and publication of applications.
CLAIMS

What is claimed is:

1. A server computer (106) comprising:
   one or more processors (200);
   a memory (210) configured to the processors;
   a virtualization coordinator (110) in the memory, to identified a collection of
   files related to an application; and
   a provisioning module in the memory that is provided with instructions by
   the virtualization coordinator to install the collection of files on the server.

2. The server computer of claim 1, wherein the virtualization
   coordinator performs one or more of the following: identifies the location of the
   collection of files, initiates provisioning and publication of the application to
   remote users.

3. The server computer of claim 1, wherein the provisioning module
   installs the collection of files for use by remote users.

4. The server computer of claim 1 further comprising one or more of the
   following: a publishing module that publishes that the application is available for
   users, a runtime module that is instructed by the virtualization coordinator to collect
   the collection of files and store them in the server computer as a new file package,
and a control management module that controls operation of the virtualization coordinator.

5. The server computer of claim 5, wherein the publishing module adds the application to a list of other applications available to users.

6. A method (400) comprising:
   identifying (404) arrival of files associated with an application;
   pre-caching (406) the application for local use by remote users; and
   provisioning (408) the application for remote devices used by the remote users.

7. The method of claim 6, wherein the identifying is performed by periodically monitoring a predefined location.

8. The method of claim 6, wherein the pre-caching includes gathering a collection of files associated with the application and storing the files as a new file package.

9. The method of claim 6, wherein the provisioning includes one or more of the following: installing the application on a remote server that is accessible by the users, transferring files associated with the application to a
predefined location, wherein the identifying includes identifying files at the predefined location.

10. The method of claim 6, wherein provisioning includes setting user rights and policies associated with the application.

11. A method (500) comprising:
    constructing (502) data to generating a request for publication of an application;
    generating (504) to remote users, the request for publication based on the data;
    determining (506) a pre-existing list of applications available to the remote users;
    updating (508) the list of applications with the application; and
    publishing (510) the updated list of applications.

12. The method of claim 11, wherein the constructing data includes data from one or more of the following: application name, application path, application icon, and RDP files.

13. The method of claim 11, wherein the generating includes collecting the data for publishing and publishing the application based on the data.
14. The method of claim 11, wherein the determining includes identifying applications that previously existed and appending any new applications to the list.

15. The method of claim 11, wherein the publishing is to a web page and the users access the web page to use the applications.
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