Title: MANAGING CHANGES TO COLLECTIONS OF DATA

Abstract: Managing changes to a collection of records includes storing a first set of records (116) in a data storage system (112), the first set of records representing a first version of the collection of records, and validating a proposed change (104) to the collection of records specified by an input received over a user interface (102). The data storage system is queried based on validation criteria (110) associated with the proposed change, and a first result is received in response to the querying. A second set of records is processed representing changes (114) not yet applied to the collection of records to generate a second result. The first result is updated based on the second result to generate a third result. The third result is processed to determine whether the proposed change is valid according to the validation criteria.
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BACKGROUND

This description relates to managing changes to collections of data.

Computing systems, such as database systems, provide various mechanisms for managing changes in collections of data. In some cases, users propose and implement changes to data stored in databases. In general, databases include rules that define how the stored data can be altered.

SUMMARY

In one aspect, in general, a method for managing changes to a collection of records includes storing a first set of records in a data storage system, the first set of records representing a first version of the collection of records. The method further includes validating a proposed change to the collection of records specified by an input received over a user interface. The validating includes: querying the data storage system based on validation criteria associated with the proposed change and receiving a first result in response to the querying, processing a second set of records representing changes not yet applied to the collection of records to generate a second result, updating the first result based on the second result to generate a third result, and processing the third result to determine whether the proposed change is valid according to the validation criteria.

In another aspect, in general, a computer-readable storage medium stores a computer program for managing changes to a collection of records. The computer program includes instructions for causing a computing system to: store a first set of records in a data storage system, the first set of records representing a first version of the collection of records; and validate a proposed change to the collection of records specified by an input received over a user interface. The validating includes: querying the
data storage system based on validation criteria associated with the proposed change and receiving a first result in response to the querying, processing a second set of records representing changes not yet applied to the collection of records to generate a second result, updating the first result based on the second result to generate a third result, and processing the third result to determine whether the proposed change is valid according to the validation criteria.

In another aspect, in general, a computing system for managing changes to a collection of records includes: a data storage system storing a first set of records, the first set of records representing a first version of the collection of records; and at least one processor configured to validate a proposed change to the collection of records specified by an input received over a user interface. The validating includes: querying the data storage system based on validation criteria associated with the proposed change and receiving a first result in response to the querying, processing a second set of records representing changes not yet applied to the collection of records to generate a second result, updating the first result based on the second result to generate a third result, and processing the third result to determine whether the proposed change is valid according to the validation criteria.

In another aspect, in general, a computing system for managing changes to a collection of records includes: means for storing a first set of records, the first set of records representing a first version of the collection of records; and means for validating a proposed change to the collection of records specified by an input received over a user interface. The validating includes: querying the data storage system based on validation criteria associated with the proposed change and receiving a first result in response to the querying, processing a second set of records representing changes not yet applied to the collection of records to generate a second result, updating the first result based on the second result to generate a third result, and processing the third result to determine whether the proposed change is valid according to the validation criteria.

Aspects can include one or more of the following features. The first set of records includes a metadata map that maps one or more source values to respective target values. The proposed change is invalidated if one of the one or more source values are mapped to two or more different target values. Processing the third result includes identifying
whether applying the proposed change would result in a creation of one or more duplicate records. Identifying whether applying the proposed change would result in a creation of one or more duplicate records includes identifying one or more duplicate rows. The one or more duplicate rows are identified using one or more source values as the validation criteria. The second set of records includes one or more changesets that represent proposed changes to the first set of records that have been entered into a user interface. The input includes an instruction to apply changes associated with a previously-saved changeset to the first set of records. Validating the proposed change to the collection of records includes validating the proposed change against other proposed changes specified in the user interface by the input. The user interface includes one or more filters to selectively display one or more subsets of sets of records. A notification is generated if the proposed change is not validated. The notification identifies a portion of the proposed change that violates the validation criteria.

Aspects can include one or more of the following advantages. For example, the techniques described herein can be used to maintain the integrity and accuracy of various databases and files. The techniques described herein may also allow an administrator to efficiently maintain one or more record systems.

Other features and advantages of the invention will become apparent from the following description, and from the claims.

**DESCRIPTION OF DRAWINGS**

FIG. 1 is a block diagram of a system for executing graph-based computations.

FIG. 2 is a flowchart of an exemplary procedure for managing changes to a collection of records.

FIG. 3 is a screenshot of an exemplary computing environment.

FIGS. 4A and 4B are screenshots of exemplary computing environments.

**DESCRIPTION**

FIG. 1 shows an exemplary computing environment 100 in which techniques for managing changes to collections of data (e.g., data structured as records) can be used. The system 100 includes a data storage system 112 that may include one or more sources of data such as storage devices or connections to online data streams, each of which may
store data in any of a variety of storage formats (e.g., database tables, spreadsheet files, flat text files, or a native format used by a mainframe).

A processing environment 106 includes a processing engine 108 and a validation engine 110. The processing environment 106 may be hosted on one or more general-purpose computers under the control of a suitable operating system, such as the UNIX operating system. For example, the processing environment 106 can include a multiple-node parallel computing environment including a configuration of computer systems using multiple central processing units (CPUs), either local (e.g., multiprocessor systems such as SMP computers), or locally distributed (e.g., multiple processors coupled as clusters or MPPs), or remotely, or remotely distributed (e.g., multiple processors coupled via a local area network (LAN) and/or wide-area network (WAN)), or any combination thereof.

Storage devices providing the data storage system 112 may be local to the processing environment 106, for example, being stored on a storage medium connected to a computer running the processing environment 106 (e.g., a hard drive), or may be remote to the processing environment 106, for example, being hosted on a remote system (e.g., a mainframe) in communication with a computer running the processing environment 106, over a remote connection.

The processing environment 106 (and/or its associated components, such as the processing engine 108) can receive data from a variety of types of systems including different forms of database systems. The data may be organized as records having values for respective fields (also called "attributes" or "columns"), including possibly null values. When first reading data from a data source, the processing environment 106 typically starts with some initial format information about records in that data source. In some circumstances, the record structure of the data source may not be known initially and may instead be determined after analysis of the data source. The initial information about records can include the number of bits that represent a distinct value, the order of fields within a record, and the type of value (e.g., string, signed/unsigned integer) represented by the bits.

The computing environment 100 also includes a user interface 102 configured to communicate commands from a user 101 to the processing environment 106. In some
examples, and as described in further detail below, the user 101 can use the user interface 102 to input a proposed record change 104. For example, the user 101 may attempt to alter one or more records in a set of records 116 stored in the data storage system 112 by entering a proposed record change 104 that includes the addition and/or deletion of rows or columns from a table in the set of records 116, or changes to the values in one or more fields of a table. The user interface 102 can also communicate information from the processing environment 106 to the user 101 using a variety of output devices, such as computer displays, speakers, and the like. For example, the user interface 102 can include a graphical display that can graphically represent the information stored in the data storage system 112 (e.g., by displaying a grid that represents the columns and rows of a database table).

The processing engine 108 and the validation engine 110 use the proposed record change 104 and information retrieved from the data storage system 112 to validate and/or implement changes to the set of records 116 stored in the data storage system 112. The information retrieved from the data storage system 112 can include information related to one or more pending record changes 114 (e.g., changes to the set of records 116 that have not yet been implemented, but may have already been validated and/or saved). In some examples, the pending record changes are referred to as "changesets." In general, the processing engine 108 receives and processes record data, including data that represents instructions for altering one or more sets of records. The processing engine 108 may use data from the proposed records change 104, the pending records changes 114, and the set of records 116 to generate or execute instructions for changing the set of records 116 stored in the data storage system 112. In some examples, the validation engine 110 validates the instructions for changing the collection of records before the instructions are executed (e.g., by the processing engine 108) to alter the collection of records. While the processing environment 106 contains both the processing engine 108 and the validation engine 110, the processing environment 106 can divide its tasks among any number of individual task engines. For example, a single task engine could perform the functions of both the processing engine 108 and the validation engine 110. Similarly, the tasks performed by the processing engine 108 and the validation engine 110 could be divided among a plurality of sub task engines.
The data stored in the data storage system 112 is accessible to the processing environment 106. The data storage system 112 may also be directly or indirectly accessible to the user interface 102 in which a developer 101 is able to propose and implement changes to the data stored in the data storage system 112. In some examples, the user interface 102 is associated with a development environment for developing applications such as dataflow graphs that include vertices (representing components or datasets) connected by directed links (representing flows of work elements) between the vertices. For example, such an environment is described in more detail in U.S. Publication No. 2007/0011668, entitled "Managing Parameters for Graph-Based Applications," incorporated herein by reference. A system for executing such graph-based computations is described in U.S. Patent 5,566,072, EXECUTING COMPUTATIONS EXPRESSED AS GRAPHS, incorporated herein by reference. Dataflow graphs made in accordance with this system provide methods for getting information into and out of individual processes represented by graph components, for moving information between the processes, and for defining a running order for the processes. This system includes algorithms that choose interprocess communication methods (for example, communication paths according to the links of the graph can use TCP/IP or UNIX domain sockets, or use shared memory to pass data between the processes).

FIG. 2 shows a flowchart for an exemplary procedure 200 for managing changes to record collections. The procedure 200 can be performed by one or more of the modules in the computing environment 100 (e.g., the processing engine 108).

A first set of records is stored (202) in a data storage system, the first set of records representing a first version of a collection of records. In some examples, the collection of records represents a collection of information that is to be accurately maintained and updated for use in processing data, such as metadata maps. In general, a metadata map can specify a translation of values between two different systems. For example, if a first system uses the values M (male) and F (female) to define a "gender" field, and a second system uses the values 0 (male) and 1 (female) to define the gender field, a metadata map can be used to translate values from the first ("source") system to the second ("target") system (e.g., M→0, F→1). Mappings can be made between single
fields or between sets of fields (e.g., mapping multiple columns from a first system to a second system). For example, consider a first system that stores a record containing a first column representing a gender of a person and a second column representing a state in which the person lives. In this example, the gender code may depend on the states, where a first gender code mapping is used for one state and a second gender code mapping is used for another state. Records with the state MA may map the value 1 to Male, but records with the state NY may map the value 3 to male. In this example, the combination MA/0 maps to Male, the combination MA/1 maps to Female, and the combination NY/3 maps to male.

In some examples, metadata maps provide a translation from one (and only one) source value to a target value. In these examples, metadata maps cannot provide a translation for M→0 as well as F→0, as such a translation could cause an error. This manner of translation would essentially destroy the distinction between "M" and "F," as the two different source values would be mapped to the same target value. Accordingly, in many cases, each target value may only be associated with one source value. In other implementations, if it is not desirable for a target system to maintain a distinction between two differing source values (e.g., M and F), then multiple source values could be mapped to the same target value.

A proposed change to the collection of records specified by an input is validated (204). In some examples, validating (204) the proposed change includes a validation process 205 that includes the procedures 206, 208, 210, and 212. That is, in validating (204) the proposed change, the data storage system is queried based on validation criteria associated with the proposed change, and a first result is received in response to the query (206). For example, after receiving information about the proposed record change 104, the processing engine 108 queries the data storage system 112. In some examples, querying the data storage system 112 causes the data storage system 112 to return a first result that identifies rows and/or columns which are relevant to the rows and/or columns affected by the proposed changes 104. The validation criteria on which the query is based represent a set of values from source or target columns of a particular row. For example, source column validation criteria can be used to validate that implementing the proposed change 104 will not result in duplicate rows in the set of records 116, while
values from target columns can be used to validate that a map between source and target values is reversible (e.g., to confirm that each set of target values is unique). The processing engine 108 may store the first result (e.g., in local memory) for later use in validating the proposed record change 104. To generate a second result, a second set of records ("changesets") is processed that represents changes not yet applied to the collection of records (208). For example, the processing engine 108 can processes the pending record changes 114 stored in the data storage system 112 in order to generate a second result that represents changes that may conflict with the proposed record change 104. For example, if the proposed record change 104 contained an instruction to modify a value of row X the processing engine could extract any instructions from the pending record changes 114 that relate to row X. The information extracted from the pending record changes 114 is stored (e.g., in local memory) as the second result. In some implementations, the processing engine 108 can pass the first result to the validation engine 110 in order to validate the proposed record change 104 without considering the pending record changes 114. Similarly, the processing engine 108 can pass the second result to the validation engine 110 in order to validate the pending record changes 114 without considering the proposed record change 104. In some examples, changesets can be generated using one or more of the environments and techniques shown in FIGs. 4A, 4B (described in more detail below).

The first result is updated based on the second result to generate a third result (210). For example, after a generation of the first and second result in the manner discussed above, the processing engine 108 can update the first result with information from the second result to generate a third result. In some examples, the third result includes rows and/or columns identified in the first and second results. The third result can be processed to determine whether the proposed change is valid according to the validation criteria (212). For example, the processing engine 108 can pass the third result and the proposed record change 104 to the validation engine 110. The validation engine 110 can then compare the proposed record change 104 (e.g., using the validation criteria identified in the proposed record change 104) to determine whether the proposed record change 104 is valid (214). Determining whether the proposed changes to the set of records is valid may include one or more of checking for duplicate source values,
verifying that each set of source values maps to a unique set of target values, and verifying that any ranges (e.g., date ranges) do not overlap.

If the proposed change was determined to be invalid (NO), the proposed change is rejected (218). One or more user notifications can also be generated (220). In some examples, the notifications can identify one or more reasons why the proposed change was invalidated. For example, if the validation engine 110 rejects a proposed change because the proposed change includes instructions to modify a row that has been deleted in the pending record change 114, a notification can be generated on the user interface 102 that identifies the conflict between the proposed record change 104 and the pending record changes 114.

If the proposed change is determined to be valid (YES), the proposed change can be applied to the collection of records. For example, if the validation engine 110 determines that the proposed change 104 are valid according to the validation criteria, the processing engine 106 (or another suitable entity) can modify the set of records 116 according to the instructions provided in the proposed record change 104. For example, if the proposed record change 104 contains an instruction to modify a row in the set of records 116, and the validation engine 110 determines that the proposed record change 104 is valid according to the validation criteria, the processing engine 108 may modify a row in the set of records 116 identified in the proposed record change 104.

In some examples, the validation process querying rows from an external table based on a validation criteria, which may be either a set of source values or a set of target values. A data storage system (e.g., a metadata storage repository) may then be queried for saved rows on a current changeset that represent an update or a deletion of an external row. In some examples, this query of the data storage system might not use the validation criteria, because the nature of the override may mean that the resulting row no longer matches the validation criteria. External rows may be removed that no longer match the validation criteria based on the saved overrides from the data storage system. The data storage system may then be queried for rows that match the validation criteria. Some or all of the resulting rows that match the unique identifier of an external row that is already in the validation set may replace the corresponding external row. Other rows that match the validation criteria may then be added to the set. Finally any unsaved
changes from a user interface may replace or remove existing rows with the same unique identifier from the validation set based on whether the latest change matches the validation criteria. Unsaved rows that match the validation criteria and represent new rows (e.g., inserts for the external table) may be added to the validation set. The final set of rows can then be used to apply the validation.

FIG. 3 is an exemplary screenshot of an environment 300 that could be displayed, for example, on the user interface 102. Users (e.g., user 101) may use the environment 300 to view and interact with one or more records. The environment 300 provides a file explorer 312, which displays an arrangement of files using one or more organization systems. In this example, the files are organized into hierarchies (e.g., the parent "mappings" contains a child node "Maps," which in turn contains a number of sub-child node files. Users can navigate the file explorer to select and display one or more files, such as the selected file 303.

After a file has been selected, one or more filters 314 can be applied to the data associated with the selected file 303. The application of the filters 314 can alter the type or amount of data that will be displayed in the environment 300. For example, a filter 314 could be applied to the selected file 303 to suppress the display of rows for which target values have not been entered.

In this example, the selected file 303 is a metadata map. As discussed above, in general, a metadata map can be a translation of values between two different systems. In FIG. 3, the metadata map includes five rows 302, including a first row 304. The metadata map also includes two columns 306, including a first column 308 and a second column 310. Referring to the first row 304, the first column 308 represents a source value (P001) for a piece of metadata. The second column 310 represents a target value (Y) for the same piece of metadata. Thus, in this example, the first column 308 and the second column 310 define a metadata map for the first row 304 of the selected file 303, mapping the source value P001 to a target value of "Y."

FIGS. 4A and 4B are exemplary environments 400A, 400B that demonstrate a technique in which rows associated with invalid proposed changes are automatically provided in a viewing environment so that a user can see a visual representation of a rule violation. FIG. 4A is an exemplary screenshot of an environment 400A that is similar to
the environment 300 (FIG. 3) described above. The environment 400A displays metadata associated with a selected file, and includes a first row 404. In this example, a filter 402 causes the environment 400A to display only rows in which the source value has a value of "P002," which includes the first row 404. A first column of the first row 404 includes a source value 406 P002, which is mapped to a target value 408 "N" in a second column of the first row 404. Accordingly, the first row 404 represents a metadata map for the source value 406 P002.

FIG. 4B shows an environment 400B in which a user (or other entity) has added a second row 410 that represents an invalid change. As described above, an invalid change can result in a notification being generated to inform a user of a rule violation (e.g., a violation of validation criteria), even despite the existence of a filter that would normally suppress rows of a type represented by the notification. For example, as in FIG. 4A, the filter 402 remains in effect, which might typically limit the displayed rows to rows in which the source value has a value of P002. However, in this example, a second row 410 has been added (e.g., as a proposed change 104), which proposes mapping a source value 412 "P003" to a target value 414 "X." Upon analyzing the proposed change, the proposed change is invalidated with respect to either or both of a first result (e.g., a first result associated with the set of records 116) and a second result (e.g., a second result associated with the pending record changes 114). In this example, because the validation criteria specifies that a single source value cannot be mapped to more than one target value, the proposed mapping of the source value 412 P003 to the target value X 414 is invalid because it conflicts with a pre-existing mapping of the source value 412 P003 to a target value 407 "Y," represented by conflicting row 409.

The validation process can be triggered using a variety of techniques. For example, a user may activate a "validate change" control that instructs the validation engine 110 (FIG. 1) to validate proposed changes to the collection of records. The validation process can also be triggered after the change is entered into the user interface (e.g., the environment 400A, 400B). In some examples, the validation process can occur in real time, and can validate changes to the collection of records as a user enters (e.g., types) the changes into the user interface. Thus, the validation process may validate proposed changes against a stored (e.g., externally stored) collection of records, a stored
set of pending record changes (e.g., changesets), and changes that appear in a user
interface but have not yet been saved as changesets or applied to the collection of records
(e.g., a first change in the user interface can be validated against other changes in the user
interface that have not yet been implemented or saved as changesets).

After the proposed change is invalidated, the conflicting row 409 can rendered in
the environment 400B, even despite the application of the filter 402 which would
otherwise suppress rows having a source value other than P002. In this case, the
conflicting row 409 is rendered adjacent to the offending row (row 410) that represents
the invalid proposed change. In addition, one or more notifications 414, 416 can be
generated to draw a user's attention to the invalid proposed change. In order to correct
the invalid proposed change, the user can either delete the proposed change, or can
modify the proposed change and/or any conflicting values in order to satisfy the
validation rule(s) that were violated.

The environment 400B also includes a save control 418 and a save and submit
control 420 that can be activated by a user. In some examples, activation of the save
control 418 will save any proposed changes entered by the user, but will not apply the
proposed changes to the set of records (e.g., the data associated with the set of records
will not be altered in response to activating the save control 418). Instead, activation of
the save control 418 can cause the generation of a file (e.g., a changeset) that contains a
saved proposed change that has not yet been applied to the set of records (e.g., the
pending records changes 114 shown in FIG. 1). The save and submit control 420 can be
activated by a user in order to both save the proposed changes and apply them to the set
of records. Thus, if the proposed changes are determined to be valid (e.g., by the process
200 described with regard to FIG. 2), the set of records will be altered according to the
proposed changes. In some examples, users can access a changeset in order to further
edit the changeset or to implement the changes represented by the changeset. The
implementation of a changeset to the collection of records can be subject to a validation
process similar to the process 200 (FIG. 2). When implementing a changeset (e.g.,
applying the proposed changes in the changeset to a collection of records), the changeset
may represent the proposed change 104, and the pending record changes 114 may be one
or more changesets that are different from the changeset that is being validated.
The techniques for managing changes to record collections described above can be implemented using software for execution on a computer. For instance, the software forms procedures in one or more computer programs that execute on one or more programmed or programmable computer systems (which may be of various architectures such as distributed, client/server, or grid) each including at least one processor, at least one data storage system (including volatile and non-volatile memory and/or storage elements), at least one input device or port, and at least one output device or port. The software may form one or more modules of a larger program, for example, that provides other services related to the design and configuration of dataflow graphs. The nodes and elements of the graph can be implemented as data structures stored in a computer readable medium or other organized data conforming to a data model stored in a data repository.

The software may be provided on a storage medium, such as a CD-ROM, readable by a general or special purpose programmable computer or delivered (encoded in a propagated signal) over a communication medium of a network to the computer where it is executed. All of the functions may be performed on a special purpose computer, or using special-purpose hardware, such as coprocessors. The software may be implemented in a distributed manner in which different parts of the computation specified by the software are performed by different computers. Each such computer program is preferably stored on or downloaded to a storage media or device (e.g., solid state memory or media, or magnetic or optical media) readable by a general or special purpose programmable computer, for configuring and operating the computer when the storage media or device is read by the computer system to perform the procedures described herein. The inventive system may also be considered to be implemented as a computer-readable storage medium, configured with a computer program, where the storage medium so configured causes a computer system to operate in a specific and predefined manner to perform the functions described herein.

A number of embodiments of the invention have been described. Nevertheless, it will be understood that various modifications may be made without departing from the spirit and scope of the invention. For example, some of the steps described above may be order independent, and thus can be performed in an order different from that described.
It is to be understood that the foregoing description is intended to illustrate and not to limit the scope of the invention, which is defined by the scope of the appended claims. For example, a number of the function steps described above may be performed in a different order without substantially affecting overall processing. Other embodiments are within the scope of the following claims.

What is claimed is:
CLAIMS:

1. A method for managing changes to a collection of records, the method including:
   storing a first set of records in a data storage system, the first set of records representing a first version of the collection of records; and validating a proposed change to the collection of records specified by an input received over a user interface, the validating including:
   querying the data storage system based on validation criteria associated with the proposed change and receiving a first result in response to the querying,
   processing a second set of records representing changes not yet applied to the collection of records to generate a second result,
   updating the first result based on the second result to generate a third result, and
   processing the third result to determine whether the proposed change is valid according to the validation criteria.

2. The method of claim 1, wherein the first set of records includes a metadata map that maps one or more source values to respective target values.

3. The method of claim 2, further including invalidating the proposed change if one of the one or more source values are mapped to two or more different target values.

4. The method of claim 1, wherein processing the third result includes identifying whether applying the proposed change would result in a creation of one or more duplicate records.

5. The method of claim 4, wherein identifying whether applying the proposed change would result in a creation of one or more duplicate records includes identifying one or more duplicate rows.
6. The method of claim 4, wherein the one or more duplicate rows are identified using one or more source values as the validation criteria.

7. The method of claim 1, wherein the second set of records includes one or more changesets that represent proposed changes to the first set of records that have been entered into a user interface.

8. The method of claim 1, wherein the input includes an instruction to apply changes associated with a previously-saved changeset to the first set of records.

9. The method of claim 1, wherein validating the proposed change to the collection of records includes validating the proposed change against other proposed changes specified in the user interface by the input.

10. The method of claim 1, wherein the user interface includes one or more filters to selectively display one or more subsets of sets of records.

11. The method of claim 1, further including generating a notification if the proposed change is not validated.

12. The method of claim 11, wherein the notification identifies a portion of the proposed change that violates the validation criteria.

13. A computer-readable storage medium storing a computer program for managing changes to a collection of records, the computer program including instructions for causing a computing system to:

   store a first set of records in a data storage system, the first set of records representing a first version of the collection of records; and
   
   validate a proposed change to the collection of records specified by an input received over a user interface, the validating including:
querying the data storage system based on validation criteria associated with the proposed change and receiving a first result in response to the querying, processing a second set of records representing changes not yet applied to the collection of records to generate a second result, updating the first result based on the second result to generate a third result, and processing the third result to determine whether the proposed change is valid according to the validation criteria.

14. A computing system for managing changes to a collection of records, the computing system including:

- a data storage system storing a first set of records, the first set of records representing a first version of the collection of records; and
- at least one processor configured to validate a proposed change to the collection of records specified by an input received over a user interface, the validating including:
  - querying the data storage system based on validation criteria associated with the proposed change and receiving a first result in response to the querying,
  - processing a second set of records representing changes not yet applied to the collection of records to generate a second result,
  - updating the first result based on the second result to generate a third result, and
  - processing the third result to determine whether the proposed change is valid according to the validation criteria.

15. A computing system for managing changes to a collection of records, the computing system including:

- means for storing a first set of records, the first set of records representing a first version of the collection of records; and
means for validating a proposed change to the collection of records specified by an input received over a user interface, the validating including:

querying the data storage system based on validation criteria associated with the proposed change and receiving a first result in response to the querying,

processing a second set of records representing changes not yet applied to the collection of records to generate a second result,

updating the first result based on the second result to generate a third result, and

processing the third result to determine whether the proposed change is valid according to the validation criteria.
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<table>
<thead>
<tr>
<th>PurPoNumber</th>
<th>Source AgreementLegalFlag</th>
<th>Target AgreementLegalFlag</th>
<th>Last Modified By</th>
<th>Last Modified Date</th>
</tr>
</thead>
<tbody>
<tr>
<td>P001</td>
<td>Y</td>
<td>N</td>
<td></td>
<td></td>
</tr>
<tr>
<td>P002</td>
<td>Y</td>
<td>N</td>
<td></td>
<td></td>
</tr>
<tr>
<td>P003</td>
<td>Y</td>
<td>N</td>
<td></td>
<td></td>
</tr>
<tr>
<td>P004</td>
<td>Y</td>
<td>N</td>
<td></td>
<td></td>
</tr>
<tr>
<td>P005</td>
<td>N</td>
<td>N</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**FIG. 3**

**SUBSTITUTE SHEET (RULE 26)**
400A

**FIG. 4A**

<table>
<thead>
<tr>
<th>Source: AgreementLegalSt_MSA</th>
<th>Target: AgreementLegalSt_SAP</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>PurPoNumber</strong></td>
<td><strong>LegalFlag</strong></td>
</tr>
<tr>
<td>P002</td>
<td>Filter...</td>
</tr>
<tr>
<td>402</td>
<td></td>
</tr>
</tbody>
</table>

New

<p>| | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>P002</td>
<td>N</td>
</tr>
<tr>
<td></td>
<td>406</td>
<td>408</td>
</tr>
</tbody>
</table>

Comment: 404
### FIG. 4B

**Changeset Name:** override map (1469)

<table>
<thead>
<tr>
<th>Source: AgreementLegalSt_MSA</th>
<th>Target: AgreementLegalSt_SAP</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>PurPoNumber</strong></td>
<td><strong>LegalFlag</strong></td>
</tr>
<tr>
<td>P002</td>
<td>X</td>
</tr>
<tr>
<td>P003</td>
<td>Y</td>
</tr>
<tr>
<td>2 P002</td>
<td>N</td>
</tr>
</tbody>
</table>

**Comment:**
- 410
- 409
- 414

**New**
- P003
- P002

**Other actions:**
- ![Save](image)
- ![Save & Submit](image)
- ![Cancel](image)
- ![Show: All](image)
- ![Filter: Apply](image)
- ![Filter: Clear](image)
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