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EXTENSIBLE XML FORMAT AND OBJECT MODEL FOR
LOCALIZATION DATA

BACKGROUND

The software market has become increasingly international in recent years.
Ubiquitous software application programs ("software applications"), such as word
processing, spread sheets, electronic mail, and the like, are now available in different
countries. Making software applications available in different countries often necessitates the
creation of software applications with corresponding user interfaces and other
human-readable text, such as error messages, presented in various local human languages (as
opposed to computer languages). The creation of such localized software applications is
necessary in order to increase the market share and the market value of such applications.
Including local language is of concern primarily in the user interface of software applications,
such as command interface, menus, messages, status information, labels, results of
computations, and the like. The need for software applications in different local languages is
driven by many factors, among which are the increasing number of countries with different
languages where computers are increasingly being used as part of daily business and life, the
increasing number of non-technical areas using software applications having user interfaces
that require natural language interactions, such as office software applications like word
processing, as opposed to technical symbol interaction, that is, interaction using accounting
or mathematical symbols, and user's demand to interact with software applications in their
own local language. The common term of art used to identify the process of creating
software applications in different local languages is "localization".

In addition to human-readable text, human-visible graphic components, such as icons,
colors, and shapes, and human-audible sounds may also have to be localized to address
cultural sensitivities and contexts. For example, in some Asian cultures, red represents good
fortune and prosperity while in most western cultures red represents danger or caution. So, if
a symbol or background of a dialog box in a graphical user interface ("GUI") is displayed in
red, it may have different and confusing connotations for users from different cultures.
Therefore, the process of localization goes beyond mere translation of text to a different
language and includes the localization of other symbols, colors, and sounds, as well.

The need for localized software applications creates several issues during the

development and maintenance of the software applications. The development and
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maintenance of localized software applications require appropriate development tools and
development environments for the processing and localization of various human-readable and
human-visible software components. Additionally, localization of software applications may
be done by multiple organizations, each comprising multiple departments, and each
department performing a different part of the process of localization. One of the major
disadvantages of the currently available developmental and organiiational environments is
the limited extensibility and flexibility of data models used by the development tools and
environments. For example, some of the data used by the development tools and
environments are in binary format which, makes reading, editing, sharing, and manipulating
data difficult at best.

A data format is desired to provide consistency, extensibility, and flexibility across
different organizations and development tools. Additionally, standard furictional and data

interface methods are desirable for accessing and manipulating such data.

SUMMARY

This summary is provided to introduce a selection of concepts in a simplified form
that are further described below in the Detailed Description. This summary is not intended to
identify key features of the claimed subject matter, nor is it intended to be used as an aid in
determining the scope of the claimed subject matter.

Methods, systems, and computer-readable media including computer-readable
components for localization of data included in software programs are described. The
computer-readable components comprise data elements defined by a software data schema; a
property repository data element for storing a plurality of data properties about the data
elements; and an owned comment data element comprising information about the localization
of the data included in software programs and an owner with permission to create, access,
and manipulate the owned comment data element.

Also described are methods, systems, and computer-readable media including a
collection of computer-readable components for localization of data included in software
programs. The collection of computer-readable components comprises data elements defined
by a software data schema; a property repository data element for storing a plurality of data
properties about the data elements; a linear list of localization data elements usable for
splitting the collection of computer-readable components into multiple sub-collections,

separately manipulating data elements in the multiple sub-collections, and merging the
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multiple sub-collections back into a single collection of computer-readable components; and
an owned comment data element comprising information about the localization of the data
included in software programs and an owner with permission to create, access, and
manipulate the owned comment data element.

Further described are methods, systems, and computer-readable media including a
collection of software objects stored thereon for localization of software programs. The
collection of software objects comprising data and instructions included in each software
object; a localization item object comprising localization data and at least one of a
localization items list object including a list of other localization item objects; at least one
comment object comprising information about the localization of software programs; a string
data object for storing computer text information; and a binary data object for storing binary
information; wherein each software object corresponds to a data structure defined by a
software data schema, and wherein each software object is used to access and manipulate

data stored in the corresponding data structure defined by the software data schema.

DESCRIPTION OF THE DRAWINGS

The foregoing aspects and many of the attendant advantages of this invention will
become more readily appreciated as the same become better understood by reference to the
following detailed description, when taken in conjunction with the accompanying drawings,
wherein:

FIGURE 1 is a pictorial diagram of an exemplary localization process;

FIGURE 2 is a pictorial diagram showing an exemplary localization data flow;

FIGURE 3 is a pictorial diagram showing another exemplary localization data flow;

FIGURE 4 is a pictorial diagram showing exemplary file Split and Merge operations
on an XML data file;

FIGURE 5A is a pictorial diagram of an exemplary Property Bag;

FIGURE 5B is a pictorial diagram of an exemplary Boolean XML element;

FIGURE 5C is a pictorial diagram of an exemplary Integer XML element;

FIGURE 5D is a pictorial diagram of an exemplary String XML element;

FIGURE 5E is a pictorial diagram of an exemplary XML-string XML element;

FIGURE 6 is a pictorial diagram of an exemplary Comment data format with a source

attribute;
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FIGURE 7 is a block diagram of an exemplary Localization Item data format with
comments;

FIGURE 8 is a pictorial diagram of an exemplary Owned Comments data format;

FIGURE 9A is a pictorial diagram of an exemplary Settings data format;

FIGURE 9B is a pictorial diagram of an exemplary Enumeration element;

FIGURE 9C is a pictorial diagram of an exemplary List element;

FIGURE 9D is a pictorial diagram of an exemplary Pick-List element;

FIGURE 10 is a pictorial diagram of an exemplary Localization XML data format;
- FIGURE 11A is an exemplary pictorial diagram of text data contained in a CDATA
XML element;

FIGURE 11B is an exemplary pictorial diagram of text data including a bracket
character contained in a CDATA XML element;

FIGURE 12 is a block diagram of an exemplary relationship of a Localization schema
and a corresponding object model;

FIGURE 13A is a block diagram of an exemplary parent and child objects with back
pointer; ‘

FIGURE 13B is a block diagram of exemplary parent and child objects with back
pointer and file pointer;

FIGURE 14 is a pictorial diagram of exemplary object model with external custom
culture information;

FIGURE 15 is a functional flow diagram of an exemplary method of partial loading of .
data;

FIGURE 16 is a functional flow diagram of an exemplary method of granular loading
of data with a callback function;

FIGURE 17A is functional flow diagram of an exemplary method of partial saving of
data;

FIGURE 17B is functional flow diagram of an exemplary method of merge on saving
of data;

FIGURE 18 is a functional flow diagram of an exemplary method of granular saving
of data;

FIGURE 19 is a pictorial diagram of an exemplary Jocalization object model;

FIGURE 20 is functional flow diagram of an exemplary method for creation and

provisioning of a localization data file;
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FIGURE 21 is functional flow diagram of an exemplary method for addition of a
comment to a Localization Item; and

FIGURE 22 is a functional flow diagram of an exemplary method for file stripping.

DETAILED DESCRIPTION

A system and a method for defining standard and extensible localization data and an
object model for access to and manipulation of such data are described. While the system
and method are ideally suited for use in a localization process, the system and method may
ﬁﬁd use in other software environments where multiple development tools and organizations
are involved that share the same underlying data. Thus it is to be understood that the present
invention should not be construed as limited in application to the exemplary embodiments
described herein, and such exemplary embodiments should not be construed as limiting.

FIGURE 1 is a pictorial diagram of an exemplary localization process 100. The
exemplary localization process comprises an operating cycle including several distinct stages.
The stages include a development stage 102, a localization stage 104, a translation stage 106,
and a build stage 108. Those skilled in the art will appreciate that the operating cycle stages
may include fewer or more stages than described in this exemplary embodiment. For
example, some of the stages may be integrated to create fewer stages or further broken down
to create more stages. In the development stage 102, the development engineers of a
software application program ("software application") develop the software code and user
interface ("UI"). The Ul may include text, visual, and audio components. For example, the
development engineers write and compile the code for the software application. The code
may be written in any of several available programming languages, such as C, C++, C#, and
the like, and include source code files, header files, and resource files. The resource files
generally contain visual and other Ul elements, such as bitmaps. The development engineers
may also include comments in some of these files, for example, the resource files. Comments
include remarks about the code or UI elements, as well as instructions to software tools, such
as various software compilers, administration tools, and build tools used during the
development of the localized software applications. The development engineers pass the
collection of files, including compiled code and resource files, to the localization stage 104
where localization engineers continue with the localization process. Localization engineers
add more comments to the files, which apply to all target languages and cultures. Next, the

files are passed to the translation stage 106 where translation is performed on the software
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application files for each specific language. Finally, the files are passed to a build stage 108
where files are built to produce executable software application files for each of multiple
languages.

FIGURE 2 is a pictorial diagram showing an exemplary localization data flow 200
from the development stage 102 to the localization stage 104. A localization parser tool 210
is used to integrate several files, including source binary files 204, comments files 206, and
settings files 208, and produce an output localization data file 212. The source binary
files 204 come from development engineers and a software build lab 202. The localization
file 212 is a file that is passed onto the localization engineering 214 in the localization
stage 104. In one exemplary embodiment, the localization data file 212 comprises the
settings from the setting files 208, the comments from the comments files 206, and the source
binary data from the source binary files 204. The source binary files 204 provided by the
software build lab 202 include the binary data resulting from the build of the software
application source files in an original language, such as English.

The comments embedded in the comments files 206, source binary files 204, and
settings files 208 are tagged to indicate an owner and a source of the comments. For
example, comments originating from development engineers may be tagged with "DEV" to
indicate the source of the comments indicated by such tag. Various software tools used in the
localization process, such as a comment extractor tool, may add comments to the software
applications files as well. For example, a comment extractor tool may tag comments owned
by the comment extractor tool with "RCCX." The comment extractor tool may not produce
an output file if there are no comments in an input file on which the comment extractor tool
operates. Comments are case-sensitive, where lower case and upper case letters define
distinct words, or comments are not case-sensitive. Comments may also be enabled or
disabled. For example, a localization administration tool may tag comments with "LCI" and
may be used to disable other DEV and RCCX comments. A software application build tool
owns one or more of certain types of comments identified by a particular tag, such as dev and
RCCX, which types the build tool processes. In one exemplary embodiment, the behavior of
the tools, such as the software build tool, is controlled by parameters set in a configuration
file.

Two different types of files contain and claim ownership of one or more of the same
types of comments, as defined by the comment tag. The claim of ownership of the same type

of comments by multiple files creates a conflict. The ownership conflict may be resolved, for
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example, by assigning the ownership to the more recent file, or the conflict may be resolved
based on a pre-assigned ownership priority to the files. Thus, the file with the higher priority
will have a better claim to the comments of the type subject to ownership conflict. Other
types of conflict resolution can also be used. Thus, these examples should be construed as
exemplary and not as limiting.

When multiple files containing different types of comments are merged, warning or
error messages may be issued if ownership conflicts arise. If during a comment merge
operation intentional changes are encountered, information messages are issued indicating so.
For example, an information message may be issued when a comment is ignored because a
more recent version of a file owning the comment is available. If a comment cannot be
disabled, a warning message is generated. Similarly, if a comment that is not owned by a file
or atool is disabled, a warning message is issued. In one exemplary embodiment, ownership
of comment types are reassigned from an existing owner to a new owner. For example, the
ownership of a DEV type comment is transferred from the parser tool to the build tool. In
one exemplary embodiment, each owner has an ownership list of the types of comments that
the owner owns. If a new type of comment not on the ownership list of an owner is assigned
to the owner, the owner retains the ownership and issues a warning message. In one
exemplary embodiment, if two files claim ownership of the same comment, an error message
is issued. Such ownership conflict may be resolved at a later stage, such as the build
stage 108, of the localization process. In one exemplary embodiment, a resource that does
not contain a comment type, which the resource file owns, is considered to have an empty
and enabled comment and is treated as such during a comment merge operation.

As discussed above, during the localization process, comments are added to the
software source code and localization files to provide information and instructions for the
subsequent steps in the localization process. The comments help localizers of the software to
improve the quality and reduce the cost of localization. The benefits of providing comments
include information sharing, aiding in creating pseudo builds, and verifying translation
integrity. In one exemplary embodiment, sharing information includes providing standard
localizability instructions about string resources, which reduces bugs produced by the
incorrect localization of such string resources. String resources include text messages, such
as warnings, presented to a user of the software. Pseudo builds are temporary test builds of
software (that is, compilation of software code) used by test teams to find localizability bugs

early in the product development cycle, to plan for the testing of the real localized builds, and
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to decrease the overall localized build cost. Translation integrity is verified by using the
localizability instructions and comments. Translation integrity is verified by matching the
translations provided by the localizers with a restriction set for localization. The restriction
set comprises matching information, such as words and phrases, between an original
language of the software and a target language for which the software is being localized.

In one exemplary embodiment, a comment extractor tool is used. As indicated above,
a comment extractor tool is a localization tool that is run on files that include comments to
extract and write such comments to an output file, such as a localization data file. In another
exemplary embodiment, each tool used in the localiiation process can generate comments
and tag such comments to identify the tool as the source of the comments. A tool may
generate comments with a source tag that indicates a different source. For example, a
comment extractor tool may generate a "DEV" comment. In such a case, a clash may occur
between two comments with the same tag but from different sources. In one embodiment, a
comment override model is used to disable clashing comments. A disabled comment is
ignored during processing.

FIGURE 3 is a pictorial diagram showing another exemplary localization data
flow 300 from localization stage 104 and translation stage 106 to build stage 108. In this
example, a localization builder 312 processes the data contained in the source binary file 204,
the localization data file 212, and a localized language file 310 to produce an output file
target binary 314. As discussed above with respect to FIGURE 2, the localization data
file 212 includes the settings, comments, and source data integrated from data in other files.
The localized language file 310 includes the settings, comments, source data, and translation
data added by the localization engineering 214. The localization build tool 312 uses the
source binary files 204, the localization data file 212, and the localized language file 310 as
input files and produces a target binary file 314 in a target language. Creation of the target
binary file 314 is the final localized software application product and is the main goal of the
localization process.

The tools and processes discussed above depend on a common and consistent data
format based on which the tools can integrate and process data in a standardized way. In one
exemplary embodiment, a localization extensible markup language ("XML") schema is used
for defining the consistent data formats for use by various localization tools and related files
discussed above. The localization XML schema provides an extensible XML format that

allows different groups and organizations to develop software tools to handle specific tasks.
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The localization XML schema also allows the development of tools and data that are
shareable by multiple organizations, thereby enabling cross group-collaboration. For
example, the localization parser tool 210, the localization build tool 312, and a localization
administration tool can use and share the same data formats for different files throughout the
localization process. In one exemplary embodiment, the Localization XML schema may also
be extensible. The extensibility of the Localization XML schema allows other parties to
develop new tools with new features without changing the data format.

FIGURE 4 is a pictorial diagram showing exemplary file Split and Merge
operations 400 and 402 (different from a comment merge operation), respectively, on an
Localization XML data file 404 based on the extensible Localization XML schema. In this
exemplary embodiment, the Localization XML data file 404 is split into multiple partial data
files 406 using the file Split operation 400. The partial data files 406 may be used in parallel
by multiple organizations or by a parallel processing software tool processing each partial
data file 406 independently of the other partial data files 406. For example, each one of
multiple third parties developing data files for multiple software tools, respectively, may use
one partial data file that is relevant to a software tool being developed by each one of the
multiple third parties. As another example, multiple organizations translating the same
software application into multiple languages may use the appropriate partial data file 406,
created by the file Split operation 400, to create the translated version of the software
application resources. When the multiple organizétions complete the processing of the
partial data files 406, the partial data files 406 are merged into a single Localization XML
data file 408 using the file Merge operation 402.

The localization XML data file 404 includes XML elements that specify localization
information. One of the elements included in the localization XML data file 404 is a
Property Bag. FIGURES 5A-5E illustrate exemplary embodiments of a Property Bag and
corresponding XML elements. FIGURE 5A is a pictorial diagram of an exemplary Property
Bag data structure 500. A Property Bag 502 is a data container for storing any number of
properties. In one exemplary embodiment, each complex data type is associated with at least
one property bag. A complex data type is a data type that contains other data types. For
example, an XML element that contains other XML elements is a complex data type. In one
exemplary embodiment, a unique name, defined using a "Name" attribute, and a value are
assigned to the property. The value must be of a data type supported by the localization
XML schema. Each complex data type defined in the localization XML schema includes a
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Property Bag element to store any amount of data required by the consumer of the
localization XML schema. The exemplary Property Bag 502 illustrated in FIGURE 5A
includes a Boolean data type 504, an integer data type 506, a string data type 508, and an
XML data type 510.

FIGURE 5B is a pictorial diagram of an exemplary Boolean XML element 522. The
Boolean XML element 522 includes an attribute list 524. Attributes of a data type in XML
are used to represent information about the data type, such as name and value of the data
type. One of the attributes included in the attribute list 524 is Name 526. In one exemplary
embodiment, the Name attribute 526 is an alpha-numeric string. Value 528 is another
attribute of the Boolean XML element 522. Value 528 represents a logical value of the
Boolean XML element 522. The logical values include two logical state values of TRUE and
FALSE, as known in the art.

FIGURE 5C is a pictorial diagram of an exemplary Integer XML element 542. The
Integer XML element 542 includes an attribute list 544. One of the attributes included in the
attribute list 544 is Name 546. In one exemplary embodiment, the Name attribute 546 is an
alpha-numeric string. Value 548 is another attribute of the Integer XML element 542.
Value 548 represents an integer value of the Integer XML element 542.

FIGURE 5D is a pictorial diagram of an exemplary String XML element 562. The
String XML element 562 includes an attribute list 564. One of the attributes included in the
attribute list 564 is Name 566. In one exemplary embodiment, the Name attribute 566 is an
alpha-numeric string. Value 568 is another attribute of the String XML element 562.

Value 568 includes a string of characters, including alpha-numeric as well as other
characters, represented by the String XML element 562.

FIGURE 5E is a pictorial diagram of an exemplary XML-string XML element 582.
An XML-String XML element 582 represents any valid XML statement. The XML
element 582 includes an attribute list 584. The attribute list 584 includes a Name
attribute 586. In one exemplary embodiment, the Name attribute 586 is an alpha-numeric
string. The attribute list 584 also includes an Any XML Statement attribute 588, comprising
any valid XML statement.

Those skilled in the art will appreciate that other variations of Property Bag element
502 are possible. For example, Property Bag element 502 may include a type of data
element, such as "Any" element (not shown in the above figures), wherein the Any element

includes a name attribute, a type attribute, and a value attribute. In such exemplary
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embodiment, the type attribute specifies how the value attribute should be interpreted. For
instance, type may equal "Unsigned_Integer" and value may equal "15."

FIGURE 6 is a pictorial diagram of an exemplary Comment data format 600 with a
source attribute. In one exemplary embodiment, a Comment element 602 includes natural
language text providing information about the localization process for human operators as
well as pre-defined text strings provided as instructions to human operators and software
tools that process comment files 206 and localization XML data files 408. The comment
element 602 illustrated in FIGURE 6 includes an attribute list 604. In one exemplary
embodiment, the attribute list 604 comprises a Name attribute 606, an Enabled attribute 608,
and an SRC (for "source") attribute 610. The Name attribute 606 is used to reference the
comment by name. The Enabled attribute 608 works as an indicator to indicate whether
comment 602 is enabled or disabled. Thé SRC attribute 610 indicates the source of the
comment, that is, the SRC attribute 610 is a tag for identifying the owner and source of a
comment. As discussed above with respect to FIGURE 2, different types of comments are
owned by different owners. A comment owner may include instructions and other
information about the localization process that relate to the comment owner's area of
responsibility. For example, a software developer may provide general information and
instructions in the form of comments. The comments made by a particular owner are tagged
to identify the owner of the comment. In one exemplary embodiment, the comments made
by each owner may only be manipulated by the owner to whom the comments belong. In
another exemplary embodiment, the ownership of a comment may be transferred from one
owner to another. For example, a comment labeled "DEV" (i.e., developer, as discussed
above) may be allowed to be owned by the comment extractor tool, which normally only
owns comments tagged as "RCCX." In an exemplary embodiment, comment names and
comments may be case-insensitive. Comments may also be enabled and disabled. As
discussed above, a disabled comment is ignored during processing.

FIGURE 7 is a block diagram of an exemplary Localization Item data format 700
with comments. In one exemplary embodiment, a localization item 702 includes
attributes 704. Attributes 704 comprise itemType 706 and itemID 708. Localization
item 702 further includes a string element 710, a binary element 712, and comments 714. A
localization item 702 is any part or resource in the software being localized that may be
translated or otherwise adapted to a local culture and language. For example, a text message

or an icon is a localization item 702. ItemType 706 is an attribute that designates the type of
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the localization item 702. For example, itemType 706 may indicate that a particular
localization item 702 is a text message or a color. ItemID 708 is used as an identifier for the
localization item 702. The localization item 702 may optionally include a string 710, binary
data 712, and comments 714, depending on the itemType 706. For example, if

itemType 706 indicates that the localization item 702 is a text string, the localization item 702
may include another element, such as a property element (not shown in the figure), specifying
a default font to be used in the localization. In one exemplary embodiment, several types of
the string 710 and binary data 712 are included in the localization item 702. For example,
string and binary data for a source language, a target language, and other reference languages
may be included in the localization item 702. A reférence language may be used to provide
‘additional information for the translation of localization item 702 from the source language to
the target language. In one exemplary embodiment, a parent localization item 702 includes
zero or more other child localization items 702 (not shown) collectively éonstituting a
hierarchical structure of localization items 702. The child localization items 702 are included
in the parent localization item 702 by means of pointers or equivalent software techniques.

FIGURE 8 is a pictorial diagram of an exemplary Owned Comments data format 806.
The illustrated exemplary owned comments element 802 includes a plurality of comment
elements 602, each comprising an attribute 804. The attribute 804 includes a name
attribute 806.

FIGURES 9A-9D illustrate exémplary embodiments of a Settings element 902 and
corresponding XML elements. FIGURE 9A is a pictorial diagram of an exemplary Settings
data format. Settings element 902 includes an attribute 904 comprising a name 906. Settings
element 902 further comprises a plurality of setting 908 items. Exemplary Setting 1
comprises an attribute 910. Attribute 910 includes the name 912 of Setting 1. Exemplary
Setting 1 further includes a Boolean element 914, an Integer element 916, an Enumeration
element 918, a String element 920, a list element 922, and a Pick-List element 924. Each of
the elements of the setting 908 are further discussed below. The Settings element 902
specifies the current settings of a localization data file.

FIGURE 9B is a pictorial diagram of an exemplary Enumeration element 942. The
exemplary Enumeration element 942 includes an attribute 944 comprising a name 946 and a
value 948. The name attribute 946 identifies the enumeration element 942 by name. The

value attribute 948 includes the value of the enumeration represented by the enumeration 942.
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FIGURE 9C is a pictorial diagram of an exemplary List element 962. The exemplary
List element 962 includes an attribute 964 comprising a name 966 and a plurality of item
elements 968. The name attribute 966 identifies the list element 962 by name. The item
elements 968 each represents one entry of the list 962 and may include many attributes (not -
shown in this figure), such as an item identifier, a sequence number, a source file name, and
the like. Additionally, an item 968 may include other elements (not shown in this figure),
such as a string element, a binary element, a comments element, and the like.

FIGURE 9D is a pictorial diagram of an exemplary Pick-List element 982. The
exemplary Pick-List element 982 includes an attribute 984 comprising a name 986 and value
attribute 988. The exemplary Pick-list element 982 further includes a plurality of item
elements 990. The name attribute 986 identifies the Pick-List element 982 by name. The
item elements 990 each represents one entry of the Pick-List 982 and may include many
attributes (not shown in this figure), such as an item identifier, a sequence number, a source
file name, and the like. Additionally, an item 990 may include other elements (not shown in
this figure), such as a string element, a binary element, a comments element, and the like.

Those skilled in the art will appreciate that other variations of data elements are
possible. For example, a data element may include a type of data element, such as "Any"
element (not shown in the above figures), wherein the Any element includes a name attribute,
a type attribute, and a value attribute. In such exemplary embodiment, the type attribute
specifies how the value attribute should be interpreted. For instance, type may equal
"Unsigned_Integer" and value may equal "15".

FIGURE 10 is a pictorial diagram of an exemplary Localization XML data
format 1002. The localization XML data format is used to define the overall format of the
localization data used in the localization process. The exemplary localization XML data
element 1002 includes attributes 1004 and optional elements such as Settings 1016, Property
Bag 1018, Owned Comments 1020, and Localization Item 1022 discussed above. The
attributes 1004 include a name attribute 1006, and other optional attributes Parser ID 1010,
Description 1012, Source 1012, and Target 1014. As discussed above with respect to
FIGURE 7, the localization item 1022 may include zero or more other child localization
jitems 1022 (not shown) collectively constituting a hierarchical structure of localization items
702.

FIGURE 11A is an exemplary pictorial diagram of text data contained in a CDATA
XML element 1102. The CDATA XML element 1102 is used to represent free text 1104 in

-13-



WO 2007/033260 PCT/US2006/035691

localization data files, similar to a string, well-known in the art. The free text 1104 included
in the CDATA XML element 1102 is delimited using closing double brackets 1106
immediately after the end of the last free text 1104 character. That is, the closing double
brackets 1106 are inserted at the end of the free text 1104 without any white space characters,
such as blank, tab, and the like, between the last character of the free text 1104 and the
closing double brackets 1106. FIGURE 11B is an exemplary pictorial diagram of text data
including a square bracket character 1110 contained in a CDATA XML element 1102a. If
the free text 1104a includes a square bracket "]" character 1110, the extent of the free
text 1104a cannot be determined unambiguously. When a character's meaning is ambiguous,
that is, when the character can be interpreted in several ways, an escape character may be
used to restrict the interpretation of the character. An escape character may be used in
addition to other techniques to disambiguate the character. In one exemplary embodiment,
disambiguation of the square bracket "]" includes inserting a white space character 1108,
such as a space or a tab character, before the square bracket character 1110 to identify the
square bracket 1110 as part of the free text 1104a and not part of the closing double
brackets 1106a. In other exemplary embodiments other special characters may be used
similarly.

FIGURE 12 is a block diagram of an exemplary relationship 1200 of a Localization
XML schema 1202 and a corresponding object model 1208. The object model 1208
comprises a number of classes 1206, each class 1206 specifying the design of a software
object in the object model. As those skilled in the art will appreciate, classes are abstract
objects that are used to define software objects in object-oriented computer languages such as
C++ (C-plus-plus), C# (C-Sharp), and Java. Furthermore, those skilled in the art will
recognize that a software object is created in a computer memory by instantiating a class, that
is, by allocating memory to create a physical object in memory based on the format specified
by the corresponding class. The object model 1208 defines one class 1206 substantially for
cach element 1204 in the localization XML schema 1202. Using the object model 1208, the
localization XML schema is implemented in software applications and tools 1210. As
discussed above, the elements 1204 define a localization data format 1212. A data
interface 1214 for specifying data formats of the localization data as originally defined by the
elements 1204 is specified by the classes 1206 in the object model 1208. The software
applications and tools 1210 use the data interface 1214 to correctly access and manipulate

Jocalization data using the correct formats for each piece of data. The software applications
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and tools 1210 also use the functional interface 1216 to access and manipulate the
localization data to configure and perform localization tasks.

FIGURE 13A is a block diagram of an exemplary parent and child objects with back
pointer. The parent object 1302 is a software object instantiated from a first class. The child
object 1304 is a software object instantiated from a second class that was derived from the
first class at the time of design of the first and second classes. Those skilled in the art will
recognize that in object-oriented computer languages, such as C++, C#, and Java, a second
class may be derived (i.e., specified from) from the first class. The second class is said to
inherit the members included in the first class. The members of a class include functions,
variables, pointers, and other classes. The second class may define additional new members
not defined in the first class. The relationship of gaining the members of the first class by the
second class is known in the art as inheritance. Inheritance is a process that generally takes
place at design time, as contrasted with run- time (i.e., during the execution of the software),
during the development of the software. Another property of object-oriented languages that
is well-known by those skilled in the art is known as containment, also known as aggregation.
When a first class is a member of a second class, the first class is said to be contained in the
second class. Containment is a relationship between objects that is different from
inheritance. Containment relationship between two objects may be created or destroyed at
run-time by reassignment of pointers. It is customary in the art to use the term "parent" to
represent the first class and the term "child" to represent the second class in both the
inheritance and containment relationships. Accordingly, the parent/child terminology will be
used in the discussions that follow. In the example illustrated in FIGURE 13A, the child
object 1304 in the object model 1208 (FIGURE 12) includes a back pointer 1306 pointing to
the corresponding parent object 1302. The back pointer 1306 increases system performance
by providing a direct link between the parent object 1302 and the child object 1304, whereby
object relationships are traversed in the object model 1208. All objects maintain a reference
to their respective parent objects using a back pointer 1306. The back pointer 1306 is set by
the parent object 1302 when a relationship is established between a parent object 1302 and a
child object 1304. When the relationship between the parent object 1302 and the child
object 1304 is discontinued, the child object 1302 is set to point to another parent object.

FIGURE 13B is a block diagram of exemplary parent and child objects with back
pointer and file pointer. As discussed above, the parent object 1322 sets a back pointer 1326

when a relationship is established between the parent object 1322 and a child object 1324.
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When the relationship between the parent object 1322 and the child object 1324 is
discontinued, the child object 1322 is set to point to another parent object. When the child
object 1324 is a resource object, a file pointer 1328 is used by the child object 1324 to point
to the resource file. A resource, as is known to those skilled in the art, is generally a
graphical data object representing a graphical component, such as an icon, a menu, or a
bitmap. Resource data are contained in a resource file 1330, which is created from scripted
resource specifications using a resource compiler.

FIGURE 14 is a pictorial diagram of an exemplary object model 1402 with external
custom culture information. The object model 1402 includes well-known custom
cultures 1404 by default. For localization to languages and cultures not included in the object
model 1402 by default, the object model 1402 is augmented with the custom culture
information 1408 from an external file 1406. In one exemplary embodiment, the external
file 1406 is present on the local system. In another exemplary embodiment, the external
file 1406 is located on a remote system. In one exemplary embodiment, custom culture
information 1406 is updated manually. In another exemplary embodiment, custom culture
information 1406 may be written to the file 1406 by localization application software.

FIGURE 15 is a functional flow diagram of an exemplary method 1500 of partial
loading of data. In block 15 10, a client software application opens a localization data file.
As discussed above, the localization data file includes localization data used in the process of
localization by software application tools, also known as client software applications. In one
embodiment, the localization data file comprises XML elements. Those skilled in the art will
appreciate that other methods and formats may be used to represent data for software
applications, and, therefore, the discussions herein about the exemplary XML elements are to
be construed as exemplary, not limiting. The client software application has internal logic for
determining which XML elements to load into memory for processing. For example, a client
software application that only processes text information for localization only needs to load
text related information, such as font and size of text characters. At block 1520, the next
XML element is obtained from the localization data file for loading into memory and
processing. Next, at block 1530, the client software application determines whether the
current XML element must be loaded. If the current XML element is selected to be loaded,
then in block 1540 the current XML element is loaded and the method 1500 proceeds to
block 1550. Ifthe current XML element is not selected to be loaded, method 1500 proceeds

to block 1550, where the method 1500 determines whether more XML elements are available
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in the localization data file. If more XML elements are available in the localization data file,
method 1500 proceeds back to block 1520 to get the next XML element. If more XML
elements are not available in the localization file, the method 1500 terminates. In one
exemplary embodiment, the client software application selects a general type of data to be
loaded and other general types of data not to be loaded. For example, a client that processes
text sets a flag for loading only string data and not any binary data. In such a case, the
selection of data is done at a gross level, differentiating data types for loading based on the
general types of the data being selected.

FIGURE 16 is a functional flow diagram of an exemplary method 1600 of granular
loading of data with a callback function. In one embodiment, a client software application
specifies data to be loaded at a fine granular level, including all types of data, such as string
data and binary data. Granular loading of data is performed at a fine level within all data
types, in contrast to the partial loading of data discussed above with respect to FIGURE 15,
which operates at the gross level of data types. In granular loading, the client software
application provides specific criteria according to which each data element is loaded. In one
exemplary embodiment, the client software application provides a callback function to the
functional interface of the object model 1208, whereby the objects that retrieve the
localization data from the localization data file determine whether to load each data element.
The callback function uses the criteria for selection of data as defined by the client software
application. In block 1610 the client software application opens the localization data file.
The method 1600 proceeds to block 1620, where a callback function is provided by the client
software application to the object from the object model 1208 accessing the localization data
file. Inblock 1630 an XML data element is obtained. The object uses the callback function
provided by the client software application to evaluate the XML data element for loading. In
block 1650, the method 1600 determines, based on the results from the callback function,
whether to load the current XML data element. If the current XML data element is selected
for loading, the method 1600 proceeds to block 1660, where the XML data element is loaded
into memory and the method proceeds to block 1670. If the current XML is not selected for
loading, the method 1600 proceeds to the block 1670. In block 1670, the method 1600
determines whether more XML data elements are available in the localization data file. If
more XML data elements are available, the method 1600 proceeds back to block 1630 to
obtain the next XML data element. Otherwise, the method 1600 terminates.
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FIGURE 17A is a functional flow diagram of an exemplary method 1700 of partial
saving of data. Partial save method 1700 is the complement of the partial load method 1500.
A client software application that has localization data in memory ready to be saved to a data
file, may be required to save only part of the data. Partial save method 1700 allows the client
software application to specify which data should be saved to the data file. For example, a
client software application may be required to save only string.data. The client software
application can specify that only string data be saved to the data file. In block 1710, the
client software application specifies the type of data to be saved to the data file. In
block 1720, the data of the type specified by the client software application is saved to the
data file. In block 1730, the data file is closed and method 1700 is terminated.

FIGURE 17B is functional flow diagram of an exemplary method 1750 of merge on
saving of data. Whether through partial or granular loading of data, discussed above, a client
software application has only part of the data loaded in memory. If the data in the client
software application's memory is saved as s, all data not initially loaded in the memory will
be lost and not recorded in the output data file. To prevent loss of data, method 1750 merges
the data in the client software application's memory with the data from the data file that was
not initially loaded into the client software application's memory. To save the modifications
made by the client software application to the loaded data, the memory copy of the data
common to both the data file and the client software application's memory is saved. In
block 1760 the original data file from whic;h the localization data were loaded by the client
software application is opened. In block 1770, the next available XML element is obtained
from the data file. In block 1780, the method 1750 determines whether the current XML
element obtained from the data file also exists in the memory of the client software
application. Ifthe current XML element exists in memory, the memory copy of the XML
element is saved to the data file in block 1785. Next, the method 1750 proceeds to
block 1790. In block 1780, if the current XML element does not exist in the memory, the
current XML element had not initially been loaded, is unmodified, and, therefore, need not be
saved in the data file again. In this case, the method 1750 proceeds to block 1790. In
block 1790, the method 1750 determines whether more XML elements remain in the data
file. If there are more XML elements remaining, the method 1750 proceeds to block 1770 to
obtain the next XML element. Otherwise, the method 1750 is terminated.

FIGURE 18 is a functional flow diagram of an exemplary method 1800 of granular

saving of data. The granular save method 1800 is the complement of the granular load
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method 1600. Similar to the granular load method 1600, the granular save method 1800
specifies whether each data element must be saved or not. In one embodiment, a client
software application specifies data to be saved at a fine granular level, including all types of
data, such as string data and binary data. Granular saving of data is performed at a fine level
within all data types, in contrast to the partial saving of data discussed above with respect to
FIGURE 17A, which operates at the gross level of data types. In granular saving, the client
software application provides specific criteria according to which each data element is saved.
In one exemplary embodiment, the client software application provides a callback function to
the functional interface of the object model 1208 whereby the objects that saves the
localization data to the localization data file determine whether to save each data element.
The callback function uses the criteria for selection of data as defined by the client software
application. The method 1800 proceeds to block 1810, where a callback function is provided
by the client software application to the object from the object model 1208 accessing the
localization data file. In block 1820, an XML data element is obtained from the client
software application's memory. In block 1830, the object uses the callback function provided
by the client software application to evaluate the XML data element for saving. In
block 1840, the method 1800 determines, based on the results from the callback function,
whether to save the current XML data element. If the current XML data element is selected
for saving, the method 1800 proceeds to block 1850, where the XML data element is saved to
the data file and the method proceeds to block 1860. If the current XML is not selected for
saving, the method 1800 proceeds to the block 1860. In block 1860, the method 1800
determines whether more XML data elements are available in the memory. If more XML
data elements are available, the method 1800 proceeds back to block 1820 to obtain the next
XML data element. Otherwise, the method 1800 terminates.

FIGURE 19 is a pictorial diagram of an exemplary localization object model 1900.
As indicated above, those skilled in the art recognize that an object model is an abstract
representation of the relationships of different object types, or classes (abstract representation
of objects), in a software system. An object model may be used to represent inheritance
relationships as well as containment relationships between objects. The object model 1900
provides the specification for the types of objects and relationships that allow basic input and
output functions with respect to data in the localization data files created based on the
localization XML schema 1202. As discussed above, those skilled in the art will appreciate

that the object model 1900 may apply to other types of data schema and the discussion of the
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exemplary localization XML schema should not be construed as limiting the invention. The
object model 1900 allows the splitting and merging of localization data files. Additionally,
the object model 1900 allows the addition of information about the source and description of
comments. The object model 1900 further allows the inclusion of referenced translations to
provide help in the localization process. As discussed above with respect to FIGURE 12, the
object model 1900 closely corresponds to the localization XML schema 1202. That is, each
class in the object model 1900 corresponds to one element in the localization XML

schema 1202. Accordingly, a localization file 1902 is a class that represents a localization
data file based on the localization XML schema 1202. The localization file class 1902
includes a culture class 1904 and a localization item list class 1906. The localization item list
class 1906 is included in a localization item class 1908. In one embodiment, the localization
item list class 1906 is a linear list, as opposed to a hierarchical structure, easily allowing the
splitting of a localization data file 404 into partial data files 406 and merging the partial data
files 406 back into a localization data file 408. The localization item class 1908 is the central
class in the object model 1900 to which most other classes in the object model 1900 are
related. In one embodiment, the localization item class 1908 includes a parent resource, a
localization file, a resource ID, a localization item list (discussed below) of child localization
items, a string data class (discussed below), a binary data class (discussed below), and a
comment list of comments (discussed below).

The localization item class 1908 further includes a comments class 1910. In one
embodiment the comments class 1910 is part of a comment list class. Localization item
class 1908 also includes a string data class 1912 and a binary data class 1914. The string data
class 1912 includes a string source class 1916 and a string target class 1918. The string
source data class 1916 provides a raw string, and other string properties. The string target
class 1918 includes localization information for the string. The binary data class 1914
includes a binary source class 1920 and a binary target 1922. The binary source class 1920
exposes an array of raw binary bytes and other binary properties. The binary target
class 1922 provides binary status information. In another embodiment, the object
model 1900 may include other classes such as a display information class and a resource ID
class included in the localization item class 1908. In an exemplary embodiment, the string
data class 1912 and the binary data class 1914 include a string reference class and a binary

reference class (not shown). A reference class provides information about a reference
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language, which may be used to provide additional information for the translation of string
and binary data from the source language to the target language.

FIGURE 20 is functional flow diagram of an exemplary method 2000 for creation and
provisioning of a localization data file. In block 2010 a new localization data file is created.
In block 2020 a localization item is added to the localization data file. In block 2040, the
method 2000 determines whether more localization items remain to be added to the
localization data file. If more localization items remain, the method 2000 proceeds to
block 2020 where the localization item is added to the localization data file. Otherwise, the
method 2000 proceeds to block 2060 where the localization data file is saved.

FIGURE 21 is functional flow diagram of an exemplary method 2100 for addition of
a comment to a Localization Item. The method 2100 requires input information from a client
software application to identify the localization item to which the comment is to be added.
As discussed above, instructions for localization may be embodied in comments that are
associated with localization items. In block 2110, a localization data file is opened. In
block 2120, the method 2100 verifies comment ownership rights of the client software
application that is attempting to add comments to the localization item. If the client software
application does not own the comment type added to the localization item, the method 2100
proceeds to block 2170 where the localization data file is closed. If the client software
application owns the comment type, the method 2100 proceeds to block 2130, where a new
comment is created. In block 2140, the name and value attributes of the comment are set to
the desired values. In block 2150 the comment is added to the localization item. The
method 2100 proceeds to block 2160, where the file is saved. In block 2170, the file is closed
and the method 2100 terminates.

FIGURE 22 is a functional flow diagram of an exemplary method 2200 for file
stripping. All data that must not be saved to the localization data file is removed from the
client software application's memory prior to saving the data. In one embodiment, the
method 2200 removes all localization items that contain no comments. The binary
information and strings are removed from all other localization items. In one embodiment, a
recursive method is used, which includes a child localization jtem as input. The recursive
method strips all binary and string information from the child localization item. A FALSE
return value from a call to the recursive method implies that the child localization item
provided as input to the recursive method and all the children of the child localization item

have no comments and the child localization item and all the children of the child localization
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item are removed. In block 2210, a child localization item is accessed. In block 2220, the
method 2200 determines whether the child includes comments. If the child has comments,
the method 2200 proceeds to block 2230, where binary and string data of the child
localization item are discarded. If the child has no comments, then the child is removed in
block 2240. In block 2230, the method 2200 proceeds to block 2250. In block 2240, the
method 2200 proceeds to block 2250, where it is determined whether more child localization
items remain. If more child localization items remain, the method 2200 proceeds to

block 2210, where the next child localization item is accessed for evaluation. Otherwise, the
method 2200 terminates.

While the presently preferred embodiment of the invention has been illustrated and
described, it will be appreciated by those skilled in the art that various changes can be made
therein without departing from the spirit and scope of the invention. For example, while the
systems and methods described above are directed towards localization data using XML
schema, other data format specifications may be used. Thus, the invention should not be

construed as limited to the exemplary embodiments described above.

22-



WO 2007/033260 PCT/US2006/035691

CLAIMS
The embodiments of the invention in which an exclusive property or privilege is

claimed are defined as follows:

1. A computer-readable medium having computer-readable components for the
localization of data included in software programs, the computer-readable components
comprising:

data elements defined by a software déta schema;

' a property repository data element for storing a plurality of data properties about the
data elements; and

an owned comment data element comprising information about the localization of the
data included in software programs and an owner with permission to create, access, and

manipulate the owned comment data element.

2. The computer-reédable medium of Claim 1, wherein the software data schema

is an extensible markup language ("XML") schema.

3. The computer-readable medium of Claim 1, wherein at least two of the data
elements are arranged as a hierarchy with a parent data element being located higher in the

hierarchy than a child data element.

4. The computer-readable medium of Claim 3, wherein each of the parent and

child data elements include a property repository data element.

5. The computer-readable medium of Claim 1, wherein the owned comment data
element comprises instructions relating to the localization of data included in the software

programs for at least one of a software localization tool and a human operator.

6. The computer-readable medium of Claim 1, wherein the owned comment data
element includes a description of the owned comment data element and information about

ownership of the owned comment data element.

7. A computer-readable medium having a collection of computer-readable
components for localization of data included in software programs, the collection of
computer-readable components comprising:

data elements defined based on a software data schema;
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a property repository data element for storing a plurality of data properties about the
data elements;

a linear list of localization data elements usable for splitting the collection of
computer-readable components into multiple sub-collections, separately manipulating data
elements in the multiple sub-collections, and merging the multiple sub-collections back into a
single collection of computer-readable components; and

an owned comment data element comprising information about the localization of the
data included in software programs and an owner with permission to create, access, and

manipulate the owned comment data element.

8. The computer-readable medium of Claim 7, wherein the software data schema

is an extensible markup language ("XML") schema.

9. The computer-readable medium of Claim 7, wherein at least two of the data
elements are arranged as a hierarchy with a parent data element being located higher in the

hierarchy than a child data element.

10.  The computer-readable medium of Claim 9, wherein each of the parent and

child data elements include a property repository data element.

11.  The computer-readable medium of Claim 7, wherein the owned comment data
element comprises instructions relating to the localization of data included in the software

programs for at least one of a software localization tool and a human operator.

12.  The computer-readable medium of Claim 7, wherein the owned comment data
element includes a description of the owned comment data element and information about

ownership of the owned comment data element.

13.  The computer-readable medium of Claim 7, wherein the owned comment data
element includes information comprising at least one name and a corresponding value data

pair.

14. A computer-readable medium having a collection of software objects stored
thereon for localization of software programs, the collection of software objects comprising:
a) data and instructions included in each software object; and

b) a localization item object comprising localization data and at least one of:
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) a localization items list object including a list of other localization item
objects;

(ii) a comment object comprising information about the localization of
software programs;

(i)  astring data object for storing computer text information; and

(iv)  a binary data object for storing binary information;

wherein each software object corresponds to a data structure defined by a software

data schema, and wherein each software object is used to access and manipulate data stored

in the corresponding data structure defined by the software data schema.

15.  The computer-readable medium of Claim 14, wherein each of the software

objects comprises a software class in an object-oriented computer language.

16.  The computer-readable medium of Claim 14, wherein the software data

schema is an extensible markup language ("XML") schema.

17.  The computer-readable medium of Claim 14, wherein at least one of the

software objects reads pre-selected data stored in the corresponding data structure.

18.  The computer-readable medium of Claim 14, wherein at least one of the

software objects stores pre-selected data in the corresponding data structure.

19.  The computer-readable medium of Claim 14, wherein at least two of the
software objects are related one to another as a parent and child, wherein the child object is at

least one of contained in the parent object or derived from the parent object.

20.  The computer-readable medium of Claim 19, wherein the child object includes

a back pointer to the parent object.
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