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PROCESSING DATA FROM MULTIPLE SOURCES

BACKGROUND
This description relates to processing data from multiple sources. Data can be
stored in a variety of sources, including, for example, an HDFS (Hadoop Distributed File
System) cluster. A data processing system can perform operations on data received from

an HDFS cluster and also data received from other types of sources.

SUMMARY

In a first aspect, a method includes, at a node of a Hadoop cluster, the node
storing a first portion of data in HDFS data storage, executing a first instance of a data
processing engine capable of receiving data from a data source external to the Hadoop
cluster, receiving a computer-executable program by the data processing engine,
executing at least part of the program by the first instance of the data processing engine,
receiving, by the data processing engine, a second portion of data from the external data
source, storing the second portion of data other than in HDFS storage, and performing, by
the data processing engine, a data processing operation identified by the program using at
least the first portion of data and the second portion of data.

In a second aspect, a method includes, at a node storing a first portion of data and
operating in conjunction with a cluster of nodes, the cluster storing an aggregation of data
that can be operated on in parallel, executing a first instance of a data processing engine
capable of receiving data from a data source external to the cluster, receiving a computer-
executable program by the data processing engine, executing at least part of the program
by the first instance of the data processing engine, receiving, by the data processing
engine, a second portion of data from the external data source, storing the second portion
of data in volatile memory of the node, and performing, by the data processing engine, a
data processing operation identified by the program using at least the first portion of data
and the second portion of data.

In a third aspect according to the first or second aspect, the Hadoop cluster
includes nodes each executing an instance of the data processing engine, the instances of

the data processing engine running concurrently to perform the data processing operation
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together in parallel on a) a first body of data that includes the first portion of data, the
first body of data also including other portions of data being processed by the other nodes
of the Hadoop cluster, and b) a second body of data that includes the second portion of
data, the second body of data being stored in a format native to a relational database
system, and the second body of data being divided into portions that each can be stored in
volatile memory of the nodes of the Hadoop cluster.

In a fourth aspect according to any of the first through third aspects, the computer
program is a dataflow graph executed by a graph execution engine of the data processing
engine, wherein the dataflow graph includes a) at least one component representing the
Hadoop cluster, b) at least one component representing the source of the second portion
of data, and c) at least one link that represents at least one dataflow associated with the
operation to be performed on the data received from at least one source of data.

In a fifth aspect according to the fourth aspect, at least one component of the
dataflow graph is connected to a link representing a flow of data from the Hadoop cluster,
and wherein the at least one component is connected to a link representing a flow of data
from the source of the second portion of data.

In a sixth aspect according to any of the first through fifth aspects, the data
processing engine does not implement the MapReduce programming model.

In a seventh aspect according to any of the first through sixth aspects, the second
portion of data is stored in volatile memory.

In an eighth aspect according to any of the first through seventh aspects, the
method includes receiving a database query, the database query including at least one
operation to be performed on data received from at least one source of data that includes
the Hadoop cluster; and the computer program includes components representing
operations corresponding to the database query, wherein the computer program includes
at least one component representing the at least one source of data and at least one link
that represents at least one dataflow associated with the operation to be performed on data
received from at least one source of data.

In a ninth aspect according to any of the first through eighth aspects, the second

portion of data was chosen based on characteristics of the first portion of data.
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In a tenth aspect according to any of the first through ninth aspects, the second
portion of data includes a subset of rows of a relational database, and the second portion
of data includes a subset of columns of the relational database

In an eleventh aspect according to any of the first through tenth aspects, the
second portion of data is distinct from a third portion of data received at a second node of
the Hadoop cluster from the external data source.

In a twelfth aspect according to any of the first through eleventh aspects, the
method includes executing at least part of the program by a second instance of the data
processing engine outside of the Hadoop cluster.

In a thirteenth aspect according to any of the first through twelvth aspects, the
method includes communicating with at least part of the program being executed by a
second instance of the data processing engine outside of the Hadoop cluster.

In a fourteenth aspect, a method includes, at a data processing engine of a node of
a Hadoop cluster, performing a data processing operation identified by a computer-
executable program being executed by the data processing engine, the data processing
operation being performed using at least a first portion of data stored in HDFS data
storage at the node and at least a second portion of data received from a data source
external to the Hadoop cluster and stored other than in HDFS the storage.

In a fifteenth aspect, a method includes receiving a SQL query specifying sources
of data including a Hadoop cluster and a relational database, generating a computer-
executable program that corresponds to the SQL query, executing the computer-
executable program at a data processing engine of a node of the Hadoop cluster, and
performing, by the data processing engine, a data processing operation identified by the
computer-executable program using at least data of the Hadoop cluster and data of the
relational database.

One or more of the aspects, alone or in combination, may be represented as a
system, or an apparatus, or as a computer readable storage device storing a computer
program product including machine readable instructions that, when executed by a
computer system, carry out operations of the aspect. As one example, a computer
readable storage device can store a computer program product including machine

readable instructions that, when executed by a computer system, carry out operations
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according to any one of the first through fifteenth aspects. As another example, a
computer system including one or more processors can include a computer-readable
storage device storing a computer program product that includes machine readable
instructions that, when executed by the one or more processors, carry out operations
according to any one of the first through fifteenth aspects.

One or more of the above aspects may provide the following advantages. First, a
Hadoop node can operate on data stored in volatile memory, and need not write data to
disk before performing operations on the data. Second, a Hadoop node can be configured
to receive data from multiple types of data sources. Third, a Hadoop node can be
configured to operate in association with a general-purpose data processing operating
system, e.g., a data processing operating system not specific to Hadoop nodes. Fourth, a
Hadoop node can be configured to operate with dataflow graphs that carry out data
processing operations.

Other features and advantages of the invention will become apparent from the

following description, and from the claims.

DESCRIPTION OF DRAWINGS
Figure 1 shows a data processing system.
Figures 2 and 3 show dataflow graphs.
Figure 4 is a flowchart of a data processing procedure.

Figure 5 shows a data processing system.

DESCRIPTION

Figure 1 shows a data processing system 100 in which data 116a-d originating at
one type of data source 110 and data 104 originating at another type of data source 120 is
processed and processed data 106 is provided to one or more outputs 150. The data can
be processed in a way so that the operations performed on the data are not limited
according to which data originated at which type of data source 110, 120. One manner for
accomplishing this is enabling one of the data sources 110 to receive data 104 from the
other data source 120 and process the received data 104 using techniques native to the

data source 110. In this way, much of the data processing is performed by the data source
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110. Data processing systems that process data from more than one type of data source
are sometimes called federated data processing systems.

One type of data source 110 is a collection of files stored in a Hadoop Distributed
File System (sometimes called HDFS) cluster. HDFS is a technique that defines a file
system that can be used to distribute data across multiple computer systems that each
store data in a manner that complies with the technique. An HDFS cluster, which we also
refer to simply as a Hadoop cluster, is a collection of computer systems (sometimes
called nodes) storing portions of data in a manner that allows a single operation to be
carried out on the portions of data in parallel (e.g., substantially simultaneously). The
data of each node is stored using a file system defined by the HDFS technique. The file
system is sometimes referred to as HDFS storage. Generally, a file system operating
according to HDFS can store any kind of data files. Sometimes a type of file specific to
Hadoop, called a sequence file, is used as the file format for data stored in a Hadoop
node. A Hadoop cluster could have dozens or hundreds of nodes (or more). In this way, a
Hadoop cluster could carry out a single data processing operation across those dozens or
hundreds of nodes in parallel, each node operating on a portion of data. As described
below, techniques can be used to carry out most or all data processing operations on a
Hadoop cluster rather than on a different data processing system that would otherwise
perform the operations.

Although we generally describe a Hadoop node as a computer system storing a
portion of data, a Hadoop node can take other forms. Any arrangement in which a
particular portion of data is associated with a particular portion of computer hardware can
be a Hadoop node. For example, a single Hadoop node itself could be made up of
multiple computer systems, whether they be two or more computer systems operating
together to form a node, two processors of a multiprocessor computer system operating
together to form a node, or some other arrangement. A single computer system could also
act as multiple Hadoop nodes if the single computer system had two distinct file systems
operating according to the HDFS technique each with its own portion of data. Further,
when we say that a node performs a particular action, we mean that the node serves as a
platform on which a functional component carries out the described action. For example,

a computer program executing on the node may be carrying out the action.
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Further, although we reference the Hadoop technique in this description, other
similar techniques that do not carry the Hadoop name, and/or do not use the HDFS data
storage format, can be used with the techniques described here. In this way, these same
techniques can be used with other types of clusters. For example, these techniques could
be used with another kind of cluster that stores an aggregation of data that can be
operated on in parallel by nodes operating in conjunction with one another to carry out a
data processing operation on the aggregation of data (e.g., by splitting the aggregation of
data into portions operated on by the individual nodes).

One way of processing data in a Hadoop cluster is using a MapReduce
programming model. Generally, a MapReduce program includes a Map procedure that
performs filtering and sorting (such as sorting university students by first name into
queues, one queue for each name) and a Reduce procedure that performs a summary
operation (such as counting the number of university students in the respective queues,
yielding name frequencies). A user of the system specifies the Map and Reduce
procedures, but does not necessarily determine the number of instances (or invocations)
of each procedure (i.e., “processes”) or the nodes on which they execute. Rather, a
“MapReduce System” (also called "infrastructure”, "framework") orchestrates by
marshaling a set of distributed nodes, running the various tasks (e.g., the Map and Reduce
procedures and associated communication) in parallel, managing all communications and
data transfers between the various parts of the system, providing for redundancy and
failures, and overall management of the whole process. A MapReduce system can
schedule execution of instances of Map or Reduce procedures with an awareness of the
data location.

The other data source 120 could be a data source such as a relational database
(sometimes called a Relational Database Management System, or RDBMS), a flat file, a
feed of data from a network resource, or any other resource that can provide data in
response to a request from the data processing system. Data processing operations can be
performed on combinations of data stored in the Hadoop cluster 112 and data 104
received from the other data source 120. Rather than use an independent processing
system to extract data from the Hadoop cluster 112 and from the other data source 120,

the data processing functionality of the Hadoop cluster 112 can be used to process the
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combination of the data 116a-d stored in the Hadoop cluster 112 and the data 104
received from the other data source 120. For example, this could be done to take
advantage of data processing features of the Hadoop cluster 112. For example, as shown
in figure 1, data 104 received from the other data source 120 is transmitted directly to the
Hadoop cluster 112. Here, we will use the example of a relational database 122 as the
other data source 120.

One way to combine the data for processing is to copy data 116a-d stored in
nodes 114a-d of the Hadoop cluster 112 to the relational database. The relational database
122 can then be instructed to operate on the combined data, for example, using data
processing operations native to the relational database 122 (e.g., database operations
defined according to a query language such as SQL). However, in this technique, the
parallel processing capabilities of the Hadoop cluster 112 are lost. One way to combine
the data for processing is to copy most or all of the data 124a-c stored in the relational
database 122 into the Hadoop cluster 112 and then process the data using techniques
native to the Hadoop cluster 112, for example, using the MapReduce programming model
described above.

Depending on the manner of implementation, either technique could require a
potentially large amount of data to be copied from one data source to the other data
source, which a) typically requires that at least some of the data be written to disk, b)
typically requires a substantial amount of processing time to copy the data, as compared
to the processing time required to perform the operation, and ¢) runs the risk that the
copied data will become stale —i.e., the copied data will become out of date relative to its
source, unless steps are taken to ensure that data does not change while the operation is
being carried out. All of these limitations impact the performance and efficiency of either
technique.

In another technique, most or all of the data can be stored in their respective
native data sources 110, 120, such that only small amounts of data are copied from one
data source to another. Put another way, data processing operations are carried out in a
manner that uses techniques for utilizing the resources of both types of data sources 110,
120, rather than carrying out operations that utilize only one type of data source. As a

practical example, the nodes 114a-d of the Hadoop cluster 112 can perform some
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operations (e.g., operations that perform a transformation upon a portion of data) needed
to complete a task, and the relational database 122 can carry out some other operations
(e.g., operations that perform a transformation upon another portion of data) also needed
to complete the task.

As an example of these techniques, when the nodes 114a-d of the Hadoop cluster
112 perform a data processing operation, each node 114a-d accesses only the data it
needs to carry out the operation, e.g., only the data on which the operation is performed.
For example, some of the data may be stored in a database table having columns and
rows. If a particular operation only applies to certain columns or rows then only those
columns or rows are copied from one data source to another, ¢.g., from the relational
database 122 to one of the nodes 114a-d. As a practical example, if a relational database
122 stores data representing customers of a telephone company, and the data processing
system is performing an operation that requires a list of telephone numbers, then the
nodes 114a-d access only the column of the relational database 122 that stores telephone
numbers, and need not access columns representing customer names, addresses, or other
data that may be stored in the database. The relational database 122 can perform
operations necessary to return only the portions of the database needed for a particular
operation, ¢.g., a particular operation carried out by a node 114a-d of the Hadoop cluster.

Further, individual nodes 114a-d of a Hadoop cluster 112 may each store only a
portion of the total data stored by the Hadoop cluster 112. Each node 114a-d can access
only whatever additional data is needed to carry out operations with respect to its portion
of data, and need not access other data not needed to carry out those operations. For
example, if a node 114a is performing an operation that will use both its portion of data
and other data from a different data source, then the node accesses only the subset of the
other data that is applicable to the operation being performed on its portion of data.

As a practical example, a data processing system may manage a body of data on
behalf of a telephone company which has a master list of customers and a database of
telephone call records. In this example, a node 114a of a cluster 112 may store data 116a
representing only telephone calls originating or received in the United States, and other
nodes 114b-d store data 116b-d representing telephone calls originating or received in all

of the other countries. A relational database 122 separate from the nodes 114a-d of the
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cluster 112 may store data 124 representing a list of the telephone company’s customers.
(This is only used as an example, as a real-world implementation of a database of
telephone calls may require hundreds or thousands of nodes.)

In this example, a data processing operation can be performed at least in part by
the nodes 114a-d of the Hadoop cluster 112. For example, the operation can be an
operation that identifies customers associated with particular telephone calls. The node
114a that stores data representing telephone calls originating and received in the United
States can be provided data 124a representing the customer records for only those
customers having telephone service in the United States, and not any data 124b, 124c¢
representing customers having telephone service in any other countries. In some
examples, the data 124a-c from the relational database 122 can be provided to the
respective nodes 114a-d of the Hadoop cluster 112. In some examples, the respective
nodes 114a-d of the Hadoop cluster can request the portion of data 124a-c from the
relational database 122. Thus, the amount of data accessed by the node 114a is small
compared to the entire database of customers, ¢.g., all of the data 124a-c stored by the
relational database 122. In some examples, the data 124a-c received by a node 114a-d
may be transformed (e.g., by the node 114a-d) to a format compatible with the format of
data stored at the node 114a-d.

Because only a relatively small amount of data is received from the respective
data sources when each operation is performed, the operations can be performed on data
stored in active (volatile) memory, as opposed to persistent (non-volatile) storage such as
a disk. In many computing environments, this will speed up data processing operations,
since persistent storage tends to be slower than active memory.

In some implementations, the data processing system 100 could be a graph-based
processing system. A graph-based processing system processes data using dataflow
graphs. A dataflow graph is a computer program that contains components representing
operations to be performed on input data and links between the components representing
flows of data. (Components are sometimes referred to as nodes, but will be called
components here to avoid confusion with the nodes of Hadoop clusters.) The operations
represented by the components generate output data based on the input data by

processing the input data. A component can provide input data to and receive output data
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from other components if the component is linked to the other components, in which each
link between two components represents a flow of data from one of the components to
the other component. When the dataflow graph is executed by a graph-based processing
system, each of the components is executed, e.g., a computer program or portion of a
computer program is executed and carries out the operation represented by the
component. During execution the dataflow graph receives input data which is processed
(e.g., operated on by the operations of the dataflow graph’s components) to generate
output data. One example of a graph-based system is described in detail in U.S.
Publication No. 2007/0011668, titled “Managing Parameters for Graph-Based
Applications,” incorporated herein by reference. A system for executing graph-based
computations is described in U.S. Patent 5,966,072, titled “Executing Computations
Expressed as Graphs,” incorporated herein by reference.

The execution of a graph is sometimes facilitated by a specialized operating
system, sometimes called a graph operating system. A graph operating system is a
computer program capable of executing the operations underlying individual components
of a dataflow graph. For example, if a component of a dataflow graph represents an
operation to be carried out by a database system, the graph operating system is tasked
with instructing a database system to carry out the operation. For this reason, a graph
operating system sometimes executes on systems that interact with a graph-based data
processing system. In the example shown in figure 1, instances of a graph operating
system 130a-d may execute on the nodes 114a-d of the Hadoop cluster 112. Examples of
techniques for executing a graph operating system on a node of a Hadoop cluster are
described in U.S. Application Serial No. 14/090,434, titled “Parallel Access to Data in a
Distributed File System,” incorporated herein by reference.

A graph operating system 130a-d, or any other general-purpose data processing
system, can be used to enable the nodes of the Hadoop cluster 112 to receive data from
other data sources. For example, the graph operating system may be capable of receiving
data from a relational database 122. In this example, an instance of the graph operating
system can receive the data from the relational database 122 and provide it to the
appropriate portion or subsystem of the Hadoop node 114a-d on which the instance of the

graph operating system is executing. In this way, the nodes 114a-d of the Hadoop cluster

-10-
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do not need any custom functionality (e.g., custom-written code) to receive data from
another kind of data source such as a relational database. In some examples, the graph
operating system 130a-d has the capability to receive a “plug-in” that describes how to
receive and parse data from a particular data source. In the example in which a Hadoop
node 114a receives data from a relational database 122, an instance of the graph
operating system 130a running on the Hadoop node 114a can access the “plug-in” to
determine how to parse the data received from the relational database 122.

In some implementations, the instances of the graph operating system 130a-d that
execute on the nodes 114a-d of the Hadoop cluster 112 communicate with functionality
of the relational database 122. For example, the relational database 122 may support a
function (e.g., a database command) which enables an external entity, such as the graph
operating system, to access data stored by the relational database 122.

In some implementations, the data processing system 100 is tasked with carrying
out a database query 140. A database query is a set of instructions describing a subset of
the database contents and actions to take upon the data in that subset. If the database
query 140 were a database query used with the system described above storing data for a
telephone company, the database query 140 could be a request for certain records of
telephone calls stored in the data sources used by the telephone company. For example,
some database systems perform database queries written in a dedicated database query
language such as Structured Query Language (SQL). In these database systems, an SQL
query is the primary instrument for manipulating the contents of the database.

In some implementations, the database query 140 is an SQL query. SQL queries
use commands and syntax defined by the structured query language. The relational
database 122 includes a collection of one or more database tables; a database table is a
collection of data arranged in a) rows each representing a record and b) columns each
representing a category of data stored in the rows. For example, a database table called
“current_customers” may have rows each representing a current customer of a business
and may have columns representing categories of data such as name of the customer,
address of the customer, last product purchased by the customer, and so on.

A relational database 122 typically includes functionality for interpreting a query

and returning data responsive to the query. The combination of interpreting a query and

-11-
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returning data responsive to the query is sometimes referred to as executing the query.
For example, some relational database implementations include an engine which a)
parses a SQL query, b) identifies operations that are defined by the structured query
language, c) identifies operands of the operators, and d) carries out (e.g., executes) the
operations according to the operands. An example of a SQL query could be “SELECT
last name FROM current _customers.” This SQL query includes an operation, SELECT,
which instructs a relational database to retrieve data according to the operands of the
SELECT operation. In the syntax of SQL, the operands are “current customers,” which
is a database table managed by the relational database, and “last name,” which is a
column of the database table. When the relational database interprets the query and
executes the operations of the query, the relational database will return the data of the
last name column (e.g., cach portion of data contained in the last name column) in
response to the query.

The data processing system 100 can carry out the database query 140 even if data
sources identified in the database query 140 are not databases that operate using queries
in the form of the database query 140. For example, the Hadoop cluster 112 may not
usually accept instructions specified in the form of SQL. If the database query 140 is a
SQL query and references the Hadoop cluster 112 then the instances of the graph
operating system 130a-d can together act as an intermediary which takes in the database
query 140 and each instance can determine what operations should be performed, in
response, at the Hadoop cluster 112. For example, components of a dataflow graph can
be substituted for instructions of a database query 140. Techniques in accordance with
this substitution are further described in U.S. Publication No. 2012/0284255A1, titled
“Managing Data Queries,” incorporated herein by reference. In some implementations, a
dataflow graph can be produced from a database query 140.

In some implementations, each instance of the graph operating system 130a-d
executes a corresponding portion of a computer program 134a-d. For example, the
computer program may be made up of executable components, and each instance of the
graph operating system 130a-d can execute some of the components of the computer
program. The instances of the graph operating system 130a-d can coordinate with one

another, for example, by transmitting and receiving data to and from one another, to
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execute their respective portions of the computer program and thus together execute the
computer program. In some examples, multiple instances of the graph operating system
130a-d execute instances of the same components of the computer program. For example,
the instances of the computer program 134a-d executing on the nodes 114a-d of the
Hadoop cluster 112 may each execute instances of the same data processing component,
cach of which operates on different data (e.g., the data 116a-d stored by the respective
node 114a-d). In some examples, the portions of the computer program may together
make up a dataflow graph, and the portions of the computer program may be subgraphs
(e.g., one or more linked components) of the dataflow graph. In some implementations,
an instance of the graph operating system 130a-d can generate the computer program
134a-d.

In this way, the Hadoop cluster can carry out operations of the database query 140
(sometimes referred to as executing the database query 140) using techniques that do not
rely on functionality of a relational database, e.g., query interpretation functionality of a
relational database, to carry out the operations. Instead, the query can be carried out by
executing the instances of the computer program 134a-d. Once the computer program
134a-d is generated, no query interpretation functionality of a relational database is used
to carry out the operations of the database query 140 on the nodes 114a-d of the Hadoop
cluster.

In some implementations, a computer program (e.g., a dataflow graph, or any
other kind of program) can be configured with parameters. For example, the parameters
may be values that can be changed to change the behavior of the program. As a specific
example, a parameter may be “filename” and the value of the parameter could be the
location of a file in a file system. The value of the parameter can be changed to a location
of a different file to configure the program to access the different file. Two instances of
the same program can be configured with different parameter values, which will change
the behavior of the two instances of the same program.

The systems in figure 1 can communicate with each other using one or more
networks. For example, the nodes 114a-d of the Hadoop cluster 112 can communicate
with one another using a network such as a local area network (LAN) but may

communicate with each other using a wide area network (WAN), the Internet, or another
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kind of network. Further, the nodes 114a-d of the Hadoop cluster 112 may communicate
with the relational database 122 and the processing system 100 using a LAN, WAN, the
Internet, or any other kind of communications network that supports communications
between computer systems.

Further, although a single Hadoop cluster 112 is shown in figure 1, multiple
Hadoop clusters could be used in the system shown in the figure. For example, one
Hadoop cluster could receive some data from the relational database 122, and another
Hadoop cluster could receive other data from the relational database 122. Other
configurations involving multiple Hadoop clusters are possible.

Figure 2 shows an example of a dataflow graph 200. In some examples, the
dataflow graph 200 could be displayed in a user interface that allows a dataflow graph to
be viewed, configured, and/or executed. This dataflow graph 200 represents a data
processing operation that might be performed by the Hadoop cluster 112 and the data
processing system 100 shown in figure 1. In this example, the dataflow graph contains a
component 202 representing an operation called “join,” which we will also refer to as the
join component 202. The “join” operation combines two types of data, for example, one
type of data contained in one data source and another type of data contained in another
data source. The other components of the dataflow graph 200 enable the dataflow graph
200 to carry out the join operation using multiple types of data sources, including one
data source that is a Hadoop cluster. Further, most of the processing occurs on the nodes
of the Hadoop cluster.

In some examples, the dataflow graph 200 can be produced from a database
query, ¢.g., the database query 140 shown in figure 1. For example, the dataflow graph
200 can be generated using an engine (e.g., an instance of a graph operating system 130a-
d shown in figure 1) that takes a database query as input and produces a dataflow graph
as output. In this way, a dataflow graph such as the dataflow graph 200 shown in figure 2
can, when executed, produce the same output as the execution of the corresponding
database query 140 (figure 1). In this way, a database query 140 can be written using a
database query language such as SQL. However, the systems carrying out the
corresponding data processing operations, ¢.g., the Hadoop cluster 112, need not be

capable of parsing the database query 140. For example, there is no need to provide
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custom-designed database query parsing functionality to the Hadoop cluster 112. Instead,
an instance of a graph operating system 130a-d executing on a Hadoop node 114a-d
(figure 1) can execute the dataflow graph 200 to perform operations which, in
combination, are equivalent to operations of the database query 140 (e.g., achieving the
same result as executing the database query 140 in a conventional relational database
system). For example, when the dataflow graph 200 is executed by the instances of the
graph operating system 130a-d, the output of the dataflow graph 200 is equivalent to
output of a system (other than the Hadoop cluster 112) that executes the database query
140 but does not execute the dataflow graph 200. In this way, the dataflow graph 200 is
an example of a computer program that corresponds to the database query 140.

The components of the dataflow graph 200 are arranged so that the dataflow
graph 200 can process data from more than one type of data source, including a data
source representing a Hadoop cluster. One component 204 represents data stored by the
Hadoop cluster 112 and another component 206 represents data stored by the relational
database 122 both shown in figure 1. The Hadoop cluster component 204 is linked to the
join component 202 which means that data flows from the Hadoop cluster component
204 to the join component 202, and so the output of the Hadoop cluster component 204 is
provided to the join component 202 as input. Further, the Hadoop cluster component 204
represents operations that can be carried out in parallel by the nodes of the Hadoop
cluster. For example, when data flows from the Hadoop cluster component 204, multiple
portions of data may simultancously flow from Hadoop cluster nodes, ¢.g., data that has
been processed by the nodes. Similarly, an operation performed by the Hadoop cluster
component 204 can be performed in the form of multiple simultaneous operations each
performed on a Hadoop cluster node. This technique is sometimes referred to as parallel
processing. As shown in the figure, the number “4” indicates the number of nodes in the
underlying Hadoop cluster and thus the number of ways in which an operation can be
divided for parallel processing.

The data flows from the relational database component 206 in a way that the data
can be provided directly to individual nodes of a Hadoop cluster. Data flows from the
relational database component 206 to a broadcast component 210. The data then flows to

the join component 202. In this example, the operations of the join component 202 are
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carried out on data stored by the nodes of the Hadoop cluster represented by the Hadoop
cluster component 204 in order to take advantage of the parallel processing capabilities of
the Hadoop cluster.

The broadcast component 210 represents operations which enable the data stored
by the relational database to be transmitted to each of the nodes represented by the
Hadoop cluster component 204. Although the example here uses a relational database, the
broadcast component 210, like other components shown in figure 2, can be used with
other kinds of data sources. In some implementations, the broadcast component 210
copies a narrowed hashtable of the each portion of data across the cluster to allow the join
operation to be performed locally in each node of the Hadoop cluster. In this way, when
data flows from the relational database component 204 to the join component 202,
portions of the underlying data 124a-c stored in the relational database 122 shown in
figure 1 can be directed to a particular node 114a-d of the Hadoop cluster 112. This
process is represented by a fan-out indicator 212 which indicates that the data is divided
(or “fanned out”) for parallel processing. In some examples, the data stored in the
respective data sources (e.g., the relational database 122 and Hadoop cluster 112) can be
analyzed to determine an optimal manner of dividing the data as it is processed in the
dataflow graph 200. In some examples, the instances of the graph operating system 130a-
d executing on the nodes 114a-d of the Hadoop cluster can determine an optimal manner
of dividing the data as it is processed in the dataflow graph 200 and request a portion of
data from the relational database 122. In general, the data is divided so that the Hadoop
nodes each receive a quantity of data (e.g., only some of the rows and/or columns of the
relational database) that can be stored in active memory of the respective Hadoop node.

In this example, data flows from the join component 202 to a rollup component
214. A rollup component aggregates data from multiple sources. Because the join
component 202 represents operations carried out by multiple nodes of a Hadoop cluster,
the rollup component 214 aggregates the output from the multiple nodes. A fan-in
indicator 216 indicates that, at this point in the dataflow graph 200, the data flowing
through the graph in the form of multiple parallel flows is merged into a single flow.

Components 218 that appear after the fan-in indicator 216 represent operations which
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may be carried out by an entity other than nodes of a Hadoop cluster (for example, the
data processing subsystem 101 shown in figure 5).

Each of the components of the dataflow graph is marked with a layout indicator.
A layout refers to a particular system that carries out the operations represented by a
component. As shown in the figure, some components are marked with layout 1, some
components are marked with layout 2, and some components are marked with layout 3.
Here, components marked with layout 1, layout 2, and layout 3 represent operations
carried out by instances of the graph operating system 130a-d associated with the Hadoop
cluster 112. In some examples, components marked with layout 2 represent operations
carried out by the relational database 122 or a graph operating system associated with the
relational database 122. In some examples, components marked with layout 3 represent
operations carried out by a system other than the Hadoop cluster 112 or the relational
database 122, for example, a system such as the data processing subsystem 101 shown in
figure 5.

Thus, when the dataflow graph 200 is executed, operations of the dataflow graph
200 can be carried out by computer systems associated with a Hadoop cluster so that
much of the data processing occurs at the Hadoop nodes. In this way, the parallel
processing features of the Hadoop cluster are used. Further, because the amount of data
copied to individual Hadoop nodes can be retained in active memory, the data does not
need to be copied to disk and so the performance slowdown caused by disk reads/writes
1S mitigated.

Figure 3 shows a dataflow graph 300 that represents another series of operations
that could be carried out together by systems of the the data processing system 100. This
dataflow graph 300 includes a component 302 that carries out an “append” operation. An
“append” operation appends one quantity of data to another quantity of data, forming a
merged quantity of data. This dataflow graph 300 represents another example of a series
of processing operations in which most of the data processing occurs on a Hadoop node.

The components of the dataflow graph 300 are arranged so that the dataflow
graph 300 can process data from more than one type of data source, including a data

source representing a Hadoop cluster. One component 304 represents data stored by the
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Hadoop cluster 112 and another component 306 represents data stored by the relational
database 122 both shown in figure 1.

The Hadoop cluster component 304 is linked to a filter component 308 which is
linked to the append component 302. Thus, data flows from the Hadoop cluster
component 304 and is filtered by the filter component 308 before being processed by the
append component 302. The input data can be filtered based on characteristics of the
input data as well as characteristics of the data stored on each Hadoop node. For example,
if an operation is to be performed on data representing commercial transactions, and a
particular Hadoop node only stores data for transactions totaling greater than ten dollars,
then the filter component 308 can be configured (e.g., by modifying parameters
controlling the operation of the component) to pass on input data that is relevant to
purchases totaling greater than ten dollars. As another example, if an operation is to be
performed on data representing commercial transactions, and the operation itself is only
relevant to purchases totaling greater than ten dollars, then the filter component 308 can
be configured (e.g., by modifying parameters controlling the operation of the component)
to pass on input data that is relevant to transactions totaling greater than ten dollars.

In this dataflow graph 300, data flowing from the relational database component
306 is divided for processing at nodes of a Hadoop cluster. The relational database
component 306 is linked to a partition component 310, which partitions (e.g., divides) the
data that flows from the relational database component 306. For example, the partition
component 310 may use a technique called round robin, in which each new portion of
data partitioned by the partition component 310 is provided to a node of a Hadoop cluster
in a fixed sequence. Put another way, in the round robin technique, a portion of data is
parceled out to one node after another in turn. In this way, each node of the Hadoop
cluster receives portions of data that can be kept in active memory of the node and need
not be written to disk.

Thus, the append component 302 represents operations carried out by nodes of a
Hadoop cluster, such that each node appends data received from the relational database
component 306 to data stored at the individual node of the Hadoop cluster. The results of
all of these append operations are provided in parallel to a rollup component 312 which

aggregates the results for further processing. For example, the aggregated output can be
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processed by a further component 314. Again, most of the data processing operations
occur on the Hadoop cluster, in a manner that does not require significant use of disk
operations on nodes of the Hadoop cluster.

Figure 4 shows a flowchart representing a procedure 400 for processing data. The
procedure 400 can be carried out, for example, by components of the data processing
system 100 shown in figure 1.

The procedure 400 executes 402 an instance of a data processing engine at a
Hadoop node of a Hadoop cluster. The Hadoop node stores a first portion of data in
HDFS data storage. The data processing engine is capable of receiving data from a data
source external to the Hadoop cluster. For example, the node could be one of the nodes
114a-d of the Hadoop cluster 112 shown in figure 1. For example, the data processing
engine could be the graph operating system 130a-f shown in figure 1.

Other instances of the data processing engine can execute on other nodes of the
Hadoop cluster, each performing their own instance of operations of the procedure 400
(e.g., operations 402-412). In some implementations, the data processing engine does not
implement the MapReduce programming model.

The procedure 400 receives 404 a program. The program can be received by the
data processing engine. For example, the program could be a dataflow graph that includes
at least one component representing the Hadoop cluster, at least one component
representing a source of received data, and at least one link that represents at least one
dataflow associated with an operation to be performed on data received from at least one
source of data (e.g., the Hadoop cluster or another source of data). The graph may include
at least one component connected to a link representing a flow of data from the Hadoop
cluster and connected to a link representing a flow of data from a source of the data
received in the procedure 400.

In some implementations, the computer program includes components
representing operations corresponding to a database query, e.g., an SQL query. A
computer program representing a database query includes at least one component
representing a source of data referenced in the database query (e.g., a database query

referencing the Hadoop cluster) and at least one link that represents at least one dataflow
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associated with the operation to be performed on the data. For example, the operation
could be a data processing operation performed in the procedure 400.

The procedure 400 executes 406 at least part of the computer program. For
example, the part of the computer program can be executed by the data processing
engine, which executes on the Hadoop node in the Hadoop cluster. In some examples, the
part of the computer program executed includes at least one component representing the
Hadoop cluster and at least one component representing a data processing operation. For
example, the components of the computer program executed 406 could be included in a
layout of the computer program. In some examples, instances of the same components of
the computer program executed 406 here are concurrently executed in other nodes of the
Hadoop cluster. In some implementations, the computer program is configured before it
is executed. For example, components of the computer program can be configured with
parameters having values that can be changed. In some examples, the computer program
is linked to another program or programs. For example, if the computer program is a
graph, the graph can be linked to another graph (e.g., a graph executing on or available at
a graph operating system).

The procedure 400 receives 408 a second portion of data from the external data
source. For example, the external data source can be a source other than a node of the
Hadoop cluster, ¢.g., the data source 120 (e.g., a relational database 122) shown in figure
1. The data that is received is distinct from other portions of data received at other nodes
of the Hadoop cluster (e.g., other portions of data received from the other source of data).
In some examples, the second portion of data includes a subset of rows of a relational
database, and the second portion of data includes a subset of columns of the relational
database. In some examples, the second portion of data is distinct from a third portion of
data received at a second node of the Hadoop cluster from the external data source. Put
another way, the second portion of data contains different data, ¢.g., different rows and/or
columns, than the third portion of data.

The procedure 400 stores 410 the second portion of data, other than in HDFS
storage, by which we mean that the second portion of data is not stored in HDFS storage
(c.g., the HDFS storage containing the first portion of data). For example, the second

portion of data can be stored in volatile memory of the Hadoop node. Volatile memory is
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sometimes referred to as random access memory. In contrast, non-volatile memory is,
e.g., a disk drive. The data received 408 by the procedure 400 may have a size that fits in
the volatile memory of the nodes of the Hadoop cluster.

The procedure 400 performs 412 a data processing operation identified by the
program using at least the first portion of data and the second portion of data. The data
processing operation can be carried out, at least in part, by an instance of a data
processing engine that co-operates with other instances of the data processing engine.
The instances of the data processing engine perform the data processing operation
together in parallel, by which we mean that the instances of the data processing engine
execute concurrently to perform the same data processing operation on different portions
of data. By “execute concurrently,” we mean that the time at which one instance of data
processing engine begins to carry out a collection of operations (e.g., in a portion of a
computer program) does not depend on the time at which another instance of the data
processing engine begins to carry out the same collection of operations, and at least some
of the same operations may be carried out simultaneously, or within a few milliseconds
of cach other, on both instances of the data processing engine. In some examples, the
instances can together perform the data processing operation on a body of data stored by
nodes of the Hadoop cluster, and another body of data. In some examples the other body
of data could be stored in a format native to a relational database system (e.g., in the form
of a table containing rows and columns, or in another form that is a default format of a
relational database system).

In some examples, the procedure 400 executes at least part of the program by a
second instance of the data processing engine outside of the Hadoop cluster. For
example, the data processing engine could be the graph operating system 130f executing
on the other data source 120 (e.g., a relational database 122) shown in figure 1. A double-
headed arrow is shown in the figure as a representation of communication between the
instance of the graph processing engine executing on the Hadoop node and the instance
of the data processing engine executing outside the Hadoop cluster. In some
implementations, a node of the Hadoop cluster, e.g., one that carries out operations 402-
412 of the procedure, communicates with at least part of the program being executed by

the second instance of the data processing engine outside of the Hadoop cluster (e.g., the
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instance of the data processing engine executing on the other data source 120). For
example, at least part of the program (e.g., one or more components of a program) may
send and receive data to and from the node of the Hadoop cluster.

The portion of data received by a node of the Hadoop cluster could be chosen
based on characteristics of the portion of data stored on the node. For example, the
portion of data received by the node could be chosen based on what data would be
needed to carry out the data processing operation on that particular node, as opposed to
other nodes. If the portion of data received by the node comes from a relational database,
then the portion of data may include only some columns and/or only some rows from the
relational database. In some examples the relational database could perform a filtering
operation that filters output data destined for a particular node based on information
identifying the portion of data stored on the particular node.

Figure 5 shows another version of a data processing system 100a in which data
102, 103 originating at one or more data sources 110, 120, is processed by a data
processing subsystem 101. The data processing subsystem 101 performs operations 131
on the data, and provides processed data 132 to one or more outputs 150. This data
processing system 101 can process data 102, 103 from more than one type of data source
110, 120, and process the data in a way so that the operations performed on the data are
not limited according to which data 102, 103 arrived from which type of data source 110,
120. One manner for accomplishing this is enabling one of the data sources 110 (e.g., a
Hadoop cluster 112) to receive data 104 from the other data source 120 (e.g., a relational
database 122) and process the received data 104 using techniques native to the data
source 110. In this way, much of the data processing that would otherwise be performed
by the data processing system 101 is instead performed by the data source 110.

A Hadoop cluster 112, along with other types of data sources, may be designated
as an input data source 110 to the data processing system 101. The other data sources 120
could be data sources such as a relational database, a flat file, a feed of data from a
network resource, or any other resource that can provide data in response to a request
from the data processing system. The data processing subsystem 101 can then perform
operations on combinations of data 102 from the Hadoop cluster 112 and data 103 from

another data source 120. Rather than extract data from the Hadoop cluster 112 or the
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other data source 120, the data processing subsystem 101 may rely on the data processing
functionality of the Hadoop cluster 112. This could be done to take advantage of data
processing features of the Hadoop cluster 112. In this way, the data processing subsystem
101 can carry out fewer operations, and on a much smaller amount of data, compared to
the Hadoop cluster 112. For example, as shown in figure 5, most of the data 104 received
from the other data source 120 is transmitted directly to the Hadoop cluster 112 (e.g.,
using techniques described above with respect to figure 1), and only a small amount of
data 103 (perhaps none at all) is transmitted to the data processing subsystem 101.

As a practical example, the data processing subsystem 101 can instruct the nodes
114a-d of the Hadoop cluster 112 to perform some operations (e.g., operations that
perform a transformation upon a portion of data) needed to complete a task, and instruct
the relational database 122 to carry out some other operations (e.g., operations that
perform a transformation upon another portion of data) also needed to complete the task.

As an example of these techniques, when the data processing subsystem 101
performs a data processing operation, the data processing subsystem 101 accesses only
the data it needs to carry out the operation, e.g., only the data on which the operation is
performed. Other data processing operations can be carried at the Hadoop cluster 112, for
example.

In some implementations, the data processing subsystem 101 is a graph-based
data processing system which executes graphs to process data. For example, the data
processing subsystem 101 may include an instance of a graph operating system 130e,
which executes one or more computer programs 134e¢ that include data processing
operations.

In some implementations, a further instance of the graph operating system 130f
may execute in association with the relational database 122. For example, the further
instance of the graph operating system 130f may execute on the same computer system
(or combination of systems) that is executing the relational database 122, or the further
instance of the graph operating system 130f may execute on a separate computer system
123 in communication with the computer system (or combination of systems) that is
executing the relational database 122. In some implementations, the further instance of

the graph operating system 130f is not used. Because this instance of the graph operating
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system 130f is optional, it is represented in figure 1 with a dotted line. In some
implementations, instances of the graph operating system 130a-d that execute on the
nodes 114a-d of the Hadoop cluster 112 communicate with the further instance of the
graph operating system 130f executing in association with the relational database 122.
In some implementations, each instance of the graph operating system 130a-f
executes a corresponding portion of a computer program 134a-f. For example, the
computer program may be made up of executable components, and each instance of the
graph operating system 130a-f can execute some of the components of the computer
program. The instances of the graph operating system 130a-f can coordinate with one
another, for example, by transmitting and receiving data to and from one another, to
execute their respective portions of the computer program and thus together execute the
computer program. In some examples, multiple instances of the graph operating system
130a-f execute instances of the same components of the computer program. For example,
the instances of the computer program 130a-d executing on the nodes 114a-d of the
Hadoop cluster 112 may each execute instances of the same data processing component,
cach of which operates on different data (e.g., the data 116a-d stored by the respective
node 114a-d). In some examples, the portions of the computer program may together
make up a dataflow graph, and the portions of the computer program may be subgraphs
(e.g., one or more linked components) of the dataflow graph. In some examples, the
computer program or portions of the computer program executed by the instances of the
graph operating system 130a-f is generated from a database query 140 received by the
data processing subsystem 101 or received by another component of the data processing
system 100a.The approach described above can be implemented using a computing
system executing suitable software. For example, the software may include procedures in
ong or more computer programs that execute on one or more programmed or
programmable computing system (which may be of various architectures such as
distributed, client/server, or grid) each including at least one processor, at least one data
storage system (including volatile and/or non-volatile memory and/or storage elements),
at least one user interface (for receiving input using at least one input device or port, and
for providing output using at least one output device or port). The software may include

one or more modules of a larger program, for example, that provides services related to
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the design, configuration, and execution of dataflow graphs. The modules of the program
(c.g., elements of a dataflow graph) can be implemented as data structures or other
organized data conforming to a data model stored in a data repository.

The software may be provided on a tangible, non-transitory medium, such as a
CD-ROM or other computer-readable medium (e.g., readable by a general or special
purpose computing system or device), or delivered (e.g., encoded in a propagated signal)
over a communication medium of a network to a tangible, non-transitory medium of a
computing system (such as a storage device) where it is executed. Some or all of the
processing may be performed on a special purpose computer, or using special-purpose
hardware, such as coprocessors or field-programmable gate arrays (FPGAs) or dedicated,
application-specific integrated circuits (ASICs). The processing may be implemented in
a distributed manner in which different parts of the computation specified by the software
are performed by different computing elements. Each such computer program is
preferably stored on or downloaded to a storage device (e.g., a non-transitory storage
device such as solid state memory or media, or magnetic or optical media) readable by a
general or special purpose programmable computer, for configuring and operating the
computer when the storage device is read by the computer system to perform the
procedures described herein. The inventive system may also be considered to be
implemented as a tangible, non-transitory medium, configured with a computer program,
where the medium so configured causes a computer to operate in a specific and
predefined manner to perform one or more of the processing steps described herein.

A number of embodiments of the invention have been described. Nevertheless, it
is to be understood that the foregoing description is intended to illustrate and not to limit
the scope of the invention, which is defined by the scope of the following claims.
Accordingly, other embodiments are also within the scope of the following claims. For
example, various modifications may be made without departing from the scope of the
invention. Additionally, some of the steps described above may be order independent,
and thus can be performed in an order different from that described.

For example, although the above examples show a data processing system 100
distinct from the Hadoop cluster 112 or the relational database 122, in some

implementations, the data processing system 100 may actually be functionally distributed
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across the Hadoop cluster 112 and/or the relational database 122, for example, as
instances of the graph operating system 130a-e.

As another example, although the examples shown in figures 1-4 use the example
of a single Hadoop cluster an a single relational database, the techniques described here
could also be used to operate on data received from one Hadoop cluster and received

from another separate Hadoop cluster.
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What 1s claimed is:

1. A method including:

at a node of a Hadoop cluster, the node storing a first portion of data in HDFS
data storage:

executing a first instance of a data processing engine capable of receiving data
from a data source external to the Hadoop cluster;

receiving a computer-executable program by the data processing engine;

executing at least part of the program by the first instance of the data processing
engine;

receiving, by the data processing engine, a second portion of data from the
external data source;

storing the second portion of data other than in HDFS storage; and

performing, by the data processing engine, a data processing operation identified

by the program using at least the first portion of data and the second portion of data.

2. The method of claim 1 in which the Hadoop cluster includes nodes each
executing an instance of the data processing engine, the instances of the data processing
engine running concurrently to perform the data processing operation together in parallel
on a) a first body of data that includes the first portion of data, the first body of data also
including other portions of data being processed by the other nodes of the Hadoop
cluster, and b) a second body of data that includes the second portion of data, the second
body of data being stored in a format native to a relational database system, and the
second body of data being divided into portions that each can be stored in volatile

memory of the nodes of the Hadoop cluster.

3. The method of claim 1 in which the computer program includes a dataflow
graph executed by a graph execution engine of the data processing engine, wherein the
dataflow graph includes a) at least one component representing the Hadoop cluster, b) at

least one component representing the source of the second portion of data, and ¢) at least
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one link that represents at least one dataflow associated with the operation to be

performed on the data received from at least one source of data.

4. The method of claim 3 in which at least one component of the dataflow
graph is connected to a link representing a flow of data from the Hadoop cluster, and
wherein the at least one component is connected to a link representing a flow of data

from the source of the second portion of data.

5. The method of claim 1 in which the data processing engine does not

implement the MapReduce programming model.

6. The method of claim 1, in which the second portion of data is stored in

volatile memory.

7. The method of claim 1 including

receiving a database query, the database query including at least one operation to
be performed on data received from at least one source of data that includes the Hadoop
cluster; and

the computer program includes components representing operations
corresponding to the database query, wherein the computer program includes at least one
component representing the at least one source of data and at least one link that
represents at least one dataflow associated with the operation to be performed on data

received from at least one source of data.

8. The method of claim 1 in which the second portion of data was chosen

based on characteristics of the first portion of data.
9. The method of claim 1 in which the second portion of data includes a

subset of rows of a relational database, and the second portion of data includes a subset of

columns of the relational database.
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10.  The method of claim 1 in which the second portion of data is distinct from
a third portion of data received at a second node of the Hadoop cluster from the external

data source.

11.  The method of claim 1 including communicating with an instance of at
least part of the program that is being executed by a second instance of the data

processing engine that is outside of the Hadoop cluster.

12.  The method of claim 1 including executing at least part of the program by

a second instance of the data processing engine outside of the Hadoop cluster.

13. A computer-readable storage device including instructions for causing a
node of a Hadoop cluster storing a first portion of data in HDFS data storage to carry out
operations including:

executing a first instance of a data processing engine capable of receiving data
from a data source external to the Hadoop cluster;

receiving a program by the data processing engine;

executing at least part of the program by the first instance of the data processing
engine;

receiving, by the data processing engine, a second portion of data from the
external data source;

storing the second portion of data other than in HDFS storage; and

performing, by the data processing engine, a data processing operation identified

by the program using at least the first portion of data and the second portion of data.

14. A node of a Hadoop cluster storing a first portion of data in HDFS storage
and including a computer processing device configured to carry out operations including:

executing a first instance of a data processing engine capable of receiving data
from a data source external to the Hadoop cluster;

receiving a program by the data processing engine;
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executing at least part of the program by the first instance of the data processing
engine;

receiving, by the data processing engine, a second portion of data from the
external data source;

storing the second portion of data other than in HDFS storage; and

performing, by the data processing engine, a data processing operation identified

by the program using at least the first portion of data and the second portion of data.

15. A node of a Hadoop cluster storing a first portion of data in HDFS storage
and including:

means for executing a first instance of a data processing engine capable of
receiving data from a data source external to the Hadoop cluster;

means for receiving a program by the data processing engine;

means for executing at least part of the program by the first instance of the data
processing engine;

means for receiving, by the data processing engine, a second portion of data from
the external data source;

means for storing the second portion of data other than in HDFS storage; and

means for performing, by the data processing engine, a data processing operation
identified by the program using at least the first portion of data and the second portion of
data.

16. A method including:
at a node storing a first portion of data and operating in conjunction with a cluster
of nodes, the cluster storing an aggregation of data, the nodes being configured to
operateon the aggregation of data in parallel:
executing a first instance of a data processing engine capable of receiving
data from a data source external to the cluster;
receiving a computer-executable program by the data processing engine;
executing at least part of the program by the first instance of the data

processing engine;
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receiving, by the data processing engine, a second portion of data from the
external data source;

storing the second portion of data in volatile memory of the node;

performing, by the data processing engine, a data processing operation
identified by the program using at least the first portion of data and the second
portion of data.

17. A method including:

at a data processing engine of a node of a Hadoop cluster, performing a data
processing operation identified by a computer-executable program being executed by the
data processing engine, the data processing operation being performed using at least a
first portion of data stored in HDFS data storage at the node and at least a second portion
of data received from a data source external to the Hadoop cluster and stored other than

in HDFS the storage.

18. A method including:

receiving a SQL query specifying sources of data including a Hadoop cluster and
a relational database;

generating a computer-executable program that corresponds to the SQL query;

executing the computer-executable program at a data processing engine of a node
of the Hadoop cluster; and

performing, by the data processing engine, a data processing operation identified
by the computer-executable program using at least data of the Hadoop cluster and data of

the relational database.
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