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PREDICTING SOFTWARE BUILD ERRORS

BACKGROUND

[0001] Software development can involve developing software code that is to be
translated into machine executable code. The translation of software code written by
developers into machine executable code can be referred to as a software build. During
software development, errors encountered during the software build can increase the
amount of time to develop software. For example, some organizations develop software
with teams of developers. In some instances, one team of developers may wait to build a
portion of a software application until a second team has built a separate portion of the
software application. If the second team of developers encounters a software build error,
the first team of developers may be delayed in building a portion of the software
application. Therefore, minimizing software build errors can prevent a delay in the
software development process.

SUMMARY

[0002] The following presents a simplified summary in order to provide a basic
understanding of some aspects described herein. This summary is not an extensive
overview of the claimed subject matter. This summary is not intended to identify key or
critical elements of the claimed subject matter nor delineate the scope of the claimed
subject matter. This summary’s sole purpose is to present some concepts of the claimed
subject matter in a simplified form as a prelude to the more detailed description that is
presented later.

[0003] An embodiment provides a method for predicting software build errors. The
method includes detecting a plurality of changes in software. The method also includes
identifying a plurality of change lists, wherein a change list is identified for each of the
plurality of changes in the software. In addition, the method includes identifying a
characteristic for each change list in the plurality of change lists. Furthermore, the method
includes calculating a plurality of probabilities based at least in part on the characteristic
of cach of the plurality of change lists, wherein each of the probabilities indicates the
likelihood of one of the plurality of change lists creating the software build error. The
method also includes reporting the plurality of probabilities of the software build error.
[0004] Another embodiment is a system for predicting software build errors. The
system includes a display device to display a plurality of probabilities, a processor to

execute processor executable code, and a storage device that stores processor executable
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code. The system detects a plurality of changes in software. The system also identifies a
plurality of change lists, wherein a change list is identified for each of the plurality of
changes in the software. In addition, the system identifies a characteristic for each change
list in the plurality of change lists. Furthermore, the system identifies a logistic regression.
The system also uses the logistic regression to calculate the plurality of probabilities based
at least in part on the characteristic of each of the plurality of change lists, wherein each of
the probabilities indicates the likelihood of one of the plurality of change lists creating the
software build error. Additionally, the system reports the plurality of probabilities of the
software build error.
[0005] Another embodiment provides one or more tangible computer-readable storage
media comprising a plurality of instructions. The instructions cause a processor to detect a
plurality of changes in software and identify a plurality of change lists, wherein a change
list is identified for each of the plurality of changes in the software. The instructions also
cause a processor to identify a characteristic for each change list in the plurality of change
lists. Furthermore, the instructions cause a processor to calculate a plurality of
probabilities based at least in part on the characteristic of each of the plurality of change
lists, wherein each of the probabilities indicates the likelihood of one of the plurality of
change lists creating the software build error. The instructions also cause the processor to
report the plurality of probabilities of the software build error.

BRIEF DESCRIPTION OF THE DRAWINGS

[0006] The following detailed description may be better understood by referencing the
accompanying drawings, which contain specific examples of numerous features of the
disclosed subject matter.

[0007] Fig. 1 is a block diagram of an example of a computing system that predicts
software build errors;

[0008] Fig. 2 is a process flow diagram illustrating an example of a method for
predicting software build errors;

[0009] Fig. 3 is a block diagram illustrating an example of a prediction analysis module
used to predict software build errors;

[0010] Fig. 4 is a block diagram illustrating an example of a build break module used to
analyze software build errors;

[0011] Fig. 5 is a block diagram illustrating an example of an update module used to

update the prediction analysis module; and
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[0012] Fig. 6 is a block diagram illustrating an example of a tangible, computer-readable
storage media that predicts software build errors.

DETAILED DESCRIPTION

[0013] Various methods for predicting software build errors have been developed to
minimize delays associated with software build errors. Some methods include collecting
information regarding certain aspects of the software code such as the number of lines of
software code changed since the last software build. These methods may attempt to
determine the likelihood of a successful software build based on the collected information.
However, many of these methods focus on information derived from the software code
rather than the process of building software and the actual changes that have been made to
the software. Other methods include identifying a set of variables that may identify a
software build error. However, many of these methods rely on decision trees that use a
fixed set of variables to identify when a software build may fail.

[0014] The techniques described herein can predict a software build error based on any
suitable number of probabilities of a software build error. In some embodiments, the
techniques described herein can identify a series of changes since the last software build
and calculate a probability that each change may create a software build error. A software
build can refer to the state of building software, which includes compiling software (also
referred to herein as software code) into machine executable files and linking the machine
executable files to form an application. A software build error can include an error in the
software code that prevents the software code from being compiled into an executable file
or prevents the software code from being linked. A software build error may prevent the
software code from being translated into machine executable code, which may prevent the
software code from being incorporated in an application.

[0015] As a preliminary matter, some of the figures describe concepts in the context of
one or more structural components, referred to as functionalities, modules, features,
elements, etc. The various components shown in the figures can be implemented in any
manner, for example, by software, hardware (e.g., discrete logic components, etc.),
firmware, and so on, or any combination of these implementations. In one embodiment,
the various components may reflect the use of corresponding components in an actual
implementation. In other embodiments, any single component illustrated in the figures
may be implemented by a number of actual components. The depiction of any two or

more separate components in the figures may reflect different functions performed by a
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single actual component. Fig. 1, discussed below, provides details regarding one system
that may be used to implement the functions shown in the figures.

[0016] Other figures describe the concepts in flowchart form. In this form, certain
operations are described as constituting distinct blocks performed in a certain order. Such
implementations are exemplary and non-limiting. Certain blocks described herein can be
grouped together and performed in a single operation, certain blocks can be broken apart
into plural component blocks, and certain blocks can be performed in an order that differs
from that which is illustrated herein, including a parallel manner of performing the blocks.
The blocks shown in the flowcharts can be implemented by software, hardware, firmware,
manual processing, and the like, or any combination of these implementations. As used
herein, hardware may include computer systems, discrete logic components, such as
application specific integrated circuits (ASICs), and the like, as well as any combinations
thereof.

[0017] As for terminology, the phrase “configured to” encompasses any way that any
kind of structural component can be constructed to perform an identified operation. The
structural component can be configured to perform an operation using software, hardware,
firmware and the like, or any combinations thereof.

[0018] The term “logic” encompasses any functionality for performing a task. For
instance, each operation illustrated in the flowcharts corresponds to logic for performing
that operation. An operation can be performed using software, hardware, firmware, etc.,

or any combinations thereof.

2% ¢ 2% ¢

[0019] As utilized herein, terms “component,” “system,” “client” and the like are
intended to refer to a computer-related entity, either hardware, software (e.g., in
execution), and/or firmware, or a combination thereof. For example, a component can be
a process running on a processor, an object, an executable, a program, a function, a library,
a subroutine, and/or a computer or a combination of software and hardware. By way of
illustration, both an application running on a server and the server can be a component.
One or more components can reside within a process and a component can be localized on
one computer and/or distributed between two or more computers.

[0020] Furthermore, the claimed subject matter may be implemented as a method,
apparatus, or article of manufacture using standard programming and/or engineering

techniques to produce software, firmware, hardware, or any combination thereof to control

a computer to implement the disclosed subject matter. The term “article of manufacture”
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as used herein is intended to encompass a computer program accessible from any tangible,
computer-readable device, or media.

[0021] Computer-readable storage media can include but are not limited to magnetic
storage devices (e.g., hard disk, floppy disk, and magnetic strips, among others), optical
disks (e.g., compact disk (CD), and digital versatile disk (DVD), among others), smart
cards, and flash memory devices (e.g., card, stick, and key drive, among others). In
contrast, computer-readable media generally (i.c., not necessarily storage media) may
additionally include communication media such as transmission media for wireless signals
and the like.

[0022] Fig. 1 is a block diagram of an example of a computing system that predicts
software build errors. The computing system 100 may be, for example, a mobile phone,
laptop computer, desktop computer, or tablet computer, among others. The computing
system 100 may include a processor 102 that is adapted to execute stored instructions, as
well as a memory device 104 that stores instructions that are executable by the processor
102. The processor 102 can be a single core processor, a multi-core processor, a
computing cluster, or any number of other configurations. The memory device 104 can
include random access memory (e.g., SRAM, DRAM, zero capacitor RAM, SONOS,
¢DRAM, EDO RAM, DDR RAM, RRAM, PRAM, etc.), read only memory (e.g., Mask
ROM, PROM, EPROM, EEPROM, ¢tc.), flash memory, or any other suitable memory
systems. The instructions that are executed by the processor 102 may be used to predict
software build errors.

[0023] The processor 102 may be connected through a system bus 106 (e.g., PCI, ISA,
PCI-Express, HyperTransport®, NuBus, etc.) to an input/output (I/O) device interface 108
adapted to connect the computing system 100 to one or more 1/O devices 110. The I/O
devices 110 may include, for example, a keyboard, a gesture recognition input device, a
voice recognition device, and a pointing device, wherein the pointing device may include a
touchpad or a touchscreen, among others. The I/O devices 110 may be built-in components
of the computing system 100, or may be devices that are externally connected to the
computing system 100.

[0024] The processor 102 may also be linked through the system bus 106 to a display
interface 112 adapted to connect the computing system 100 to a display device 114. The
display device 114 may include a display screen that is a built-in component of the
computing system 100. The display device 114 may also include a computer monitor,

television, or projector, among others, that is externally connected to the computing
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system 100. A network interface card (NIC) 116 may also be adapted to connect the
computing system 100 through the system bus 106 to a network (not depicted). The
network (not depicted) may be a wide area network (WAN), local area network (LAN), or
the Internet, among others.

[0025] The storage 118 can include a hard drive, an optical drive, a USB flash drive, an
array of drives, or any combinations thereof. The storage 118 may include a prediction
analysis module 120, a build break module 122, and an update module 124. The
prediction analysis module 120 can detect any number of changes to software code and
predict the likelihood the software code contains a software build error. The prediction
analysis module 120 can predict the likelihood of software code containing a software
build error by calculating the probability that each change to the software code may cause
a software build error. The build break module 122 can build the software and detect a
software build error. If the build break module 122 detects a software build error, the
build break module 122 may also detect the change to the software code that caused a
software build error. The build break module 122 can send the changes that cause
software build errors to the update module 124. The update module 124 can store
historical information for software code changes and corresponding build errors. The
update module 124 can provide the historical information to the prediction analysis
module 120, which allows the prediction analysis module 120 to calculate accurate
predictions of software build errors.

[0026] It is to be understood that the block diagram of Fig. 1 is not intended to indicate
that the computing system 100 is to include all of the components shown in Fig. 1.
Rather, the computing system 100 can include fewer or additional components not
illustrated in Fig. 1 (e.g., additional applications, additional memory devices, additional
network interfaces, etc.). For example, the computing system 100 may include a reporting
module that can report software build information to a user, an application, or another
hardware device, among others. Furthermore, any of the functionalities of the prediction
analysis module 120, build break module 122, or update module 124 may be partially, or
entirely, implemented in hardware and/or in the processor 102. For example, the
functionality may be implemented with an application specific integrated circuit, in logic
implemented in the processor 102, or in any other device.

[0027] Fig. 2 is a process flow diagram illustrating an example of a method for
predicting software build errors. The method 200 can be implemented with a computing

system, such as the computing system 100 of Fig. 1. The computing system 100 may also
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include a prediction analysis module 120 that can predict software build errors based on
changes to software code and historical information of previous software code changes
and previous software build results.

[0028] At block 202, the prediction analysis module 120 detects changes in software
code. In one embodiment, the prediction analysis module 120 can detect the changes to
the software code by comparing the software code to a previous version of the software
code. For example, the prediction analysis module 120 may detect changes in two
different versions of software code by identifying differences in the software code. In
other embodiments, the prediction analysis module 120 may detect changes in software
code by identifying indicators in the software code that correspond with the changes to the
software code. For example, the prediction analysis module 120 may detect changes in
software code based on comments included in the software code that correspond with
changes in the software code.

[0029] At block 204, the prediction analysis module 120 identifies a change list for each
change to the software code. In some embodiments, the prediction analysis module 120
may include multiple changes in each change list. For example, a developer may change
several lines of software code, which the prediction analysis module 120 can include in
one change list. In other embodiments, the prediction analysis module 120 may identify a
change list for each developer or each work session. For example, the prediction analysis
module 120 may identify the changes made to software code from a particular developer
and store the changes in a change list. In other examples, the prediction analysis module
120 may identify each work session that includes changes to the software code and
identify a change list for each work day for each developer.

[0030] At block 206, the prediction analysis module 120 identifies a characteristic for
cach change list. A characteristic of the change list can include any information associated
with a change in software code. In some embodiments, the characteristic may include
information derived from the software code. For example, a characteristic of the change
list may include the number of modified software code files or the number of modified
lines of software code, among others. In some embodiments, the characteristic may also
include information derived from factors related to the change in software code. For
example, a characteristic of the change list may include a determination of the developer
that made the change to the software code, the projects affected by the change, a
determination of the computing system the developer used to compile the software code,

the number or names of individuals that reviewed the change to the software code (also
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referred to herein as a review determination), the time the change was submitted (also
referred to herein as a time determination), complexity metrics related to the change in the
software code, and dependencies based on the changed software code , among others. The
complexity metrics can include the number of characters in a line of software code, the
number of nested loops surrounding the line of software code, or any other factors that
indicate the complexity of software code.

[0031] Additional examples of characteristics of the change list may include any activity
performed by other developers on source code files, or lines of source code files that have
been modified or are related to a given change list (referred to herein as an activity
determination). A characteristic of a change list may also include a representation of the
changes made by developers. For example, the changes made by developers may include
source code fragments that have been introduced, identifiers that have been referenced, or
any other descriptions of changes made to source code (referred to herein as a change
determination). Additional characteristics may also include the state of the source code
repository that a developer’s computing system was synced to when the software was built
on the developer’s computing system (also referred to herein as a developer build
determination), the tests that were executed on the developer’s computing system, and the
projects that were included as part of the software build. The prediction analysis module
120 can provide more accurate predictions by considering any number of characteristics
that correspond with a change list.

[0032] At block 208, the prediction analysis module 120 calculates a probability for
cach change in the software code. In some embodiments, the probability for each change
can represent the likelihood the change in the software code may result in a software build
error. The probability can be calculated using regression, such as logistic regression. For
example, the prediction analysis module 120 can generate a coefficient for each
characteristic related to a change list. The prediction analysis module 120 can determine
the coefficients based on historical data. For example, historical data may indicate that a
particular software developer has a 20 % probability of causing a software build error. In
this example, the prediction analysis module may assign a 20 % value as a coefficient to
the characteristic related to the software developer.

[0033] In some embodiments, the prediction analysis module 120 can combine the
probabilities of a software build error. For example, the prediction analysis module 120

may calculate the individual probabilities (P1, P2, ... PN) for each change list to cause a
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software build error. The prediction analysis module 120 can combine the probabilities
with the Equation 1.

1 — (1-P1)(1-P2)...(1-PN) = P(Error) Eq(1)
[0034] In Equation 1, P1 through PN represent probabilities that a change list may cause
a software build error. The term P(Error) represents the likelihood that a software build
error may occur based on N changes to the software code.
[0035] In some embodiments the prediction analysis module 120 may aggregate the
characteristics of the individual change lists and calculate a combined probability of a
software build error for a plurality of change lists. For example, the prediction analysis
module 120 may detect the number of change lists in a software build. The prediction
analysis module 120 may also detect any suitable number of aggregate values associated
with the change lists. For example, three change lists may indicate that 100, 150, and 200
lines of source code have been changed. The number of changed lines of code may be
aggregated by summation into a combined number of changed lines of code, or 450
changed lines of code in the previous example. The software build may be assigned a
higher risk of causing a software build error if previous software builds with more than
400 changed lines of source code resulted in software build errors In other examples, the
prediction analysis module 120 may aggregate the characteristics of change lists by
detecting the aggregate maximum probability of a software build error, the aggregate
minimum probability of a software build error, the aggregate average probability of a
software build error, the aggregate median probability of a software build error, the
summation of probabilities of a software build error, aggregated percentiles of a software
build error, or the standard deviation of a probability of a software build error, among
others.
[0036] At block 210, the prediction analysis module 120 reports the probabilities that
cach change in software code may cause a software build error. In some embodiments, the
prediction analysis module 120 can report the probabilities for software build errors to
users, applications, or other hardware devices, among others. For example, the prediction
analysis module 120 may calculate the probability that a change to the software code may
result in a software build error is 20 %. In this example, the prediction analysis module
120 may report to a user the 20 % prediction of the likelihood the change may cause a
software build error. The process ends at block 212.
[0037] The process flow diagram of Fig. 2 is not intended to indicate that the steps of
the method 200 are to be executed in any particular order, or that all of the steps of the
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method 200 are to be included in every case. In some examples, the changes in software
code may be detected incrementally. For example, the prediction analysis module 120
may generate a new change list for each change to software code and recalculate the
probabilities of a software build error. In other examples, the characteristics may vary as
additional changes to software code are detected. For example, the prediction analysis
module 120 may detect various characteristics, such as complexity metrics, or a change
determination, among others, for an integrated development environment. The prediction
analysis module 120 may then detect additional characteristics after a developer has
committed changes to software code. Further, any number of additional steps may be
included within the method 200, depending on the specific application. In some
embodiments, the prediction analysis module 120 may send the change lists to a build
break module 122, which can determine if a change to the software code causes a software
build error. The build break module 122 is discussed below in greater detail in relation to
Fig. 4. In other embodiments, the prediction analysis module 120 may send the change
lists to an update module 124. The update module 124 can update historical data
corresponding to change lists and software build errors. The update module 124 is
discussed below in greater detail in relation to Fig. 5.

[0038] Fig. 3 is a block diagram illustrating an example of a prediction analysis module
used to predict software build errors. The prediction analysis module 120 can be
implemented in a computing system, such as the computing system 100 of Fig. 1. In some
embodiments, the prediction analysis module 120 can include a feature extraction
component 302, a prediction generator 304, a trigger component 308, and a reporting
component 306. The components of the prediction analysis module 120 can identify and
analyze the likelihood of software build errors.

[0039] In some embodiments, the prediction analysis module 120 can accept any
suitable number of change lists as input. As discussed above, a change list can include
any appropriate number of changes to software code. The prediction analysis module 120
can send the change lists to a feature extraction component 302. The feature extraction
component 302 can determine any appropriate number of characteristics associated with a
change in software code. For example, the feature extraction component 302 may identify
characteristics associated with each change list. In some examples, the feature extraction
component 302 can identify characteristics such as the number of modified software code
files, the number of modified lines of software code, the developer that made the change to

the software code, the projects affected by the change, the computing system the developer

10



10

15

20

25

30

WO 2014/031452 PCT/US2013/055226

used to compile the software code, the number of individuals that reviewed the change to
the software code, the time the change was submitted, complexity metrics related to the
change in the software code, and dependencies based on the changed software code,
among others. The feature extraction component 302 can send the change list and the
corresponding characteristics to a prediction generator 304.

[0040] The prediction generator 304 can calculate probabilities for software build errors
based on the characteristics of the change lists. As discussed above in relation to Fig. 2,
the probabilities for software build errors can be calculated using a type of regression or
using machine learning models including but not limited to support vector machines,
Naive Bayes, or decision trees, among others. In some embodiments, the probabilities for
software build errors are calculated based on linear regression or on logistic regression. In
other embodiments, the probabilities can be combined to calculate a likelihood of a
software build error based on the combined probabilities for each change list causing a
software build error. In some embodiments, the prediction generator 304 can send the
probabilities of a software build error to a reporting component 306 and a trigger
component 308.

[0041] The reporting component 306 can provide feedback to a user, an application, or a
hardware device using any suitable number of methods. In some embodiments, the
feedback can include the probability that a change list may cause a software build error.
The reporting component 306 may provide feedback through a message sent to the display
device, a dialog box generated in IDE, an email notification, or a newsfeed, among others.
[0042] The trigger component 308 can initiate or request additional actions based on the
probability of a software build error. For example, the trigger component 308 may
provide feedback to developers through the reporting component 306. The feedback may
request additional review of software code that has a high probability of creating a
software build error. In some examples, the feedback can identify particular
characteristics of a change list and the corresponding probability of creating a software
build error. The feedback may recommend additional review of a particular change list, to
build additional projects before submitting the changes to source code, or to run additional
tests prior to submission, among others. In some embodiments, the trigger component 308
can also request additional check-in or quality logic gates during the build process. For
example, the trigger component 308 may include a build component 310 that compiles and
links software code to form machine executable applications. The trigger component 308

may instruct the build component 310 to include additional quality logic gates, which may
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prevent a software build error. The additional quality logic gates may also assist in
determining the cause of a software build error.

[0043] In some embodiments, the trigger component 308 may also provide instructions
to the build component 310 that control a software build. For example, the trigger
component 308 may instruct the build component 310 to build software by grouping
change lists together that share a low-risk of creating a software build error. The trigger
component 308 can identify change lists that have a low-risk of causing a software build
error based on probabilities that each change list may cause a software build error. In
some embodiments, the trigger component 308 may also instruct the build component 310
to build high-risk change lists prior to building low-risk change lists. The trigger
component 308 can also identify change lists that have a high-risk of causing a software
build error based on probabilities that indicate a change list is likely to cause a software
build error. For example, the trigger component 308 may send high-risk change lists to
multiple computing systems, which can allow the high-risk change sets to be built in
parallel. The trigger component 308 may provide faster feedback to a reporting
component 306 regarding high-risk change lists when the high-risk change lists are built in
parallel.

[0044] In some embodiments, the trigger component 308 can also send the change list to
an update module 312 if the build component 310 does not return a software build error.
The update module 122 can store historical data regarding change lists and the success or
failure of software builds based on the change lists. In some embodiments, the trigger
component 308 may receive a single change list indicating that a single change list
incorporates the changes made to software code. The trigger component 308 may send the
results of the build to an update module 122 if the build succeeds or fails. The update
module 122 can then update the historical data to reflect whether the change list caused a
software build error. In other embodiments, the trigger component 308 can send the
change list to a build break module 122 when the build component 310 returns a software
build error. The build break module 122 can identify the change list that caused the
software build error and provide feedback to developers. The build break module 122 is
discussed in greater detail below in relation to Fig. 4.

[0045] It is to be understood that the block diagram of Fig. 3 is not intended to indicate
that the prediction analysis module 120 is to include all of the components shown in Fig.
3. Rather, the prediction analysis module 120 can include fewer or additional components

not illustrated in Fig. 3. For example, the prediction analysis module 120 may not include
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a build component 310. Rather, the functionality of the build component 310 may be
implemented by a processor, or any other suitable hardware device.

[0046] Fig. 4 is a block diagram illustrating an example of a build break module used to
analyze software build errors. The build break module 122 can be implemented in a
computing system, such as the computing system 100 of Fig. 1. In some embodiments,
the build break module 122 can include a filter component 402, a prediction component
404, a validation component 406, a reporting component 408, and a version control
component 410. The components of the build break module 122 can analyze software
build errors.

[0047] The build break module 122 can accept any suitable number of changes to
software code and build logs produced by a build component. The build logs can include
information generated during the build process. For example, the build logs may include
information that indicates certain portions of the software code that did not produce a
software build error. In some embodiments, the filter component 402 can exclude any
changes to the software code that are known not to be responsible for the software build
error. For example, the filter component 402 may identify any changes included in
previous builds that did not result in a software build error. In other embodiments, the
filter component 402 may perform dynamic analysis based on historical data stored in an
update module 122. The filter component 402 can send a set of candidate change lists that
may have caused the software build error to the prediction component 404.

[0048] The prediction component 404 can detect the likelihood that a change list caused
the software build error. As discussed above in relation to Fig. 2, the probabilities for
software build errors can be calculated using any suitable type of regression, such as
logistic or linear regression. In some embodiments, the prediction component 404 can
calculate probabilities that each change list caused a software build error.

[0049] In some embodiments, the prediction component 404 can send the change lists
and the probabilities that cach change list caused a software build error to a validation
component 406. The validation component 406 can recreate the build with each change
list. In some embodiments, the validation component 406 may first select the change lists
with the highest probabilities of causing a software build error. The validation component
can recreate the software build and determine if the change list causes a software build
error. The validation component 406 may then select the change lists with the lower
probabilities of causing a software build error. In other embodiments, the validation

component 406 may use a binary search or delta debugging to determine the change lists
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that cause a software build error. The validation component 406 can determine the change
lists that cause software build errors and send the change lists to the reporting component
408. The reporting component 408 can send the change lists and the software build errors
to a display device, a dialog box generated in IDE, an email notification, or a newsfeed,
among others.

[0050] The reporting component 408 can also send the change lists and the software
build errors to a version control component 410. The version control component 410 can
remove any modifications to the software code that results in a software build error. For
example, the version control component 410 can remove any changes to software code
that prevents the software code from being compiled and linked into a machine executable
application. The reporting component 408 can also send the change lists and the software
build errors to the update module 122, which is discussed below in greater detail in
relation to Fig. 5.

[0051] It is to be understood that the block diagram of Fig. 4 is not intended to indicate
that the build break module 122 is to include all of the components shown in Fig. 4.
Rather, the build break module 122 can include fewer or additional components not
illustrated in Fig. 4. For example, the build break module 122 may not include a
validation component 406. Rather, the functionality of the validation component 406 may
be implemented by a processor, or any other suitable hardware device.

[0052] Fig. 5 is a block diagram illustrating an example of an update module used to
update the prediction analysis module. The update module 124 can be implemented in a
computing system, such as the computing system 100 of Fig. 1. In some embodiments,
the update module 124 can include a feature extraction component 502, a historical
database 504, and an update predictor module 506.

[0053] In some embodiments, the update module 124 can detect change lists and build
outcomes associated with the change lists. The update module 124 can then use a feature
extraction component 502 to extract characteristics related to the change lists. For
example, the feature extraction component 502 may extract characteristics such as the
developer that made the change to the software code, the projects affected by the change,
the computing system the developer used to compile the software code, the number of
individuals that reviewed the change to the software code, or the time the change was
submitted, among others.

[0054] The feature extraction component 502 can send the change lists, build outcomes,

and characteristics to a historical database 504. The historical database 504 can store
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change lists and characteristics of change lists in a table along with the build outcome. In
some embodiments, the historical database 504 can send data to the prediction analysis
module 120, which allows the prediction analysis module 120 to calculate accurate
probabilities of the likelihood a change list may cause a software build error. In other
embodiments, the historical database 504 can also send the change lists, the build
outcomes and the characteristics of change lists to an update predictor module 506. The
update predictor module 506 can train a prediction model based on historical data and
send the prediction model to the prediction analysis module 120 when the prediction
model has an accuracy above a threshold.

[0055] It is to be understood that the block diagram of Fig. 5 is not intended to indicate
that the update module 124 is to include all of the components shown in Fig. 5. Rather,
the update module 124 can include fewer or additional components not illustrated in Fig.
5. For example, the update module 124 may not include an update predictor module 506.
Rather, the functionality of the update predictor module 506 may be implemented by a
processor, or any other suitable hardware device.

[0056] Figure 6 is a block diagram showing a tangible, computer-readable storage media
600 that predicts software build errors. The tangible, computer-readable storage media 600
may be accessed by a processor 602 over a computer bus 604. Furthermore, the tangible,
computer-readable storage media 600 may include code to direct the processor 602 to
perform the steps of the current method.

[0057] The various software components discussed herein may be stored on the tangible,
computer-readable storage media 600, as indicated in Fig. 6. For example, the tangible
computer-readable storage media 600 can include a prediction analysis module 606, a
build break module 608, and an update module 610. The prediction analysis module 606
can detect any number of changes to software code and predict the likelihood the software
code contains a software build error. The build break module 608 can analyze software
build errors to determine the likelihood a change to software code has caused a build
break. The update module 610 can store historical information for software code changes
and corresponding software build errors. The update module 610 can provide the
historical information to the prediction analysis module 120, which allows the prediction
analysis module 120 to calculate accurate predictions regarding software build errors.
[0058] It is to be understood that any number of additional software components not

shown in Fig. 6 may be included within the tangible, computer-readable storage media 600,
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depending on the specific application. Although the subject matter has been described in
language specific to structural features and/or methods, it is to be understood that the
subject matter defined in the appended claims is not necessarily limited to the specific
structural features or methods described above. Rather, the specific structural features and

methods described above are disclosed as example forms of implementing the claims.
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CLAIMS

1. A method for predicting a software build error, comprising:

detecting a plurality of changes in software;

identifying a plurality of change lists, wherein a change list is identified for each of
the plurality of changes in the software;

identifying a characteristic for each change list in the plurality of change lists;

calculating a plurality of probabilities based at least in part on the characteristic of
cach of the plurality of change lists, wherein each of the probabilities indicates the
likelihood of one of the plurality of change lists creating the software build error; and

reporting the plurality of probabilities of the software build error.

2. The method of claim 1, comprising:

building the software;

detecting the software build error;

determining a change from the plurality of changes in the software that resulted in
the software build error; and

reporting the change that resulted in the software build error.

3. The method of claim 2, comprising updating a prediction generator used for
predicting the software build error based on the change that resulted in the software build

Crror.

4. The method of claim 2, comprising removing the change that resulted in the

software build error from the software.

5. The method of claim 1, wherein calculating the plurality of probabilities comprises
calculating a regression that indicates the likelihood that each of the plurality of

probabilities is to result in the software build error.

6. The method of claim 1, comprising:

identifying a plurality of high-risk change lists based on the plurality of
probabilities;

sending each of the plurality of high risk change lists to a separate computing
system with instructions to build the software based on the high-risk change list; and

detecting the high-risk change lists that cause the software build error.

17
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7. A system for predicting a software build error, comprising:
a display device to display a plurality of probabilities;
a processor to execute processor executable code;
a storage device that stores processor executable code, wherein the processor
executable code, when executed by the processor, causes the processor to:
detect a plurality of changes in software;
identify a plurality of change lists, wherein a change list is identified for
cach of the plurality of changes in the software;
identify a characteristic for each change list in the plurality of change lists;
identifying a regression;
using the regression to calculate the plurality of probabilities based at least
in part on the characteristic of each of the plurality of change lists, wherein each of
the probabilities indicates the likelihood of one of the plurality of change lists
creating the software build error;
report the plurality of probabilities of the software build error; and

recommend an action to reduce the probability of the software build error.

8. The system of claim 7, wherein the plurality of characteristics comprise any
combination of a complexity metric, a software developer determination, a computing
system determination, a time determination, a review determination, an activity

determination, a developer build determination, and a change determination.

9. One or more computer-readable storage media comprising a plurality of
instructions that, when executed by a processor, cause the processor to:

detect a plurality of changes in software;

identify a plurality of change lists, wherein a change list is identified for each of
the plurality of changes in the software;

identify a characteristic for each change list in the plurality of change lists;

calculate a plurality of probabilities based at least in part on the characteristic of
cach of the plurality of change lists, wherein each of the probabilities indicates the
likelihood of one of the plurality of change lists creating the software build error;

report the plurality of probabilities of the software build error; and

recommend an action to reduce the probability of the software build error.

18
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10.  The one or more computer-readable storage media of claim 9, wherein the plurality
of instructions, when executed by the processor, cause the processor to:

build the software;

detect the software build error;

determine a change from the plurality of changes in the software that resulted in
the software build error; and

report the change that resulted in the software build error.
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