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SYSTEMS AND METHODS FOR USER IDENTIFICATION, USER DEMOGRAPHIC REPORTING AND COLLECTING USAGE DATA

BACKGROUND OF THE INVENTION

1) **Field of the Invention**

[0001] The present invention relates to systems and methods useful in identifying a computer user and the user's demographic and other user specific information from his or her activities on the computer, particularly from the user's activities on a network, as well as differentiating between user requested data and automatically generated data.

2) **Brief Description of the Related Art**

[0002] Knowing the actual identity of a computer user can be invaluable for many reasons. As explained herein below, when a user accesses the Internet, for example, identification information relating to the computer or the software may be available over the network, and user input information, such as a login name, might be available at times. However, this information may not identify the actual user and user identification does not always accompany requests for webpages, and the like.

[0003] Even when user identification information is provided in a communication, such as when using AOL and CompuServe, this information is generally limited to a user's e-mail address or a user name, rather than an actual name or user's identity. Sometimes a user-defined profile is available as well. However, this limited information is not available and does not often provide enough useful information about the user, particularly when the user may have multiple accounts each with their own distinct user-defined profile, for instance. It
is particularly disadvantageous when trying to derive user demographic information for market research.

[0004] The granularity of market research largely depends on the accuracy of the consumer demographics being reported with the consumer's market activities.

[0005] Consumer decision-making has been a focus for many years. Companies that are attempting to meet a particular need in the marketplace, or that are attempting to find out how products or services are being received by the consumer, will often conduct market research to attempt to quantify attributes or characteristics of a particular consumer segment. If performed well, the data extracted from this research can inform companies about how their and others' products or services are perceived and bought by purchasers or potential purchasers in the marketplace, and how the companies' products or services can be changed to achieve the companies' business goals.

[0006] Traditionally, this information is segregated into demographic categories, such as age, gender, marital status, income bracket, education level, etc. A problem common to general protocols for performing consumer-oriented market research is collating consumers' activities and spending habits to the consumers' demographic profiles. Surveys, whether in person, by mail or the Internet, usually include inquiries about a person's relevant demographic information when inquiring about the person's buying habits and/or the market research information. However, for Internet-activity monitoring, the process of asking the user to provide this information is cumbersome.

[0007] Internet-activity monitoring includes a server-side consumer data collection strategy in which an individual Internet content provider ("website") monitors and collects data about each consumer who has requested data from ("visited") the website, and then compiles this data about all the consumers who have visited that website.

[0008] Alternatively, or additionally, data collection directly from an Internet consumer's computer has also been proposed, i.e., client-side data collection. Such systems commonly involve installing a software application onto the consumer's computer, which operates at the same time as Internet browser application software. The software then collects data about the consumer's Internet usage, e.g., which
websites the consumer has visited. The data is then uploaded to a data-collecting computer on the Internet.

[0009] Yet another strategy is to have the user's Internet-activity pass through an intermediary domain having server or servers which monitor all of a user's activities by tracking and filtering the requests and replies between the user and content providing servers and proxy servers, as detailed in U.S. Patent Application No. 09/532,890, filed March 22, 2000, herein incorporated by reference.

[0010] A challenge for each of server-side, client side and intermediary server-side systems is to collect and relate data about the consumer, such as age, income level, marital status, and other demographic, economic, and personal information to the user's activities, which would allow the data to be compared with consumer databases from other sources, without noticeably affecting the user's experience.

**SUMMARY OF THE INVENTION**

[0011] According to a first exemplary implementation, a method of collecting data relating to a user's usage, including transactions, over a network typically includes the user utilizing a computing device to send and receive data sets over the network, the computing device having an address on the network, the data sets including data representative of the address of the computing device on the network, comprising: directing all data sets from the computing device to a known domain; assigning a unique identifier to the computing device using a data field in an HTTP request header; readdressing data sets sent from the computing device to indicate that the data sets originated in the known domain; recording at least part of the data sets; and sending the readdressed data onto the network.

[0012] According to a second exemplary implementation, a method the user is identified from a group of users by either or both her keystroke dynamics or by monitoring for keywords upon which a user demographic dictionary is built.

[0013] According to a third exemplary implementation, a method wherein user requested content is differentiated from automatically generated or server side directed content.
[0014] Still other features, and attendant advantages of the present invention will become apparent to those skilled in the art from a reading of the following detailed description of implementations constructed in accordance therewith, taken in conjunction with the accompanying drawings.

BRIEF DESCRIPTION OF THE DRAWINGS

[0015] The invention of the present application will now be described in more detail with reference to preferred implementations of the apparatus and method, given only by way of example, and with reference to the accompanying drawings.

[0016] Fig. 1 schematically illustrates a prior network configuration.

[0017] Fig. 2 schematically illustrates an exemplary implementation of a system.

[0018] Fig. 3 schematically illustrates a portion of the system illustrated in Fig. 2.

[0019] Figs. 4, 4A, 4B and 5 diagrammatically illustrate flowcharts of steps of methods, as further described below.

[0020] Figs. 6 and 6A-6O illustrate a user demographic reporter, as further described below.

[0021] Fig. 7 schematically illustrates a performance monitoring and analysis configuration, as further described below.

[0022] Fig. 8 diagrammatically illustrates steps of methods, as further described below.

DETAILED DESCRIPTION

[0023] Referring to the drawing figures, like reference numerals designate identical or corresponding elements throughout the several figures.

1) Exemplary System Configuration

[0024] The present invention relates inter alia to systems and methods useful for collecting data indicative or representative of a specific Internet user’s activity. An intermediary domain is established with proxy servers and data servers to which all
of a single Internet user's activity is routed, which enables all of the activity to be filtered and data to be collected about specific types of activity and stored on the data servers. The intermediary domain is established on the Internet for example, and by simply instructing the user's Internet browser to route all Internet traffic from the user through the intermediary domain, the intermediary domain can perform whatever data collection is desired without incurring perceptible delays in webpage retrieval and the like. Enrollment in the system may be voluntary on the part of the individual Internet user, and the enrolled Internet user would be provided some incentive in return for allowing the system to have all of that user's Internet traffic routed through the system's domain. Furthermore, specific information about the Internet user could be gathered as a prerequisite for enrollment, which enriches the data collected about that user's Internet usage habits and permits inter-database comparisons.

[0025] Systems of the present invention allow server-side data collection at a single domain. All of the Internet traffic of a single Internet user is monitored. Therefore, for a single user, data can be collected indicative of usage of all sites while maintaining data integrity and completeness. Different from client-side systems, the intermediary systems and methods demand less computing resources, and fewer resources for a customer service center. Furthermore, when websites change the formats of their webpages, only the data resident in intermediary domain need be updated, which can dramatically reduce costs.

[0026] Throughout the present application, an understanding of the use and function of general purpose computing devices, including what have come to be referred to as "personal computers" ("PC"), is assumed, as those of ordinary skill in the art are skilled in their use and function. Furthermore, an understanding of the use and function of commercially available operating systems which control some of the functions of general purpose computing devices, as well as with commercially available application software such as Netscape® Navigator® (Netscape Communications Corp., Mountain View, CA; http://www.netscape.com), Microsoft® Internet Explorer® (Microsoft Corp., Redmond, WA; http://www.microsoft.com), and proxy server application software, is assumed.
Throughout the present application, a natural person who uses a computer is referred to as a "user" or a "consumer".

[0027] Figure 1 illustrates a prior network configuration 10 over which a consumer is able to retrieve data and information, and send data and information, for a number of purposes. For purposes of this application, a PC should be broadly interpreted to encompass any device capable of communication over the Internet via a browser, including general purpose computers, Internet ready telephones and other wireless communication devices, Internet enabled TV's and auxiliary devices, etc. The configuration 10 includes a PC 12, which is in communication, either wired or wireless, with data input elements 14 such as a keyboard and pointing device. The PC 12 includes appropriate communications hardware and volatile and non-volatile memory elements (not illustrated) in or on which are stored an operating system and application software which allow a user to send and receive data, and to present that data in a form which is understandable to the user. Such software includes application software commonly referred to as a "browser", such as Netscape, Internet Explorer and AOL. The PC 12 can also function as a local, internal proxy server.

[0028] The PC 12 is connected to a wired or wireless communications line 16 which is connected to a computer or computing device 18. The computer 18 can be a general purpose computer which includes application software which controls the computer to function as a data server, and which is usually remote from the PC 12. The computer 18, or its owner, can be an "Internet server provider" ("ISP"), for which line 16 includes telephone, coaxial cable, or similar links between the PC 12 and the computer 18. The computer 18 can also be located on a private network, e.g., a local area network or LAN, and includes application software controlling the computer 18 to function at least as a firewall, proxy server, or both.

[0029] The computer 18 is connected to what is commonly referred to as the World Wide Web or the Internet (together "WWW", not illustrated) through a communications line 20. Figure 1 presents a very simple representation of the WWW, which is much more distributed than is illustrated in Figure 1. Also in communication with the WWW are a plurality (only three are illustrated) of content
data servers 22, 24, 26, (i.e., in the language of the WWW, websites), which have stored therein data or information 28, 30, 32, (e.g., webpages) respectively.  

[0030] Technically, what distinguishes the Internet is its use of a set of protocols called TCP/IP (Transmission Control Protocol/Internet Protocol). Two recent adaptations of Internet technology, the intranet and the extranet, also make use of the TCP/IP protocol. When a person or organization has a computer connected to the public portion of the Internet, the computer is assigned an Internet Protocol (IP) address, which uniquely identifies that computer. Typically, however, the computer is assigned a set of addresses at a certain class level (A, B, C, etc.), and all of the addresses within that set are routed to that computer. If that computer is a proxy server (see discussion below) for a private network of computers, then each of the computers within the private network can be assigned a unique IP address in the set assigned to the proxy server. Thus, the computers assigned IP addresses within the set define an "intranet", because the IP addresses are all within the address set assigned to the proxy server. The most widely used part of the Internet is the World Wide Web (often called "the Web"). Its outstanding feature is hypertext, a method of instant cross-referencing.  

[0031] In an enterprise that uses the Internet, a proxy server is a server that acts as an intermediary between a workstation user and the Internet so that the enterprise can ensure security, administrative control, and caching service. A proxy server is associated with or part of a gateway server that separates the enterprise network from the outside network and a firewall server that protects the enterprise network from outside intrusion. A proxy server receives a request for an Internet service (such as a Web page request) from a user. If it passes filtering requirements, the proxy server, assuming it is also a cache server, looks in its local cache of previously downloaded Web pages. If it finds the page, it returns it to the user without needing to forward the request to the Internet. If the page is not in the cache, the proxy server, acting as a client on behalf of the user, uses one of its own IP addresses to request the page from the server out on the Internet. When the page is returned, the proxy server relates it to the original request and forwards it on to the user.  

[0032] To the user, the proxy server is invisible; all Internet requests and returned responses appear to be directly with the addressed Internet server. (The proxy is not
quite invisible; its IP address has to be specified as a configuration option to the browser or other protocol program.) An advantage of a proxy server is that its cache can serve all users. If one or more Internet sites are frequently requested, these are likely to be in the proxy's cache, which will improve user response time.

In fact, there are special servers called cache servers. A proxy can also do logging. The functions of proxy, firewall, and caching can be in separate server programs or combined in a single package. Different server programs can be in different computers. For example, a proxy server may be in the same machine with a firewall server or it may be on a separate server and forward requests through the firewall.

Thus, requests for data from one computer to another computer within the same assigned set of IP addresses are considered secure, because the request and the data sent in reply do not get passed to any computer not assigned an IP address within the set. When a request for data is addressed to a computer not within the set of IP addresses, the request must pass to computers which are assigned IP addresses not within the set assigned to the same person or entity, and are therefore considered insecure. This latter insecure request for data passes over the Internet, because it is passed to computers with IP addresses not in the same assigned set as the originating computer.

Functionally, when a consumer using a PC 12 wants to retrieve data (e.g., a webpage) from a website on the WWW, the user utilizes the application software on the PC 12 to be assigned an Internet protocol (IP) address (including a classless interdomain routing, CIDR, address), i.e., to open a connection to the WWW. The user then launches and uses the browser software to request data from a specified machine, such as a server 22 on the WWW, by entering the uniform resource locator (URL) designation for the machine, and preferably the specific data file on that machine, such as data 28. The data representing this request for data is communicated to the computer 18, which processes the request data to be sent out onto the WWW, typically in the form of multiple data packets, including the IP address for the PC 12.

The servers 22, 24, or 26 usually are not directly connected to computer 18, and each data packet can take a different route from computer 18 to server 22. Upon being communicated to server 22, each packet is reassembled with the other
packets to reconstruct the original data request from the user. The server 22 then retrieves data 28, and processes the data for the return trip across the WWW to the user's PC 12, typically in the same manner as the user's data request. The browser software running on the PC 12 then reassembles the data packets to reconstruct data 28, and presents it to the user in a particular, usually an understandable form, and can be either static or dynamic, i.e., can itself include instructions for controlling the PC 12. For example, data 28 can include software instructions, such as instructions scripted in Java™ (Sun Microsystems, Inc., Palo Alto, CA; http://www.javasoft.com) which are executed on the PC 12.

[0036] Thus, when a consumer using the PC 12 wants to place an order for a product or service that is offered through a merchant using server 22 on the WWW, the user requests a particular data file 28 from the server 22. The data file 28 oftentimes includes data that results in a form being generated by the PC 12 and displayed to the user. The user enters information into the form using the keyboard 14, and sends the filled-out form back to the server 22, including data representing what the user would like to buy, and payment information, such as credit card information.

[0037] Figure 2 schematically illustrates an exemplary system 100 in accordance with one implementation of the present invention. For purposes of brevity, individual elements included in the system 100, which have been described above with reference to Figure 1 will not be described further. The system 100 includes an intermediary domain 102, e.g., a domain on a network, which includes one or more computers and associated hardware, firmware, and software, which together function as a domain on the WWW. In general, the intermediary domain 102 is operatively in the path between the PC 12 (and the computer 18) and all other machines on the WWW, so that all of the data that is sent to and from the PC 12 is routed through the intermediary domain 102. As schematically illustrated in Figure 2, however, the intermediary domain 102 is on the public (WWW) side of the computer 18, and is therefore not necessarily in direct communication with either computer 18 or any of servers 22, 24, 26.

[0038] The intermediary domain 102 includes at least one, and preferably a plurality of machines 102x, each with associated hardware, firmware, and software
as discussed above. Each machine 102x (X [1, N], wherein N is a positive integer) has a unique IP address within the intermediary domain 102, and therefore can be located together or distributed throughout the WWW.

[0039] Figure 3 schematically illustrates an exemplary implementation of a configuration of the intermediary domain 102. The intermediary domain 102 includes at least one, and preferably numerous (only three are illustrated) proxy servers 104, 106, 108, and at least one, and preferably numerous (only three are illustrated) data servers 110, 112, 114, which are in communication with the proxy servers. For example, the data servers 110, 112, 114 can be Structured Query Language (SQL) servers. The proxy servers 104, 106, 108 include proxy server application software which allow the PC 12 to route requests for data through the intermediary domain 102. The PC 12 is therefore aliased within the intermediary domain 102, which requires all of the data which is sent from the PC 12 onto the WWW and all of the data from the WWW which is intended for the PC 12 to be copied, processed as by a filter 116, and stored within the intermediary domain 102 on data servers 110, 112, 114. Thus, a complete copy of all data addressed for the PC 12 is copied within the intermediary domain 102, and is filtered. The filter 116 can be constructed to retain all of the data, or to retain portions of the data in servers 110, 112, and 114.

[0040] Thus, when machines such as servers 22, 24, and 26 on the WWW receive data from the PC 12, because it has been routed through the intermediary domain 102 and readdressed with an IP address within the intermediary domain 102, data sent by a server 22 which was requested by the user of the PC 12 is addressed to the Internet user "in care of" the intermediary domain 102. A proxy server 104 receives data 28 from the server 22, readdresses the data to the PC 12 based on an unique identifier (see below) at the IP address assigned (either statically or dynamically) to the PC 12, and transmits the readdressed data 28 back into the WWW. Data 28 is then collected by the gateway server 18, and transmitted to the PC 12, as discussed above. Importantly, the intermediary domain 102 is not an ISP or proxy server gateway from a private network. The intermediary domain 102 is another domain on the WWW through which consumer/PC-specific data is routed, and includes a proxy server gateway onto the public WWW network. According to
some implementations, the intermediary domain 102 is an ISP to which the PC 12
directly connects, i.e., includes computer 18.

2) Collecting Market Research Data

[0041] The present invention also relates to methods of collecting data about
computer user habits, preferences, uses, and the like, and methods of using this data.
Other systems can be used without departing from the spirit and scope of the present
invention. Figure 4 diagrammatically illustrates a flow chart of steps of methods in
accordance with the following description.

[0042] As discussed above, data representative of Internet consumers’ individual
identity (rather than the computer’s), the consumer’s behavior, including (but not
exclusively) what choices the consumer makes, why particular characteristics of a
product or service are important, what products or services a consumer has
considered and decides not to purchase, and how much money a consumer is willing
to pay and has paid for a product or service, can be a valuable product in itself. The
quality of the data, e.g., statistical significance and error, greatly impacts how
valuable the data is to a party wanting to know about a particular consumer’s habits.

[0043] Methods in accordance with the present invention collect and generate
data which is extremely complete for an individual user, and therefore can be very
useful by itself or when correlated with other data about that user, or other
consumers that share characteristics with the user. Furthermore, in implementations
of the present invention that do not rely on client-side data collection, but instead
utilize server-side data collection, the impact on the performance of the individual
consumer’s PC 12 is minimal, and does not require repeated software updating as
with prior systems which were resident on the PC 12.

[0044] Initially, an Internet consumer is registered so that the consumer’s PC 12
can be uniquely identified (Step 200) in an exemplary system. To encourage
consumers to participate in the monitoring activity, incentives may be offered to the
consumer in exchange for routing all of that consumer’s Internet data so that it can
be monitored. The exact nature of the compensation can vary, and can include
money, products, services and the like. Additionally or alternatively, the
compensation can be in the form of faster Internet access or other value-added services to the consumer. For example, when using system 100 described above, data can be delivered to the PC 12 in compressed form from the intermediary domain 102. Because of the decrease in required bandwidth required for transmitting compressed data, the consumer experiences an overall increase in data transfer rates between the intermediary domain 102 and PC 12, even when factoring in decompression of the data by computer 12. Thus, the retransmission of compressed data can be an incentive for the Internet consumer to agree to proxy all of their Internet data through the intermediary domain 102.

[0045] Commercially available browser software, such as Navigator® and Internet Explorer®, include decompression software which can be configured to automatically decompress compressed data upon receipt by the PC 12. Thus, according to one implementation of the present invention, the intermediary domain 102 compresses data to be sent to the PC 12, resulting in faster net times between the PC requesting data and that data being delivered to the PC 12. By way of example and not of limitation, the intermediary domain 102 can include a set of logical instructions, e.g., software, which compresses data according to a known compression routine, e.g., the Gzip compression routine. As the browser software running on the PC 12 can both recognize and decompress Gzip compressed data, the Internet consumer receives the benefit of faster net data transmission without the need to intervene in the process of decompressing the data with a separate decompression application or tool. The particular compression protocol used to compress and decompress the data can be any of the numerous known data compression protocols, such a "zip", "uuencode", "tar", "lzht", "MIME", "ARC", "Binhex", "sit", "hqx", etc., within the spirit and scope of the present invention, the protocol being selected so that the browser application running on the PC 12 includes logic to automatically decompress data which has been compressed according to that algorithm.

[0046] Additionally or alternatively, virus screening, elimination of pop-up, pop-under and other forms of unsolicited advertisements, parental controls, e-mail virus screening, firewall protections can be offered and in some instances, offered such that the level and combination of services are selected by the user.
[0047] Also by way of example, the intermediary domain 102 can perform proxy caching, including hierarchical caching, of webpages and entire websites of predetermined interest. Thus, when a consumer requests a webpage which has been cached in the intermediary domain 102, the data is served to the consumer much faster than if an original copy of the requested webpage were requested and passed through to the consumer.

[0048] Of course, the decision to participate, i.e., to contract with the service provider, is voluntary, and some consumers may elect not to participate. Those who choose to participate supply the service provider with information about themselves; the exact data can vary, and could include demographic, socio-economic, geographic, and any other information commonly collected in market research studies. Such information can include, but is not limited to user age, user income level, user education level, household size, time of transmission of the data set, location of computing device, date of transmission of the data set, currency paid, type of product purchased, type of service purchased, network address of the intended recipient of a data set, click-through address, banner advertisement impression, and permission e-mail received, and combinations thereof.

[0049] Furthermore, the consumer is provided with a small application software applet which adjusts the browser application running on the consumer's computer so that it proxies to the service provider's proxy server, i.e., so that it redirects all of the consumer's outbound data to the intermediary domain 102. If the service provider is utilizing system 100, described above, the applet will reset the browser to proxy to the intermediary domain 102. Publicly available browsers are provided with the ability to do this "reset" operation. The applet can be directly downloaded, shipped via a diskette, CD-ROM, or the like, or manually installed or modified by a technician who visits the consumer (Step 202).

[0050] A database record is built based on the data set supplied by the consumer (Step 204). A unique identifier is assigned to the consumer (Step 206).
2a) **Exemplary Unique Browser Identification Information**

[0051] Because each PC 12 can be dynamically assigned an IP address by the computer 18, the intermediary domain 102 must first be provided with unique identifying information about the PC 12 to differentiate it from other computers which are similarly proxied through the intermediary domain 102. This information may be identifying information provided by a component (either software or hardware) of PC 12, such as by a "cookie" returned to the intermediary domain 102, a "digital certificate" returned to the intermediary domain 102, CPU chip identifying information (as has recently been commercially available in Pentium® III class chips from Intel Corp., Santa Clara, CA; http://www.intel.com), or other unique identifying information.

[0052] In one implementation of the present invention, identifying information or data can be included in each data packet, such as in the header portion of each packet, so that each packet uniquely identifies each the PC 12 from which it originated. By way of example and not of limitation, one or more fields in the packet header can include unique identifying information. Changing the value that is contained in any particular field of a packet header to include such identifying information is contemplated. Again by way of example and not of limitation, the language field value, for example, can be changed so that it is, or includes in addition to a language code, a unique identifier such as an alphanumerical string, or more than one alphanumerical string, after one or more language codes which preserves the function of the language tag. The alphanumerical strings can also be used to encode information, including demographic or other user specific information about the user, or users of the browser, to make data collection and processing simpler. This change in the data field, for example, can be readily achieved by changing the browser's preferences to include the unique identifier, which can be performed manually through the application tools provided with the browser. Alternatively, this change can be achieved by executing a series of logical instructions, as embodied in software, on the PC 12, either distributed via a disc or other memory device or downloaded over the network. Further, initiation routines in the browser software can reset the data field to include this identification.
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information at each software initiated. Any other field in a packet header can be used instead of, or in addition to, the language field.

[0053] In summary, this mechanism of branding the browser with a unique identification is carried out through a method including the following steps. This method of identifying a computer device or the PC 12 on a network 10, 100 includes the steps of establishing a connection between the PC 12 and the network. While of course this can involve connecting the PC 12 to the Internet, for example, it could additionally or alternatively involve connecting to any other public or private network using data formats that include header fields. A computer, such as a data server on a network, can provide instructions to the PC 12 to alter a data field in the header portion of a communications protocol in a browser program on the computing device to include identification data unique to the computing device on the network. Alternatively, these instructions can be disseminated through computer readable, tangible media such as magnetic or optical disks, or any suitable storage media, or can be followed by a user to configure the computing device or PC.

[0054] The method also includes transmitting the data field from the PC 12 over the network with requests for data and parsing the data field to extract the identification data in the modified data field. The computing device or PC 12 is then identified from the extracted identification data. This identification can take place at the intermediary domain 102 or at other content servers 22, 24, 26. It can take place at a gateway server 18 within the enterprise, or even on the PC 12, if desirable.

[0055] Additionally, the modified data strings added to a header data field could be used to encode information, such as to separate groups of users in a panel of monitored users for market research purposes or to encode specific user identification or demographic information, for instance. For example, in a household that might have multiple users on a single machine, the first and/or second halves of a computer identification code could be used to identify each user's or potential user's age, income bracket and other identifying demographic information, perhaps without specifically identifying the individuals.

2b) **User Identification From User Mannerisms in Input Device Activities**
A specific user can be identified from a set of possible users by employing the characteristics of the user's input device activities, i.e., either his keystrokes or his mouse clicks. Identifiable characteristics of the user's input activities, such as the dwell time on the keys, the time between keystrokes, patterns and/or vectors derived through key combinations can be used to uniquely identify a single user because of that particular user's mannerisms in using the input device. For instance, key combinations can include two or three letter digraphs (e.g., "ea", "ht", "tp", double clicking, etc.) or trigraphs. The technique of user authentication through monitoring keystroke dynamics has been structured. See, Monrose and Rubin, “Authentication via Keystroke Dynamics,” Proceedings of the ACM Conference on Computer and Communications Security, pp. 48-56, April 1-4, 1997, Zurich, Switzerland; Gramacy and McKenna, “User Authentication Using Keystroke Dynamics,” CS290x F2001, Security and Cryptography Final Project; U.S. Patent No. 4,621,334 to Garcia and U.S. Patent No. 4,805,222 to Young et al., each of these articles and patents being herein incorporated by reference. These documents explore using these techniques to determine user identity at an initial access to privileged resources, and indicate that the performance can be problematic because the input of login names and passwords may not provide enough information to accurately identify users based on habitual patterns in their typing rhythm. The present invention overcomes these problems by not only developing statistical models of the habitual patterns for purposes of comparison to fresh inputs from a user to determine identity, but also to develop statistical models during individual online sessions, for instance. In this way, at an initial stage, the input device dynamics may indicate with 70% certainty that the user is a particular member of a family. As the session progresses, the statistical data becomes more refined leading to a statistical probability of identification approaching unity, i.e., 100%.

As will be appreciated, particularly when dealing with a preset number of potential users, e.g., father, mother, daughter and son, the analysis of the input device dynamics can assist in identifying a user name for instance, as belonging to a given member of a family. Also, if a group member is using a browser under a user
name normally associated with another group member, then this can be determined
and the collected data attributed to the correct person in the group.

[0058] The input device patterns can be quantified in any number of ways, such
as those articulated in the above-cited articles, including measuring the timing
between keystrokes and clicks, common typing errors, such as habitually typing
“teh” for “the”, etc., and/or combinations of these measure characteristics.

[0059] For example, vectors can be determined based on the timing between
input device entries and statistically processed.

[0060] In this way, the user's usage can be tied to an actual user, rather than just
the identity of the machine or logon identification. Further, it is entirely possible
that a single user would have multiple screen names or multiple users can use the
same screen name. This user identification from the input device activities helps
differentiate the users without requiring additional interaction with the user to
thereby provide more accurate information and allow action of Internet activities.

Additionally, if the input device dynamics does not match any of the known users of
a household for instance, then the usage can be allocated to a guest or generally an
unknown user.

[0061] The input device dynamics can also be implemented to identify traits to
early distinguish users. Some users may be early distinguished, e.g., between a slow
typing user and a fast typing user, and the processing shortened to look for this one
trait thereby avoiding further processing when that trait serves the purpose of the
invention.

[0062] In light of the above, the present invention involves a method of
identifying a user of a computer device or PC 12 having at least one input device 14.

The computer device can be connected to a network. The method includes the step
of, as shown in Figure 4A, monitoring at least one characteristic of input device
operation by a user to provide data on at least one mannerism of the user in
operating the input device (Step 206-1). This can be done in the PC 12, or on the
network at another location such as the intermediary domain 102 by, for instance,
transmitting from the PC 12 to the intermediary domain 102 an indication of the
keystrokes or clicks against a time line or simply annotating the keystrokes with
relative timing, for instance. The time vectors between keystrokes can be calculated in real time on the PC 12 through the use of suitable software.

[0063] The data on the mannerism or mannerisms of the user in operating the input device are accumulated to provide accumulated mannerism data for a given session, as shown in Step 206-3 of Figure 4A. At some point, either in real time or later, the accumulated mannerism data are compared (at Step 206-4) to a database of mannerisms of at least one user over multiple sessions or in a "training" session when a user is asked to type in certain keystroke combinations, for instance, (in Step 206-2) to provide a comparison result, as shown in Figure 4A. Then, an indication of an identity of a user can be provided using the input device of the computer based on said comparison result, as shown in Step 206-5 of Figure 4A.

[0064] It should be noted that the measured or monitored mannerism can be measuring time between successive, predefined input device entries and/or dwell time on individual input device entries. Also, the method includes supplementing the data accumulated over multiple sessions with the data accumulated over a given session after a user associated with the multiple session data has been identified, as shown in Figure 4A at Step 206-6.

[0065] To return to Figure 4, after assigning the unique identifier in Step 206, as described above, the consumer's entire Internet data will be routed to the service provider 102. The intermediary domain 102 can then copy or otherwise monitor the data (Step 208), and pass on the data into the Internet (Step 210) without impacting the overall data transfer rate from the consumer to the data's intended destination. According to one aspect of the invention, the service provider has predetermined the formats of the webpages for a set of domains, websites, and/or webpages that are of interest to the service provider. Thus, Internet traffic directed to or coming from these destinations/sources is monitored, and the data of interest filtered and collected. As other websites become of interest to the service provider, for example because consumers visit their sites, the service provider retrieves a copy of the particular webpages of interest, and determines the specific data format that the webpage includes. This determination of webpage formats can be performed manually or by an automated process, as will be readily apparent to one of ordinary skill in the art. As most webpages are formatted so as to conform with publicly
known, standardized data transfer protocols (e.g., http, hypertext transfer protocol) or known scripting languages (cgi, Java™), determining the data format of most webpages will be well within the skill of one skilled in the art.

[0066] When the service provider is routed a copy of a webpage from either the consumer or a website, the service provider is able to copy the data contained in the webpage. By knowing the data format used by that website in creating the webpage, the service provider is then able to extract from the data the exact information detailing what sort of Internet transaction the consumer has just engaged in.

3) **Filtering and Processing Collected Data**

[0067] Notably, the intermediary domain 102 does not impede the transaction, but merely extracts the data about the transaction, and passes the data on to the intended recipient. Referring to Figure 4, the extracted data is then filtered for data elements of interest to the service provider, such as the date and time of the transaction, URL of a click-through (e.g., on a banner ad), amount of money spent, type and number of items bought, delivery method, and so on (Step 212). The data record for that particular consumer is then updated with the information (Step 214). As will be readily appreciated by one of ordinary skill in the art, when more than one consumer has her Internet data routed through the service provider, the service provider can generate a database of consumer Internet activity of great detail about any single consumer's habits, any class of consumers differentiated based on any common characteristic in the database, any single domain, website, or webpage, and/or any class of domains, websites, or webpages which share a common characteristic in the database.

[0068] The foregoing description regarding data collection also applies to "push" and "broadcast" Internet technologies that operate on the same principle of the Internet consumer requesting data and the content server delivering data to the Internet consumer.

[0069] Several specific implementations of methods in accordance with the present invention will now be described. While the following are specific
implementations of methods according to the present invention, the present invention is not limited to the specific methods described herein.

A measure or metric can be established and generated from the data collected by the service provider, such as a dollar per thousand hits on a particular webpage ("$/K metric") (Step 216). The $/K metric therefore can indicate how much money is generated or received per one thousand times the particular webpage is served to any person on the Internet. The $/K metric provides a useful measure for an Internet content provider and/or an Internet advertiser of how to price advertising rates, or how much to pay for Internet advertising, respectively, based on the cost per thousand hits (CPM) versus the revenue generated by the Internet advertiser per thousand hits (RPM). Furthermore, while a single Internet merchant can generate its own CPM and RPM values based on the $/K metric, that Internet merchant does not have the data to compare to its competitor’s CPM and RPM. Thus, the service provider practicing methods in accordance with the present invention will be able to market and sell $/K metric data to Internet merchant competitors without relying on the merchants themselves for the data.

In another aspect of the invention, a log of Internet activity ("weblog") can be generated from the data collected by the service provider (Step 218). The weblog can include a listing of the particular URLs visited by consumers, separate from the data indicating the consumers’ transaction habits.

3a) **Interstitial Traffic Monitoring**

As illustrated in Figure 4B, as part of the process of generating a web log of the data collected by the service provider, as shown in Step 218 of Figure 4, it is valuable to distinguish between user-requested content and content that is automatically generated. For instance, user-requested content might be an article from the Wall Street Journal. Typically when replying to a request for content (e.g., URL), content servers 22, 24 and 26 will provide additional instructions in the HTML code which is returned to the client. These additional instructions cause the browser software to automatically generate URL requests, the replies to which typically take the form of pop-up advertisements, pop-under advertisements,
banners, etc. This information is not requested by the user and therefore does not necessarily reflect the user's interest.

[0073] The present invention includes the ability to monitor the traffic and segregate the information requested by the user from the information automatically generated at the server side.

[0074] As illustrated in Figure 4B, the present invention monitors for the activation of a keystroke or mouse click, for instance. If within a predetermined number of microseconds (representing the delay in processing the request in the browser software), a URL (e.g., http://www.comscore.com) is generated, then that URL is distinguished from other URL requests. In this event, a special code is appended to the URL request, such as an action code (AC) as used in one implementation of the present system. This action code AC is appended to the URL request at the local proxy within the PC 12. However, for a monitoring mechanism it can be implemented at the gateway proxy 18, for instance.

[0075] The local proxy within the PC 12 then transmits the URL plus the action code AC to the intermediary domain 102. At this time, the intermediary domain 102 notes the URL request as special, strips off the additional code AC and forwards the URL to a content server 22, 24, 26, for normal processing.

[0076] The content server 22, 24, 26 then returns an HTML file perhaps with an imbedded URL request, for instance. At this time, the proxy servers at the intermediary domain 102 log and count the URL request and returned content as user requested content. Thereafter, the HTML is forwarded to the client PC 18, generally compressed in accordance with other aspects of the present invention. The HTML request is received at the local proxy within the PC 12 and forwarded to the browser software for parsing and display. During the parsing operation, the browser may automatically generate further URL requests from the HTML code representing pop-up ads, pop-under ads, and other types of content not specifically requested by the user. This automatically generated URL request is then sent to the local proxy. Because it was not preceded by the activation of the enter key or mouse click within so many milliseconds, it is identified as not being an automatically generated URL request. Therefore, the URL request is forwarded to the intermediary domain 102 without an additional code AC. This URL may be logged at the intermediary
domain 102 because monitoring what content reaches the user is of interest, but it is not counted as user requested information. The URL is then forwarded from the intermediary domain 102 onto a content server 22, 24, 26 where the process of returning HTML codes to the intermediary domain 102, then onto the local proxy of the PC 12, in the normal course.

[0077] It is noted that the monitoring and filtering of the URL request and reply HTML in accordance with this aspect of the invention can take place within the PC 12. Stated differently, when a URL request is preceded within so many milliseconds by an enter key keystroke or mouse click, that URL can be recorded together with an additional code to signify that it was a user generated request. Thereafter, when the HTML reply returns to the computer, the content can be logged and counted as user requested content.

[0078] It should also be noted that the present invention can be employed within the content server insofar as the PC 12 can append the code to distinguish a user generated URL request, as opposed to an automatically generated URL request, although the usefulness of the invention may be diminished insofar as it is the content servers 22, 24, 26 that generally provide the automatically generated URL's in the first place.

[0079] As can be seen, this aspect of interstitial traffic monitoring greatly facilitates the improved accuracy of the information used in monitoring traffic by differentiating between user requested content and automatically generated content. This is particularly useful when identifying dwell times insofar as the user may only be interested in the requested content while additional pop-up ads are being displayed.

[0080] This aspect of the present invention can also be used in other endeavors, such as the elimination of pop-up ads and pop-under ads or otherwise elimination of display of any non-user requested information. Further filtering of the automatically generated URL requests may be necessary insofar as the requested content may have imbedded URL requests in the HTML file for additional content desired by the user, such as a photograph accompanying an article, for instance. This additional filtering can be in the form of checking the automatically generated URL's against a database.
of URL's known to provide only advertisements and other content not generally requested by users.

3b) **Two-Step Encrypted Communications**

[0081] According to yet another aspect of the present invention, secure Internet transfer protocols can be used between an Internet consumer and an Internet content provider while still monitoring and collecting data about the user’s Internet activities. As readily appreciated by one of ordinary skill in the art, when an Internet consumer initially requests a secure webpage, the consumer is sent an encryption key to enable encryption and decryption of webpages sent respectively to and from that website. Thus, other machines on the Internet are unable (in theory) to effectively interpret the data passing between the Internet consumer and the website when in a secure mode.

[0082] Systems in accordance with the present invention accommodate secure/encrypted communications while still monitoring Internet usage and enabling data collection, as diagrammatically illustrated in Figure 5. For example, a proxy server of the intermediary domain 102 can include two servers: proxy server 106 for transferring encrypted data to and from the PC 12, and the proxy server 108 for transferring encrypted data to and from server 22 (for example). As will be readily apparent to one of ordinary skill in the art, servers 106 and 108 may be the same proxy server functioning as described above. Thus, when the intermediary domain 102 receives a request for an encrypted webpage from the PC 12 (Step 250), server 106 can negotiate and pass its own encryption key to the PC 12 (Step 252), thus initiating a secure session with computer 12. The original request from the PC 12 bearing the unique identifier for the consumer on the intermediary domain 102 (Step 254) is passed back into the Internet by server 108 to be received by computer 22 (Step 256). The computer 22 and server 108 negotiate an encryption key for the data 28, and the encryption key is passed back to server 108, bearing the consumer’s unique identifier in the intermediary domain 102 (Step 258).

[0083] When encrypted data 28 is sent by the computer 22 and received by server 108 (Step 260), the server 108 decodes the data using its encryption key (Step 262).
The server 108 passes the decoded data to a second proxy server 106, which readdresses the data for delivery to PC 12 at its IP address from gateway computer 18 and encrypts the data using the encryption key held by proxy server 106 (Step 264). Thus, proxy server 106 securely transfers data to and from computer 12, proxy server 108 securely transfers data to and from computer 22 for the consumer, and servers 106 and 108 exchange the decoded data. In one implementation of the present system, servers 106 and 108 are the same server which performs the operations and functions described above. According to another implementation, proxy servers 106 and 108 are different servers, which separately perform the operations and functions described above.

4) **User Demographic Reporting**

[0084] User Demographic Reporting (UDR) matches each user session to a specific demographic break, such as age and gender. The identity of a machine used to surf may be determined based on an indicator known as ‘browser_idc’, or a modified language tag as identified above. (Step 604) In addition, the identity of the actual demographic characteristics of who is surfing may be determined. (Step 606)

[0085] Specifically, in one implementation, UDR leverages three primary sources of data that currently maintain some or all of several User Demographic Reporting indicators. (Step 606a) By processing these data sources and providing logic that matches each indicator to a specific member within a household for instance, a complete demographic scope of surfing behavior is maintained throughout a user monitoring system in accordance with the present invention. (Step 606b) Herein, users are grouped together in households, but it will be understood that the groupings can be with respect to businesses, within businesses or virtually any grouping of people however determined.

[0086] The UDR indicators may include: first name, last name, email, login/screen name, gender, and birth year, for example, but can include additional or different information that might be of particular interest. First name, email and login/screen name tend to be unique within a given household or other user group.
Gender and birth year supply the two main demographic breaks in which surfing activity is reported. The last name acts as a statistical measure and validation for other UDR indicators within a given household. In this exemplary implementation, the first name is the driver behind other indicators – as it primarily identifies a person within a household. As such, other critical indicators such as email and login/screen name follow a set of logical rules that can match on a first name within the household. Gender and birth year act as supplement indicators that provide support to the other critical elements. In addition, gender and birth year are the two final demographic breaks that each site session is assigned.

Three primary sources of data include: the registration database, the transaction data (both ecommerce and non-ecommerce transactions) and a data source known as UDR Form Data herein with respect to this exemplary implementation. The UDR Form Data comes from monitoring sites for when a user enters personal information such as on a form or online sweepstakes entry. Three sources may be brought together as one master UDR “Dictionary” that contains any UDR information for each member within the household. Non-members of the household or user group may also be maintained within this “Dictionary” as “dummy” members, because the goal is not to portray the size of a household, but to identify the person who was surfing during a site session.

Other secondary sources of data may serve as supplements to the primary sources. Such secondary sources include: a name-pseudonym and name-gender lookup table that may allow several pseudonyms to match on one first name currently registered within a database of panelists and to identify the gender of members or “dummy” members when no gender is present in any of the three sources, but a first name is presented to us.

A second supplemental source includes a tool that scrapes the screen name for when a user logs into AOL and/or CompuServe. A large number of online home population use AOL and/or CompuServe, and this tool enables capture of the login for AOL/CompuServe users. This may supplement the UDR Form Data source with login/screen name collection. The AOL/CompuServe screen names may be ultimately collected within the UDR Form Data once the tool captures the screen name from a user’s sign-in. In addition, other screen names viewed using a
complex Java script may be collected via decrypting sources and ultimately collected within the UDR Form Data once decrypted. Such an example is the Yahoo! screen name.

[0090] In summary, the UDR indicators undergo extensive matching and updating processes in order to effectively identify an individual surfing during a given site session. Primary and supplement data sources may remain apart from any “live” registration or production databases so as not to affect other reportable data and therefore stores in a separate database containing the UDR “Dictionary”.

[0091] The UDR “Dictionary” is built and maintained from the primary sources (also supplemented by the secondary sources mentioned above) into one master normalized table that is handed off to information processes. From these efforts, the specific demographics for each user session can be reported, for instance, by age and/or gender.

4a) The Primary Sources (Data Inputs): Registration Database, Transaction Data, UDR Form Data

4a1) Registration Database

[0092] The registry data is a primary source of User Demographic Reporting (UDR) that may match against other forms of inputs. Five UDR indicators have been selected in this exemplary implementation as ways to personally match a person to a user and site session: first name, last name, email, gender and birth year. In addition, the browser_idc and person_id are carried over to distinguish members within each household (browser_idc).

[0093] The ‘person_id’ is generated from combining a ‘panelist_id’ and a ‘member_id’; both found within the registration database. In order for the registration data to be used in a workable and updateable manner without the risk of tampering with the primary registration database, a separate database may serve as a replica to the primary registration database that may house only the five UDR indicators and their corresponding browser_idc and person_id. This replica is called the UDR “Dictionary” herein. The UDR “Dictionary” may maintain known
indicators for each person within the household. The UDR indicators may represent
UDR information collected from the registration database, transaction data and the
UDR Form Data process (further described, infra). Thus, the “Dictionary” may
maintain known unique values for each UDR indicator per member within each
household.

[0094] For example, member “john” might have two different email addresses
and both of which are maintained within the UDR “Dictionary” for “john”. The
initial load of registry data (the registrants) extracts only those current active
households (browser_idc) and members within the household in addition to their
corresponding UDR indicators in an implementation where this processing occurs at
the server side. This processing, however, can take place on the client side.

[0095] These households and corresponding UDR indicators load into the UDR
“Dictionary” and are then updated with new households daily. The updates only
occur to the “Dictionary”. The primary registration database is not updated during
this process; only extractions of data occur to the registration database. Thus the
UDR “Dictionary” serves as a subset of data from the primary registration database
containing only the five (5) UDR indicators and corresponding browser_idc and
person_id for current active households.

[0096] This process involves the extraction of UDR indicators and household
information (browser_idc, person_id) from an initial registration database (which is
a mirror of the primary registration database) into a UDR “Dictionary” as described
above. The “Dictionary” is a normalized view of the registration database
information and thus creating a separate row/record for each UDR indicator for each
person within the household. Each UDR indicator is assigned a “string_type” value
represented as a single character value: first name = f, last name = n, email = e,
gender = g, birth year = b.

[0097] The result is a normalized table stored on a data server with the following
fields: panelist_id, member_id, browser_idc, string_type, string, match, source.
Panelist_id and member_id may make up the person_id; browser_idc represents the
household identifier; string_type represents the type of UDR indicator (first name,
last name, etc.); string represents the value within the registration database for that
‘string_type”; match may act as a counter that tracks the number of hits per string by
string_type within the household; and source represents the original source of the string for that string type. In this case, the source may be ‘registration database’, symbolized as ‘r’. Thus, for a record with more than one UDR indicators available may normalize to the example shown in Figure 6A.

Only those UDR indicators that are not <NULL> for the member within the household are extracted — so, if a member has the first name and last name populated, only those two indicators are extracted and populated into the UDR “Dictionary” — the remaining indicators that are <NULL> (email, gender, birth year) do not get loaded into the “Dictionary” for that specific member. However, these indicators potentially could get updated with the extraction of other sources (transaction data and UDR Form Data as outlined in the sections below).

One exception to this rule is possibly gender — which can be identified by matching the member’s first name to the name-gender lookup table and therefore, populating the gender string type for this particular member. This could later be changed, however, if another gender is identified for this person through the UDR Form Data as outlined in the UDR Form Data section below. Despite <NULL> values being ignored during the load process, the person_id (panelist_id and member_id) are still transferred over to the UDR “Dictionary” to serve as a holding place for when UDR indicators are identified via the other two sources of data (transaction and UDR Form Data) and then fill in the holes for the members who have no UDR information associated with them. Once the initial load of the current active registrants are populated into the UDR “Dictionary”, a daily update may be implemented that identifies any new households (browser_idc) from the most recent site sessions matched to the registration database that do not currently exist in the UDR “Dictionary”. This daily update may further enhance the “Dictionary” as a good representation of current active households and corresponding household members.
4a2) **Transaction Data**

[0100] The transaction data is a way to leverage the transactional information (both ecommerce and non-ecommerce data) into the UDR process. Since several transaction types collect UDR indicators (mostly name and email), it is important that this information is extracted to enhance the UDR “Dictionary” and to further increase the user/site session match based on the UDR indicators. The UDR information from the transaction data may be extracted by pulling browser_idc and their matching UDR indicators. It is possible to collect the following UDR indicators within the transaction data: first name, last name, email and date of birth/birth year in some of the more recent non-ecommerce transaction types. Each indicator searches through the UDR “Dictionary” for a match based on the browser_idc and UDR value. When a match occurs, the “match” counter within the UDR “Dictionary” may be incremented by one. When a match does not occur, a new member is created within the UDR “Dictionary”, but not the initial registration database. Figure 6B diagrams the matched scenario.

[0101] The end result may be added match counts for each collected UDR indicator within the transaction data. The initial load of the transaction data and update to the UDR “Dictionary” may incorporate historical raw transaction records within the systems. This includes ecommerce and non-ecommerce transaction types.

[0102] This process may begin by loading the historical raw transaction data for transactions. The data loads into a raw table on a database (‘im_UDR’ database) with the following fields: url_key, browser_idc, string_type, string, source. Url_key representing the distinct address of the page from the servers; browser_idc representing the distinct household; string_type representing the UDR indicator (first name, last name or email); string representing the actual value for the UDR indicator; source representing the origin of the string by string type (e.g., “2” for transaction data). The string types are collected through the transaction data representing several transaction types: first name (string type = 1), last name (string type = 2), date of birth/birth year (string_type = 4) and email (string type = 3). In
the event multiple string types are captured for the same transaction record, a separate row is generated for each captured string as shown in Figure 6C.

[0103] Once the transaction data is loaded into a database, the string types and corresponding strings are matched against the UDR “Dictionary” for each browser_idc. When a match occurs, the “match” field within the UDR “Dictionary” is incremented by one for that string and string type. When a match does not occur, a new person_id may be created within the UDR “Dictionary”, thus creating a new member for that browser_idc and setting the “match” counter to one for that specific UDR value and string type – and creating a “source” indicator of “2” for transaction data. Diagrammed in Figure 6D is how the transaction data is matched to the UDR “Dictionary”.

[0104] For matched on first name, another step takes place during the transition from the transaction data to the update of the UDR “Dictionary”. The first name collected in the transaction data is matched against a name-pseudonym lookup that identifies any pseudonyms for a specific first name – and vice versa. For example the name “john” that is collected in a transaction record is looked up in the name-pseudonym table for “john” as the first name and pulls out any corresponding nicknames (johnny, jon, etc.). And vice-versa, the name “john” is looked up in the name-pseudonym for “john” as a pseudonym and pulls out any corresponding first names (johathan, jonathan, etc). The list of possible names and pseudonyms identified on “john” are then matched against the UDR “Dictionary” for a match (by its corresponding browser_idc), and if a match exists, the ‘string’ in the UDR “Dictionary” is retained and the ‘match’ field is incremented by one. Below is an example as shown in Figure 6E.

[0105] Therefore, the string within the UDR “Dictionary” remains static unless a higher ranking source captures the string (first name for example) and matches it in the UDR “Dictionary” through the name-pseudonym lookup – at that point the string is replaced with the string collected from the higher-ranking source. For example, if “jon” had been collected from the registration database and a record already existed in the UDR “Dictionary” for “jonathan” that had a source code of “t” for transaction; then “jonathan” may be replaced with “jon” since the registration database serves as a higher ranking source than the transaction data.
The end result of the transaction data load and update process is a system that continually adds hit counts to the UDR “Dictionary” for string and string types by browser_idc. It also serves as a way to artificially add members to the browser_idc (household) within the UDR “Dictionary” while not updating the actual registration database and thus increasing the overall coverage to the site and user sessions for each person surfed. It may allow us to not remain dependent solely upon the registration database because the assumption is, we do not care if they are an actual member of the household or just a guest purchasing an item on the household’s computer – all we care about is who (UDR indicators) was surfing during that session.

4a3) **UDR Form Data Process:**

The “name=value” pair may identify users based on personal level information that is entered online by the panelist. This typically occurs when a user fills out a form online, submits a request or other occurrences that would call for the user to enter personal level information such as their name, email, gender, login/screen name or date of birth. An analysis was done on major sites that ask for personal level information (sweepstakes sites, form filling sites, registration sites, etc.) to identify how these occurrences are captured through the proxies. Essentially, the occurrence of someone entering his or her first name, for example, is captured through the representation of a ‘keyword’ that is assigned by the domain to acknowledge this to be a ‘first name’ value. The analysis built a set of keywords based on the tested domains for each of the five personal level categories (name, email, login/screen name, gender and date of birth). The assumption is that these are common keywords not only used by these major sites, but other sites across the Internet world. Some keywords include:

<table>
<thead>
<tr>
<th>Category</th>
<th>Keyword</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>first_name, fname, last_name, lname, first, last email, user email, recipient_email, member-email</td>
</tr>
<tr>
<td>Email</td>
<td></td>
</tr>
</tbody>
</table>
Login/Screename  login, account name, signin, screenname
Gender            gender, sex, male, female, int_gender
Date of Birth     dob, birthday, birthyear, b_year, b_month

[0108] The collection of these keywords and corresponding values may be captured at the proxy level or client level and then undergo some series of business rules/logic that weeds out useless data and sorts the raw records into a workable model. The processed data may then be matched to the registration database to identify the member within the household to which it belongs. If no match exists, a “dummy” person is created within the matched browser_idc. This match to the registration database and addition of “dummy” members may occur in a staging area within the local systems – not to interfere with the actual registration database.

[0109] This process scans the XML files at the proxy level for specific keywords in the post or query data. These keywords are assigned terms by the site for when someone fills out a form by entering data or selecting pre-determined values. Once the user fills out the online form and “submits” the form, a series of “post” and/or “query” data is returned that is not viewed by the user but viewed through the proxies and each keyword is followed by an “=” sign followed by the value entered by the user. So, a simple online form might return a url string that looks like this:

http://www.domain.com/url_directory/url_page.asp?first_name=Someone&last_name=Else&title=Mrs.&current_last_name=New&email=testing@testing.com&verify_email=testing@testing.com&zip=22015&password=testing

[0110] What the process does is scan these URLs and pulls out the full post or query data string (everything after the “?”) when the string contains one of the keywords. The page’s demographic information is also extracted (e.g. browser_idc, url_id, time_id, domain_name, url_host, etc). Each match on one of the keywords is tagged with a single-character value that identifies a specific post or query data value as a match. There are five (5) single character values representing the five different categories of UDR data (name, email, gender, login/screen name and date of birth). These five categories are as follows:
<table>
<thead>
<tr>
<th>Single-Character Value</th>
<th>String Type</th>
</tr>
</thead>
<tbody>
<tr>
<td>n:</td>
<td>name</td>
</tr>
<tr>
<td>e:</td>
<td>email</td>
</tr>
<tr>
<td>l:</td>
<td>login/screenname</td>
</tr>
<tr>
<td>g:</td>
<td>gender</td>
</tr>
<tr>
<td>b:</td>
<td>date of birth</td>
</tr>
</tbody>
</table>

[0111] For each string type, several keywords may exist. Once the scanning process identifies a url’s post or query data matching on one of the keywords, the resulting post/query string that gets loaded into a data server looks like:

```
n:first_name=Someone&n:last_name=Else&n:title=Mrs.&n:current_last_name=e=New&n:e:email=testing@testing.com&verify_email=testing@testing.com&zip=22015&password=testing
```

[0112] Once this data is loaded into a processor, an extraction or sorting process occurs. A process sorts the “string types” based on the single-character value and parses out the string into a workable table that allows for an easy update into the “staged” registration database. The sorting process creates an individual record for each occurrence of a string type and matches it to the corresponding page’s url_idc, browser_idc and event_time. The end result of the sorting looks like this:

<table>
<thead>
<tr>
<th>url_idc</th>
<th>browser_idc</th>
<th>event_time</th>
<th>type</th>
<th>parameter</th>
<th>value</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>sample</td>
<td>n</td>
<td>first_name</td>
<td>Someone</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>sample</td>
<td>n</td>
<td>last_name</td>
<td>Else</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>sample</td>
<td>n</td>
<td>current_last_name</td>
<td>New</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>sample</td>
<td>e</td>
<td>email</td>
<td><a href="mailto:test@testing.com">test@testing.com</a></td>
</tr>
</tbody>
</table>

[0113] Where ‘type’ is the “string type” of the match, ‘parameter’ is the assigned post/query keyword and ‘value’ is the entry on the form by the user. Each record then matches based on browser_idc to the staged registration database (the “Dictionary”) and looks for a match on any of the values for each parameter. When
a match occurs, the remaining values for the same person are inserted into the
“Dictionary” and a counter is tagged for each parameter increasing by one. So, if in
the “Dictionary” the following information is available:

<table>
<thead>
<tr>
<th>Panelist_id</th>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
<th>match</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>someone</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>else</td>
<td>1</td>
</tr>
</tbody>
</table>

[0114] Note: “match” is the counter that keeps track of the number of hits per
value per string. Since we are separating first and last name in the “Dictionary”, ‘f’
has been assigned to represent first name and ‘n’ represents last name – in the raw
“name=value” pair process, “n” represents either first or last name. Then when the
process matches the collected “name=value” pairs and matches them to the
registration database the end result of the “Dictionary” looks like this:

<table>
<thead>
<tr>
<th>Panelist_id</th>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
<th>match</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>someone</td>
<td>2</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>else</td>
<td>2</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>new</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:test@testing.com">test@testing.com</a></td>
<td>1</td>
</tr>
</tbody>
</table>

4a4) **The User Demographic Reporting (UDR) Indicators:**
First Name, Last Name, Email, Login/Screen Name, Gender and Birth Year

4a4i) **UDR Indicator 1: First Name**

[0115] The first name drives the identification of a person to other demographic
breaks. It can be identified in email addresses, login/screen name entries, matched
to various pseudonyms and in most cases a gender can be applied to a first name.
First name collects in three primary sources: registration database, transaction data
and the UDR Form Data. The first name collected from the registration database
may update the UDR “Dictionary” for each member within a household where first
name is not <NULL> or not "Member". The first name is also updated to the UDR "Dictionary" from the transaction data and UDR Form Data when presented. First names collected from these two sources undergo a name-pseudonym match for possible pseudonyms in addition to a name-gender match for updating the gender portion of the "Dictionary". Figure 6F is an example of a pseudonym match.

Figure 6G is an example of how the name-gender match can be applied. An additional panelist_id/member_id is generated for "michael" and updated with "M" as gender (if the name is not found within the name-gender lookup (ambiguous names), then only the name is added to the "Dictionary", and gender is left blank).

See Figure 6H. End result: panelist_id/member_id for "michael" is generated as a "dummy" id and applies to the given session. The system is then able to identify the gender of this session, but not age.

Furthermore, the first name can be matched against other UDR indicators such as email and login/screen name following some basic logical rules. This process and set of logical rules are defined in more detail within the "Email" and "Login/Screen Name" sections of this document.

4a4ii) **UDR Indicator 3: Email**

The email address serves as three functions: 1. because of its uniqueness, the email can identify a person whereas a common indicator such as ‘address’ cannot; 2. the prefix to an email address (everything before the "@" sign) can be identified as a unique login/screen name for that person; 3. the first initial-last name of a person may search within the email prefix for updating the UDR "Dictionary" by identifying a first name. Therefore, in addition to its use as identifying a person when no other demographic information is presented during a site session, the email address can add UDR ‘strings’ for a given member within the household so as to help identify the person in later sessions based solely on a login/screen name or email prefix. Figure 6I is an example.

Figure 6I illustrates that whenever someone on the computer with the same browser_idc as "George Bush signs on to AOL as "elephant", the system identifies that as a login/screen name for "george bush" and assigns him that session.
Without the email "breakout" of its prefix, the screen name, "elephant" is identified as a "dummy" person to the household and if no other UDR indicators are matched during the session, the session becomes un-identified. This scraping of the email's prefix occurs when transaction and UDR Form Data for email is presented/collected. As the email gets collected, a match for that email is searched within the UDR "Dictionary" and when found, the 'match' counter for that string_type is incremented by one for that string (email address) and the prefix of the email is parsed and generates a login/screen name (string_type '4') for that person (if the same login/screen name already exists then the 'match' counter for that string_type is incremented by one). If no match for the presented/collected email is found within the UDR "Dictionary" two logical steps occur: 1. the email prefix is parsed and matched against string_type "4" (login/screen name) within that household to identify the person to which the email belongs; and 2. if no login/screen name match exists within that household, then the first non-numeric character within the email prefix is labeled as "first initial" and the last set of non-numeric character values is matched against persons' last names within the household. The second logical step may use the "first initial-last name" match to identify a person within the household. When a match occurs as a result of either two logical steps, the original email presented/collected is updated to that person's member_id within the household for string type "3" (email), and the email prefix is updated to string_type "4" (login/screen name) as his/her login/screen name. Figure 6J and Figure 6K show a real-world example of how the email can serve these multi-functions. End Result: panelist_id/member_id for "george" is applied to the session solely based on the login/screen name, "elephant" which would otherwise not identify anyone specifically within the household.

[0120] Thereafter, the system can match an email based on a first initial-last name combination, as shown in Figure 6L. End Result: panelist_id/member_id for "george" is applied to the session solely based on the unmatched email address, gwbush@whitehouse.com. (gwbush@whitehouse.com is also updated to the UDR "Dictionary" as string_type '3' for "george" and a login/screen name (string type 6) is created in the dictionary as "gwbush" in consideration for future email and/or
login/screen name matches – thus the first initial/last name logic need only apply once.)

4a4iii) UDR Indicator 4: Login/Screen Name

[0121] The login and/or screen name is an identifier that a person enters when signing on to a particular online service such as an ISP, Internet email system or possibly a subscription service like wsj.com (Wall Street Journal). In addition, several internet email services or ISPs that offer email accounts may use the login and/or screen name as the user’s email address prefix (e.g. a screen name of “johndoe” for AOL may assign an email address of “johndoe@aol.com” for this person). Also, the login and/or screen name can apply a logic that distinguishes a first and/or last name within the household for a login/screen name that is otherwise unmatched in the UDR “Dictionary”. For this, the login/screen name serves three purposes: 1. to uniquely identify a site session with a member of the household when no other UDR information is presented during a session and the unique login/screen name is found within the UDR “Dictionary”; 2. to identify which member of the household a unique login/screen name belongs based on a first name or first initial-last name logic; and 3. create an additional “forced” email address for the person by applying a domain level logic. Much like the ‘email’ address, the login/screen name generates additional UDR strings in addition to its primary function of identifying the person surfing during his/her session.

[0122] The example of Figure 6M illustrates how an additional email record is generated when a login/screen name is collected and matched within the UDR “Dictionary”. By simply adding the “@” sign after the login/screen name and ending it with “domain.com”, an email address is created for that person in the event “gwbush@msn.com” is collected either through a transaction or UDR Form Data record in the future. Similar to the email logic of leveraging the prefix to create a unique login/screen name for that person and to identify the person based on the first initial-last name logic, the login/screen name can apply a similar set of rules. Two logical steps occur when the collected login/screen name does not match in the UDR “Dictionary”: 1. the login/screen name matches against email prefixes within that
household to identify the person; or 2. the login/screen name uses the first non-numeric character as the “first initial” and the last set of non-numeric character values as the “last name”; together the combination matched against the person’s last name within the household and identifies a person’s first name from the first letter matched to the login/screen name’s first initial. When a match occurs as a result of either two logical steps, the original login/screen name presented/collected is updated to that person’s member_id within the household for string type “4” (login/screen name), and the mail (string_type “4”) is added as an additional record by appending the “@” sign followed by “domain.com”. Figure 6N is an example of a real-world example of how the login/screen name logic applies. The end result is that the panelist_id/member_id for “george” is applied to the session solely based on the login/screen name, “elephant” which would otherwise not identify anyone specifically within the household.

[0123] Login/Screen Name can use the first initial-last name rule (UDR Form Data record collected through hotmail.com) as shown in Figure 6O. End result: panelist_id/member_id for “george” applies to the session solely based on the login/screen name of “gwbush”. Also, an additional email address is created for “george” in order to identify “george” to any future sessions where only “gwbush@hotmail.com” is collected.

4a4iv) UDR Indicator 5: Gender

[0124] Gender is one of the two other demographic breaks used in identifying user and site sessions. The process to update gender is much simpler than some of the other UDR indicators (first name, email or login/screen name). However, there are a few logical rules that apply when collecting gender – which is described within this section. Only two of the three primary sources collect gender: the registration database and the UDR Form Data.

[0125] First, the initial gender update may originate from the registration database. For each member of the household, the gender for that member may be loaded into the UDR “Dictionary” as either “m” for male or “f” for female. However, if a member within the registration database has a <NULL> entry for
gender, then the first name (if available) is searched through the name-gender lookup table and a matching gender to the member's first name is applied. If no first name is available for the member and no gender is offered within the registration database — then no gender is applied to that member_id within the given household.

Second, gender is collected through the UDR Form Data as string type “g”(translated to “5” when applied in the UDR “Dictionary”. Based on a set of keywords that identifies when a person enters gender information within “form” data (post and/or query_data), a database located on a data server stores the collected values for “gender” entries. The gender is then grouped with other UDR information collected either in the same URL record or within a given site session so as to match the UDR information to the “Dictionary” and update the gender. If the gender for the matched member_id already exists, then the “match” counter for that string_type (gender) is incremented by one. If the gender for the matched member_id does not already exist, then the gender indicator is applied in the “Dictionary” and the “match” counter for that string_type (gender) is set to “1”. Figure 6P illustrates either example.

Gender is one of the UDR indicators that can be easily updated to any member_id within a household for those members who have first names. However, because gender is not as unique within a household as first name, email, login/screen name or even the birth year, it becomes difficult to match a session to a specific member within the household when gender is the only UDR indicator presented during the session. Though the system is able to identify one of the two final demographic breaks (gender) for the given session, updating the “Dictionary” to apply gender for a specific person is virtually impossible when more than one member of the same gender exists in the household. Figure 6Q illustrates an example of how a “gender” item goes unmatched within the household for a specific member_id. The end result is that the process cannot match this gender to anyone in the household because it is inconclusive as to whom the record belongs.

However, the gender can be used in combination with other UDR indicators to match on a specific member_id within a household. For example, if the gender and birth year were collected within a session, and the birth year exists within the UDR “Dictionary” for a specific member_id, then the gender can be
updated to that person where gender currently did not exist for such member_id.
The same logic can be used when gender is combined with login/screen name, email
address and obviously first name.

4a4v) **UDR Indicator 6: Birth Year**

[0129] The birth year is the second final demographic break that matches each surfer to a given user and site session. Much like the gender, birth year is very simple to update and includes straightforward logic as opposed to some of the more complex indicators such as: first name, email and login/screen name. Also, birth year is a more unique indicator as opposed to gender, and matching birth year to a person within a given household is more dynamic because the likelihood of two or more members within a household of having the same birth year is less likely than two or more members with the same gender. Birth year was chosen as the “birth” UDR indicator because it keeps logic and matching simple and the data type can remain more stable – one does not have different forms of data to manipulate (e.g., translating “07/07/85” or “070785” or “July 7, 1985” to “07-07-1985”). Rather, the logic primarily strips unnecessary data only to retain the birth year. And in the case of birth years collected in 2-digit format, the prefix 19 or 20 are pre-appended.

Below illustrates some examples:

<table>
<thead>
<tr>
<th>Raw date of birth collected</th>
<th>Final load to UDR “Dictionary”</th>
</tr>
</thead>
<tbody>
<tr>
<td>07/07/85</td>
<td>1985</td>
</tr>
<tr>
<td>July 7, 1985</td>
<td>1985</td>
</tr>
</tbody>
</table>

[0130] The first step is for the string to identify the last 4 numeric characters of the string that is not broken up by any spaces or other non-numeric characters. Once these four numeric characters are identified, a “first 2-digit” validation occurs: the first two numeric characters must be a 19 or a 20. If this is true, then the characters are retained and updated to the UDR “Dictionary”. If the validation returns false, then the last two digits are retained and a 19 is pre-appended. The next logical step (if the last numeric characters do not exist without a space or other non-numeric
character breaking the string) is to identify the last two numeric characters and pre-append a “19” to the beginning of the two numeric characters. Once this logic of stripping/parsing the birth year from any date of birth record occurs, then updating the UDR “Dictionary” is simple.

5 [0131] If a match within the household exists for such a birth year, then the “match” counter is incremented by one, and the session can be applied to this particular member_id. If no match occurs within the UDR “Dictionary”, then the birth year has to be used in conjunction with other collected UDR indicators that occurred during the same url record or session. For example, if birth year and first name, “john” are collected form the UDR Form Data, and “john” is found within the given household in the UDR “Dictionary”; then the collected birth year can be added to “john”. This follows the same for when birth year is collected in conjunction with other UDR indicators such as: email, login/screen name and gender.
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4b) UDR “Dictionary”

[0132] As detailed in previous sections, the UDR “Dictionary” is a table that makes up UDR indicators for every member for every household. These indicators are collected from the Registration database, Transaction data (both ecommerce and non-eCommerce data), and the UDR Form Data. This table may remain on a data server and may be called “UDR_registration”, for instance. On a daily basis, this table is handed off to build their UDR “Streamids” process that matches the “Dictionary” information to real URLs during site and user sessions. Due to the size of the UDR “Dictionary” and it’s subject to “extra” members from miscellaneous collected UDR Form data, the handoff may be a filtered “Dictionary”. The filtered “Dictionary” may include UDR indicators for members within the household where the source is a “1” or a “2”. Therefore, UDR indicators derived from the registration database and from the transaction data may be part of the filtered “Dictionary”. In addition, UDR indicators for members within the household with a source of “3” and the match (which is a field that tracks the ‘count’ of hits for a particular UDR
indicator for each UDR string type for each member within the household) is greater than five (5).

4c) **Single Member Households**

[0133] The idea of the ‘single member household’ data is to identify those households who are assumed to be one member deep and thus force that member to be assigned to any user session during which his/her household surfed and no other UDR data was scanned. First, a ‘single member household’ is assumed to be any household by which only one person uses the computer/machine for Internet (other than email) purposes. Various data sources and assumptions are utilized in order to build this set of households and ‘single members’ for the efforts mentioned above. This section may outline the different methodologies used to build this data set as logic has changed over time. There are 3 methodologies described below.

[0134] 1) This methodology essentially looks at every household and each member’s source of record. The process counts up the total number of member_ids within each household that have a source of 1 (registration data). Finally, only those households where exactly one member has a source of 1 are then passed off to the stream ids process that may force user sessions in the DW for these households when not other UDR data was scanned during the session. The member_id that contained a source of 1 is used as the default ‘person_id’ in the DW for user_session assignment.

[0135] 2) The process to create a set of households and default member_ids for this methodology uses actual self-reporting of data as seen in the registration database. The process may first take active households in the registration database that are reported as a work or school machine. Secondly, active households in the registration database that are self-reported as “one-member households” (i.e., How many people are residing in your household? = 1) are added to the work/school set of active households. This then creates the total number of households to be used when forcing a default member id into the user session table(s). In order to generate the default member id for each ‘single member household’ for this methodology, the collapsed members are utilized. Essentially, the collapsed member_id (a.k.a PLI_ID or master_id) that has the most number of collapsible ‘persons’ is used as the default
member_id for this set of 'single member households'. This is because it is assumed that a collapsed member_id with many collapsible 'persons' is said to be the most frequent of 'persons' within the household.

[0136] 3) The process to create a set of households and default member_ids for this methodology uses actual self-reporting of data as seen in the registration database in addition to those households whom completed the registration process and only one member of the household is in the registration database (i.e., single member registrants for multi-member households). The first step of the process uses methodology 1's logic. The second step of the process may identify those households within the registration database that completed the registration process (this is identified by using a field within the 'machine' table of the registration server that flags each household as having completed or not completed the registration process). Using these households, the process then identifies those households where only one member_id has a source 1 (registration). This set of households are combined with step 1 to create a final set of 'single member households'. In order to generate the default member id for each 'single member household' for this methodology, the same logic used in methodology 2 is used for methodology 3 to identify the default person_id. This methodology includes methodology 2 and a subset of methodology 1.

5) Data Mining

[0137] Because the database generated can include data regarding consumer's demographics and the like, the database can be easily mined for data records having web hits on a particular website. This information is particularly valuable to that website's competitors, as it gives an indication of who is visiting the website, and what those individuals' characteristics are. Such "competitive intelligence" can be marketed and sold to a wide variety of parties, and in particular to the particular website's competitors.

[0138] In yet another aspect of the invention, an electronic commerce ("e-commerce") or retail price index, herein termed "EPI", can be generated from the service provider's database, based on any electronic retailer's ("e-tailer") data,
mined from the database (Step 220). That is, the prices of particular products can be retrieved from the database, and the relationships between time and price can be generated to provide an indication of the true market price for an item or service, or of the condition of a market as a whole.

[0139] Referring again to Figure 4, the service provider’s database can be further analyzed or mined to extract data relating to the amount of revenue a particular website generates over a particular time period or a particular number of website hits (Step 222). Based on the sample size for the particular website of interest, and therefore within a known confidence interval based on known rules of statistical analysis, the service provider will be able to provide revenue projections over a given period of time for the website well in advance of the end of any particular time period or number of Internet visits. As will be readily appreciated by one of ordinary skill in the art, revenue predictions for a business are very useful tools for pricing securities for that merchant, and therefore the service provider can market and sell such revenue predictions to parties interested in knowing this information before release of the actual revenue reports by the website owner to the rest of the securities market. Furthermore, sales forecasts can be used by the Internet merchant for inventory control and just-in-time warehousing and delivery.

[0140] The database can also be analyzed for data representative of the frequency a particular website is visited (Step 224). For example, the data filtering performed on the raw Internet data received by the service provider can include tabulating the number of times a domain, website, or webpage is served to a consumer. By comparing this number to the number of times a purchase was made, a measure of the particular consumer’s purchasing propensity can be generated, as well as the average amount spent per visit and per transaction. These measures can be marketed to e-tailers, or provided back to the consumer. Similarly, by retrieving from the database usage at a single website across the database, cross-selling success can be measured (Step 226). For example, for an e-tailer that sells products A and B, the database can be mined for transactions, for instance, between the particular e-tailer and consumers for product A, and the e-tailer’s success in also selling product B to that same consumer set can be extracted. Thus, the success of the e-tailer to cross-
sell products A and B can be readily extracted, and that information can be marketed and sold to competing e-tailers.

More traditional market research data can also be easily mined from the service provider’s database of Internet consumer activity. For example, a particular e-tailer’s total market share in a particular class of goods or services can be determined by extracting data of all transactions, for instance, in that class attributable to the particular e-tailer, as well as all transactions, for instance, for goods or services in the class. Similarly, for a particular consumer, the loyalty or share of the consumer’s spending ("wallet") spent at a particular e-tailer or for a particular product type can be easily extracted. The percentage of the entire consumer sample pool who visited or bought goods or services a specified number of times from a particular site can be determined, which represent the trial and repeat rates for both visiting and purchasing.

Profiling or generating scoring models can also be facilitated by the service provider practicing methods in accordance with still another aspect of the present invention. For example, the database can be used to provide data records for a particular consumer characteristic, such as education level (Step 228). This data set can be compared to broad demographic data sets including indicators of education level, to predict the overall probability of a certain Internet activity, such as buying a product or viewing a video, by persons at that education level for the entire population represented by the broad demographic data set (Step 230). Other comparisons of the service provider’s database to other databases will be readily appreciated by one of ordinary skill in the art, to generate profiling data on a certain population’s Internet activities.

Because of the particular systems and processes of the system described herein, statistically significant consumer data can be gathered at extremely low costs per panelist when compared with prior systems.

6. Performance Monitoring and Analysis

The typical web server 708 (Figure 7) does a good job of providing content requested by users. However, most web servers do not provide the content
as efficiently as possible. In addition, most web servers do not provide the system administrator 710 with enough log information to clearly understand the performance of the website.

[0145] The present invention addresses the performance and logging shortfalls of the typical web server 708 by providing a network appliance or device 706 (which can be the intermediary domain 102) that sits between the web server 708 and the browser 704. In this case, the user 702 requests content from the web server 708 as described above, however, the device 706 intercepts the request. By intercepting the request, the device 706 can log detailed information about the request. The device 706 requests the content from the web server 708 and receives the response on behalf of the web browser 704. Once the device 706 has the response from the web server 708, it optimizes the content where possible by providing HTML compression, for instance. In addition to the optimization, the device 706 can insert script into the response that will direct the browser 704 to report information about the request from the client perspective.

[0146] The device 706 encapsulates server-side performance information in the outgoing message. The client browser 704 combines client side statistics with the server side data and sends the combined package to a central server (707, Figure 8) for processing and storage. The client processing is performed using browser 704 based code (VBScript, JavaScript), and the data is sent back to the central server 707 via one or more transparent GIF requests.

[0147] The following, with reference to Figures 7 and 8, describe the solution where the web user 702 requests a page.

[0148] 1. The request begins by establishing a TCP connection between the browser 704 and the web server 708. The device 706 intercepts this request and accepts the connection on behalf of the web server 708.

[0149] 2. Once the connection is accepted, the browser 704 sends a request for the page and, optionally, requests the connection be kept alive.

[0150] 3. The device 706 checks to see if the user 702 has a cookie issued by the device. If so, it parses the cookie, saves it for future reference, and strips it from the HTTP header. If not, it creates a new unique identifier for the user 702 and saves it.
[0151] 4. The device 706 establishes a connection to the web server.
[0152] 5. The device 706 forwards the user’s request to the web server.
[0153] 6. The web server 708 sends the requested page and logs the request.
[0154] 7. The web server 708 may close the connection. It is possible that the
web server 708 will close the connection even if the device 706 requested that the
connection be kept alive.
[0155] 8. The device 706 adds its cookie to the HTTP header and includes the
unique identifier from step 3.
[0156] 9. If the content type is “text/html”, the device 706 may insert client
script to evaluate the page performance from the browser.
[0157] 10. If the content type is “text/*”, the device 706 will compress the
content.
[0158] 11. The device 706 will return the modified response to the browser.
[0159] 12. If the browser 704 requested that the connection is kept alive, the
device 706 will leave the connection open. Otherwise, the connection will be
closed.
[0160] 13. For each item on the page, the browser 704 will request additional
information from the web server. This information may be an image, applet, or other
content served by the server. The browser 704 may use an existing connection
already established with the server or it may open a new one.
[0161] 14. The browser 704 sends the request for the additional content.
[0162] 15. The device 706 checks to see if the user 702 has a cookie issued by
the device. If so, it parses the cookie and saves it for future reference and strips it
from the HTTP header. If not, it creates a new unique identifier for the user 702 and
saves it.
[0164] 17. The device 706 forwards the user’s request to the web server.
[0165] 18. The web server 708 sends the requested item and logs the request.
[0166] 19. The web server 708 may close the connection. It is possible that the
web server 708 will close the connection even if the device 706 requested that the
connection be kept alive.
20. The device 706 adds its cookie to the HTTP header and includes the unique identifier from step 16.

21. The device 706 will return the modified response to the browser.

22. If the browser 704 requested that the connection is kept alive, the device 706 will leave the connection open. Otherwise, the connection will be closed.

23. If client script was included in step 9, the browser 704 will gather statistics about the page as it loads.

24. The Browser 704 will open a connection to the central server 707 to send the statistics. The central server 707 will intercept this request and accept.

25. The browser 704 will send the statistics to the central server 707 by requesting a URL and including the statistics in the request.

26. The central server 707 will parse the statistics and store the information in the Central Data Store.

27. The device 706 will send a canned response to the browser.

28. The connection will close.

Thereafter, a system administrator 710 reviews logs, as follows:

1. The system administrator reviews the web server 708 logs.

2. The system administrator reviews the detailed web server 708 logs from the central server 707.

3. The system administrator updates content and tunes performance based on the information derived from the web server 708 logs and system information.

29. The system may enhance the user 702 experience by providing HTML compression and by maintaining connections even when the web server 708 does not support it. From the system administrator’s point of view, the system may provide a significant amount of new information that can be used to evaluate the web server’s 708 performance. Most importantly, the present invention provides information from the browser 704 about the time it took to render the entire page as well as the load times for individual items on the page. This information can be used in conjunction with other statistics such as abandonment to determine if page, or individual item, performance is the root of the problem.
[0178] The device 706 will insert code at the beginning and end of every target html page served through the device. The code inserted will contain server side data. Once the html/JavaScript is fully processed by the client browser 704, the client side statistics are combined with the server side information and one or more transparent GIF requests are made to the central server. The central server 707 collects the information coming from the browser 704 and sends back a 1-pixel transparent GIF. The logged information is processed at the central server 707 and makes its way into the data store. The page performance, in aggregate or detail form, is available to the users of a reporting system.

[0179] The following records may be passed from the client to the server as part of the single pixel GIF request.

6a) Server-side performance information

[0180] • The IP address of the server the client is connecting to.
[0181] • The time the first byte of the client’s request is received by the device.
[0182] • The time the first byte of the web server’s 708 response is received by the device.
[0183] • The content type returned from the server.
[0184] • The time to complete the connection between the device 706 and the web server.
[0185] The time the client’s request was completely received by the device.
[0186] The time the web server’s 708 response is completely received by the device.
[0187] The time that the device 706 sent the complete response after processing the filters.
[0188] The size of the request from the browser.
[0189] The size of the response returned from the web server.
[0190] A 2 byte status indicator for the device 706 that can be used to report system status.
[0191] The HTTP Protocol used for the connection.
[0192] The HTTP Method of the connection.
[0193] The HTTP Status returned from the server.
[0194] Specifies whether or not the device 706 compressed the content prior to sending it to the browser.
[0195] The size of the response from the device 706 to the browser 704 including the client script and the compression.

6b) Client-side performance Information

[0196] When a browser 704 reports page load statistics, the results are stored in the statistics log. The data contained within the request is divided into one row per component, such as an image or applet, and one row for the pages itself.

6b1) Page Statistics

[0197] The unique id of the user 702 assigned by the system.
[0198] Counter that keeps track of the number of visits the user 702 has made to the website.
[0199] The referrer page sent from the browser.
[0200] The time at which the data is sent to the central server.
[0201] The time the browser 704 received all the HTML.
[0202] The time the browser 704 loaded the entire page.
[0203] The status of the item.

6b2. Component Statistics

[0204] The unique identification of the user 702 assigned by the system.
[0205] Counter that keeps track of the number of visits the user 702 has made to the website.
[0206] Type of component.
[0207] The time at which the TCP connection is requested.
[0208] The name of the item.
[0209] The status of the item.
[0210] Offset from page load start for when this component was requested.
[0211] The time to load the component.
[0212] The size of the component if available.

6c) Central Server User 702 Interface

[0213] The central server 707 provides a web interface for the performance reports.
[0214] In conclusion, it is emphasized that the described systems, methods, and techniques may be implemented in digital electronic circuitry, computer hardware, firmware, software, or in combinations of these elements. Apparatuses embodying these techniques may include appropriate input and output devices, a computer processor, and a computer program product tangibly embodied in a machine-readable storage device for execution by a programmable processor. A process embodying these techniques may be performed by a programmable processor executing a program of instructions to perform desired functions by operating on input data and generating appropriate output. The techniques may be implemented in one or more computer programs that are executable on a programmable system including at least one programmable processor coupled to receive data and instructions from, and to transmit data and instructions to, a data storage system, at least one input device, and at least one output device. Each computer program may be implemented in a high-level procedural or object-oriented programming language, or in assembly or machine language if desired; and in any case, the language may be a compiled or interpreted language. Suitable processors include, by way of example, both general and special purpose microprocessors. Generally, a processor may receive instructions and data from a read-only memory and/or a random access memory. Storage devices suitable for tangibly embodying computer program instructions and data include forms of non-volatile memory, including by way of example semiconductor memory devices, such as Erasable Programmable Read-Only Memory (EPROM), Electrically Erasable Programmable Read-Only Memory (EEPROM), and flash memory devices; magnetic disks such as internal hard disks and removable disks; magneto-optical disks; and Compact Disc Read-Only Memory (CD-ROM). Any of the foregoing may be supplemented by, or
incorporated in, specially-designed ASICs (application-specific integrated circuits). It may be understood that various modifications may be made without departing from the spirit and scope of the claims. For example, advantageous results still could be achieved if steps of the disclosed techniques were performed in a different order and/or if components in the disclosed systems were combined in a different manner and/or replaced or supplemented by other components. Accordingly, other implementations are within the scope of the following claims.
WHAT IS CLAIMED IS:

1. A method of collecting data relating to a user's usage over a network, the user utilizing a computing device to send and receive data sets over the network, the computing device having an address on the network, the data representative of the address of the computing device on the network, comprising:
   establishing a connection between a computing device and the network;
   identifying a user of the computer device, wherein the computing device has at least one input device, and wherein the user identifying step further includes:
   monitoring at least one characteristic of input device operation by a user to provide data on at least one mannerism of the user in operating the input device;
   accumulating said data on said at least one mannerism of the user in operating the input device to provide accumulated mannerism data for a given session;
   comparing said accumulated mannerism data to a database that associates mannerisms with at least one user, to provide a comparison result; and
   providing an indication of an identity of a user using the input device of the computer based on said comparison result;
   readdressing data sets sent from the computing device to indicate that the data sets originated in the known domain;
   recording at least part of the data sets together with the identity of the user; and
   sending the readdressed data onto the network.

2. A method according to Claim 1, further comprising configuring software running on the computing device to address all data sets to a known proxy server in the known domain.

3. A method according to Claim 1, wherein the step of recording at least part of the data sets comprises building a database including at least part of the data sets, wherein the step of building a database includes building a database having at
least one field selected from the group consisting of user age, user income level, user
education level, household size, time of transmission of the data set, location of
computing device, date of transmission of the data set, currency paid, type of
product purchased, type of service purchased, network address of the intended
recipient of a data set, click-through address, banner advertisement impression, and
permission e-mail received, and combinations thereof.

4. A method according to Claim 1, further comprising:
negotiating a first encryption key with the computing device; and
negotiating a second encryption key with an intended recipient of a data set
sent by the computing device.

5. A method in accordance with Claim 4, further comprising:
decoding an encrypted data set from the computing device with the first
encryption key;
encrypting the decoded data set with the second encryption key; and
transmitting the data set encrypted with the second encryption key to the
intended recipient via the network.

6. The method according to Claim 1, wherein said monitoring step
includes measuring time between successive, predefined input device entries.

7. The method according to Claim 1, wherein said monitoring step
includes measuring dwell time on individual input device entries.

8. The method according to Claim 1, further comprising the step of
supplementing the data in the mannerisms database with the data accumulated over a
given session after a user associated with the multiple session data has been
identified.

9. A method of identifying a user of a computer device having at least
one input device, said computing device being connected to a network, comprising:
monitoring at least one characteristic of input device operation by a user to
provide data on at least one mannerism of the user in operating the input device;
accumulating said data on said at least one mannerism of the user in
operating the input device to provide accumulated mannerism data for a given
session;
comparing said accumulated mannerism data to a database that associates
mannerisms with at least one user, to provide a comparison result; and
providing an indication of an identity of a user using the input device of the
computer based on said comparison result.

10. The method according to Claim 9, wherein said monitoring step
includes measuring time between successive, predefined input device entries.

11. The method according to Claim 9, wherein said monitoring step
includes measuring dwell time on individual input device entries.

12. The method according to Claim 9, further comprising the step of
supplementing the data in the mannerisms database with the data accumulated over a
given session after a user associated with the multiple session data has been
identified.

13. A method of collecting data relating to a user’s usage over a network,
the user utilizing a computing device to send and receive data sets over the network,
the computing device having an address on the network, the data representative of
the address of the computing device on the network, comprising:
establishing a connection between a computing device to a network;
instructing the computing device to alter a data field of a communications
protocol in a browser program on the computer device to include identification data
unique to the computing device on the network;
receiving the data field from the computing device over the network with
requests for data;
parsing the data field to extract the identification data in the altered data field; and
identifying the computing device from the extracted identification data;
readdressing data sets sent from the computing device to indicate that the
data sets originated in the known domain;
recording at least part of the data sets; and
sending the readdressed data onto the network.

14. The method according to Claim 13, further comprising configuring
software running on the computing device to address all data sets to a known proxy
server in the known domain.

15. The method according to Claim 13, wherein the step of recording at
least part of the data sets comprises building a database including at least part of the
data sets, wherein the step of building a database includes building a database
having at least one field selected from the group consisting of user age, user income
level, user education level, household size, time of transmission of the data set,
location of computing device, date of transmission of the data set, currency paid,
type of product purchased, type of service purchased, network address of the
intended recipient of a data set, click-through address, banner advertisement
impression, and permission e-mail received, and combinations thereof.

16. The method according to Claim 13, further comprising:
negotiating a first encryption key with the computing device; and
negotiating a second encryption key with an intended recipient of a data set
sent by the computing device.

17. The method in accordance with Claim 16, further comprising:
decoding an encrypted data set from the computing device with the first
encryption key;
encrypting the decoded data set with the second encryption key; and
transmitting the data set encrypted with the second encryption key to the intended recipient via the network.

18. A method of identifying a computer user on a network, comprising:

establishing a connection between a computing device to a network;
instructing the computing device to alter a data field of a communications protocol in a browser program on the computer device to include identification data unique to the computing device on the network;
receiving the data field from the computing device over the network with requests for data;
parsing the data field to extract the identification data; and
identifying the computing device from the extracted identification data.

19. The method according to Claim 18, wherein said data field is a language tag placed in a header of an HTTP request.

20. The method according to Claim 19, wherein said altered language tag includes data indicating a preferred language of a user.

21. A method of collecting data relating to a user’s usage over a network, the user utilizing a computing device to send and receive data sets over the network, the computing device having an address on the network, the data representative of the address of the computing device on the network, comprising:

establishing a connection between a computing device and the network;
matching each user session to a specific demographic break, said matching step including:
identifying demographic characteristics of the user using the computing device, said demographic identifying step further including:
utilizing a plurality of primary sources of data that maintain some or all of several user demographic indicators;
processing data from said plurality of data sources using logic that matches each indicator to a specific user within a predefined group of users; and

identifying a user among other users in a predefined group of users; and

maintaining a demographic information about the identified user related to data on network activity behavior of the identified user;

readdressing data sets sent from the computing device to indicate that the data sets originated in the known domain;

recording at least part of the data sets in association with said demographic information; and

sending the readdressed data onto the network.

22. A method of reporting user demographics, comprising:

matching each user session to a specific demographic break, said matching step including:

identifying demographic characteristics of the user using the computing device, said demographic identifying step further including:

utilizing a plurality of primary sources of data that maintain some or all of several user demographic indicators;

processing data from said plurality of data sources using logic that matches each indicator to a specific user within a predefined group of users; and

identifying a user among other users in a predefined group of users; and

maintaining a demographic information about the identified user related to data on network activity behavior of the identified user.

23. The method according to Claim 22, wherein the demographic indicators include: first name, last name, email, login/screen name, gender, and birth year.
24. The method according to Claim 23, wherein said processing step includes matching a first name of a user in the predefined user group to other demographic indicators.

25. The method according to Claim 22, wherein said plurality of primary data sources include: a registration database which receives data during a user service registration process, transaction data which is detected during usage over the network and a personal information data source, which comes from monitoring sites for when a user enters personal information.

26. The method according to Claim 25, further comprising building a master dictionary that contains any demographic information for each member within a user group based on said primary data sources.

27. The method according to Claim 22, further comprising supplementing data in said primary data sources with data from one or more secondary sources of data in look-up tables.

28. The method according to Claim 27, wherein said secondary source is a name-pseudonym and name-gender lookup table that may allow several pseudonyms to match one registered first name and to identify the gender of a user.

29. The method according to Claim 22, further comprising supplementing data in said primary data sources with data from one or more secondary sources of data scraped from user logon process steps.

30. A computer readable media on which is recorded a program capable of carrying out the method of Claim 22 when loaded onto a computer system.

31. A method for identifying an online user, the method comprising:
monitoring actions of a user for at least one indicator during an online session;
extracting said at least one indicator identified while monitoring actions of the user;
accumulating user said indicators in an electric data store;
comparing the indicator against user data included in an electronic
data store; and
identifying user specific information based on results of the comparison.

32. The method according to Claim 31, wherein the indicator includes a first name.

33. The method according to Claim 31, wherein the indicator includes a last name.

34. The method according to Claim 31, wherein the indicator includes an email address.

35. The method according to Claim 31, wherein the indicator includes a login name.

36. The method according to Claim 31, wherein the indicator includes a screen name.

37. The method according to Claim 31, wherein the indicator includes gender.

38. The method according to Claim 31, wherein the indicator includes birth year.

39. The method according to Claim 31, further comprising populating the user data included in the electronic data store with data input during a registration process.
40. The method according to Claim 31, further comprising:
accessing registration data included in a registration electronic data store;
populating the user data included in the electronic data store with the
registration data included in the registration electronic data store; and
adding non-registered user data to the user data included in the electronic
data store without affecting the integrity of the registration data included in the
registration electronic data store.

41. The method according to Claim 31, further comprising populating
the user data included in the electronic data store with data input during a transaction
by the user during the online session.

42. The method according to Claim 31, further comprising populating
the user data included in the electronic data store with data input on a form by the
user during the online session.

43. The method according to Claim 31, further comprising updating the
user data included in the electronic data store with updated user data obtained during
monitoring the actions of the user.

44. The method according to Claim 31, further comprising creating a
new user entry in the electronic data store when the results of the comparison
indicate that no match exists between the user data and the indicator obtained during
monitoring the actions of the user.

45. The method according to Claim 31, wherein monitoring the actions
of the user for at least one indicator includes extracting at least one indicator from a
transaction entered by the user during the online session.

46. The method according to Claim 31, wherein monitoring the actions
of the user for at least one indicator includes extracting at least one indicator from
data entered on a form by the user during the online session.
47. A method of monitoring of the performance of at least one network server, comprising:

   providing a network device between said at least one network server and browser software of a user;

   requesting content from the network server via the browser software;

   intercepting the request by the network device;

   logging, in the network device information about the request;

   requesting, by the network device, the content from the network server;

   receiving, in the network device, a response to the request from the network server on behalf of the network browser; and

   inserting script into the response that directs the browser software to report information about the request and the response from the user perspective.

48. The method according to claim 47, further comprising:

   encapsulating, by the network device, server-side performance information in an outgoing message; and

   combining client side statistics with the server side data for processing and storage.
200 REGISTER CONSUMER

202 ADJUST BROWSER TO PROXY TO SERVICE PROVIDER'S DOMAIN

204 BUILD DATABASE RECORD FOR CONSUMER'S DATA

206 ASSIGN UNIQUE IDENTIFIER TO CONSUMER

208 COPY TO DATABASE, OR MONITOR, DATA ROUTED TO SERVICE PROVIDER

210 READRESS DATA AND PASS ON INTO INTERNET TO CONSUMER

212 FILTER DATA FOR DATA OF INTEREST

214 UPDATE DATABASE RECORD

216 GENERATE $/K METRIC FROM DATABASE

218 GENERATE WEBSITE FROM DATABASE

220 GENERATE EPI FROM DATABASE

222 GENERATE REVENUE AND SALES FORECASTS FROM DATABASE

224 GENERATE LOYALTY DATA FROM DATABASE

226 GENERATE CROSS-SELLING DATA FROM DATABASE

228 GENERATE DATA SET BASED ON CONSUMER CHARACTERISTIC FROM DATABASE

230 COMPARE TO BROAD DATABASE

FIG. 4
Figure 4A

Figure 6
Figure 4B
DOMIAN RECEIVES REQUEST FOR ENCRYPTED DATA

NEGOTIATE AND PASS FIRST ENCRYPTION KEY WITH CONSUMER'S COMPUTER

ORIGINAL REQUEST BARES UNIQUE IDENTIFIER

PASS REQUEST ON INTO INTERNET

NEGOTIATE AND PASS SECOND ENCRYPTION KEY WITH CONTENT SERVER

RECEIVE ENCRYPTED DATA FROM CONTENT SERVER

DECODE DATA USING SECOND ENCRYPTION KEY

READDRESS AND ENCRYPT DATA USING FIRST ENCRYPTION KEY

FIG. 5
REGISTRATION DATA

Panelist_id/ member_id
sample        first_name  last_name  email            gender  birth_year
sample        george      bush       gwbush@whitehouse.com  m        1946

UDR "DICTIONARY"

Panelist_id/ member_id
sample        string_type            string            match  source
sample        1                        george            1        r
sample        2                        bush              1        r
sample        3                        gwbush@whitehouse.com 1        r
sample        4                        m                 1        r
sample        5                        1945              1        r

FIG. 6A
MATCHED WITHIN UDR "DICTIONARY"

<table>
<thead>
<tr>
<th>browser_id</th>
<th>string_typ</th>
<th>string_match_source</th>
<th>browser_id</th>
<th>string_typ</th>
<th>string_match_source</th>
<th>browser_id</th>
<th>string_typ</th>
<th>string_match_source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>sample</td>
<td>1</td>
<td>georg</td>
<td>sample</td>
<td>1</td>
<td>georg</td>
</tr>
</tbody>
</table>

FIG. 6B
<table>
<thead>
<tr>
<th>browser_idc</th>
<th>first name</th>
<th>last name</th>
<th>email</th>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>george</td>
<td>bush</td>
<td>NULL</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>2</td>
</tr>
<tr>
<td>sample</td>
<td></td>
<td></td>
<td></td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>2</td>
</tr>
</tbody>
</table>

**FIG. 6C**
MATCHED WITHIN UDR "DICTIONARY"

<table>
<thead>
<tr>
<th>browser_id</th>
<th>string_typ</th>
<th>string_match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>browser_id</th>
<th>string_typ</th>
<th>string_match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sampl</td>
<td>1</td>
<td>georg</td>
<td>1</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>browser_id</th>
<th>string_typ</th>
<th>string_match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sampl</td>
<td>1</td>
<td>georg2</td>
<td>1</td>
</tr>
</tbody>
</table>

FIG. 6D
**Current UDR “Dictionary” record**

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>sample</td>
<td>1</td>
<td>johnathan</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>2</td>
<td>schmuckateli</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

**Record collected through transaction or UDR Form Data**

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>1</td>
<td>john</td>
</tr>
</tbody>
</table>

**Values in the pseudonym lookup table for “john”**

- Name: John
  - Nickname: Jon, Johnny
- Name: Johnathan
  - Nickname: John

**Name-pseudonym match in UDR “Dictionary”**

<table>
<thead>
<tr>
<th>Name</th>
<th>Nickname</th>
</tr>
</thead>
<tbody>
<tr>
<td>Johnathan</td>
<td>John</td>
</tr>
</tbody>
</table>

**FIG. 6F**
### Current UDR "Dictionary" record

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>johnathan</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>schmuckatelli</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

### Collected transaction or UDR Form Data record [no match in the UDR "Dictionary"]

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>1</td>
<td>michael</td>
</tr>
</tbody>
</table>

**FIG. 6G**
<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>johnathan</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>schmuckateli</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample_1</td>
<td>1</td>
<td>michael</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>sample</td>
<td>sample_1</td>
<td>4</td>
<td>m</td>
<td>1</td>
<td>3</td>
</tr>
</tbody>
</table>

**FIG. 6H**
Current Marketscore/NetSetter Registration Database record:

<table>
<thead>
<tr>
<th>panelist_id/member_id</th>
<th>first_name</th>
<th>last_name</th>
<th>email</th>
<th>birth_year</th>
<th>gender</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>george</td>
<td>bush</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1946</td>
<td>m</td>
</tr>
</tbody>
</table>

Normalized update to UDR "Dictionary" without email prefix broken out:

<table>
<thead>
<tr>
<th>panelist_id/member_id</th>
<th>string</th>
<th>type</th>
<th>string</th>
<th>match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>1</td>
<td>george</td>
<td></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>3</td>
<td></td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>4</td>
<td>m</td>
<td></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>5</td>
<td></td>
<td>1946</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

Normalized update to UDR "Dictionary" with email prefix broken out:

<table>
<thead>
<tr>
<th>panelist_id/member_id</th>
<th>string</th>
<th>type</th>
<th>string</th>
<th>match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>1</td>
<td>george</td>
<td></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>3</td>
<td></td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>6</td>
<td>elephant</td>
<td></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>4</td>
<td>m</td>
<td></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>5</td>
<td></td>
<td>1946</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

FIG. 6I
### Current UDR “Dictionary” record:

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>6</td>
<td>elephant</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

### Transaction or UDR Form Data record collected [only information collected during site session]

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
</tr>
</tbody>
</table>

### Transaction or UDR Form Data matched to our UDR “Dictionary”

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>6</td>
<td>elephant</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

**Match counter increases by one**

**FIG. 6J**
Current UDR "Dictionary" record:

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

Transaction or UDR Form Data record collected [only information collected during site session]

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
</tr>
</tbody>
</table>

Transaction or UDR Form Data – email generates login/screen name

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>6</td>
<td>elephant</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

One month later...another UDR Form Data record is collected with the following login/screen name

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>6</td>
<td>elephant</td>
<td></td>
</tr>
</tbody>
</table>

UDR Form Data matched to our UDR "Dictionary"

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>6</td>
<td>elephant</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

FIG. 6K
Current UDR "Dictionary" record:

<table>
<thead>
<tr>
<th>browser_id</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

Transaction or UDR Form Data record collected [only information collected during site session]

<table>
<thead>
<tr>
<th>browser_id</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>3</td>
<td><a href="mailto:gwbush@whitehouse.com">gwbush@whitehouse.com</a></td>
</tr>
</tbody>
</table>

The email prefix is parsed out into a first initial-last name sequence:

- First initial = "g" 
- Last name found in UDR "Dictionary" = "bush" 
- Last name matched against email prefix ["bush" found in "gwbush"] 
- First initial-last name combination = gbush 
- First initial searched in first names for last name "bush" = "g" for "george" 

FIG. 6L
Current UDR "Dictionary" record:

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/membe_id</th>
<th>string_type</th>
<th>string</th>
<th>match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:gwbush@whitehouse.com">gwbush@whitehouse.com</a></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>6</td>
<td>gwbush</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

UDR Form Data collected [only information collected during site session]:

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>4</td>
<td>gwbush</td>
</tr>
</tbody>
</table>

Normalized update to UDR "Dictionary":

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/membe_id</th>
<th>string_type</th>
<th>string</th>
<th>match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:gwbush@whitehouse.com">gwbush@whitehouse.com</a></td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

sample | sample | 3 | gwbush@msn.com | 1 | 3 |
Sample  | sample | 6 | gwbush        | 2 | 3 |
Sample  | sample | 4 | m             | 1 | 1 |
Sample  | sample | 5 | 1946          | 1 | 1 |

FIG. 6M
Current UDR "Dictionary" record:

<table>
<thead>
<tr>
<th>browser_idx</th>
<th>panelist_id</th>
<th>member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>1</td>
<td>george</td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>2</td>
<td>bush</td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>6</td>
<td>elephant</td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>4</td>
<td>m</td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>5</td>
<td>1946</td>
<td></td>
<td>1</td>
</tr>
</tbody>
</table>

UDR Form Data collected [only information collected during site session]

<table>
<thead>
<tr>
<th>browser_idx</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>4</td>
<td>elephant</td>
</tr>
</tbody>
</table>

UDR Form Data matched to our UDR "Dictionary"

<table>
<thead>
<tr>
<th>browser_idx</th>
<th>panelist_id</th>
<th>member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>Sample</td>
<td>1</td>
<td>george</td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>Sample</td>
<td>2</td>
<td>bush</td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>Sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>sample</td>
<td>Sample</td>
<td>6</td>
<td>elephant</td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>Sample</td>
<td>4</td>
<td>m</td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>Sample</td>
<td>5</td>
<td>1946</td>
<td></td>
<td>1</td>
</tr>
</tbody>
</table>

FIG. 6N
Current UDR "Dictionary" record:

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>6</td>
<td>elephant</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

UDR Form Data collected [only information collected during site session]

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>6</td>
<td>gwbush</td>
</tr>
</tbody>
</table>

First Initial-Last Name logic implemented based on login/screen name

- First initial = "g"
- Last name from "Dictionary" = "bush"
- Last name matches partial login/screen name string: "bush" = "gwbush"
- First initial, "g" searches against members with "bush": "g" = "george"

UDR Form Data matched to our UDR "Dictionary"

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:elephant@whitehouse.com">elephant@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:gwbush@hotmail.com">gwbush@hotmail.com</a></td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>6</td>
<td>elephant</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>6</td>
<td>gwbush</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

FIG. 60
Current UDR “Dictionary” record:

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id</th>
<th>member_id</th>
<th>string_type</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>3</td>
<td><a href="mailto:gwbush@whitehouse.com">gwbush@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>6</td>
<td>gwbush</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

UDR Form Data collected within the same url record

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>1</td>
<td>george</td>
</tr>
<tr>
<td>Sample</td>
<td>4</td>
<td>M</td>
</tr>
</tbody>
</table>

UDR Form Data matched to our UDR “Dictionary”

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id</th>
<th>member_id</th>
<th>string_type</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>1</td>
<td>george</td>
<td>2</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>3</td>
<td><a href="mailto:gwbush@whitehouse.com">gwbush@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>6</td>
<td>gwbush</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>4</td>
<td>m</td>
<td>2</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

Current UDR “Dictionary” record:

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id</th>
<th>member_id</th>
<th>string_type</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>1</td>
<td>terry</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>3</td>
<td><a href="mailto:tbush@whitehouse.com">tbush@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>6</td>
<td>tbush</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>Sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>

UDR Form Data collected within the same url record

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>1</td>
<td>terry</td>
</tr>
<tr>
<td>Sample</td>
<td>4</td>
<td>M</td>
</tr>
</tbody>
</table>

UDR Form Data matched to our UDR “Dictionary”

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id</th>
<th>member_id</th>
<th>string_type</th>
<th>match source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>sample</td>
<td>1</td>
<td>terry</td>
<td>2</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>3</td>
<td><a href="mailto:tbush@whitehouse.com">tbush@whitehouse.com</a></td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>6</td>
<td>tbush</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>4</td>
<td>m</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
</tr>
</tbody>
</table>
**Current UDR "Dictionary" record:**

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>panelist_id/member_id</th>
<th>string_type</th>
<th>string</th>
<th>match</th>
<th>source</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sample</td>
<td>sample</td>
<td>1</td>
<td>george</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>2</td>
<td>bush</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>3</td>
<td>gw bush @ whitehouse.com</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>6</td>
<td>gw bush</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>4</td>
<td>M</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample</td>
<td>5</td>
<td>1946</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample_1</td>
<td>1</td>
<td>William</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample_1</td>
<td>2</td>
<td>Clinton</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample_1</td>
<td>3</td>
<td><a href="mailto:wjclinton@whitehouse.com">wjclinton@whitehouse.com</a></td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample_1</td>
<td>6</td>
<td>wjclinton</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample_1</td>
<td>4</td>
<td>M</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Sample</td>
<td>sample_1</td>
<td>5</td>
<td>1946</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>

**UDR Form Data collected [only information collected within the session]**

<table>
<thead>
<tr>
<th>browser_idc</th>
<th>string_type</th>
<th>string</th>
</tr>
</thead>
<tbody>
<tr>
<td>sample</td>
<td>4</td>
<td>M</td>
</tr>
</tbody>
</table>
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