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ABSTRACT
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DETECTING USER INTERACTING WITH
THE SUBJECT APPLICATION AND
ENTERING TO AN APP-SESSION LOG

CONVERTING THE USER
INTERACTIONS INTO PARAMETERS

EMPLOYING THE
PARAMETERS WHEN
GENERATING SEARCH
RESULTS
GOURMET CHICKEN PIZZA RECIPE – ALLRECIPES.COM
USER RATING: 4.5/5 – 22 PHOTOS – 521 REVIEWS
PIZZA GETS A LITTLE STYLE WITH CHOPPED TOMATOES REPLACING SAUCE, AND THE ADDITION
OF RANCH DRESSING AND SHREDDED CHICKEN
ALLRECIPES.COM/RECIPE/GOURMET-CHICKEN-PIZZA/DETAIL.ASPX – MARK AS SPAM

CHICKEN GARLIC PIZZA RECIPE – ALLRECIPES.COM
USER RATING: 4.5/5 – 11 PHOTOS – 187 REVIEWS
A DELICIOUS OPTION FOR HOMEMADE PIZZA! BUTTER GARLIC SAUCE, CHICKEN, TOMATO, AND
RICOTTA AND PARMESAN CHEESES ARE BAKED TOGETHER FOR A DELIGHTFULLY LIGHT PIZZA
ALLRECIPES.COM/RECIPE/CHICKEN-GARLIC-PIZZA/DETAIL.ASPX – MARK AS SPAM

CHICKEN PESTO PIZZA RECIPE – ALLRECIPES.COM
USER RATING: 4.6/5 – 10 PHOTOS – 162 REVIEWS
EASY PIZZA DINNER THAT USES CHICKEN AND PESTO FOR A GREAT MEAL. IF FONTIA IS NOT
AVAILABLE AT YOUR STORE, JUST SUBSTITUTE MOZZARELLA.
ALLRECIPES.COM/RECIPE/CHICKEN-PESTO-PIZZA/DETAIL.ASPX – MARK AS SPAM
SHOW ONLY RESULTS FROM ALLRECIPES.COM

LEARN CHICKEN PIZZA RECIPE ON COOKING MAMA
LEARN A DELICIOUS CHICKEN PIZZA RECIPE IN 15 MINUTES. LET COOKING MAMA
TEACH YOU HOW TO...
APP://COOKING MAMA/RECIPIES/CHICKENPIZZA

CROCKPOT PIZZA CHICKEN RECIPE – SLOW COOKER ENTRÉE POUlTRY RECIPES...
CROCKPOT PIZZA CHICKEN IS AN EASY RECIPE. THIS FLAVORFUL CHICKEN BREAST RECIPE IS
MADE WITH JUST FIVE INGREDIENTS IN YOUR CROCKPOT INCLUDING PIZZA CHEESE AND PASTA
SAUCE.
BUSYCOOKS.ABOUT.COM/OD/CHICKENRECIPE1/R/PIZZACHIX.HTM – MARK AS SPAM

CHICKEN PIZZA RECIPE | GROUP RECIPES
OUR MOST TRUSTED CHICKEN PIZZA RECIPES. REVIEWED BY MILLIONS OF HOME COOKS.

FIG. 6.
ABOUT THE STORY, YOU MIGHT WANT TO STOP READING HERE AND SKIP DOWN TWO PARAGRAPHS. IN SOME
WAYS, IT IS VERY MUCH LIKE THE MATRIX- NOT SO MUCH IN THE STORY (ALTHOUGH THERE ARE A FEW
SIMILARITIES), JUST IN THE SENSE THAT TO EXPLAIN THE WORLD OF INCEPTION ROBS A BIT OF THE FUN FROM THE
MOVIE, AND UNDERMINES THE DELIBERATELY VAGUE NATURE OF THE TRAILERS THAT HAVE MANAGED TO WALK
THE THIN LINE BETWEEN GIVING AWAY TOO MUCH, AND STILL BEING APPEALING. MOST PEOPLE GOING INTO THE
MOVIE HAVE ONLY A VAGUE IDEA ABOUT WHAT THEY ARE ABOUT TO SEE, SO IF YOU WISH YOUR EYES TO REMAIN
COMPLETELY VIRGIN, SCROLL DOWN PAST THE NEXT TWO PARAGRAPHS.

AT ITS HEART, BEHIND THE FANCY SETS AND THE INSANE WORLDS, INCEPTION IS THE STORY OF LEONARDO
DICAPRIO (TIDAL WAVE) AND THE EXTRACTOR, A MAN WHO ENTERS OTHER PEOPLE'S DREAMS TO STEAL A MEMORY, BY KEN
WATANABE (THE LAST SAMURAI, LETTERS FROM IWO JIMA), WHERE CORPORATE ENERGY HIRE HIM FOR NEVER-DONE-BEFORE JOB OF INCEPTING
SUBCONSCIOUS OF THE MIND A JOB BASED ON A PROMISE FROM SAITO, THE CHARGES OF HIS WIFE MURDER DISAPPEAR SO HE CAN RETURN TO
COBB THEN SETS OUT TO FORM HIS TEAM THAT CONSISTS OF JOSEPH GORDON LEWITT AS ARTHUR, THE POINT MAN, ELLEN PAGE (JUNO, SMART PEOPLE) AS ARIADNE,
A DREAM INTO THE MIND OF THE VILLAIN PLAYED BY CILLIAN MURPHY (28 DAYS LATER, SUNSHINE), THE SON OF AN
ORGANIZATION TAKES AN UNEXPECTED TURN, WHEN COBB'S WIFE MAL, PLAYED BY MARISA TIER, HAUNTS COBB'S DREAMS.

OK, EVERYONE BACK WITH ME NOW? GOOD. IT WILL BE SOMEWHAT SHOCKING IF INCEPTION IS NOT NOMINATED
FOR SEVERAL TECHNICAL AWARDS, INCLUDING BEST SPECIAL EFFECT. THERE MIGHT BE MOVIES COMING LATER THIS YEAR THAT WILL BE
COMPARABLE, BUT IT IS HARD TO IMAGINE ANYTHING SURPASSING THE VISUAL MASTERPIECE THAT NOLAN PRESENTS. EACH SCENE SEEMS TO TOP THE LAST, AND PEOPLE WILL PROBABLY BE TALKING ABOUT GORDON-LEAVITT'S ZERO-G FIGHT FOR A WHILE TO COME.

FIG. 7.
FIG. 8.
FIG. 10.

1000

1002 PROVIDE A WEB PAGE WITH CONTENT CURRENTLY RENDERED ON A USER-INTERFACE (UI) DISPLAY OF A COMPUTING DEVICE

1004 RECEIVE A USER-INITIATED SELECTION OF A TERM OR PHRASE WITHIN THE CONTENT

1006 DETERMINE, IN RESPONSE TO THE SELECTION, THE APPLICATION(S) THAT ARE RELEVANT TO THE TERM OR PHASE

1008 PRESENT THE APPLICATION(S) IN A DISPLAY AREA THAT OVERLAYS AT LEAST A PORTION OF THE WEB PAGE
INTEGRATING APPLICATIONS WITHIN SEARCH RESULTS

BACKGROUND

Recent trends have shown that there are more and more applications, or apps, created to fulfill users’ tasks. Many of these apps are available at online locations, such as retail websites, in order to offer users an effortless app-shopping experience that may be customized for devices and/or scenarios. For example, various platforms (e.g., Apple®, Android®, and Microsoft®) have had exponential growth in their respective app stores and currently offer over 500,000 aggregate apps for their respective mobile devices. One such exemplary web-centric application is the Yelp® app—the counterpart application to the www.yelp.com website—that is customized to be installed on a variety of mobile devices.

Yet, along with this ever-expanding multitude of apps, there exists a discoverability problem. That is, popular or relevant applications are often hard to discover via online searches. This discoverability problem stems from the standard search protocol of conventional search engines, which surface mainly websites, cards, and answers. This is true for both desktop and mobile devices.

Some search-engine technology provides rudimentary mechanisms that allow a user to find applications if an application-index web page (e.g., app store) is being specifically queried by a user via a search engine. Or, there may exist mechanisms that return applications if a user-request is explicitly seeking an app (e.g., “download Yelp® app”). However, when a user-initiated query or request does not explicitly point to applications, the conventional search engines simply return links to websites without consideration of relevant apps. For example, when a user queries “Italian restaurants Bellevue reservation,” conventional search engines typically return a number of websites of businesses local to Bellevue, Wash., that serve or cater Italian food. While these search results are generally acceptable, the conventional search engines fall short of entirely satisfying a user’s searching intent by failing to discover and present those applications that might help the user more efficiently complete their task(s) underlying the searching intent.

SUMMARY

This Summary is provided to introduce a selection of concepts in a simplified form that are further described below in the Detailed Description. This Summary is not intended to identify key features or essential features of the claimed subject matter, nor is it intended to be used in isolation as an aid in determining the scope of the claimed subject matter.

Embodiments of the present application introduce technology for discovering applications that relate to search results generated in response to a query entered by a user and for integrating those applications within the search results to assist the user in fulfilling a pending task. The terms “applications” and “apps” are used interchangeably herein and broadly pertain to application software designed to be executed by an operating system hosted on a computing device and to assist the user in performing a singular or multiple related specific tasks. In operation, apps provide digital solutions in the real world, such as word processing, gaming, communication-based interfaces, etc. Examples of apps include enterprise software, accounting software, office suites, graphics software, and media players. These apps, or application software, as contrasted with operating system software or middleware, which manage and integrate a computer’s capabilities, but typically do not directly apply them in the performance of tasks that benefit the user. It should be understood and appreciated that the definition of apps is not limited to the scope of examples provided herein and may include any code that carries out one or more operations when executed.

Initially, embodiments of the present invention involve building and maintaining a registry of apps that may be mapped in some manner to search results. This registry may be persisted in a data store and indexed via an application manifest, which is accessible to search engine(s). Various criteria or attributes of the search results may be used to map the search results to one or more apps. In one instance, an attribute of a search result may be the uniform resource locator (URL) or a uniform resource identifier that directs a user to a website or web page associated with the search result. In another instance, a criterion may be a declaration provided by an app developer that points to a set of individual search results or a category of search results (e.g., entities or entity classes) that are previously deemed relevant to the app. In yet another instance, attributes of the search results may be extracted from the search result’s title, description, and/or metadata, while a service may be employed to construct links between these attributes and various apps. That is, in embodiments, terms or phrases from content of a web page may be applied to discover relevant apps, as opposed to simply using terms and phrases from a query. In still another instance, metadata expressed by a search result, such as website capabilities or a predefined correlation to abstract object(s) (e.g., tasks, entity actions, and the like) may be relied on to narrow a field of available apps to those that likely correspond to a user’s searching intent.

During a search event (e.g., upon receiving a query at a web browser or other graphical user interface (GUI)), the search engine is enabled to generate search results from the query and compare the search results against the application manifest in order to discover relevant apps. Although the interaction between the search engine and the application manifest, described in more detail below, is provided as an exemplary embodiment throughout, other embodiments of the present invention contemplate leveraging differing technologies for discovering relevant apps. By way of example, a protocol that operates similarly to a domain name server (DNS) technology may be utilized for locating, downloading, and installing applications on the user’s device. In this case, the protocol employs terms or phrases parsed from the search result, or underlying website, to conduct an online search for apps (e.g., app database, app catalogue, or app store), and perform a local search within an inventory of installed apps on the user’s device.

Upon identifying a group of relevant apps, these apps may be ranked according to any metrics that can be used to sort and/or organize information. Generally, ranking involves ranking apps in relation to other apps using such metrics as the popularity of the apps, where popularity may be derived from various sources. These sources used for ranking may include specific services, such as social networks, recommendations from other users, crowd-source ratings, and reviews. Upon establishing the ranking, a threshold that limits the number of apps to the highest ranked apps (e.g., specific level of relevance) may be implemented. In one instance, the threshold is based, in part, upon space allocated on a search-results page for apps.

The highest ranked apps are then placed, or embedded, within the search results (see e.g., FIGS. 5-8). In one embodiment, placement involves presenting a representation of the app proximate to a search result that has parity with the app in
order to indicate to the user the rationale for selecting the app. In another embodiment, placement involves exposing the app in a pop-up window on top of content within a web page when a term or phrase is selected within the content. Other embodiments are described herein, which provide non-limiting examples of schemes for surfacing the apps to a user on a GUI.

Upon detecting a user-initiated selection of the app within the displayed search results, one or more actions may occur. For instance, if the app is not recognized as residing within the inventory of the user’s device, the search engine may navigate the user to an app store, thereby prompting the user to purchase the relevant app. However, if the app is recognized as being listed in the device’s inventory (i.e., previously installed on the device), the search engine may automatically launch the app. In this way, the user is saved the steps of manually locating and starting the app. In an exemplary embodiment, these actions may be offered as options that are visually presented near a representation of the app that is surfaced within the search results.

In the instance that the app is launched from the search results, context of the user’s search may be passed from the search engine to the app for current or future use. This context may be passed as parameters that represent various aspects of the user’s search, such as content of a search-results page, query keywords, navigation events, link-selection history, user profile data, or other search-behavior information. By way of example, the query keywords “restaurants in Seattle” may be converted into parameters in order to call a launched app (e.g., Yelp® app) to an entry point (e.g., specific feature or task level) that is ostensibly relevant to the user’s overarching intent (i.e., planning a dinner in Seattle), as opposed to forcing the user to navigate through the app with the same search criteria previously entered at the search engine.

There are a variety of ways these parameters may be passed from the search engine to the app. In one instance, the parameters may be tailored based on expectations of the app. By way of example, the search engine may be enabled to recognize an appropriate format that each individual app prefers when receiving parameters. The search engine may then perform the appropriate formatting by carrying out certain operations on the query keywords, for example. These operations may include parsing the query keywords into terms and categorizing the terms to correspond with a predetermined input structure of the app. This process of parsing and characterizing enables either the search engine or the app to efficiently populate the appropriate terms into appropriate entry locations of the app’s input structure.

Although various different approaches for passing parameters (representing context of a user’s search) have been described, it should be understood and appreciated that other types of suitable ways of passing parameters that guide an app to an entry point may be used, and that embodiments of the present invention are not limited to simply parsing, categorizing, and populating as described herein. For instance, if an identifier (ID) of a business is extracted from query keywords that are submitted by a user, a specialized URL associated with the business ID may be discovered and provided to the app, where the specialized URL may guide the app to launch at a entry point relevant to the business being searched.

Upon launching the app at an entry point (e.g., in accordance with context of a user’s search), the user may interact with the app for a period of time prior to returning to conduct further searches on the search engine. These interactions may be recorded in a user-interaction log at the app and may be, at some point, passed to the search engine for customizing the user’s continued search. For instance, incident to completing a computing session with an app, the app may transfer the user-interaction log to the search engine upon the user returning to the search engine. Once in the possession of the user-interaction log, the search engine may employ some or all of the information within the log to help refine the user’s experience when conducting additional searches in a number of ways. This refinement may include, in embodiments, the search engine automatically (actively) resubmitting a new query that incorporates information from the log or selectively (passively) using the information from the log to modify subsequent searches.

As such, the technology introduced by embodiments of the present invention allow for expanding on a query to carry out a broad task of searching for apps, for integrating the apps within the search results that are responsive to the query, and, upon launching an app from the search results, for enabling a search engine to pass data to and receive data from the launched app.

BRIEF DESCRIPTION OF THE DRAWINGS

Embodiments of the invention are described in detail below with reference to the attached drawing figures, wherein:

FIG. 1 is a block diagram of an exemplary computing device suitable for implementing embodiments of the invention;

FIG. 2 is a block diagram of an exemplary system architecture of a distributed computing environment configured for use in implementing embodiments of the present invention;

FIG. 3 is a block diagram of an inter-component communication scheme within the exemplary system architecture of FIG. 2, in accordance with embodiments of the present invention;

FIGS. 4A-4C depict an operational flow diagram illustrating a high-level overview of a technique for discovering apps and interacting with the discovered apps, in accordance with embodiments of the present invention;

FIG. 5 is a schematic diagram depicting a first illustrative UI display that includes a representation of applications surfaced concurrently with search results, in accordance with embodiments of the invention;

FIG. 6 is a schematic diagram depicting a second illustrative UI display that includes a representation an application surfaced proximate to a relevant search result, in accordance with embodiments of the invention;

FIG. 7 is a schematic diagram depicting a third illustrative UI display that includes a display area configured for exposing application information and for overlaying content of a web page, in accordance with embodiments of the invention;

FIG. 8 is a schematic diagram depicting a fourth illustrative UI display that includes representations of applications that exhibit parity with respective search results, in accordance with embodiments of the invention;

FIG. 9 is an overall flow diagram of a method for surfacing one or more applications as a function of search results, in accordance with embodiments of the invention; and

FIG. 10 is an overall flow diagram of a method for surfacing at least one application during review of a web page, in accordance with embodiments of the invention.

DETAILED DESCRIPTION

The subject matter of embodiments of the invention disclosed herein is described with specificity to meet statutory requirements. However, the description itself is not intended to limit the scope of this patent. Rather, the inventors have
contemplated that the claimed subject matter might also be embodied in other ways, to include different steps or combinations of steps similar to the ones described in this document, in conjunction with other present or future technologies.

Generally, embodiments of the present invention pertain to employing a search engine to produce search results that are responsive to a query. However, when the query is not explicitly asking for applications, or apps, then conventional search engines typically return websites they deem relevant to the query. For example, if a query includes the keywords “Italian restaurants Bellevue reservation,” conventional search engines will likely return a number of websites for local business. Yet, for this query, it is apparent the user’s true intent is to find information about Italian restaurants in Bellevue, Wash., and possibly make a reservation. While the websites produced by the conventional search engine may be generally relevant to the query, there could exist a number of apps that might also serve the user’s intent more robustly. That is, providing apps within the search results in conjunction with the relevant websites would likely help the user complete their tasks faster. In this case, those apps that would help the user more expeditiously accomplish their task could be Yelp®, Urbanspoon®, OpenTable®, or any other app that is capable of accepting, making, and confirming reservations. Unfortunately, the conventional search engines fail to surface applications beyond those cases in which users are specifically and explicitly asking for them.

To address this deficiency of conventional search engines, exemplary embodiments of the present invention include configuring search engines to return and surface apps that are relevant to queries that do not explicitly target apps. As a result, providing these apps as part of the search results will potentially help users to complete their tasks faster and with better accuracy.

In one instance, providing apps may be accomplished by leveraging the parity or inherent association between apps and websites. By way of example, a restaurant-focused app may have a significant presence within the content of a website dealing with cooking (e.g., article reviewing the most popular apps for finding a restaurant). As will be described more fully below, search engines of the present invention may be configured to return and surface this restaurant-focused app even when the user’s query did not include mention of “apps” or even names of apps. In this way, these search engines may be configured to return relevant apps that implicitly correlate to a user’s intent behind a query, without the query explicitly targeting an application.

As can be gleaned from the disclosure above, various embodiments of the present invention involve employing a mapping between apps and search results as well as implementing the mapping to generate search results with apps integrated therein. Often, the search results are generated and surfaced on a user-interface (UI) display through the employment of task-based engines (e.g., decision engines, task engines, individual applications or operations, applet systems, operating systems, and task-based mobile systems), or general systems that allow a user to accomplish tasks by matching apps to user intent. For simplicity of discussion, these engines and/or systems will be hereinafter referred to as “search engines.”

These search engines can publish search results that include a representation of app(s), where the app(s) are selected based on the mapping between apps and websites within the search results, for example. For instance, the query “Italian restaurants Bellevue reservation” may prompt the search engine of the present invention to return links to apps for Yelp®, Urbanspoon®, or OpenTable® in-line with the other search results. Upon a user selecting a representation of a particular app, the search engine may then launch the underlying app, if previously installed, and pass the context of the query to the app. Accordingly, the app may be launched to an entry point that takes the user directly to an applet within the app that pertains to the user’s task.

Accordingly, one embodiment of the present invention may involve computer-readable media that support the operation of computer-executable instructions thereon. When executed, the computer-executable instructions may perform a method for surfacing one or more applications as a function of search results. In one instance, the method comprises the steps of receiving a query submitted at a search engine and employing a keyword (e.g., term or phrase) of the query to generate an initial set of search results. The method may further comprise identifying characteristic(s) of a subject result of the initial set of search results and determining application(s) that are relevant to the characteristic(s).

This determination of application(s) that are relevant to the subject result’s characteristics may include one or more of the following steps: accessing an application manifest that includes a mapping between applications and predefined characteristics; comparing the characteristics of the subject result against the predefined characteristics of the application manifest to determine a match; and, when a match exists between the characteristics of the subject result and the predefined characteristics of the application manifest, identifying the application(s) associated with the matched predefined characteristics as being relevant to the subject result. These identified application(s) may be presented on a user-interface (UI) display in response to the query. In a particular instance, presenting may involve integrating the application(s) within the initial set of search results and surfacing the integrated application(s) concurrently with the initial set of search results on the UI display.

In another embodiment of the present invention, a computer system is established and configured for selecting at least one application using one or more characteristics of search results. Generally, the computer system includes a processing unit coupled to a computer-storage medium, where the computer-storage medium stores a plurality of computer software components that are executable by the processing unit. As described more fully below, the computer software components may include an application manifest, a search engine, a characteristic-matching component, and a selection component. The application manifest serves to persist and provide access to a listing of applications mined from an application marketplace. Typically, the applications within the listing are mapped to predefined characteristics. The search engine is configured for generating an initial set of search results as a function of a query submitted by a user. The characteristic-matching component acts to identify a high-ranking one of the initial search results as a subject result and, in embodiments, to compare characteristics inherent to the subject result against the predefined characteristics of the application manifest. The selection component is provided for selecting application(s) listed in the application manifest that are associated with the predefined characteristics matching the inherent characteristics of the subject result. At some point, the selection component may trigger storing the application(s) as candidates for concurrent display with the initial set of search results.

In yet another embodiment of the present invention, a search engine running on a processor may be provided for performing a method of surfacing at least one application with respect to content of a web page (e.g., online document).
The method may initially involve rendering a web page with content (e.g., text) on a UI display of a computing device. In instances, the method may include the steps of receiving a user-initiated selection of a term or phrase within the content and determining, in response to the selection, the application(s) that are relevant to the term or phrase. These relevant application(s) may then be presented in a display area that overlays at least a portion of the web page.

Having described an overview of embodiments of the present invention, an exemplary operating environment in which embodiments of the present invention may be implemented is described below in order to provide a general context for various aspects of the present invention.

The following discussion describes various embodiments of the present invention. Note that several of the exemplary embodiments described below are based on current applications to make discussion more concrete. However, aspects of the present invention should not be construed as being limited to a particular platform or application that offers the particular application. That is, embodiments of the present invention may be designed to be applied to differing platforms (e.g., including PC, iPhone®, and Microsoft Windows®) and other various implementations of an application marketplace.

Referring initially to FIG. 1 in particular, an exemplary operating environment for implementing embodiments of the present invention is shown and designated generally as computing device 100. Computing device 100 is but one example of a suitable computing environment and is not intended to suggest any limitation as to the scope of use or functionality of the invention. Neither should the computing device 100 be interpreted as having any dependency or requirement relating to any one or combination of components illustrated.

The invention may be described in the general context of computer code or machine-readable instructions, including computer-executable instructions such as program modules, being executed by a computer or other machine, such as a personal data assistant or other handheld device. Generally, program modules including routines, programs, objects, components, data structures, etc., refer to code that performs particular tasks or implements particular abstract data types. The invention may be practiced in a variety of system configurations, including handheld devices, consumer electronics, general-purpose computers, more specialty computing devices, etc. The invention may also be practiced in distributed computing environments where tasks are performed by remote-processing devices that are linked through a communications network.

With reference to FIG. 1, computing device 100 includes a bus 110 that directly or indirectly couples the following devices: memory 112, one or more processors 114, one or more presentation components 116, input/output (I/O) ports 118, input/output components 120, and an illustrative power supply 122. Bus 110 represents what may be one or more busses (such as an address bus, data bus, or combination thereof). Although the various blocks of FIG. 1 are shown with lines for the sake of clarity, in reality, delineating various components is not so clear, and metaphorically, the lines would more accurately be grey and fuzzy. For example, one may consider a presentation component such as a display device to be an I/O component. Also, processors have memory. The inventors recognize that such is the nature of the art, and reiterate that the diagram of FIG. 1 is merely illustrative of an exemplary computing device that can be used in connection with one or more embodiments of the present invention. Distinction is not made between such categories as "workstation," "server," "laptop," "handheld device," etc., as all are contemplated within the scope of FIG. 1 and reference to "computing device."

Computing device 100 typically includes a variety of computer-readable media. Computer-readable media can be any available media that can be accessed by computing device 100 and includes both volatile and nonvolatile media, removable and nonremovable media. By way of example, and not limitation, computer-readable media may comprise computer storage media and communication media. Computer storage media include both volatile and nonvolatile, removable and nonremovable media implemented in any method or technology for storage of information such as computer-readable instructions, data structures, program modules, or other data. Computer storage media include, but are not limited to, RAM, ROM, EEPROM, flash memory or other memory technology, CD-ROM, digital versatile disks (DVD) or other optical disk storage, magnetic cassettes, magnetic tape, magnetic disk storage or other magnetic storage devices, or any other medium, which can be used to store the desired information and which can be accessed by computing device 100. Communication media typically embody computer-readable instructions, data structures, program modules or other data in a modulated data signal such as a carrier wave or other transport mechanism and include any information delivery media. The term "modulated data signal" means a signal that has one or more of its characteristics set or changed in such a manner as to encode information in the signal. By way of example, and not limitation, communication media include wired media such as a wired network or direct-wired connection, and wireless media such as acoustic, RF, infrared and other wireless media. Combinations of any of the above should also be included within the scope of computer-readable media.

Memory 112 includes computer-storage media in the form of volatile and/or nonvolatile memory. The memory may be removable, nonremovable, or a combination thereof. Exemplary hardware devices include solid-state memory, hard drives, optical-disc drives, etc. Computing device 100 includes one or more processors that read data from various entities such as memory 112 or I/O components 120. Presentation component(s) 116 present data indications to a user or other device. Exemplary presentation components include a display device, speaker, printing component, vibrating component, etc.

I/O ports 118 allow computing device 100 to be logically coupled to other devices including I/O components 120, some of which may be built in. Illustrative components include a microphone, joystick, game pad, satellite dish, scanner, printer, wireless device, etc.

Technology, introduced by embodiments of the present invention, for automatically discovering apps relevant to a query and acquiring apps or U/I representations of relevant apps as part of the search results will now be discussed with reference to FIG. 2. In particular, FIG. 2 depicts a block diagram that illustrates an exemplary system architecture 200 of a distributed computing environment, suitable for use in implementing embodiments of the present invention. Generally, implementing embodiments of the present invention relate to discovering apps in response to an implicit query and presenting those apps as search results to a user (e.g., rendering the apps in context with websites on a search result page of a U/I display). It should be understood and appreciated that the exemplary system architecture 200 shown in FIG. 2 is merely an example of one suitable computing environment and is not intended to suggest any limitation as to the scope of use or functionality of the present
Neither should the exemplary system architecture 200 be interpreted as having any dependency or requirement related to any single component or combination of components illustrated therein.

Initially, the exemplary system architecture 200 includes an application manifest 201, a client device 210, data stores 230, a server 250, an application marketplace 290 and a network 240 that interconnects each of these items. Each of the client device 210, the data stores 230, the server 250, and the application marketplace 290 shown in FIG. 2, may take the form of various types of computing devices, such as, for example, the computing device 100 described above with reference to FIG. 1. By way of example only and not limitation, the client device 210 and/or the server 250 may be a personal computer, desktop computer, laptop computer, consumer electronic device, handheld device (e.g., personal digital assistant), various servers, processing equipment, and the like. It should be noted, however, that the invention is not limited to implementation on such computing devices but may be implemented on any of a variety of different types of computing devices within the scope of embodiments of the present invention.

Typically, each of the devices 210 and 250 includes, or is linked to, some form of computing unit (e.g., central processing unit, microprocessor, etc.) to support operations of the component(s) running thereon (e.g., search engine 275, indexing engine 205, and the like). As utilized herein, the phrase “computing unit” generally refers to a dedicated computing device with processing power and storage memory, which supports operating software that underlies the execution of software, applications, and computer programs thereon. In one instance, the computing unit is configured with tangible hardware elements, or machines, that are integral, or operably coupled, to the devices 210 and 250 to enable each device to perform communication-related processes and other operations (e.g., accessing the data store 230 or discovering apps 202 within the application manifest 201).

In another instance, the computing unit may encompass a processor (not shown) coupled to the computer-readable medium accommodated by each of the devices 210 and 250.

Generally, the computer-readable medium includes physical memory that stores, at least temporarily, a plurality of computer software components that are executable by the processor. As utilized herein, the term “processor” is not meant to be limiting and may encompass any elements of the computing unit that act in a computational capacity. In such capacity, the processor may be configured as a tangible article that processes instructions. In an exemplary embodiment, the processor may involve fetching, decoding/interpreting, executing, and writing back instructions.

Also, beyond processing instructions, the processor may transfer information to and from other resources that are integral to, or disposed on, the devices 210 and 250. Generally, resources refer to software components or hardware mechanisms that enable the devices 210 and 250 to perform a particular function. By way of example only, the resources accommodated by the server 250 may include one or more of the following: an indexing engine 205; an abstract-object component 260; a web index 265; a ranking component 270; and the search engine 275.

The client device 210 may include an input device (not shown) and a presentation device 215. Generally, the input device is provided to receive input(s) affecting, among other things, a presentation of the search results in a browser window 225 surfaced at a UI display area 220. Illustrative devices include a mouse, joystick, key pad, microphone, I/O components 120 of FIG. 1, or any other component capable of receiving a user input and communicating an indication of that input to the client device 210. By way of example only, the input device facilitates entry of a query and controls the location of a selection tool (e.g., mouse pointer) hovering over the search results that are responsive to the query.

In embodiments, the presentation device 215 is configured to render and/or present the UI display 220 thereon. The presentation device 215, which is operably coupled to an output of the client device 210, may be configured as any presentation component that is capable of presenting information to a user, such as a digital monitor, electronic display panel, touch-screen, analog set top box, plasma screen, audio speakers, Braille pad, and the like. In one exemplary embodiment, the presentation device 215 is configured to present rich content, such as the browser window 225 that includes a display area populated with search results (e.g., digital images). In another exemplary embodiment, the presentation device 215 is capable of rendering other forms of media (e.g., audio signals). In yet another exemplary embodiment, the presentation device 215 may present a portion of the search results (e.g., descriptions of and links to websites) in proximity with representations of apps, as more fully discussed below.

The data store(s) 230 are generally configured to store information associated with a user-submitted query and/or data generated from previous query results and user interaction therewith, discussed below. In various embodiments, such information may include, without limitation, recorded search behavior 231 (e.g., query logs, related searches list, etc.) of society in general, a log 232 of a particular user’s tracked interactions with the search engine 275, and other information 233 that pertains to embodiments of the present invention. In addition, the data store(s) 230 may be configured to be searchable for suitable access of the stored information. For instance, the data store(s) 230 may be searchable for one or more user-initiated queries previously entered or currently pending. It will be understood and appreciated by those of ordinary skill in the art that the information stored in the data store(s) 230 may be configurable and may include any information relevant to the execution of the search engine 275. The content and volume of such information are not intended to limit the scope of embodiments of the present invention in any way. Further, though illustrated as single, independent components, the data store(s) 230 may, in fact, be a plurality of databases, for instance, a database cluster, portions of which may reside on the client device 210, the server 250, another external computing device (not shown), and/or any combination thereof.

This exemplary system architecture 200 is but one example of a suitable environment that may be implemented to carry out aspects of the present invention and is not intended to suggest any limitation as to the scope of use or functionality of the invention. Neither should the illustrated exemplary system architecture 200 be interpreted as having any dependency or requirement relating to any one or combination of the client device 210, the data stores 230, the server 250, the application marketplace 290, and components 205, 260, 265, 270, and 275, as illustrated. In some embodiments, one or more of the components 205, 260, 265, 270, and 275 may be implemented as stand-alone devices. In other embodiments, one or more of the components 205, 260, 265, 270, and 275 may be integrated directly into the server 250, or on distributed nodes that interconnect to form the server 250. It will be understood by those of ordinary skill in the art that the components 205, 260, 265, 270, and 275 (illustrated in FIG. 2) are exemplary in nature and in number and should not be construed as limiting.
Accordingly, any number of components may be employed to achieve the desired functionality within the scope of embodiments of the present invention. Although the various components of FIG. 2 are shown with lines for the sake of clarity, in reality, delineating various components is not so clear, and, metaphorically, the lines would more accurately be grey or fuzzy. Further, although some components of FIG. 2 are depicted as single blocks, the depictions are exemplary in nature and are not to be construed as limiting (e.g., although only one presentation device 215 is shown, many more may be communicatively coupled to the client device 210).

Further, the devices of the exemplary system architecture may be interconnected by any method known in the relevant field. For instance, the server 250 and the client device 210 may be operably coupled via a distributed computing environment that includes multiple computing devices coupled with one another via a network. Such networking environments are commonplace in offices, enterprise-wide computer networks, intranets, and the Internet. Accordingly, the network is not further described herein.

In operation, the components 205, 260, 265, 270, and 275 are designed to perform a process that includes, at least, the steps of receiving a query 285 from a web browser 222 running on the client device 210, generating search results 295 that are responsive to the query 285, inspecting the application manifest 201 with characteristics 203 of the search results 295 to identify apps 202 mapped thereto, and sending relevant apps 280 to the web browser 222 for presentation at the browser window 225 as part of the search results 295. Initially, as illustrated in FIG. 2, the application manifest 201 typically includes a mapping between apps 202 and characteristics 203 of websites. These characteristics 203 may involve any known attributes of websites that may be identified for use in digitally linking those websites to the apps 202, as more fully discussed below.

In embodiments, the indexing engine 205 is responsible for constructing and maintaining the application manifest 201. By way of example, constructing the application manifest 201 may involve crawling the marketplace 290 for available apps 202 and associating the apps 202 with websites using characteristics 203 of the websites. Crawling the marketplace 290 may comprise mining applications from sources such as an app store 291, an app ratings forum 292, and/or an app catalog 293. It should be understood and appreciated that other sources for accessing applications may be used, and the illustrated sources 291-293 do not represent an exhaustive listing. Further, the application marketplace 290 may vary based on an applications platform (e.g., Microsoft® Apps, Android®, and the like) running on the client device 210.

Constructing the mapping between the apps 202 and the characteristics 203 may involve defining or distilling properties of particular websites. For instance, a web address, such as a uniform source identifier (URL) and/or uniform source locator (URL), may be used as the characteristics 203 that link applications to websites, when the applications and the websites exhibit parity therebetween. As used herein, the term “parity” broadly relates to an association between one or more applications and one or more websites based on a common task performed, corresponding online service provider, and/or similar underlying program or functionality. These applications and websites that exhibit parity are considered to be directly relevant such that, in embodiments, the mapping between these applications and websites may be derived from content of the website’s URL. This content of the URL (e.g., characteristics 203 of the website) may then be linked to an application (e.g., apps 202 of the application manifest 201) having a name or descriptor that resembles some or all of the URL’s content.

In one example, as illustrated in an exemplary UI display 800 of FIG. 8, from the URL or web address “www.urban-spoon.com” 825, the indexing engine can infer that the Urbanspoon® application 820 will exhibit parity with a website 821 having the web address “www.urban-spoon.com.” Consequently, the Urbanspoon® application 820 will likely be directly relevant to a query 835 (e.g., “Italian restaurants Bellevue reservation”) that generated search results that include the website 821 having the web address 825 “www.urban-spoon.com.” As such, upon determining that the website 821 having the URL “www.urban-spoon.com” is listed in the search-results page 805, the Urbanspoon® application 820 is selected from the application manifest 201 (i.e., the search engine 275 comparing the web address 825 against the predefined characteristics 203 to find one or more matching apps 202) as a candidate app to be returned to the user in-line within the search-results page 805.

Moreover, if a website (e.g., website 811 that includes the web address 815) that exhibits parity with the candidate app (e.g., application 810 Yelp®) is listed towards the top of a search-results page 805 presented at the UI display 800, then there is a strong indication that the candidate app is useful to complete the user’s tasks. The ranking component 270 may consider this placement of the website, with respect to other websites within the search results, when determining whether to select the candidate application for incorporation within the search results.

In another embodiment, an application may be determined to be relevant to a query when the application is expressly related to a website discovered in response to the query. This express relationship between an application and a web address occurs when a website that includes metadata (e.g., name, description, or other content) pointing to the application. Further, this express relationship may be stored and updated via mappings in the application manifest 201. For example, an application entitled Doodle Jump® may be expressly related to an app-review website that has the web address http://www.148apps.com/reviews/doodle-jump because the application’s name is mentioned within the content of the app-review website’s URL. As such, a query that generates search results having this app-review website listed therein will likely invoke the discovery and display of the relevant Doodle Jump® application within the search results.

In embodiments, as discussed more fully below, a portion of an article posted at the app-review website discussing the Doodle Jump® application may be surfaced in the search results 295 to portray the search engine’s 275 rationale for selecting the Doodle Jump® application and, further, to assist the user with making an informed decision as to whether to download or launch Doodle Jump® application.

It should be understood and appreciated that any content within a website may be used as the characteristics 203 for mapping against apps 202, and that embodiments of the present invention contemplate a variety of alternative sources within, or associated with, a website for extracting content to be transformed into website characteristics 203. For instance, an application may be virtually linked with a first website whose content includes just a link to a second website that posts the actual discussion (e.g., review article of apps) mentioning the application.
In a variant embodiment of using web addresses to discover applications, the URL’s of the search results may be shortened to encompass a broader range of applications. Initially, the characteristics 203 within the application manifest may represent truncated URL’s that typically point to a website without referencing a particular web page or sub-location therein. Consequently, upon receiving the query, the websites identified at the web index 265 as being responsive to the query 285 are normalized. Typically, normalizing involves modifying the URL of each website from a specific page locator to a generic site locator. The search engine 275 may then compare the generic site locator, or normalized URL, against the truncated URL’s of the application manifest to determine a match. Upon comparison, the apps 202 mapped to the matching truncated URL’s are identified and designated as candidates for presentation alongside the search results 295.

Returning to the application manifest 201, applications that are indirectly relevant to a given query may be mapped based on matching capabilities of the application with an overarching concept or goal of the website. For example, if the search results include a website for a restaurant (e.g., http://seastarrestaurant.com), this website can be mapped against the Urbanspoon® application based on the indexing engine’s 205 understanding that the content of the restaurant website references or pairs with capabilities of the Urbanspoon® application. In a particular instance, the restaurant website may include a review of the Urbanspoon® application, which would generate the user’s interest in testing the Urbanspoon® application. Or, in another instance, the restaurant website might suggest an interesting diner, while the Urbanspoon® application would allow the user to make reservations at that diner.

In another example of employing the application manifest 201 to identify applications that are indirectly relevant to a query, the user’s query or queries within a search event might be related to an entity. The abstract-object component 260 may have access to predefined entities and may manage the mapping of these entities to applications. In operation, entities are used to find relevant applications that share a similar concept.

As used herein, the term “entity” generally refers to an abstract object that cannot be adequately managed through keywords. That is, abstract objects consider the context of a user’s search event, which exposes the user’s true intent, as opposed to employing just keyword-matching techniques, which do not always target the user’s intent. Accordingly, entities may be logical objects that may be represented by a particular online description. These logical objects may be a person, place, thing, or any combination thereof. For instance, some examples of logical objects are the following: a particular movie; a restaurant on Castro Street in the city of Mountain View, Calif.; the CEO of Microsoft®; the Alaska Airlines’ flight #AS331 from San Jose to Seattle; or a digital camera.

Typically, predefined entities may be indexed within the application manifest 201 as characteristics 203 that may be interrogated with one or more entities related to an ongoing search event. In practice, a user conducting the search event (e.g., comprising at least one user-initiated query and/or at least selection of a search result) may wish to target a particular movie, for example, rather than a book or other product with a similar name. The search engine 275 may derive the entity corresponding to the targeted movie from the search event and convey the derived entity to the abstract-object component 260 that, in turn, compares the derived entity against predefined entities within the application manifest.
search engine 275 and stored at the data store 230 of FIG. 2. The abstract-object component 260 may inspect the logged user-actions at the data store 230 and, upon analysis, target an appropriate task that encompasses the goal of the user-actions. This task may be compared against the characteristics 203 of the application manifest 201 to determine those apps 202 that are mapped to the task.

Although various types of characteristics 203 employed for mapping the query 285 and/or websites of the search results 295 to apps 202 have been described, it should be understood and appreciated that other types of suitable characteristics 203 that implicitly or conceptually describe an application may be used, and that embodiments of the present invention are not limited to those characteristics 203 discussed above. For instance, beyond using entities derived from the search event and predefined for the apps in the application manifest 201, the search engine 275 may distill other information from the query 285, the search results 295, and/or the ongoing search event, such as overall tasks the user is attempting to perform (e.g., plan a night out in Seattle) or actions the user is attempting to carry out (e.g., search for a song or artist).

With reference to FIGS. 3 and 4A-4C, the functionality of an exemplary system architecture 300 will now be discussed. Initially, the operational flow diagram of FIGS. 4A-4C introduces a technique for discovering apps related to search results and/or relevant to a query without the query explicitly targeting the apps, as implemented by the exemplary system architecture 300 shown in FIG. 3. It should be noted that like reference numerals identify like components in the various figures, such as the web browser 222 of FIGS. 2, 3, and 4A-4C.

As illustrated, the search engine 275 is configured to discover apps 202 for queries 285 with an implicit intent to produce applications within the search results 295. One way to achieve discovery of apps 202 is for the search engine 275 to leverage the web sites that are responsive to the query 285 to decide what applications are relevant and should be returned, as discussed above. Accordingly, other indicators (e.g., characteristics 203 of web sites within the application manifest 201) may be used to discover apps 202 without the explicit wording included in the query 285 itself. In order to implement this process, the search engine 275 may rely upon various components 276, 277, and 278 that are responsible for managing sub-processes having defined operations, as discussed with respect to FIGS. 4A-4C below.

The process for discovering relevant apps 202 typically commences upon a user-initiated query 285 being received at the web browser 222. For example, the query 285 may be received upon entry into a search box of a toolbar or browser window 225 of a UI display 220 (see FIG. 2). Upon submission of the query 285 to the web browser 222 or any other application designed to access the Internet, the query 285 is conveyed to the search engine 275. As depicted at operation 405, terms or phrases 401 may be extracted from query 285. These terms or phrases 401 may be communicated in a request to retrieve search results from a web index 265 (see FIG. 2). In reply to the request, the web index 265 may return to the search engine 275 the search results 295 that are responsive to the query 285. As depicted at operation 410, the search engine 275 may identify characteristics 310 inherent to the initial set of search results 295.

Once these characteristics 310 are identified from the search results 295 (e.g., URL’s are generic site locators of websites), apps 280 relevant to the inherent characteristics 310 of the search results 295 are determined by employing the characteristics 310 to inspect the application manifest 201. A characteristic-matching component 276 (see FIG. 3) may be provisioned within the search engine 275 to inspect the application manifest 201 by comparing the characteristics 310 against the predefined characteristics 203 to find a matching app 280 as depicted at operation 420. As mentioned above, the indexing engine 205 of FIG. 2 is provided to mine apps 202, and to construct and maintain the mapping between the mined apps 202 and the predefined characteristics 203. In instances, the predefined characteristics 203 may comprise abstract objects that describe a respective intent of a user when implementing a search event.

In an exemplary embodiment, the characteristic-matching component 276 may identify a high-ranking one of the initial search results 295 as a subject result, and interrogate the subject result against the predefined characteristics 203 of the application manifest 201. This embodiment effectively limits the discovered apps 280 to those that are deemed highly relevant to the query 285. In other embodiments, as discussed above, qualities of the query 285 may be abstracted and directly used to discover relevant apps without the consideration of the search results 295. In still other embodiments, relevant apps arrived upon from separate streams of logic (e.g., the search results 295 and the implicit qualities of the query 285) may be joined via a selection component 277 to surface those applications 330 that are determined to be most useful to the user’s search intent.

As depicted at operation 425, top-rated applications 330 may be selected from the relevant apps 280 by implementing the selection component 277. In one instance, the selection component 277 is configured for selecting relevant app(s) 280 returned from the characteristic-matching component 276 and for storing the app(s) 280 as a candidates for concurrent display with the initial set of search results 295. In another instance, as depicted at operation 425, the selection component 277 may be responsible for narrowing the relevant apps 280 to top-rated applications 330 by interacting with the ranking component 270. The ranking component 270, as more fully discussed above with reference to FIG. 2, serves to organize the relevant apps 280 based on one or more rating schemes and to limit the applications surfaced within the search results 295 based on at least one predefined threshold.

In yet another instance, the selection component 277 may interface with the app client 223 running on the client device 210, as illustrated at FIG. 3. The app client 223 may have access to the apps 221 installed at the client device (see FIG. 2). Accordingly, the app client 223 may help the selection component 277 to select the top-rated applications 330 from the relevant apps 280 based on the identity of the installed apps 221 residing within memory of the client device 210.

In still another instance, the selection component 277 may be designed to compile or provided access to a log of user interactions accrued while the user is implementing the search event. Upon reviewing data persisted within the user-interaction log, the selection component 277 may compare information from the log against the predefined characteristics 203 of the application manifest 201 to discover relevant apps 280. Or, the selection component 277 may apply the log information to filter low-rated applications from the relevant apps 280.

In yet another instance, the selection component 277 may be configured to check ranking scale(s) (e.g., popularity-based rankings and/or relevance-based rankings) of apps to distill top-rated applications 330 from the relevant apps 280. These ranking scale(s) may be derived from any number of sources (e.g., the app ratings forum 292 of FIG. 2, data logged from general searching and/or downloading, app-centric blogs, articles, opinion posts, or other reputable sources) and
may be employed to effectively dismiss from consideration those apps initially determined irrelevant. For example, if a video game is returned as a relevant app, the selection component may, in accordance with ranking scale(s), determine the main version of the video game as being top-rated while listing the remaining versions (e.g., holiday version, special release, and guides and tips) as lower-rated. As a result, a transmission may be conveyed for rendering at the web browser, while the lower-rated applications may be cached in case the user wants to surface additional applications upon inspecting the search results.

Turning now to FIG. 3, a rendering component may be provided within the search engine for placing a visual representation of at least one application in a location on a layout of a search-result page. As depicted at operation 430, the rendering component is enabled to place representations of the top-rated applications within the search-results page as a function of one or more criteria. For instance, when the criteria indicates the real estate available within the search-results page is limited, the rendering component may elect to restrict the number of top-rated applications rendered at the search-result page in one instance, the available real estate may be limited when descriptions of websites returned as search results are set to occupy a majority of the space within a display area of FIG. 6. In contrast, if the search-results page is preconfigured with sufficient real estate, then the rendering component may select additional top-rated applications for display. In one instance, the real estate may be deemed sufficient when there exists display space allocated and reserved for surfacing applications.

In another embodiment, the criteria used by the rendering component may be employed to place representations of the top-rated applications within the search-results page may involve a number of the top-rated applications identified by the selection component. For instance, if only two top-rated applications are identified, then just those top-rated applications are sent via transmission to the web browser for incorporation within the search-result page, as illustrated at FIG. 4B. Upon receipt of the transmission, the web browser may present representations of the top-rated applications within a search-result page, as depicted at operation 435. In embodiments, presenting representations of the top-rated applications within a search-result page may comprise placement of the top-rated applications based on structure of the search results. For instance, with respect to FIG. 5, illustrating a schematic diagram depicting a first illustrative UI display, the web browser may surface representations of applications and separately from the search results within the search-results page.

As shown, these applications may be surfaced within a display space allocated and reserved for applications. As such, this specific area within the search results being referred to as the display space is configured to visually separate the applications from the remainder of the search results. Although shown in the middle of the search-results page, the display space may be located at the top, bottom, or any other portion of the search-results page, as governed by the rendering component. In one instance, the size and location of the display space, and/or the number of applications indicated therein, is based on the number of top-rated applications selected for inclusion within the search results.

However, as shown, the grouping of the applications and within the display space are disassociated from the individual search results and do not provide context as to why the applications were selected or how they relate to the query and/or search results. Accordingly, the rendering component may employ the structure of the search-results page when the selection component indicates a high level of confidence in the relevance of the applications and/or it is readily apparent that the applications are responsive to the query or satisfy the user’s intent behind the ongoing search event.

In other embodiments, placement of the top-rated applications within search-results pages may include locating a representation of the applications selected for surfacing proximate to or in association with a particular search result. For instance, with reference to FIG. 6, a schematic diagram depicting a second illustrative UI display is illustrated that includes the display area having representation an application surfaced proximate to a relevant search result. As shown in FIG. 6, the representation of the application is located proximate to the search result. This in-line presentation of the application visually indicates an association between the application and the search result. As discussed more fully above, the association between the application and the search result may be maintained within the application manifest of FIGS. 2 and 3, and may be derived from one or more of the following: the web address of the search result exhibits parity with the application, the capabilities of the application are relevant to the content of the search result, and the characteristics of the search result and the application match a common, predefined entity.

As illustrated at FIG. 6, each of the applications that are presented, including the application, have a distinct search result (e.g., search result) associated therewith. Typically, this association is communicated to the user by presenting the application in proximity with the search results; however, other ways to link search results and applications may be used. Often, a one-to-one relationship between the applications and the search results is presented, in order to provide the user with a consistent search experience. Additional search results and relevant applications will become visible as a user scrolls upward or downward on the exemplary display area.

In this way, the structured placement of the application proximate to or in-line with the associated search result implicitly provides the user with information about why the application is relevant to the query. That is, the spatial pairing of the application and the search result intuitively explains to the user how the application was inferred from the query. As a result, if the user is interested in the search result, the in-line location of the application may signal to the user that the application may also be of interest for similar reasons. Further, the spatial pairing informs the user about the context of the entry point at which the application will be launched upon selection. For example, if the Cooking Mama® application was launched from the search-results page, the proximity of the application to the search result (describing a recipe for chicken pizza) may alert the user that, upon selecting the application, the context of the entry point of Cooking Mama® might pertain to chicken pizza.

Returning to FIG. 4B, upon presenting a search-result page to the user as indicated at operation 435, a selection of a
subject application listed in the search-result page may be received. In embodiments, the selection may comprise a user-initiated selection (e.g., mouse click or hover action) directed toward a representation of an application surfaced in-line within the search results. For instance, with reference to FIG. 6, a selection made within a boundary of the representation of the application 610 may invoke an action with respect to the application 610. In another instance, with reference to FIG. 5, control buttons 525 and 535 may be provided for launching or installing the applications 520 and 530 respectively. In operation, a selection directed toward the control button 525 may launch the Yelp® application 520 directly from the search-result page 505, while a selection directed toward the control button 535 may install the directory application 530 to the client device 210 to be indexed with the installed apps 221 of FIG. 2.

Upon receiving the selection of the subject application at the web browser 222, the web browser 222 may attempt to open the subject application on the client device 210. As depicted at operation 445, when the subject application is installed on the client device 210, the subject application is launched directly from the search-results page. However, when the subject application is not installed on the client device 210, the web browser 222 may automatically navigate the user to a website that sells the subject application (e.g., app store 291 of FIG. 2), as depicted at operation 450. Or, the app client 223 running on the client device 210 may automatically install the subject application thereon, as depicted at operation 455.

In an exemplary embodiment, as shown in FIG. 2, the app client 223 is designed to detect whether the subject application currently resides on the client device 210 by acting as an interface between the web browser 222 and catalogue(s) of the installed apps 221. In one instance, the app client 223 is configured as a protocol handler and/or system-provided application programming interface (API). Upon an application being installed to the client device 210, the installed application is registered with the protocol handler. Thus, the installed application now can be launched by invoking a protocol known to the protocol handler. In operation, upon receiving an indication that a user has selected the subject application from the search-results page, the web browser 222 may convey the selection indication to the protocol handler (e.g., app client 223) that, in turn, issues an “open” command or invoke call to the installed apps 221. If the subject application is launched in response to the command, then the app client 223 understands the subject application is installed to the client device 210. If the subject application is not launched, then the app client 223 understands the subject application is not installed to the client device 210 and offers the user the option to download the application from the application marketplace 290. As such, by leveraging the protocol-handler capability of the app client 223, the detection of the subject application within the installed apps 221 is relatively efficient and does not require the acquisition of a list of the installed apps 221 for a labor-intensive lookup.

In one instance, the detection of applications that are installed to the client device 210 may be performed incident to adding the top-rated applications to the search results. In this way, the protocol-handler mechanism of the app client 223 may be invoked upon the web browser 222 receiving notification from the search engine 275 that one or more applications are selected for inclusion within the search-results page. The app client 223 may then inspect the installed apps 221 via any know process (e.g., detection using the “open” command) to determine whether the application(s) selected for rendering are actually installed on the client device 210. If so, the app client 223 may instruct the web browser 222 to modify presentational aspects of the application(s) being rendered such that the user is notified the application(s) were previously downloaded to the client device 210 (e.g., modifying the control button 525 to indicate that a click-action applied thereto will launch the application). If not, the app client 223 may instruct the web browser 222 to modify presentational aspects of the application(s) being rendered such that the user is notified the application(s) are not installed to the client device 210 (e.g., modifying the control button 535 to indicate that a click-action applied thereto will install the application).

Turning to FIG. 4C, upon the user directing a selection to the subject application that invokes the subject application to launch, context (e.g., the user’s interactions with the web browser 222 of FIG. 2) may be transferred to the subject application for establishing an advanced entry point, as opposed to a root entry point that is configured as the default start-up homepage for the subject application. This context may be, in certain circumstances, based upon user interactions with the device engine 275. For instance, the search engine 275 may record the current and/or previous queries within the search event (e.g., utilizing the data stores 230) and derive a context from the terms and phrases within the queries. This context may then be converted into parameters that are plugged-in to the subject application during launch, thereby taking the user directly to the contents, or advanced entry point, relevant to the query.

One way to derive context, as mentioned above, involves parsing at least one query and using the keywords from the query to manipulate the launched application. Another way involves parsing web addresses of search results that are associated with applications selected for presentation. In the example query “Italian restaurants Bellevue reservation,” the URL (e.g., “www.urbanspoon.com/Seattle/ Bellevue/Italian-Restaurants”) returned as part of the search results may provide a context. In this case, the context indicates the user is looking for Italian restaurants in the location of Bellevue, Wash. This context is then converted to parameters and plugged-in to the Urbanspoon® application upon launch. With reference to the example query above, the process of converting into parameters may include recognizing an intent behind keywords within the query and attaching categorizing indicators to the keywords, such as the following: domain—restaurants; cuisine—Italian; location—Bellevue; and task—reservation.

The process of plugging-in the parameters of a search-event context to a launched application may involve the following steps: determining the proper information the application requires to navigate to an advanced entry point; and determining the format of the parameters that will likely be accepted by the application in order to properly interface with the user. For instance, an application may be designed to parse a raw, non-manipulated query or URL without the use of specialized parameters, thus, obfuscating the need to convert the context at the app client 223. In another instance, the app client 223 may be triggered to recognize a preferred format of the launched application in order to properly pass the context as parameters and in order to properly interface with the launched application. As such, the app client 223 may act to bridge a communication gap between the search-event context and launched application.

For example, if a restaurant is searched via a query and the responsive search results include the Yelp® application, the app client 223 may recognize that the Yelp® application requires pre-processing applied to the query prior to passing data to the Yelp® application during launch. In this case, the pre-processing may include extracting a business identifier...
Further, the launched application may return parameters back to the app client 223 upon the user interacting with the application. These parameters may be employed by the web browser 222 when attempting to generate search results from the search engine 275, as depicted at operation 470 of FIG. 4C. That is, parameters that indicate a context at the launched application (e.g., user actions performed, data entered, or links selected when interacting with application) may be passed from the launched application to the app client 223 for subsequent use in searching. In operation, upon the user providing information to the launched application during an app session or upon the user terminating the app session, the information is passed to or gathered by the app client 223 for active or passive use with the search engine 275. Active usage includes automatically submitting the context to the search engine 275 in order to generate a new set of search results that incorporate the context from the application. For instance, if a user selects a particular movie in a cinema-based application, the selected movie and/ or related information (e.g., movie location, movie show-time, or movie theater) is saved and returned to the search engine 275 for further use. This further use may include generating a new set of search results that are tailored to the selected movie (e.g., a restaurant or parking lot near the theater of the movie, or a director of a movie).

Generally, passive usage includes storing the context for eventual use at appropriate times. For instance, the web browser 222 may append some or all of the context to a subsequent query without the user’s knowledge in order to further personalize the search results. Or, the context may be used to modify a user profile maintained and updated at the data stores 230. The user profile may then be intermittently employed to improve the relevance of the subsequent searches.

Turning now to FIG. 9, an overall flow diagram of a method 900 for surfaced one or more applications as a function of search results is shown, in accordance with embodiments of the invention. Although the terms “step” and/or “block” may be used herein to connote different elements of methods employed, the terms should not be interpreted as implying any particular order among or between various steps herein disclosed unless and except when the order of individual steps is explicitly described. Initially, the method 900 comprises the steps of receiving a query submitted at a search engine (see block 902) and employing a keyword (e.g., term or phrase) of the query to generate an initial set of search results (see block 904). The method 900 may further comprise identifying characteristic(s) of a subject result of the initial set of search results (see block 906) and determining application(s) that are relevant to the characteristic(s) (see block 908).

This determination of application(s) that are relevant to the subject result’s characteristics may include one or more of the following steps: accessing an application manifest that includes a mapping between applications and predefined characteristics (see block 910); comparing the characteristics of the subject result against the predefined characteristics of the application manifest to determine a match (see block 912); and, when a match exists between the characteristics of the subject result and the predefined characteristics of the application manifest, identifying the application(s) associated with the matched predefined characteristics as being relevant to the subject result (see block 914). These identified application(s) may be presented on display in response to the query, as depicted at block 916. In a particular instance, presenting may involve integrating the application(s) within the initial set of search results (see block 918) and SURFACING the integrated application(s) concurrently with the initial set of search results on the UI display (see block 920).

With reference to FIG. 10, an overall flow diagram is shown illustrating a method 1000 for surfacing at least one application during review of a web page, in accordance with embodiments of the invention. The discussion of this method 1000 will coincide with the discussion of a third illustrative UI display illustrated in FIG. 7 that includes a display area 700 exposing application information 730 and link(s) 725 overlaying content 705 of a web page, in accordance with embodiments of the invention. The method 1000 may initially involve rendering a web page or document with the content 705, or text, within the display area 700 (e.g., browser window 225 of FIG. 2) on a UI display of a computing device (see block 1002).

In instances, the method 1000 may include the steps of receiving a user-initiated selection of a term or phrase within the content 705 (see block 1004). As illustrated, the selection of the term or phrase (e.g., “inception”) may occur via one of various ways, such as a word-finder tool 740 or manually highlighting. In response to the selection, the application(s) 720 that are relevant to the term or phrase are determined (see block 1006). This determination of the relevant application(s) 720 may be carried out by any of the processes described above, such as the employment of the application manifest 201 of FIG. 2. These relevant application(s) 720 may then be presented in a pop-up display window 710 that overlays at least a portion of the display area 700 (see block 1008). As illustrated in FIG. 7, the display window 710 includes the application information 730, a representation of the application 720, and the link 725 to the application 720.

Various embodiments of the invention have been described to be illustrative rather than restrictive. Alternative embodiments will become apparent from time to time without departing from the scope of embodiments of the inventions. It will be understood that certain features and subcombinations are of utility and may be employed without reference to other features and subcombinations. This is contemplated by and is within the scope of the claims.

The invention claimed is:

1. One or more computer-readable media having embodied thereon computer-executable instructions that are executed to perform a method for surfaced one or more applications as a function of search results, the method comprising:

receiving a query submitted at a search engine;

employing a term or phrase of the query to generate an initial set of search results;

selecting a subject result of the initial set of search results;

identifying one or more characteristics of the subject result of the initial set of search results, wherein the one or more characteristics of the subject result represent attributes of a website that is associated with the subject result;

determining at least one application that is relevant to the one or more characteristics of the subject result such that the one or more characteristics of the subject result associate the website with the at least one application, the at least one application being software designed to perform one or more tasks desired by a user; and

presenting the at least one application on a user-interface (UI) display in response to the query.
2. The media of claim 1, wherein presenting the at least one application on a UI display comprises:

- integrating the at least one application within the initial set of search results; and
- surfacing the at least one integrated application concurrently with the initial set of search results on the UI display.

3. The media of claim 2, wherein integrating the at least one application within the initial set of search results comprises placing the at least one application proximate to the subject result within a layout of a search-result page.

4. The media of claim 2, wherein integrating the at least one application within the initial set of search results comprises placing the at least one application in an area of a layout of a search-results page designated for surfacing applications.

5. The media of claim 1, wherein determining at least one application that is relevant to the one or more characteristics comprises:

- accessing an application manifest, wherein the application manifest includes a mapping between applications and predefined characteristics; and
- comparing the characteristics of the subject result against the predefined characteristics of the application manifest to determine a match.

6. The media of claim 5, the method further comprising, when a match exists between the characteristics of the subject result and the predefined characteristics of the application manifest, identifying the at least one application associated with the matched predefined characteristics as being relevant to the subject result.

7. The media of claim 5, wherein the predefined characteristics of the application manifest include a web address, and wherein an application associated with the web address exhibits parity with a website reachable by the web address.

8. The media of claim 5, wherein the predefined characteristics of the application manifest include capabilities of an application exposed by an application developer, and wherein the subject result matches the application capabilities when the application capabilities are relevant to content of the subject result.

9. The media of claim 5, wherein the predefined characteristics of the application manifest include a truncated uniform resource locator (URL), and wherein comparing the characteristics of the subject result against the predefined characteristics comprises:

- normalizing a URL associated with the subject result from a specific page locator to a generic site locator; and
- comparing the generic site locator against the truncated URL to determine a match.

10. The media of claim 5, wherein the predefined characteristics of the application manifest include an entity, wherein the entity comprises a person, place, or thing represented by a particular online description, and wherein comparing the characteristics of the subject result against the predefined characteristics comprises:

- identifying which entity corresponds with the set of initial search results; and
- comparing the identified entity against the entity of the application manifest to determine a match.

11. The media of claim 5, wherein the predefined characteristics of the application manifest include a task, wherein the task represents a sequence of user actions carried out during a search event, and wherein comparing the characteristics of the subject result against the predefined characteristics comprises:

- tracking, via a log, a user's interactions taken by the user prior to submitting the query; and
- targeting the task using the tracked user interactions; and selecting for display at least one application mapped to the task.

12. The media of claim 1, wherein presenting the at least one application on a UI display comprises presenting a control button proximate to a visual representation of the at least one application, and wherein, upon selection, the control button is configured to invoke an action with respect to the at least one application.

13. The media of claim 12, wherein the action invoked upon selection of the control button comprises launching the at least one application, navigating to an online store that offers the at least one application for sale, or installing the at least one application to a device that is currently presenting the UI display.

14. A computer system for selecting at least one application using one or more characteristics of search results, the computer system comprising a processing unit coupled to a computer-storage medium, the computer-storage medium having stored thereon a plurality of computer software components executable by the processing unit, the computer software components comprising:

- an application manifest comprising a listing of applications mined from an application marketplace, wherein the applications within the listing are mapped to predefined characteristics;
- a search engine for generating an initial set of search results as a function of a query submitted by a user;
- a characteristic-matching component for identifying a high-ranking one of the initial search results as a subject result, and for comparing characteristics associated with the subject result against the predefined characteristics of the application manifest, wherein the characteristics of the subject result represent attributes of a website associated with the subject result, and
- a selection component for selecting the at least one application listed in the application manifest that is associated with the predefined characteristics matching the associated characteristics of the subject result, and storing the at least one application as a candidate for concurrent display as a digital image representation of the at least one application with the initial set of search results, wherein the at least one application that is relevant is application software designed to perform one or more tasks related to the query for the user, and wherein the one or more characteristics of the subject result associate the website to the at least one application.

15. The system of claim 14, wherein the search engine is further configured to receive the query and to detect other interactions of users when implementing search events.

16. The system of claim 15, further comprising an index engine to mine applications, and to construct and maintain the mapping between the mined applications and the predefined characteristics.

17. The system of claim 14, further comprising a rendering component for placing a visual representation of the at least one application in a location on a layout of a search-result page proximate to the subject result.

18. The system of claim 14, wherein the predefined characteristics comprise abstract objects that describe a respective intent of a user when implementing a search event.

19. The system of claim 18, wherein the selection component is further configured to compile a log of user interactions while the user is implementing the search event, and to compare information from the log against the predefined characteristics of the application manifest.
20. A computerized method carried out by a search engine running on a processor for surfacing at least one application during review of a web page, the method comprising:

providing the web page with content currently rendered on
a user-interface (UI) display of a computing device;
receiving a user-initiated selection of a term or phrase
within the content of the web page that is currently
rendered on the UI display of the computing device for
surfacing the at least one application that is relevant;
determining, in response to the selection, the at least one
application that is relevant to the user selected term or
phrase, wherein the at least one application that is rel-
evant is application software designed to perform one or
more tasks related to the user selected term or phrase for
the user when executed by the user; and

presenting the at least one application in a display area,
wherein the display area overlays at least a portion of the
content of the web page.
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